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# Divide and Conquer | Set 1 (Introduction)

Like [Greedy](http://www.geeksforgeeks.org/archives/18528)and [Dynamic Programming](http://www.geeksforgeeks.org/archives/12635), Divide and Conquer is an algorithmic paradigm. A typical Divide and Conquer algorithm solves a problem using following three steps.

**1.** *Divide:* Break the given problem into subproblems of same type.  
 **2.** *Conquer:* Recursively solve these subproblems  
 **3.** *Combine:* Appropriately combine the answers

Following are some standard algorithms that are Divide and Conquer algorithms.

**1)** [**Binary Search**](http://en.wikipedia.org/wiki/Binary_search_algorithm) is a searching algorithm. In each step, the algorithm compares the input element x with the value of the middle element in array. If the values match, return the index of middle. Otherwise, if x is less than the middle element, then the algorithm recurs for left side of middle element, else recurs for right side of middle element.

**2)** [**Quicksort**](http://en.wikipedia.org/wiki/Quick_Sort) is a sorting algorithm. The algorithm picks a pivot element, rearranges the array elements in such a way that all elements smaller than the picked pivot element move to left side of pivot, and all greater elements move to right side. Finally, the algorithm recursively sorts the subarrays on left and right of pivot element.

**3)** [**Merge Sort**](http://en.wikipedia.org/wiki/Merge_Sort) is also a sorting algorithm. The algorithm divides the array in two halves, recursively sorts them and finally merges the two sorted halves.

**4)** [**Closest Pair of Points**](http://en.wikipedia.org/wiki/Closest_pair_of_points_problem) The problem is to find the closest pair of points in a set of points in x-y plane. The problem can be solved in O(n^2) time by calculating distances of every pair of points and comparing the distances to find the minimum. The Divide and Conquer algorithm solves the problem in O(nLogn) time.

**5)** [**Strassen’s Algorithm**](http://en.wikipedia.org/wiki/Strassen_algorithm) is an efficient algorithm to multiply two matrices. A simple method to multiply two matrices need 3 nested loops and is O(n^3). Strassen’s algorithm multiplies two matrices in O(n^2.8974) time.

**6)** [**Cooley–Tukey Fast Fourier Transform (FFT) algorithm**](http://en.wikipedia.org/wiki/Cooley%E2%80%93Tukey_FFT_algorithm) is the most common algorithm for FFT. It is a divide and conquer algorithm which works in O(nlogn) time.
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We will publishing above algorithms in separate posts.

***Divide and Conquer (D & C) vs Dynamic Programming (DP)***  
 Both paradigms (D & C and DP) divide the given problem into subproblems and solve subproblems. How to choose one of them for a given problem? Divide and Conquer should be used when same subproblems are not evaluated many times. Otherwise Dynamic Programming or Memoization should be used. For example, Binary Search is a Divide and Conquer algorithm, we never evaluate the same subproblems again. On the other hand, for calculating nth Fibonacci number, Dynamic Programming should be preferred (See [this](http://www.geeksforgeeks.org/archives/12635)for details).

**References**  
 [Algorithms by Sanjoy Dasgupta, Christos Papadimitriou, Umesh Vazirani](http://www.flipkart.com/algorithms-0070636613/p/itmczynvb7p2zacz?pid=9780070636613&affid=sandeepgfg)  
 [Introduction to Algorithms by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L.](http://www.flipkart.com/introduction-algorithms-8120340078/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <http://en.wikipedia.org/wiki/Karatsuba_algorithm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Largest Rectangular Area in a Histogram | Set 1

Find the largest rectangular area possible in a given histogram where the largest rectangle can be made of a number of contiguous bars. For simplicity, assume that all bars have same width and the width is 1 unit.

For example, consider the following histogram with 7 bars of heights {6, 2, 5, 4, 5, 2, 6}. The largest possible rectangle possible is 12 (see the below figure, the max area rectangle is highlighted in red)

[![](data:image/png;base64,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)](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/histogram1.png)

A **simple solution** is to one by one consider all bars as starting points and calculate area of all rectangles starting with every bar. Finally return maximum of all possible areas. Time complexity of this solution would be O(n^2).

We can use [**Divide and Conquer**](http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/) to solve this in O(nLogn) time. The idea is to find the minimum value in the given array. Once we have index of the minimum value, the max area is maximum of following three values.  
 **a)** Maximum area in left side of minimum value (Not including the min value)  
 **b)** Maximum area in right side of minimum value (Not including the min value)  
 **c)** Number of bars multiplied by minimum value.  
 The areas in left and right of minimum value bar can be calculated recursively. If we use linear search to find the minimum value, then the worst case time complexity of this algorithm becomes O(n^2). In worst case, we always have (n-1) elements in one side and 0 elements in other side and if the finding minimum takes O(n) time, we get the recurrence similar to worst case of Quick Sort.  
 How to find the minimum efficiently? [Range Minimum Query using Segment Tree](http://www.geeksforgeeks.org/segment-tree-set-1-range-minimum-query/) can be used for this. We build segment tree of the given histogram heights. Once the segment tree is built, all [range minimum queries take O(Logn) time](http://www.geeksforgeeks.org/segment-tree-set-1-range-minimum-query/). So over all complexity of the algorithm becomes.

Overall Time = Time to build Segment Tree + Time to recursively find maximum area

[Time to build segment tree is O(n)](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/). Let the time to recursively find max area be T(n). It can be written as following.  
 T(n) = O(Logn) + T(n-1)  
 The solution of above recurrence is O(nLogn). So overall time is O(n) + O(nLogn) which is O(nLogn).

Following is C++ implementation of the above algorithm.

// A Divide and Conquer Program to find maximum rectangular area in a histogram  
#include <math.h>  
#include <limits.h>  
#include <iostream>  
using namespace std;  
  
// A utility function to find minimum of three integers  
int max(int x, int y, int z)  
{ return max(max(x, y), z); }  
  
// A utility function to get minimum of two numbers in hist[]  
int minVal(int \*hist, int i, int j)  
{  
 if (i == -1) return j;  
 if (j == -1) return i;  
 return (hist[i] < hist[j])? i : j;  
}  
  
// A utility function to get the middle index from corner indexes.  
int getMid(int s, int e)  
{ return s + (e -s)/2; }  
  
/\* A recursive function to get the index of minimum value in a given range of  
 indexes. The following are parameters for this function.  
  
 hist --> Input array for which segment tree is built  
 st --> Pointer to segment tree  
 index --> Index of current node in the segment tree. Initially 0 is  
 passed as root is always at index 0  
 ss & se --> Starting and ending indexes of the segment represented by  
 current node, i.e., st[index]  
 qs & qe --> Starting and ending indexes of query range \*/  
int RMQUtil(int \*hist, int \*st, int ss, int se, int qs, int qe, int index)  
{  
 // If segment of this node is a part of given range, then return the  
 // min of the segment  
 if (qs <= ss && qe >= se)  
 return st[index];  
  
 // If segment of this node is outside the given range  
 if (se < qs || ss > qe)  
 return -1;  
  
 // If a part of this segment overlaps with the given range  
 int mid = getMid(ss, se);  
 return minVal(hist, RMQUtil(hist, st, ss, mid, qs, qe, 2\*index+1),  
 RMQUtil(hist, st, mid+1, se, qs, qe, 2\*index+2));  
}  
  
// Return index of minimum element in range from index qs (quey start) to  
// qe (query end). It mainly uses RMQUtil()  
int RMQ(int \*hist, int \*st, int n, int qs, int qe)  
{  
 // Check for erroneous input values  
 if (qs < 0 || qe > n-1 || qs > qe)  
 {  
 cout << "Invalid Input";  
 return -1;  
 }  
  
 return RMQUtil(hist, st, 0, n-1, qs, qe, 0);  
}  
  
// A recursive function that constructs Segment Tree for hist[ss..se].  
// si is index of current node in segment tree st  
int constructSTUtil(int hist[], int ss, int se, int \*st, int si)  
{  
 // If there is one element in array, store it in current node of  
 // segment tree and return  
 if (ss == se)  
 return (st[si] = ss);  
  
 // If there are more than one elements, then recur for left and  
 // right subtrees and store the minimum of two values in this node  
 int mid = getMid(ss, se);  
 st[si] = minVal(hist, constructSTUtil(hist, ss, mid, st, si\*2+1),  
 constructSTUtil(hist, mid+1, se, st, si\*2+2));  
 return st[si];  
}  
  
/\* Function to construct segment tree from given array. This function  
 allocates memory for segment tree and calls constructSTUtil() to  
 fill the allocated memory \*/  
int \*constructST(int hist[], int n)  
{  
 // Allocate memory for segment tree  
 int x = (int)(ceil(log2(n))); //Height of segment tree  
 int max\_size = 2\*(int)pow(2, x) - 1; //Maximum size of segment tree  
 int \*st = new int[max\_size];  
  
 // Fill the allocated memory st  
 constructSTUtil(hist, 0, n-1, st, 0);  
  
 // Return the constructed segment tree  
 return st;  
}  
  
// A recursive function to find the maximum rectangular area.  
// It uses segment tree 'st' to find the minimum value in hist[l..r]  
int getMaxAreaRec(int \*hist, int \*st, int n, int l, int r)  
{  
 // Base cases  
 if (l > r) return INT\_MIN;  
 if (l == r) return hist[l];  
  
 // Find index of the minimum value in given range  
 // This takes O(Logn)time  
 int m = RMQ(hist, st, n, l, r);  
  
 /\* Return maximum of following three possible cases  
 a) Maximum area in Left of min value (not including the min)  
 a) Maximum area in right of min value (not including the min)  
 c) Maximum area including min \*/  
 return max(getMaxAreaRec(hist, st, n, l, m-1),  
 getMaxAreaRec(hist, st, n, m+1, r),  
 (r-l+1)\*(hist[m]) );  
}  
  
// The main function to find max area  
int getMaxArea(int hist[], int n)  
{  
 // Build segment tree from given array. This takes  
 // O(n) time  
 int \*st = constructST(hist, n);  
  
 // Use recursive utility function to find the  
 // maximum area  
 return getMaxAreaRec(hist, st, n, 0, n-1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int hist[] = {6, 1, 5, 4, 5, 2, 6};  
 int n = sizeof(hist)/sizeof(hist[0]);  
 cout << "Maximum area is " << getMaxArea(hist, n);  
 return 0;  
}

Output:

Maximum area is 12

This problem can be solved in linear time. We will soon be publishing the linear time solution as next set.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/largest-rectangular-area-in-a-histogram-set-1/>

# Divide and Conquer | Set 4 (Karatsuba algorithm for fast multiplication)

Given two binary strings that represent value of two integers, find the product of two strings. For example, if the first bit string is “1100” and second bit string is “1010”, output should be 120.

For simplicity, let the length of two strings be same and be n.

A **Naive Approach** is to follow the process we study in school. One by one take all bits of second number and multiply it with all bits of first number. Finally add all multiplications. This algorithm takes O(n^2) time.
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Using **Divide and Conquer**, we can multiply two integers in less time complexity. We divide the given numbers in two halves. Let the given numbers be X and Y.

For simplicity let us assume that n is even

X = Xl\*2n/2 + Xr [Xl and Xr contain leftmost and rightmost n/2 bits of X]  
Y = Yl\*2n/2 + Yr [Yl and Yr contain leftmost and rightmost n/2 bits of Y]

The product XY can be written as following.

XY = (Xl\*2n/2 + Xr)(Yl\*2n/2 + Yr)  
 = 2n XlYl + 2n/2(XlYr + XrYl) + XrYr

If we take a look at the above formula, there are four multiplications of size n/2, so we basically divided the problem of size n into for sub-problems of size n/2. But that doesn’t help because solution of recurrence T(n) = 4T(n/2) + O(n) is O(n^2). The tricky part of this algorithm is to change the middle two terms to some other form so that only one extra multiplication would be sufficient. The following is tricky expression for middle two terms.

XlYr + XrYl = (Xl + Xr)(Yl + Yr) - XlYl- XrYr

So the final value of XY becomes

XY = 2n XlYl + 2n/2 \* [(Xl + Xr)(Yl + Yr) - XlYl - XrYr] + XrYr

With above trick, the recurrence becomes T(n) = 3T(n/2) + O(n) and solution of this recurrence is O(n1.59).

*What if the lengths of input strings are different and are not even?* To handle the different length case, we append 0’s in the beginning. To handle odd length, we put *floor(n/2)* bits in left half and *ceil(n/2)* bits in right half. So the expression for XY changes to following.

XY = 22ceil(n/2) XlYl + 2ceil(n/2) \* [(Xl + Xr)(Yl + Yr) - XlYl - XrYr] + XrYr

The above algorithm is called Karatsuba algorithm and it can be used for any base.

Following is C++ implementation of above algorithm.

// C++ implementation of Karatsuba algorithm for bit string multiplication.  
#include<iostream>  
#include<stdio.h>  
  
using namespace std;  
  
// FOLLOWING TWO FUNCTIONS ARE COPIED FROM http://goo.gl/q0OhZ  
// Helper method: given two unequal sized bit strings, converts them to  
// same length by adding leading 0s in the smaller string. Returns the  
// the new length  
int makeEqualLength(string &str1, string &str2)  
{  
 int len1 = str1.size();  
 int len2 = str2.size();  
 if (len1 < len2)  
 {  
 for (int i = 0 ; i < len2 - len1 ; i++)  
 str1 = '0' + str1;  
 return len2;  
 }  
 else if (len1 > len2)  
 {  
 for (int i = 0 ; i < len1 - len2 ; i++)  
 str2 = '0' + str2;  
 }  
 return len1; // If len1 >= len2  
}  
  
// The main function that adds two bit sequences and returns the addition  
string addBitStrings( string first, string second )  
{  
 string result; // To store the sum bits  
  
 // make the lengths same before adding  
 int length = makeEqualLength(first, second);  
 int carry = 0; // Initialize carry  
  
 // Add all bits one by one  
 for (int i = length-1 ; i >= 0 ; i--)  
 {  
 int firstBit = first.at(i) - '0';  
 int secondBit = second.at(i) - '0';  
  
 // boolean expression for sum of 3 bits  
 int sum = (firstBit ^ secondBit ^ carry)+'0';  
  
 result = (char)sum + result;  
  
 // boolean expression for 3-bit addition  
 carry = (firstBit&secondBit) | (secondBit&carry) | (firstBit&carry);  
 }  
  
 // if overflow, then add a leading 1  
 if (carry) result = '1' + result;  
  
 return result;  
}  
  
// A utility function to multiply single bits of strings a and b  
int multiplyiSingleBit(string a, string b)  
{ return (a[0] - '0')\*(b[0] - '0'); }  
  
// The main function that multiplies two bit strings X and Y and returns  
// result as long integer  
long int multiply(string X, string Y)  
{  
 // Find the maximum of lengths of x and Y and make length  
 // of smaller string same as that of larger string  
 int n = makeEqualLength(X, Y);  
  
 // Base cases  
 if (n == 0) return 0;  
 if (n == 1) return multiplyiSingleBit(X, Y);  
  
 int fh = n/2; // First half of string, floor(n/2)  
 int sh = (n-fh); // Second half of string, ceil(n/2)  
  
 // Find the first half and second half of first string.  
 // Refer http://goo.gl/lLmgn for substr method  
 string Xl = X.substr(0, fh);  
 string Xr = X.substr(fh, sh);  
  
 // Find the first half and second half of second string  
 string Yl = Y.substr(0, fh);  
 string Yr = Y.substr(fh, sh);  
  
 // Recursively calculate the three products of inputs of size n/2  
 long int P1 = multiply(Xl, Yl);  
 long int P2 = multiply(Xr, Yr);  
 long int P3 = multiply(addBitStrings(Xl, Xr), addBitStrings(Yl, Yr));  
  
 // Combine the three products to get the final result.  
 return P1\*(1<<(2\*sh)) + (P3 - P1 - P2)\*(1<<sh) + P2;  
}  
  
// Driver program to test aboev functions  
int main()  
{  
 printf ("%ld\n", multiply("1100", "1010"));  
 printf ("%ld\n", multiply("110", "1010"));  
 printf ("%ld\n", multiply("11", "1010"));  
 printf ("%ld\n", multiply("1", "1010"));  
 printf ("%ld\n", multiply("0", "1010"));  
 printf ("%ld\n", multiply("111", "111"));  
 printf ("%ld\n", multiply("11", "11"));  
}

Output:

120  
60  
30  
10  
0  
49  
9

**Time Complexity:** Time complexity of the above solution is O(n1.59).

Time complexity of multiplication can be further improved using another Divide and Conquer algorithm, fast Fourier transform. We will soon be discussing fast Fourier transform as a separate post.

**Exercise**  
 The above program returns a long int value and will not work for big strings. Extend the above program to return a string instead of a long int value.

**References:**  
 [Wikipedia page for Karatsuba algorithm](http://en.wikipedia.org/wiki/Karatsuba_algorithm)  
 [Algorithms 1st Edition by Sanjoy Dasgupta, Christos Papadimitriou and Umesh Vazirani](http://www.flipkart.com/algorithms-1st-edition/p/itmczynvb7p2zacz?pid=9780070636613&affid=sandeepgfg)  
 <http://courses.csail.mit.edu/6.006/spring11/exams/notes3-karatsuba>  
 <http://www.cc.gatech.edu/~ninamf/Algos11/lectures/lect0131.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/divide-and-conquer-set-2-karatsuba-algorithm-for-fast-multiplication/>

# Multiply two polynomials

Given two polynomials represented by two arrays, write a function that multiplies given two polynomials.

Example:

Input: A[] = {5, 0, 10, 6}   
 B[] = {1, 2, 4}   
Output: prod[] = {5, 10, 30, 26, 52, 24}  
  
The first input array represents "5 + 0x^1 + 10x^2 + 6x^3"  
The second array represents "1 + 2x^1 + 4x^2"   
And Output is "5 + 10x^1 + 30x^2 + 26x^3 + 52x^4 + 24x^5"

**We strongly recommend to minimize your browser and try this yourself first.**

A simple solution is to one by one consider every term of first polynomial and multiply it with every term of second polynomial. Following is algorithm of this simple method.

multiply(A[0..m-1], B[0..n01])  
1) Create a product array prod[] of size m+n-1.  
2) Initialize all entries in prod[] as 0.  
3) Travers array A[] and do following for every element A[i]  
...(3.a) Traverse array B[] and do following for every element B[j]  
 prod[i+j] = prod[i+j] + A[i] \* B[j]  
4) Return prod[].

The following is C++ implementation of above algorithm.

// Simple C++ program to multiply two polynomials  
#include <iostream>  
using namespace std;  
  
// A[] represents coefficients of first polynomial  
// B[] represents coefficients of second polynomial  
// m and n are sizes of A[] and B[] respectively  
int \*multiply(int A[], int B[], int m, int n)  
{  
 int \*prod = new int[m+n-1];  
  
 // Initialize the porduct polynomial  
 for (int i = 0; i<m+n-1; i++)  
 prod[i] = 0;  
  
 // Multiply two polynomials term by term  
  
 // Take ever term of first polynomial  
 for (int i=0; i<m; i++)  
 {  
 // Multiply the current term of first polynomial  
 // with every term of second polynomial.  
 for (int j=0; j<n; j++)  
 prod[i+j] += A[i]\*B[j];  
 }  
  
 return prod;  
}  
  
// A utility function to print a polynomial  
void printPoly(int poly[], int n)  
{  
 for (int i=0; i<n; i++)  
 {  
 cout << poly[i];  
 if (i != 0)  
 cout << "x^" << i ;  
 if (i != n-1)  
 cout << " + ";  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // The following array represents polynomial 5 + 10x^2 + 6x^3  
 int A[] = {5, 0, 10, 6};  
  
 // The following array represents polynomial 1 + 2x + 4x^2  
 int B[] = {1, 2, 4};  
 int m = sizeof(A)/sizeof(A[0]);  
 int n = sizeof(B)/sizeof(B[0]);  
  
 cout << "First polynomial is \n";  
 printPoly(A, m);  
 cout << "\nSecond polynomial is \n";  
 printPoly(B, n);  
  
 int \*prod = multiply(A, B, m, n);  
  
 cout << "\nProduct polynomial is \n";  
 printPoly(prod, m+n-1);  
  
 return 0;  
}

Output

First polynomial is  
5 + 0x^1 + 10x^2 + 6x^3  
Second polynomial is  
1 + 2x^1 + 4x^2  
Product polynomial is  
5 + 10x^1 + 30x^2 + 26x^3 + 52x^4 + 24x^5

Time complexity of the above solution is O(mn). If size of two polynomials same, then time complexity is O(n2).

**Can we do better?**  
 There are methods to do multiplication faster than O(n2) time. These methods are mainly based on [divide and conquer](http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/). Following is one simple method that divides the given polynomial (of degree n) into two polynomials one containing lower degree terms(lower than n/2) and other containing higher degree terns (higher than or equal to n/2)

Let the two given polynomials be A and B.   
For simplicity, Let us assume that the given two polynomials are of  
same degree and have degree in powers of 2, i.e., n = 2i  
  
The polynomial 'A' can be written as A0 + A1\*xn/2  
The polynomial 'B' can be written as B0 + B1\*xn/2  
  
For example 1 + 10x + 6x2 - 4x3 + 5x4 can be  
written as (1 + 10x) + (6 - 4x + 5x2)\*x2  
  
A \* B = (A0 + A1\*xn/2) \* (B0 + B1\*xn/2)  
 = A0\*B0 + A0\*B1\*xn/2 + A1\*B0\*xn/2 + A1\*B1\*xn  
 = A0\*B0 + (A0\*B1 + A1\*B0)xn/2 + A1\*B1\*xn

So the above divide and conquer approach requires 4 multiplications and O(n) time to add all 4 results. Therefore the time complexity is T(n) = 4T(n/2) + O(n). The solution of the recurrence is O(n2) which is same as the above simple solution.

The idea is to reduce number of multiplications to 3 and make the recurrence as T(n) = 3T(n/2) + O(n)

***How to reduce number of multiplications?***  
 This requires a little trick similar to[Strassen’s Matrix Multiplication.](http://www.geeksforgeeks.org/strassens-matrix-multiplication/) We do following 3 multiplications.

X = (A0 + A1)\*(B0 + B1) // First Multiplication  
Y = A0B0 // Second   
Z = A1B1 // Third  
  
The missing middle term in above multiplication equation A0\*B0 + (A0\*B1 +   
A1\*B0)xn/2 + A1\*B1\*xn can obtained using below.  
A0B1 + A1B0 = X - Y - Z

So the time taken by this algorithm is T(n) = 3T(n/2) + O(n)  
 The solution of above recurrence is O(nLg3) which is better than O(n2).

We will soon be discussing implementation of above approach.

There is a O(nLogn) algorithm also that uses Fast Fourier Transform to multiply two polynomials (Refer [this](https://www.cs.iastate.edu/~cs577/handouts/polymultiply.pdf) and [this](http://www.cs.cmu.edu/afs/cs/academic/class/15451-s10/www/lectures/lect0423.txt)for details)

**Sources:**  
 <http://www.cse.ust.hk/~dekai/271/notes/L03/L03.pdf>

This article is contributed by Harsh. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/multiply-two-polynomials-2/>

# Check for Majority Element in a sorted array

**Question:** Write a C function to find if a given integer x appears more than n/2 times in a sorted array of n integers.

Basically, we need to write a function say isMajority() that takes an array (arr[] ), array’s size (n) and a number to be searched (x) as parameters and returns true if x is a [majority element](http://www.geeksforgeeks.org/archives/503)(present more than n/2 times).

Examples:

Input: arr[] = {1, 2, 3, 3, 3, 3, 10}, x = 3  
Output: True (x appears more than n/2 times in the given array)  
  
Input: arr[] = {1, 1, 2, 4, 4, 4, 6, 6}, x = 4  
Output: False (x doesn't appear more than n/2 times in the given array)  
  
Input: arr[] = {1, 1, 1, 2, 2}, x = 1  
Output: True (x appears more than n/2 times in the given array)

**METHOD 1 (Using Linear Search)**  
 Linearly search for the first occurrence of the element, once you find it (let at index i), check element at index i + n/2. If element is present at i+n/2 then return 1 else return 0.

/\* Program to check for majority element in a sorted array \*/  
# include <stdio.h>  
# include <stdbool.h>  
  
bool isMajority(int arr[], int n, int x)  
{  
 int i;  
  
 /\* get last index according to n (even or odd) \*/  
 int last\_index = n%2? (n/2+1): (n/2);  
  
 /\* search for first occurrence of x in arr[]\*/  
 for (i = 0; i < last\_index; i++)  
 {  
 /\* check if x is present and is present more than n/2 times \*/  
 if (arr[i] == x && arr[i+n/2] == x)  
 return 1;  
 }  
 return 0;  
}  
  
/\* Driver program to check above function \*/  
int main()  
{  
 int arr[] ={1, 2, 3, 4, 4, 4, 4};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 4;  
 if (isMajority(arr, n, x))  
 printf("%d appears more than %d times in arr[]", x, n/2);  
 else  
 printf("%d does not appear more than %d times in arr[]", x, n/2);  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

**METHOD 2 (Using Binary Search)**  
 Use binary search methodology to find the first occurrence of the given number. The criteria for binary search is important here.

/\* Program to check for majority element in a sorted array \*/  
# include <stdio.h>;  
# include <stdbool.h>  
  
/\* If x is present in arr[low...high] then returns the index of  
 first occurrence of x, otherwise returns -1 \*/  
int \_binarySearch(int arr[], int low, int high, int x);  
  
/\* This function returns true if the x is present more than n/2  
 times in arr[] of size n \*/  
bool isMajority(int arr[], int n, int x)  
{  
 /\* Find the index of first occurrence of x in arr[] \*/  
 int i = \_binarySearch(arr, 0, n-1, x);  
  
 /\* If element is not present at all, return false\*/  
 if (i == -1)  
 return false;  
  
 /\* check if the element is present more than n/2 times \*/  
 if (((i + n/2) <= (n -1)) && arr[i + n/2] == x)  
 return true;  
 else  
 return false;  
}  
  
/\* If x is present in arr[low...high] then returns the index of  
 first occurrence of x, otherwise returns -1 \*/  
int \_binarySearch(int arr[], int low, int high, int x)  
{  
 if (high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
  
 /\* Check if arr[mid] is the first occurrence of x.  
 arr[mid] is first occurrence if x is one of the following  
 is true:  
 (i) mid == 0 and arr[mid] == x  
 (ii) arr[mid-1] < x and arr[mid] == x  
 \*/  
 if ( (mid == 0 || x > arr[mid-1]) && (arr[mid] == x) )  
 return mid;  
 else if (x > arr[mid])  
 return \_binarySearch(arr, (mid + 1), high, x);  
 else  
 return \_binarySearch(arr, low, (mid -1), x);  
 }  
  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 3, 3, 3, 10};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 3;  
 if(isMajority(arr, n, x))  
 printf("%d appears more than %d times in arr[]", x, n/2);  
 else  
 printf("%d does not appear more than %d times in arr[]", x, n/2);  
  
 return 0;  
}

**Time Complexity:** O(Logn)  
 **Algorithmic Paradigm:** Divide and Conquer

Please write comments if you find any bug in the above program/algorithm or a better way to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/check-for-majority-element-in-a-sorted-array/>

# Closest Pair of Points | O(nlogn) Implementation

We are given an array of n points in the plane, and the problem is to find out the closest pair of points in the array. This problem arises in a number of applications. For example, in air-traffic control, you may want to monitor planes that come too close together, since this may indicate a possible collision. Recall the following formula for distance between two points p and q.  
 [![dist_formula](data:image/png;base64,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)](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/dist_formula.png)  
 We have discussed a [divide and conquer solution](http://www.geeksforgeeks.org/closest-pair-of-points/) for this problem. The time complexity of the implementation provided in the previous post is O(n (Logn)^2). In this post, we discuss an implementation with time complexity as O(nLogn).

Following is a recap of the algorithm discussed in the previous post.

**1)** We sort all points according to x coordinates.

**2)** Divide all points in two halves.

**3)** Recursively find the smallest distances in both subarrays.

**4)** Take the minimum of two smallest distances. Let the minimum be d.

**5)** Create an array strip[] that stores all points which are at most d distance away from the middle line dividing the two sets.

**6)** Find the smallest distance in strip[].

**7)** Return the minimum of d and the smallest distance calculated in above step 6.

The great thing about the above approach is, if the array strip[] is sorted according to y coordinate, then we can find the smallest distance in strip[] in O(n) time. In the implementation discussed in previous post, strip[] was explicitly sorted in every recursive call that made the time complexity O(n (Logn)^2), assuming that the sorting step takes O(nLogn) time.  
 In this post, we discuss an implementation where the time complexity is O(nLogn). The idea is to presort all points according to y coordinates. Let the sorted array be Py[]. When we make recursive calls, we need to divide points of Py[] also according to the vertical line. We can do that by simply processing every point and comparing its x coordinate with x coordinate of middle line.

Following is C++ implementation of O(nLogn) approach.

// A divide and conquer program in C++ to find the smallest distance from a  
// given set of points.  
  
#include <iostream>  
#include <float.h>  
#include <stdlib.h>  
#include <math.h>  
using namespace std;  
  
// A structure to represent a Point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
  
/\* Following two functions are needed for library function qsort().  
 Refer: http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
  
// Needed to sort array of points according to X coordinate  
int compareX(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->x - p2->x);  
}  
// Needed to sort array of points according to Y coordinate  
int compareY(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->y - p2->y);  
}  
  
// A utility function to find the distance between two points  
float dist(Point p1, Point p2)  
{  
 return sqrt( (p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y)  
 );  
}  
  
// A Brute Force method to return the smallest distance between two points  
// in P[] of size n  
float bruteForce(Point P[], int n)  
{  
 float min = FLT\_MAX;  
 for (int i = 0; i < n; ++i)  
 for (int j = i+1; j < n; ++j)  
 if (dist(P[i], P[j]) < min)  
 min = dist(P[i], P[j]);  
 return min;  
}  
  
// A utility function to find minimum of two float values  
float min(float x, float y)  
{  
 return (x < y)? x : y;  
}  
  
  
// A utility function to find the distance beween the closest points of  
// strip of given size. All points in strip[] are sorted accordint to  
// y coordinate. They all have an upper bound on minimum distance as d.  
// Note that this method seems to be a O(n^2) method, but it's a O(n)  
// method as the inner loop runs at most 6 times  
float stripClosest(Point strip[], int size, float d)  
{  
 float min = d; // Initialize the minimum distance as d  
  
 // Pick all points one by one and try the next points till the difference  
 // between y coordinates is smaller than d.  
 // This is a proven fact that this loop runs at most 6 times  
 for (int i = 0; i < size; ++i)  
 for (int j = i+1; j < size && (strip[j].y - strip[i].y) < min; ++j)  
 if (dist(strip[i],strip[j]) < min)  
 min = dist(strip[i], strip[j]);  
  
 return min;  
}  
  
// A recursive function to find the smallest distance. The array Px contains  
// all points sorted according to x coordinates and Py contains all points  
// sorted according to y coordinates  
float closestUtil(Point Px[], Point Py[], int n)  
{  
 // If there are 2 or 3 points, then use brute force  
 if (n <= 3)  
 return bruteForce(Px, n);  
  
 // Find the middle point  
 int mid = n/2;  
 Point midPoint = Px[mid];  
  
  
 // Divide points in y sorted array around the vertical line.  
 // Assumption: All x coordinates are distinct.  
 Point Pyl[mid+1]; // y sorted points on left of vertical line  
 Point Pyr[n-mid-1]; // y sorted points on right of vertical line  
 int li = 0, ri = 0; // indexes of left and right subarrays  
 for (int i = 0; i < n; i++)  
 {  
 if (Py[i].x <= midPoint.x)  
 Pyl[li++] = Py[i];  
 else  
 Pyr[ri++] = Py[i];  
 }  
  
 // Consider the vertical line passing through the middle point  
 // calculate the smallest distance dl on left of middle point and  
 // dr on right side  
 float dl = closestUtil(Px, Pyl, mid);  
 float dr = closestUtil(Px + mid, Pyr, n-mid);  
  
 // Find the smaller of two distances  
 float d = min(dl, dr);  
  
 // Build an array strip[] that contains points close (closer than d)  
 // to the line passing through the middle point  
 Point strip[n];  
 int j = 0;  
 for (int i = 0; i < n; i++)  
 if (abs(Py[i].x - midPoint.x) < d)  
 strip[j] = Py[i], j++;  
  
 // Find the closest points in strip. Return the minimum of d and closest  
 // distance is strip[]  
 return min(d, stripClosest(strip, j, d) );  
}  
  
// The main functin that finds the smallest distance  
// This method mainly uses closestUtil()  
float closest(Point P[], int n)  
{  
 Point Px[n];  
 Point Py[n];  
 for (int i = 0; i < n; i++)  
 {  
 Px[i] = P[i];  
 Py[i] = P[i];  
 }  
  
 qsort(Px, n, sizeof(Point), compareX);  
 qsort(Py, n, sizeof(Point), compareY);  
  
 // Use recursive function closestUtil() to find the smallest distance  
 return closestUtil(Px, Py, n);  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point P[] = {{2, 3}, {12, 30}, {40, 50}, {5, 1}, {12, 10}, {3, 4}};  
 int n = sizeof(P) / sizeof(P[0]);  
 cout << "The smallest distance is " << closest(P, n);  
 return 0;  
}

Output:

The smallest distance is 1.41421

**Time Complexity:**Let Time complexity of above algorithm be T(n). Let us assume that we use a O(nLogn) sorting algorithm. The above algorithm divides all points in two sets and recursively calls for two sets. After dividing, it finds the strip in O(n) time. Also, it takes O(n) time to divide the Py array around the mid vertical line. Finally finds the closest points in strip in O(n) time. So T(n) can expressed as follows  
 T(n) = 2T(n/2) + O(n) + O(n) + O(n)  
 T(n) = 2T(n/2) + O(n)  
 T(n) = T(nLogn)

**References:**  
 <http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf>  
 [http://www.youtube.com/watch?v=vS4Zn1a9KUc](http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf)  
 [http://www.youtube.com/watch?v=T3T7T8Ym20M](http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf)  
 <http://en.wikipedia.org/wiki/Closest_pair_of_points_problem>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/), [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/)

### Source

<http://www.geeksforgeeks.org/closest-pair-of-points-onlogn-implementation/>

# Divide and Conquer | Set 2 (Closest Pair of Points)

We are given an array of n points in the plane, and the problem is to find out the closest pair of points in the array. This problem arises in a number of applications. For example, in air-traffic control, you may want to monitor planes that come too close together, since this may indicate a possible collision. Recall the following formula for distance between two points p and q.  
 [![dist_formula](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXEAAAA7CAIAAAACUS1NAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABEKSURBVHhe7V39U1NXGu5/EoYggw4WERkdamHqUBRGWGQkBRkBiwJjDRGGAEvA3YSOAlbiuOB2sFOwnWCNbUN3N7hNW3ErnUKH7BYqGcSaVrCxxkqFyFcSLnvOubkhN7mhuZebS4Dj+JOeez6e95znvF/nzUtL+A9GACOAEeAPgZf46wr3hBHACGAEljCn4E2AEcAI8IkA5hQ+0cR9YQQwAphT8B7ACGAE+EQAcwqfaOK+MAIYAcwpeA9gBDACfCKAOYVPNHFfGAGMAOYUvAcwAhgBPhHAnMInmrgvjABGAHMK3gMYAYwAnwhgTuETTdwXRgAjgDlF4D1gt+irxaIw/BcjsF4QYHtCMKewRWx17YlfeqQpJbpxYnXd4K8xAiGLAOYUQUVDWPWyraU3xhcEHRUPhhEQEAHMKQKCveScNNRsL9BiLUVI0PFYAiOAOUVIwJ/2KlJyND9iw0dI0PFYAiOAOUVAwKd667bmdY7NCTgkHgojIDQCmFMEQ5yY6WuIyegYWxRsRDwQRmANEMCcIhjovw80pu9vH3EKNiAeCCOwFghgThEK9Zn+pj3ZbUM2ocbD42AE1gYBzCnC4E7MG9V7k9uGF7B/VhjA8ShrhgDmFGGgtw23Zu9tGZwXZrR1OAphG/lYVSFXNijy0jOk796xYKiElKLTZvqkQSpXnas+eiBL1va1xcH98uObUxyPvvmsn5oQmOiXN03Puc/OL6rzlr5/f0NtO8JmunnTZAvCMLxJdeH7tuT0pv7f/XVI2EZv9tzd4HaR7W7PzVFmMdnv3yg/20MK1DFhqEsV76ozWB284R9ARxtdBIu24S9u3ptiOiWE3fxxRX0POraEw/J5fdK23VWfW7keKL455bHuhEja/ZjcDTZjS2pcizEIW2OiuyjxhG6C3CoOY0vcjqAME8BWDKjJ4lhH5p7mgRlmKRG24atlNVdHgkG+AU1PoEbE85HOmtOdwz60sjjd13ik/a7dNQ/CbrqSIdqS3DI4K9DMljaDCPyv8VmfUtZumqHAnjG154pFmWrjFDf4Madww43VV3NjHXnbFb3MInKYu6WSKv3DIDAvq0kK0piwGKpyfRY7M9yaKQ7PVg9OuiYx39/0cphYsLj7phEBYf28+nWFSx90C9w51PaKODLtktFGpjkQAP5Y0bbMjlFuaQ+YU4J/lhZHOzOS63qfMo00N66r3Fumf8JVzwz+7HkeAW7rZHn3uGfin3Oy/1JOWrXOTOklDqN6R5j49XaTEIH3TSUCh9VQnyLVjXu6S4inA+rCg2Wfmu2uXQgVf9EWznkPmFN4PjO+3RHj2sLoM71TDKRPTN6q33WIs5IZ9KkHZQCgWh/ZXXdr0i+NcrN9ODrvNp0I7Hfb01Pre1e4xbDtE+r+lIVxbel2qZ7J4zVv1hRFvaExc1Mxg3Lgheh00azJjSjSmP1EdqAlkhiV//6IjZWWws15twlFsPKSCce4TrYzvuDKEOegB9ZTgnyKiPHu4hSZ/heGWxnaRHGb8UkhXHgss7kO/LhXjicUf8iSUIAQOXHKphQBjBiImN+dEbahK/mpJQx+dBbHBHMKC7A4NIUFU6Ire5jCoki0knaTYMENDtMP0ifIKevrgoWBodM5qi85JUdw4ZRNKgLolI325XQYGCo51nDr0SrDBQJzyqxZp5LVKU4cyG/unZi1Dl6DaU6NyuK80lZ6mg0xbTa0ybJzy5SNKnnDtZEnlt53csDZdG3y9RJLdlj1lX4KpsBaKlERNYZJLw0fJAvoaqQKZVGmpOmWZfZXY9dZWaXqwl9Lc0ouh0ImGGH70dBaLsmWqt5RVdVfH5l82NtULNdb2NAP09q9Is1g3xd3/cTCdc2BU9apCJw28xdt0lzJKeUFZc2ZruFJy61mSV2PNXBT8YmhMiGq0kCF2VCwh57Q4Bx6t4RrUQ5BOYWw6N6qNjwjoPjFOzMKat/rf4yM6tlB9b44SfuwKxjgeHRHfWx32rleMgnKbuosSEnaEeNhJrDlFLR7Aq8Cy3DU2RyZ5bZAeCmFWjPT0UB3tW9aDfGw+2SD4ZkT+d73ZOXXXgYphLDDKWNLZmT2eyNzLM4Zt0n7/wokRP3nYv6+gy5VgrDf+6AwaW+c6Jhf54ifvtDqMtuGqJwISCjS17KVnTpdN/qra69MVfa5UyYCWAgHTlmPIpi33LlUsCuL0iZmxjpKX3s1VizRsOVf8SutwxQLQUIpTpMo3wfAI/w/bq/MV/V5ck4AEqCaCMkpwFtZ2wAmCl0MceKt8p4nbiULcESs2JUVNvtAUxIlymjuf0adHiR7mpnAllNYIMKiqeNhT80FxoCOqxNYMMXfeQP1mRLF+doJOkWAINEJFThLDouuLFKUcFr/iPp/x2OdVCxKXSEZl8XMuTW1j2kK4sT73hmYpjYjSm3gEPQlJrQFokQqvj4/riuP92b8aJaeJg6csu5EQNgfdBVGbElu+naa2hbOodZE1nFf+4S2RLyVikUu/txduten4Dbre8K9p4TklKnhLi3Mq4EnLYymekFX2TYxSsAFukxpRFikZ4FFkoOiG/qW81BDgFOISaNaErnSIV+c6j2z3W/iFqLRIt1j2vEmZoc++cAI7ge03WnqEkycE4ti3dnD3GhhFV/ZLTpZlCjWU+0CwioJD4thp1CgKcB8a37XwoFT1psIgA5bEi8O96xnTN49+1jqFOT95M53X8WmYPpUSE4hx0eliehbc2nSII8IQ6wxPdyaJfbK4fPloKU15xSQKFUvOZAgFm1Jaf3eT8XqyT7lfv/JiIwbmhLRTJ8qmk6sS9AGFrPePa4Onab2/QGafv7sPvhkaYuYFi9ApClKkBuesN6Vq+IUEopAf8/Ey3HgMVUBReAcaX8doBfInP3hSSwMtaWAHmi3lO/dE4goNhqnzJraJfStSbJMWBRI4lj8USOJpps55P/G0X+/Ym05BeZ9nr5s/G1Qvddbxh4ShQVT8v1XilxpQyMKoCdHI5YRR7hCSITtB01VeV1tYYb0+tjkyLWq8j+fzMltG3SrxIHsLFZtCLMmByyWltsKSHOfOLysm3T4LDltI9eqpTWKfInsumny3vVqaeVbWccvG5my21bFKYwT50tP8WRh/yKYG9VWlSsqcjMbbrsyj6AFkVVlsATN3TX/k+YYuMNo6a3k3VOsQ6Paxq7/RVYrk2Q03XHFGYFRWZEs930NuME4hUCskaA2zrvBBwXQUl1vlsikbLelB+ULqgQAzcUrnM6WU3j20RIvnj8H2c3kOWf2UBIz/c0JKxVMQY5q5vRzcvekq43T1OlBvbmf1RETPeVVmgezSxDMhENZpef7rdPGSwd5cy0zHFrkVQ2jvVoiNRfq2iQs/6oovfbATkD2iUg9XHRpYOo3ozqbUU1ApJmqNvL4EpsDp3AWAfCMKpr7f3sBbzuXBYE41+0hYkXXATZGs6UNQWouJPEBf/mHJ5u/nX4B9iRlVKKzxvTQDN3rQXt2K7TtQ1rgkaf0VFR4CTlQtrxW/xXke5JxPFc797+2tG10DgIyYMspAYqNbTOkeXrrUGQngAol/s0i0AARB81J5CYQ5D8Kr1iODpKGdFJDL7x/wE76e57rza6l51Q8OtXgaWlKZPrlodlgXZOknuLxypyYG7p8UCSmisKA9Za7HhlY9WXhaKNP31Htislo/a9PBg75So27F5BJThw4hasIFkevVn5kXkR3oYtSSTOQ3xV5rZK8aTyJGDgKgMpP3j1zY53nNOY5dPdQFzB0GjC6uqcGGlPYhIoIh/X7zzqv3zYHpAcLzCkk9GHiXcpelJeBgliJ8ct5k+CnP6viKS8UYbvfozwU6XU9QqhDhFNg+gkIUTNcxfAOB6/F3YqG7ynwf66Q/0gsSnY9yoBx1pPxO09SxRAWbUNf3J5AUXZopW8TqNQTUI7KEinfOUiR0KvSgJXqvpl/H/5H3wR6ZIB0EE8ly3ftKO7wctPAsq7Kls1923PgFM4iQKND29adOTZtbEnnEP9itWygCZ7eGefykYMELn3DwXAvpd6T5lBpQcakSuLnG/kxsY39AZe9gjcWcAZFBvaORGBOIc2cwo47Ny/K65ounCnJLlJ1DVpprySfm7SKw9kVTY0KmVz94YWiKAYvYIhwCgiLawu95QqpEiql/gumuHYS9Ez7OuRIMyc6p+PLr9SKusZmZXFugfIjo5VhA6A0ULY+f1bbmNYYlGK7Ic+VVL7dpCivUl9peTOeHpkiG6P4FKP+tdwZ1O/8Fn/gOEEOnLKEggPcRECeWEojQIFLLvEvdosF7yS1VVlH5I1n66Q1Fz84fzyCfp/ND6oT3DTnXxDw0mJlppHB/uiDTd/4f/m5vBJhOYX0frN4w47on0GlDBVOWXJFwb3SRoA48xMa+/8gZQv+dvIen6NF+rADydlHcUS3D8U2/M/b48K9RoTbV8ygP6PAP6W4eahUnocH3vBJfoo/sDtkHq05cQp3ESA3p5s6mbmJ81oC+ZAkNbppAz3f7juGIVkW9YsuLZrLMpDhWLQRlFOQTe62wAOYpV8OChlOWSIpgB5RXqlgiueqiVnjxeSttSBrdvlfGXzYdKBIGwRooU5ISZTvafZBV8P5/qfB8qb4yAoZOMsxCKSWx+Zq7jvB+6YIyu1iH7tW3drv/fjA+cxQu33fRSPPrh8giFz2JT84iQCigbz+JKfAd49Amxb41+CY7h5IbSSnOG133y+IYKqrRPxqkCcFtYaekJxCeh9YKF2kX5BJpQwdTiGvC1rWADRJArwHIEGk0rLI0JlcyS4gfu1rPhJ/4KRSoVBf/0hdcKTsXLOqsupi72qffgXA8e4mpL9w2ewirF83Zyemnaqrk6u1n14ozC5rvKCSl/3N9bqCRqTmGwWpp/Ve+cNsBue3LQcRuIy8Ua1UUqBoalLIjh6I8Qkj8DtLn97Iu8fbxgThZHlGfm1LY11F3v4oJq8WtNZ3VfVYqEKdQZimUJwy2acuPpK2Qwzy2ZKyCk9U635aSU0nFkxd5UWFh18FybVhka9mHS9SdtPKbYQOpwBfnVdEGRZMifFXKdJbhODFoLY0uR7Vc7b2tUiPHojzs+QgCJ9Lly9MmtoTb2YlAS9SQKL0GgPVGSvRukuKcZkCz9+sWgTweMf8sanL17QXRjSni49nJYLYhTg88fCbJTW6Bz6HCZG+r0cP1u7MLtXeDyKjLC0JxSl8AerqJ5Q4hcyjF+1xFUkhwD2cwia1dN5yqzGnjF7Oj2e4QqQ78ARRX/1GI4PyssYTZCsCYmHkSmZ4iqrvGbQyQGaQ4FX+GQBb+KE9I2a38g6INRK27y6m7a/2TsCbt+jP5HIsJcFCQnxzyuStuj211Pt9YPLlHeoYDfwNdsATt/YqstznFtj2qX/qGAvCMIHNxxVRJg0WmICzlblgiv/ewJ4+X6r+jscMsMBmLmwrsNFLzoceoZAgsBIBMXfvuiwp6aiiuUUplyk/HCCf16/tH5DaK92/O6+2BVid0oarrufs7jkt2gbbShu41aZhtzC+OYXd6BuktSuiDI1bO/AZxTBXitwgi8XLwAisjADmFD52iCuinK4eNPVIk/0UTOFjINwHRiDkEcCcwouIXBHl/W+frY72fIrOS+e4E4zAekIAcwov0qIiyiBK5Vn5hZe+cScYgXWFAOYUnsTliihz//U2nuaBu8EIrDECmFP4EgAZURY4mZKvyeN+MAK8IYA5hS8o4eubTfgDYHzBh/vZMAhgTtkwosQLwQiEBAKYU0JCDHgSGIENgwDmlA0jSrwQjEBIIIA5JSTEgCeBEdgwCGBO2TCixAvBCIQEAv8HZQRUmit8lykAAAAASUVORK5CYII=)](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/dist_formula.png)

The Brute force solution is O(n^2), compute the distance between each pair and return the smallest. We can calculate the smallest distance in O(nLogn) time using Divide and Conquer strategy. In this post, a O(n x (Logn)^2) approach is discussed. We will be discussing a O(nLogn) approach in a separate post.

**Algorithm**  
 Following are the detailed steps of a O(n (Logn)^2) algortihm.  
 *Input:* An array of n points *P[]*  
 *Output:* The smallest distance between two points in the given array.

As a pre-processing step, input array is sorted according to x coordinates.

**1)** Find the middle point in the sorted array, we can take *P[n/2]* as middle point.

**2)** Divide the given array in two halves. The first subarray contains points from P[0] to P[n/2]. The second subarray contains points from P[n/2+1] to P[n-1].

**3)** Recursively find the smallest distances in both subarrays. Let the distances be dl and dr. Find the minimum of dl and dr. Let the minimum be d.
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**4)** From above 3 steps, we have an upper bound d of minimum distance. Now we need to consider the pairs such that one point in pair is from left half and other is from right half. Consider the vertical line passing through passing through P[n/2] and find all points whose x coordinate is closer than d to the middle vertical line. Build an array strip[] of all such points.
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**5)** Sort the array strip[] according to y coordinates. This step is O(nLogn). It can be optimized to O(n) by recursively sorting and merging.

**6)** Find the smallest distance in strip[]. This is tricky. From first look, it seems to be a O(n^2) step, but it is actually O(n). It can be proved geometrically that for every point in strip, we only need to check at most 7 points after it (note that strip is sorted according to Y coordinate). See [this](http://people.csail.mit.edu/indyk/6.838-old/handouts/lec17.pdf)for more analysis.

**7)** Finally return the minimum of d and distance calculated in above step (step 6)

**Implementation**  
 Following is C/C++ implementation of the above algorithm.

// A divide and conquer program in C/C++ to find the smallest distance from a  
// given set of points.  
  
#include <stdio.h>  
#include <float.h>  
#include <stdlib.h>  
#include <math.h>  
  
// A structure to represent a Point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
/\* Following two functions are needed for library function qsort().  
 Refer: http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
  
// Needed to sort array of points according to X coordinate  
int compareX(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->x - p2->x);  
}  
// Needed to sort array of points according to Y coordinate  
int compareY(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->y - p2->y);  
}  
  
// A utility function to find the distance between two points  
float dist(Point p1, Point p2)  
{  
 return sqrt( (p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y)  
 );  
}  
  
// A Brute Force method to return the smallest distance between two points  
// in P[] of size n  
float bruteForce(Point P[], int n)  
{  
 float min = FLT\_MAX;  
 for (int i = 0; i < n; ++i)  
 for (int j = i+1; j < n; ++j)  
 if (dist(P[i], P[j]) < min)  
 min = dist(P[i], P[j]);  
 return min;  
}  
  
// A utility function to find minimum of two float values  
float min(float x, float y)  
{  
 return (x < y)? x : y;  
}  
  
  
// A utility function to find the distance beween the closest points of  
// strip of given size. All points in strip[] are sorted accordint to  
// y coordinate. They all have an upper bound on minimum distance as d.  
// Note that this method seems to be a O(n^2) method, but it's a O(n)  
// method as the inner loop runs at most 6 times  
float stripClosest(Point strip[], int size, float d)  
{  
 float min = d; // Initialize the minimum distance as d  
  
 qsort(strip, size, sizeof(Point), compareY);   
  
 // Pick all points one by one and try the next points till the difference  
 // between y coordinates is smaller than d.  
 // This is a proven fact that this loop runs at most 6 times  
 for (int i = 0; i < size; ++i)  
 for (int j = i+1; j < size && (strip[j].y - strip[i].y) < min; ++j)  
 if (dist(strip[i],strip[j]) < min)  
 min = dist(strip[i], strip[j]);  
  
 return min;  
}  
  
// A recursive function to find the smallest distance. The array P contains  
// all points sorted according to x coordinate  
float closestUtil(Point P[], int n)  
{  
 // If there are 2 or 3 points, then use brute force  
 if (n <= 3)  
 return bruteForce(P, n);  
  
 // Find the middle point  
 int mid = n/2;  
 Point midPoint = P[mid];  
  
 // Consider the vertical line passing through the middle point  
 // calculate the smallest distance dl on left of middle point and  
 // dr on right side  
 float dl = closestUtil(P, mid);  
 float dr = closestUtil(P + mid, n-mid);  
  
 // Find the smaller of two distances  
 float d = min(dl, dr);  
  
 // Build an array strip[] that contains points close (closer than d)  
 // to the line passing through the middle point  
 Point strip[n];  
 int j = 0;  
 for (int i = 0; i < n; i++)  
 if (abs(P[i].x - midPoint.x) < d)  
 strip[j] = P[i], j++;  
  
 // Find the closest points in strip. Return the minimum of d and closest  
 // distance is strip[]  
 return min(d, stripClosest(strip, j, d) );  
}  
  
// The main functin that finds the smallest distance  
// This method mainly uses closestUtil()  
float closest(Point P[], int n)  
{  
 qsort(P, n, sizeof(Point), compareX);  
  
 // Use recursive function closestUtil() to find the smallest distance  
 return closestUtil(P, n);  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point P[] = {{2, 3}, {12, 30}, {40, 50}, {5, 1}, {12, 10}, {3, 4}};  
 int n = sizeof(P) / sizeof(P[0]);  
 printf("The smallest distance is %f ", closest(P, n));  
 return 0;  
}

Output:

The smallest distance is 1.414214

**Time Complexity** Let Time complexity of above algorithm be T(n). Let us assume that we use a O(nLogn) sorting algorithm. The above algorithm divides all points in two sets and recursively calls for two sets. After dividing, it finds the strip in O(n) time, sorts the strip in O(nLogn) time and finally finds the closest points in strip in O(n) time. So T(n) can expressed as follows  
 T(n) = 2T(n/2) + O(n) + O(nLogn) + O(n)  
 T(n) = 2T(n/2) + O(nLogn)  
 T(n) = T(n x Logn x Logn)

**Notes**  
 **1)** Time complexity can be improved to O(nLogn) by optimizing step 5 of the above algorithm. We will soon be discussing the optimized solution in a separate post.  
 **2)** The code finds smallest distance. It can be easily modified to find the points with smallest distance.  
 **3)** The code uses quick sort which can be O(n^2) in worst case. To have the upper bound as O(n (Logn)^2), a O(nLogn) sorting algorithm like merge sort or heap sort can be used

**References:**  
 <http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf>  
 <http://www.youtube.com/watch?v=vS4Zn1a9KUc>  
 <http://www.youtube.com/watch?v=T3T7T8Ym20M>  
 <http://en.wikipedia.org/wiki/Closest_pair_of_points_problem>

Tags: [Closest Pair of Points](http://www.geeksforgeeks.org/tag/closest-pair-of-points/), [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/closest-pair-of-points/>

# Count the number of occurrences in a sorted array

Given a sorted array arr[] and a number x, write a function that counts the occurrences of x in arr[]. Expected time complexity is O(Logn)

Examples:

Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 2  
 Output: 4 // x (or 2) occurs 4 times in arr[]  
  
 Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 3  
 Output: 1   
  
 Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 1  
 Output: 2   
  
 Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 4  
 Output: -1 // 4 doesn't occur in arr[]

**Method 1 (Linear Search)**  
 Linearly search for x, count the occurrences of x and return the count.

Time Complexity: O(n)

**Method 2 (Use Binary Search)**  
 1) Use Binary search to get index of the first occurrence of x in arr[]. Let the index of the first occurrence be i.  
 2) Use Binary search to get index of the last occurrence of x in arr[]. Let the index of the last occurrence be j.  
 3) Return (j – i + 1);

/\* if x is present in arr[] then returns the count of occurrences of x,   
 otherwise returns -1. \*/  
int count(int arr[], int x, int n)  
{  
 int i; // index of first occurrence of x in arr[0..n-1]  
 int j; // index of last occurrence of x in arr[0..n-1]  
   
 /\* get the index of first occurrence of x \*/  
 i = first(arr, 0, n-1, x, n);  
  
 /\* If x doesn't exist in arr[] then return -1 \*/  
 if(i == -1)  
 return i;  
   
 /\* Else get the index of last occurrence of x. Note that we   
 are only looking in the subarray after first occurrence \*/   
 j = last(arr, i, n-1, x, n);   
   
 /\* return count \*/  
 return j-i+1;  
}  
  
/\* if x is present in arr[] then returns the index of FIRST occurrence   
 of x in arr[0..n-1], otherwise returns -1 \*/  
int first(int arr[], int low, int high, int x, int n)  
{  
 if(high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if( ( mid == 0 || x > arr[mid-1]) && arr[mid] == x)  
 return mid;  
 else if(x > arr[mid])  
 return first(arr, (mid + 1), high, x, n);  
 else  
 return first(arr, low, (mid -1), x, n);  
 }  
 return -1;  
}  
  
  
/\* if x is present in arr[] then returns the index of LAST occurrence   
 of x in arr[0..n-1], otherwise returns -1 \*/   
int last(int arr[], int low, int high, int x, int n)  
{  
 if(high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if( ( mid == n-1 || x < arr[mid+1]) && arr[mid] == x )  
 return mid;  
 else if(x < arr[mid])  
 return last(arr, low, (mid -1), x, n);  
 else  
 return last(arr, (mid + 1), high, x, n);   
 }  
 return -1;  
}  
  
/\* driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 2, 3, 3, 3, 3};  
 int x = 3; // Element to be counted in arr[]  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int c = count(arr, x, n);  
 printf(" %d occurs %d times ", x, c);  
 getchar();  
 return 0;  
}

Time Complexity: O(Logn)  
 Programming Paradigm: Divide & Conquer

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/count-number-of-occurrences-in-a-sorted-array/>

# Count Inversions in an array

*Inversion Count* for an array indicates – how far (or close) the array is from being sorted. If array is already sorted then inversion count is 0. If array is sorted in reverse order that inversion count is the maximum.   
 Formally speaking, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i

**Example:**  
 The sequence 2, 4, 1, 3, 5 has three inversions (2, 1), (4, 1), (4, 3).

**METHOD 1 (Simple)**  
 For each element, count number of elements which are on right side of it and are smaller than it.

int getInvCount(int arr[], int n)  
{  
 int inv\_count = 0;  
 int i, j;  
  
 for(i = 0; i < n - 1; i++)  
 for(j = i+1; j < n; j++)  
 if(arr[i] > arr[j])  
 inv\_count++;  
  
 return inv\_count;  
}  
  
/\* Driver progra to test above functions \*/  
int main(int argv, char\*\* args)  
{  
 int arr[] = {1, 20, 6, 4, 5};  
 printf(" Number of inversions are %d \n", getInvCount(arr, 5));  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n^2)

**METHOD 2(Enhance Merge Sort)**  
 Suppose we know the number of inversions in the left half and right half of the array (let be inv1 and inv2), what kinds of inversions are not accounted for in Inv1 + Inv2? The answer is – the inversions we have to count during the merge step. Therefore, to get number of inversions, we need to add number of inversions in left subarray, right subarray and merge().
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 **How to get number of inversions in merge()?**  
 In merge process, let i is used for indexing left sub-array and j for right sub-array. At any step in merge(), if a[i] is greater than a[j], then there are (mid – i) inversions. because left and right subarrays are sorted, so all the remaining elements in left-subarray (a[i+1], a[i+2] … a[mid]) will be greater than a[j]
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**The complete picture:**  
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**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
   
int \_mergeSort(int arr[], int temp[], int left, int right);  
int merge(int arr[], int temp[], int left, int mid, int right);  
   
/\* This function sorts the input array and returns the  
 number of inversions in the array \*/  
int mergeSort(int arr[], int array\_size)  
{  
 int \*temp = (int \*)malloc(sizeof(int)\*array\_size);  
 return \_mergeSort(arr, temp, 0, array\_size - 1);  
}  
   
/\* An auxiliary recursive function that sorts the input array and  
 returns the number of inversions in the array. \*/  
int \_mergeSort(int arr[], int temp[], int left, int right)  
{  
 int mid, inv\_count = 0;  
 if (right > left)  
 {  
 /\* Divide the array into two parts and call \_mergeSortAndCountInv()  
 for each of the parts \*/  
 mid = (right + left)/2;  
   
 /\* Inversion count will be sum of inversions in left-part, right-part  
 and number of inversions in merging \*/  
 inv\_count = \_mergeSort(arr, temp, left, mid);  
 inv\_count += \_mergeSort(arr, temp, mid+1, right);  
   
 /\*Merge the two parts\*/  
 inv\_count += merge(arr, temp, left, mid+1, right);  
 }  
 return inv\_count;  
}  
   
/\* This funt merges two sorted arrays and returns inversion count in  
 the arrays.\*/  
int merge(int arr[], int temp[], int left, int mid, int right)  
{  
 int i, j, k;  
 int inv\_count = 0;  
   
 i = left; /\* i is index for left subarray\*/  
 j = mid; /\* i is index for right subarray\*/  
 k = left; /\* i is index for resultant merged subarray\*/  
 while ((i <= mid - 1) && (j <= right))  
 {  
 if (arr[i] <= arr[j])  
 {  
 temp[k++] = arr[i++];  
 }  
 else  
 {  
 temp[k++] = arr[j++];  
   
 /\*this is tricky -- see above explanation/diagram for merge()\*/  
 inv\_count = inv\_count + (mid - i);  
 }  
 }  
   
 /\* Copy the remaining elements of left subarray  
 (if there are any) to temp\*/  
 while (i <= mid - 1)  
 temp[k++] = arr[i++];  
   
 /\* Copy the remaining elements of right subarray  
 (if there are any) to temp\*/  
 while (j <= right)  
 temp[k++] = arr[j++];  
   
 /\*Copy back the merged elements to original array\*/  
 for (i=left; i <= right; i++)  
 arr[i] = temp[i];  
   
 return inv\_count;  
}  
   
/\* Driver progra to test above functions \*/  
int main(int argv, char\*\* args)  
{  
 int arr[] = {1, 20, 6, 4, 5};  
 printf(" Number of inversions are %d \n", mergeSort(arr, 5));  
 getchar();  
 return 0;  
}

Note that above code modifies (or sorts) the input array. If we want to count only inversions then we need to create a copy of original array and call mergeSort() on copy.  
   
 **Time Complexity:** O(nlogn)  
 **Algorithmic Paradigm:** Divide and Conquer

**References:**  
 <http://www.cs.umd.edu/class/fall2009/cmsc451/lectures/Lec08-inversions.pdf>  
 <http://www.cp.eng.chula.ac.th/~piak/teaching/algo/algo2008/count-inv.htm>

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/counting-inversions/>

# Divide and Conquer | Set 3 (Maximum Subarray Sum)

You are given a one dimensional array that may contain both positive and negative integers, find the sum of contiguous subarray of numbers which has the largest sum.

For example, if the given array is {-2, -5, **6, -2, -3, 1, 5**, -6}, then the maximum subarray sum is 7 (see highlighted elements).

**The naive method** is to run two loops. The outer loop picks the beginning element, the inner loop finds the maximum possible sum with first element picked by outer loop and compares this maximum with the overall maximum. Finally return the overall maximum. The time complexity of the Naive method is O(n^2).

Using **Divide and Conquer** approach, we can find the maximum subarray sum in O(nLogn) time. Following is the Divide and Conquer algorithm.

**1)** Divide the given array in two halves  
 **2)** Return the maximum of following three  
 ….**a)** Maximum subarray sum in left half (Make a recursive call)  
 ….**b)** Maximum subarray sum in right half (Make a recursive call)  
 ….**c)** Maximum subarray sum such that the subarray crosses the midpoint

The lines 2.a and 2.b are simple recursive calls. How to find maximum subarray sum such that the subarray crosses the midpoint? We can easily find the crossing sum in linear time. The idea is simple, find the maximum sum starting from mid point and ending at some point on left of mid, then find the maximum sum starting from mid + 1 and ending with sum point on right of mid + 1. Finally, combine the two and return.

// A Divide and Conquer based program for maximum subarray sum problem  
#include <stdio.h>  
#include <limits.h>  
  
// A utility funtion to find maximum of two integers  
int max(int a, int b) { return (a > b)? a : b; }  
  
// A utility funtion to find maximum of three integers  
int max(int a, int b, int c) { return max(max(a, b), c); }  
  
// Find the maximum possible sum in arr[] auch that arr[m] is part of it  
int maxCrossingSum(int arr[], int l, int m, int h)  
{  
 // Include elements on left of mid.  
 int sum = 0;  
 int left\_sum = INT\_MIN;  
 for (int i = m; i >= l; i--)  
 {  
 sum = sum + arr[i];  
 if (sum > left\_sum)  
 left\_sum = sum;  
 }  
  
 // Include elements on right of mid  
 sum = 0;  
 int right\_sum = INT\_MIN;  
 for (int i = m+1; i <= h; i++)  
 {  
 sum = sum + arr[i];  
 if (sum > right\_sum)  
 right\_sum = sum;  
 }  
  
 // Return sum of elements on left and right of mid  
 return left\_sum + right\_sum;  
}  
  
// Returns sum of maxium sum subarray in aa[l..h]  
int maxSubArraySum(int arr[], int l, int h)  
{  
 // Base Case: Only one element  
 if (l == h)  
 return arr[l];  
  
 // Find middle point  
 int m = (l + h)/2;  
  
 /\* Return maximum of following three possible cases  
 a) Maximum subarray sum in left half  
 b) Maximum subarray sum in right half  
 c) Maximum subarray sum such that the subarray crosses the midpoint \*/  
 return max(maxSubArraySum(arr, l, m),  
 maxSubArraySum(arr, m+1, h),  
 maxCrossingSum(arr, l, m, h));  
}  
  
/\*Driver program to test maxSubArraySum\*/  
int main()  
{  
 int arr[] = {2, 3, 4, 5, 7};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int max\_sum = maxSubArraySum(arr, 0, n-1);  
 printf("Maximum contiguous sum is %d\n", max\_sum);  
 getchar();  
 return 0;  
}

**Time Complexity:** maxSubArraySum() is a recursive method and time complexity can be expressed as following recurrence relation.  
 T(n) = 2T(n/2) + ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAASCAQAAACd32SeAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABb0lEQVQ4y5WU3XWDMAyFP/dkAJ+OABvQjJBuQFagG7gz0A3oCIENyAYt2QA2aMIG6oN/sNNzCJVfZCRLV7oSCFsO5YqtCtqmUC16xZrRWE0JVlRFzogmp5UzkaiaPv1yL6riKh0WGZohAtv4TN62AfsQymSgTUwj9dKRJc1KsIZSsO6S9oQKIXN677V1gmhtsIGRAwXaHUOBeGxIkqTGoDFUtBRJM0YbTOg5JIk0Qu+cbtGDkgLBuMB9gk2EHQDPTByZHTmZzMoTlXENpO2lUxWzfACQB/8gO2Aik4kpoloDF3cJT+QMvHJy14L+bkA0AuYPASViO0LGmFhudhfQC0VLmX40msQQj0ZMQObTUjHGS2Z7+wTAkb2qAtyGs7wH9BeVBf3AJLbsFzpgsew5Ea2Tcf3J0+VRhlk+w2L92PargjcGTi40quZLusfjuG2dRsGXuSIy862KdR9V0ljnTb+gB9jb//zP9NqyY/xg/QL7Bc8YsgkobgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDI6Mzk6MDkrMDk6MDCbEkJrAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAyOjM5OjA5KzA5OjAw6k/61wAAAABJRU5ErkJggg==)  
 The above recurrence is similar to [Merge Sort](http://geeksquiz.com/merge-sort/) and can be solved either using Recurrence Tree method or Master method. It falls in case II of Master Method and solution of the recurrence is ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE4AAAASCAQAAABf7yAaAAAAAmJLR0QA/vCI/CkAAAAJcEhZcwAAAEgAAABIAEbJaz4AAAAJdnBBZwAAAE4AAAASAFh0psYAAAJgSURBVEjHvZbRkdowEIa/vUkByk0qkBvIGNIB6cCXdODrwJSQ4TrwlXCmA9NBYjowHRy4g82DZCHDYZwcc/KLBq9/rf79tAJlykM2Le4WD3mYTQqvMB+YnKV0M1HckJyEFkNCpRuiISvq4S/nQyyP5BjW7HTJO4fk7HWNcw5DE5lZ9pn37ybu+BB/9073mlBWGqrBq5bVkYBj2qNyKXo7MinJFLe8DpkiR7F+XvezK3LFqcq7ksuoFFGkwfDInp0vec6GhifHjqhKxELCK8/kdHznl24jTmqsJm/QY+iYsVKvLik/aYEZFfaSnhgaTVxlaxaDxA1K7Yk7RPRlpCiFd7e+RhyVj017FRa0GA/B11E9VT4BcM+OBzqfttUumGXZBxvmupacTp8ASEK888NQn7mW6gOAbsVIqlugZKn9d18u6/mh0B7dCR6pOxKkw7NK1ftD7Xb8NnFYhUMfQeoYJkdDfD2mp/j6naNMhpL6htieFC8L6UcHhTqOI8dgew23gj+DzUnBL+i5svatZMDLoJVo7Ee/DXLa+FKLicNQerdM0CtOfDqwGNUzHJQ7AB6YSx5YKdlEXX4rNswX7DwxM9aAPSdODBU16Jadey8rtp6rmnsAKTC6uawHzHkhur4KoAOS4WUlBZ0++/mKV7eMpDzS8KKdWJYssKzZA3NSOv0MIJYlDeb4PUhJCyTMdfa2Xljpt66vt8PJ19c/tNjq2kXnCL67dglrxx9Jr0VNGwGQBdVoXEbpW8mUnd7EL39W+zYyUiu/XmBudCeGH0du/tu3jG+0JDD+p0oKnh17fwGhfprrVqsexAAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTEtMDktMjNUMTg6NTk6MzcrMDk6MDAyiEGTAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDExLTA5LTIzVDE4OjU5OjM3KzA5OjAwQ9X5LwAAAABJRU5ErkJggg==).

[**The Kadane’s Algorithm**](http://www.geeksforgeeks.org/largest-sum-contiguous-subarray/) for this problem takes O(n) time. Therefore the Kadane’s algorithm is better than the Divide and Conquer approach, but this problem can be considered as a good example to show power of Divide and Conquer. The above simple approach where we divide the array in two halves, reduces the time complexity from O(n^2) to O(nLogn).

**References:**  
 [Introduction to Algorithms by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L.](http://www.flipkart.com/introduction-algorithms-8120340078/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/divide-and-conquer-maximum-sum-subarray/>

# Find a Fixed Point in a given array

Given an array of n distinct integers sorted in ascending order, write a function that returns a Fixed Point in the array, if there is any Fixed Point present in array, else returns -1. Fixed Point in an array is an index i such that arr[i] is equal to i. Note that integers in array can be negative.

Examples:

Input: arr[] = {-10, -5, 0, 3, 7}  
 Output: 3 // arr[3] == 3   
  
 Input: arr[] = {0, 2, 5, 8, 17}  
 Output: 0 // arr[0] == 0   
  
  
 Input: arr[] = {-10, -5, 3, 4, 7, 9}  
 Output: -1 // No Fixed Point

Asked by [rajk](http://geeksforgeeks.org/forum/topic/interview-question-for-software-engineerdeveloper-fresher-about-aptitiude-arrays)

**Method 1 (Linear Search)**  
 Linearly search for an index i such that arr[i] == i. Return the first such index found. Thanks to [pm](http://geeksforgeeks.org/forum/topic/interview-question-for-software-engineerdeveloper-fresher-about-aptitiude-arrays#post-33151)for suggesting this solution.

int linearSearch(int arr[], int n)  
{  
 int i;  
 for(i = 0; i < n; i++)  
 {  
 if(arr[i] == i)  
 return i;  
 }  
  
 /\* If no fixed point present then return -1 \*/  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {-10, -1, 0, 3, 10, 11, 30, 50, 100};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Fixed Point is %d", linearSearch(arr, n));  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Method 2 (Binary Search)**  
 First check whether middle element is Fixed Point or not. If it is, then return it; otherwise check whether index of middle element is greater than value at the index. If index is greater, then Fixed Point(s) lies on the right side of the middle point (obviously only if there is a Fixed Point). Else the Fixed Point(s) lies on left side.

int binarySearch(int arr[], int low, int high)  
{  
 if(high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if(mid == arr[mid])  
 return mid;  
 if(mid > arr[mid])  
 return binarySearch(arr, (mid + 1), high);  
 else  
 return binarySearch(arr, low, (mid -1));  
 }  
  
 /\* Return -1 if there is no Fixed Point \*/  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[10] = {-10, -1, 0, 3, 10, 11, 30, 50, 100};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Fixed Point is %d", binarySearch(arr, 0, n-1));  
 getchar();  
 return 0;  
}

Algorithmic Paradigm: Divide & Conquer  
 Time Complexity: O(Logn)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)
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<http://www.geeksforgeeks.org/find-a-fixed-point-in-a-given-array/>

# Find a peak element

Given an array of integers. Find a peak element in it. An array element is peak if it is NOT smaller than its neighbors. For corner elements, we need to consider only one neighbor. For example, for input array {5, 10, 20, 15}, 20 is the only peak element. For input array {10, 20, 15, 2, 23, 90, 67}, there are two peak elements: 20 and 90. Note that we need to return any one peak element.

Following corner cases give better idea about the problem.  
 **1)** If input array is sorted in strictly increasing order, the last element is always a peak element. For example, 50 is peak element in {10, 20, 30, 40, 50}.  
 **2)** If input array is sorted in strictly decreasing order, the first element is always a peak element. 100 is the peak element in {100, 80, 60, 50, 20}.  
 **3)** If all elements of input array are same, every element is a peak element.

It is clear from above examples that there is always a peak element in input array in any input array.

A **simple solution** is to do a linear scan of array and as soon as we find a peak element, we return it. The worst case time complexity of this method would be O(n).

**Can we find a peak element in worst time complexity better than O(n)?**  
 We can use [Divide and Conquer](http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/)to find a peak in O(Logn) time. The idea is Binary Search based, we compare middle element with its neighbors. If middle element is greater than both of its neighbors, then we return it. If the middle element is smaller than the its left neighbor, then there is always a peak in left half (Why? take few examples). If the middle element is smaller than the its right neighbor, then there is always a peak in right half (due to same reason as left half). Following is C implementation of this approach.

// A divide and conquer solution to find a peak element element  
#include <stdio.h>  
  
// A binary search based function that returns index of a peak element  
int findPeakUtil(int arr[], int low, int high, int n)  
{  
 // Find index of middle element  
 int mid = low + (high - low)/2; /\* (low + high)/2 \*/  
  
 // Compare middle element with its neighbours (if neighbours exist)  
 if ((mid == 0 || arr[mid-1] <= arr[mid]) &&  
 (mid == n-1 || arr[mid+1] <= arr[mid]))  
 return mid;  
  
 // If middle element is not peak and its left neighbor is greater than it  
 // then left half must have a peak element  
 else if (mid > 0 && arr[mid-1] > arr[mid])  
 return findPeakUtil(arr, low, (mid -1), n);  
  
 // If middle element is not peak and its right neighbor is greater than it  
 // then right half must have a peak element  
 else return findPeakUtil(arr, (mid + 1), high, n);  
}  
  
// A wrapper over recursive function findPeakUtil()  
int findPeak(int arr[], int n)  
{  
 return findPeakUtil(arr, 0, n-1, n);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 3, 20, 4, 1, 0};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Index of a peak point is %d", findPeak(arr, n));  
 return 0;  
}

Output:

Index of a peak point is 2

**Time Complexity:** O(Logn) where n is number of elements in input array.

**Exercise:**  
 Consider the following modified definition of peak element. An array element is peak if it is greater than its neighbors. Note that an array may not contain a peak element with this modified definition.

**References:**  
 <http://courses.csail.mit.edu/6.006/spring11/lectures/lec02.pdf>  
 <http://www.youtube.com/watch?v=HtSuA80QTyo>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Find the minimum element in a sorted and rotated array

A sorted array is rotated at some unknown point, find the minimum element in it.

Following solution assumes that all elements are distinct.

Examples

Input: {5, 6, 1, 2, 3, 4}  
Output: 1  
  
Input: {1, 2, 3, 4}  
Output: 1  
  
Input: {2, 1}  
Output: 1

A simple solution is to traverse the complete array and find minimum. This solution requires ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAASCAQAAACd32SeAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABb0lEQVQ4y5WU3XWDMAyFP/dkAJ+OABvQjJBuQFagG7gz0A3oCIENyAYt2QA2aMIG6oN/sNNzCJVfZCRLV7oSCFsO5YqtCtqmUC16xZrRWE0JVlRFzogmp5UzkaiaPv1yL6riKh0WGZohAtv4TN62AfsQymSgTUwj9dKRJc1KsIZSsO6S9oQKIXN677V1gmhtsIGRAwXaHUOBeGxIkqTGoDFUtBRJM0YbTOg5JIk0Qu+cbtGDkgLBuMB9gk2EHQDPTByZHTmZzMoTlXENpO2lUxWzfACQB/8gO2Aik4kpoloDF3cJT+QMvHJy14L+bkA0AuYPASViO0LGmFhudhfQC0VLmX40msQQj0ZMQObTUjHGS2Z7+wTAkb2qAtyGs7wH9BeVBf3AJLbsFzpgsew5Ea2Tcf3J0+VRhlk+w2L92PargjcGTi40quZLusfjuG2dRsGXuSIy862KdR9V0ljnTb+gB9jb//zP9NqyY/xg/QL7Bc8YsgkobgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDI6Mzk6MDkrMDk6MDCbEkJrAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAyOjM5OjA5KzA5OjAw6k/61wAAAABJRU5ErkJggg==) time.  
 We can do it in O(Logn) using Binary Search. If we take a closer look at above examples, we can easily figure out following pattern: The minimum element is the only element whose previous element is greater than it. If there is no such element, then there is no rotation and first element is the minimum element. Therefore, we do binary search for an element which is smaller than the previous element. We strongly recommend you to try it yourself before seeing the following C implementation.

// C program to find minimum element in a sorted and rotated array  
#include <stdio.h>  
  
int findMin(int arr[], int low, int high)  
{  
 // This condition is needed to handle the case when array is not  
 // rotated at all  
 if (high < low) return arr[0];  
  
 // If there is only one element left  
 if (high == low) return arr[low];  
  
 // Find mid  
 int mid = low + (high - low)/2; /\*(low + high)/2;\*/  
  
 // Check if element (mid+1) is minimum element. Consider  
 // the cases like {3, 4, 5, 1, 2}  
 if (mid < high && arr[mid+1] < arr[mid])  
 return arr[mid+1];  
  
 // Check if mid itself is minimum element  
 if (mid > low && arr[mid] < arr[mid - 1])  
 return arr[mid];  
  
 // Decide whether we need to go to left half or right half  
 if (arr[high] > arr[mid])  
 return findMin(arr, low, mid-1);  
 return findMin(arr, mid+1, high);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr1[] = {5, 6, 1, 2, 3, 4};  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 printf("The minimum element is %d\n", findMin(arr1, 0, n1-1));  
  
 int arr2[] = {1, 2, 3, 4};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 printf("The minimum element is %d\n", findMin(arr2, 0, n2-1));  
  
 int arr3[] = {1};  
 int n3 = sizeof(arr3)/sizeof(arr3[0]);  
 printf("The minimum element is %d\n", findMin(arr3, 0, n3-1));  
  
 int arr4[] = {1, 2};  
 int n4 = sizeof(arr4)/sizeof(arr4[0]);  
 printf("The minimum element is %d\n", findMin(arr4, 0, n4-1));  
  
 int arr5[] = {2, 1};  
 int n5 = sizeof(arr5)/sizeof(arr5[0]);  
 printf("The minimum element is %d\n", findMin(arr5, 0, n5-1));  
  
 int arr6[] = {5, 6, 7, 1, 2, 3, 4};  
 int n6 = sizeof(arr6)/sizeof(arr6[0]);  
 printf("The minimum element is %d\n", findMin(arr6, 0, n6-1));  
  
 int arr7[] = {1, 2, 3, 4, 5, 6, 7};  
 int n7 = sizeof(arr7)/sizeof(arr7[0]);  
 printf("The minimum element is %d\n", findMin(arr7, 0, n7-1));  
  
 int arr8[] = {2, 3, 4, 5, 6, 7, 8, 1};  
 int n8 = sizeof(arr8)/sizeof(arr8[0]);  
 printf("The minimum element is %d\n", findMin(arr8, 0, n8-1));  
  
 int arr9[] = {3, 4, 5, 1, 2};  
 int n9 = sizeof(arr9)/sizeof(arr9[0]);  
 printf("The minimum element is %d\n", findMin(arr9, 0, n9-1));  
  
 return 0;  
}

Output:

The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1

**How to handle duplicates?**  
 It turned out that duplicates can’t be handled in O(Logn) time in all cases. Thanks to [Amit Jain](https://www.facebook.com/amitjain0909) for inputs. The special cases that cause problems are like {2, 2, 2, 2, 2, 2, 2, 2, 0, 1, 1, 2} and {2, 2, 2, 0, 2, 2, 2, 2, 2, 2, 2, 2}. It doesn’t look possible to go to left half or right half by doing constant number of comparisons at the middle. Following is an implementation that handles duplicates. It may become O(n) in worst case though.

// C program to find minimum element in a sorted and rotated array  
#include <stdio.h>  
  
int min(int x, int y) { return (x < y)? x :y; }  
  
// The function that handles duplicates. It can be O(n) in worst case.  
int findMin(int arr[], int low, int high)  
{  
 // This condition is needed to handle the case when array is not  
 // rotated at all  
 if (high < low) return arr[0];  
  
 // If there is only one element left  
 if (high == low) return arr[low];  
  
 // Find mid  
 int mid = low + (high - low)/2; /\*(low + high)/2;\*/  
  
 // Check if element (mid+1) is minimum element. Consider  
 // the cases like {1, 1, 0, 1}  
 if (mid < high && arr[mid+1] < arr[mid])  
 return arr[mid+1];  
  
 // This case causes O(n) time  
 if (arr[low] == arr[mid] && arr[high] == arr[mid])  
 return min(findMin(arr, low, mid-1), findMin(arr, mid+1, high));  
  
 // Check if mid itself is minimum element  
 if (mid > low && arr[mid] < arr[mid - 1])  
 return arr[mid];  
  
 // Decide whether we need to go to left half or right half  
 if (arr[high] > arr[mid])  
 return findMin(arr, low, mid-1);  
 return findMin(arr, mid+1, high);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr1[] = {5, 6, 1, 2, 3, 4};  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 printf("The minimum element is %d\n", findMin(arr1, 0, n1-1));  
  
 int arr2[] = {1, 1, 0, 1};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 printf("The minimum element is %d\n", findMin(arr2, 0, n2-1));  
  
 int arr3[] = {1, 1, 2, 2, 3};  
 int n3 = sizeof(arr3)/sizeof(arr3[0]);  
 printf("The minimum element is %d\n", findMin(arr3, 0, n3-1));  
  
 int arr4[] = {3, 3, 3, 4, 4, 4, 4, 5, 3, 3};  
 int n4 = sizeof(arr4)/sizeof(arr4[0]);  
 printf("The minimum element is %d\n", findMin(arr4, 0, n4-1));  
  
 int arr5[] = {2, 2, 2, 2, 2, 2, 2, 2, 0, 1, 1, 2};  
 int n5 = sizeof(arr5)/sizeof(arr5[0]);  
 printf("The minimum element is %d\n", findMin(arr5, 0, n5-1));  
  
 int arr6[] = {2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 1, 1};  
 int n6 = sizeof(arr6)/sizeof(arr6[0]);  
 printf("The minimum element is %d\n", findMin(arr6, 0, n6-1));  
  
 int arr7[] = {2, 2, 2, 0, 2, 2, 2, 2, 2, 2, 2, 2};  
 int n7 = sizeof(arr7)/sizeof(arr7[0]);  
 printf("The minimum element is %d\n", findMin(arr7, 0, n7-1));  
  
 return 0;  
}

Output:

The minimum element is 1  
The minimum element is 0  
The minimum element is 1  
The minimum element is 3  
The minimum element is 0  
The minimum element is 1  
The minimum element is 0

This article is contributed by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Find the missing number in Arithmetic Progression

Given an array that represents elements of arithmetic progression in order. One element is missing in the progression, find the missing number.

Examples:

Input: arr[] = {2, 4, 8, 10, 12, 14}  
Output: 6  
  
Input: arr[] = {1, 6, 11, 16, 21, 31};  
Output: 26

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to linearly traverse the array and find the missing number. Time complexity of this solution is O(n).

We can solve this problem **in O(Logn) time** using [Binary Search](http://geeksquiz.com/binary-search/). The idea is to go to the middle element. Check if the difference between middle and next to middle is equal to diff or not, if not then the missing element lies between mid and mid+1. If the middle element is equal to n/2th term in Arithmetic Series (Let n be the number of elements in input array), then missing element lies in right half. Else element lies in left half.

Following is C implementation of above idea.

// A C program to find the missing number in a given  
// arithmetic progression  
#include <stdio.h>  
#include <limits.h>  
  
// A binary search based recursive function that returns  
// the missing element in arithmetic progression  
int findMissingUtil(int arr[], int low, int high, int diff)  
{  
 // There must be two elements to find the missing  
 if (high <= low)  
 return INT\_MAX;  
  
 // Find index of middle element  
 int mid = low + (high - low)/2;  
  
 // The element just after the middle element is missing.  
 // The arr[mid+1] must exist, because we return when  
 // (low == high) and take floor of (high-low)/2  
 if (arr[mid+1] - arr[mid] != diff)  
 return (arr[mid] + diff);  
  
 // The element just before mid is missing  
 if (mid > 0 && arr[mid] - arr[mid-1] != diff)  
 return (arr[mid-1] + diff);  
  
 // If the elements till mid follow AP, then recur  
 // for right half  
 if (arr[mid] == arr[0] + mid\*diff)  
 return findMissingUtil(arr, mid+1, high, diff);  
  
 // Else recur for left half  
 return findMissingUtil(arr, low, mid-1, diff);  
}  
  
// The function uses findMissingUtil() to find the missing  
// element in AP. It assumes that there is exactly one missing  
// element and may give incorrect result when there is no missing  
// element or more than one missing elements.  
// This function also assumes that the difference in AP is an  
// integer.  
int findMissing(int arr[], int n)  
{  
 // If exactly one element is missing, then we can find  
 // difference of arithmetic progression using following  
 // formula. Example, 2, 4, 6, 10, diff = (10-2)/4 = 2.  
 // The assumption in formula is that the difference is  
 // an integer.  
 int diff = (arr[n-1] - arr[0])/n;  
  
 // Binary search for the missing number using above  
 // calculated diff  
 return findMissingUtil(arr, 0, n-1, diff);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {2, 4, 8, 10, 12, 14};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("The missing element is %d", findMissing(arr, n));  
 return 0;  
}

Output:

The missing element is 6

**Exercise:**  
 Solve the same problem for Geometrical Series. What is the time complexity of your solution? What about Fibonacci Series?

This article is contributed by **Harshit Agrawal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Find the number of zeroes

Given an array of 1s and 0s which has all 1s first followed by all 0s. Find the number of 0s. Count the number of zeroes in the given array.

Examples:

Input: arr[] = {1, 1, 1, 1, 0, 0}  
Output: 2  
  
Input: arr[] = {1, 0, 0, 0, 0}  
Output: 4  
  
Input: arr[] = {0, 0, 0}  
Output: 3  
  
Input: arr[] = {1, 1, 1, 1}  
Output: 0

***We strongly recommend to minimize the browser and try this yourself in time complexity better than O(n).***

A **simple solution** is to traverse the input array. As soon as we find a 0, we return n – index of first 0. Here n is number of elements in input array. Time complexity of this solution would be O(n).

Since the input array is sorted, we can use [**Binary Search** to find the first occurrence](http://www.geeksforgeeks.org/count-number-of-occurrences-in-a-sorted-array/) of 0. Once we have index of first element, we can return count as n – index of first zero.

// A divide and conquer solution to find count of zeroes in an array  
// where all 1s are present before all 0s  
#include <stdio.h>  
  
/\* if 0 is present in arr[] then returns the index of FIRST occurrence  
 of 0 in arr[low..high], otherwise returns -1 \*/  
int firstZero(int arr[], int low, int high)  
{  
 if (high >= low)  
 {  
 // Check if mid element is first 0  
 int mid = low + (high - low)/2;  
 if (( mid == 0 || arr[mid-1] == 1) && arr[mid] == 0)  
 return mid;  
  
 if (arr[mid] == 1) // If mid element is not 0  
 return firstZero(arr, (mid + 1), high);  
 else // If mid element is 0, but not first 0  
 return firstZero(arr, low, (mid -1));  
 }  
 return -1;  
}  
  
// A wrapper over recursive function firstZero()  
int countOnes(int arr[], int n)  
{  
 // Find index of first zero in given array  
 int first = firstZero(arr, 0, n-1);  
  
 // If 0 is not present at all, return 0  
 if (first == -1)  
 return 0;  
  
 return (n - first);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 1, 1, 0, 0, 0, 0, 0};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Count of zeroes is %d", countOnes(arr, n));  
 return 0;  
}

Output:

Count of zeroes is 5

Time Complexity: O(Logn) where n is number of elements in arr[].

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Find the maximum element in an array which is first increasing and then decreasing

Given an array of integers which is initially increasing and then decreasing, find the maximum value in the array.

Input: arr[] = {8, 10, 20, 80, 100, 200, 400, 500, 3, 2, 1}  
Output: 500  
  
Input: arr[] = {1, 3, 50, 10, 9, 7, 6}  
Output: 50  
  
Corner case (No decreasing part)  
Input: arr[] = {10, 20, 30, 40, 50}  
Output: 50  
  
Corner case (No increasing part)  
Input: arr[] = {120, 100, 80, 20, 0}  
Output: 120

**Method 1 (Linear Search)**  
 We can traverse the array and keep track of maximum and element. And finally return the maximum element.

#include <stdio.h>  
  
int findMaximum(int arr[], int low, int high)  
{  
 int max = arr[low];  
 int i;  
 for (i = low; i <= high; i++)  
 {  
 if (arr[i] > max)  
 max = arr[i];  
 }  
 return max;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 30, 40, 50, 60, 70, 23, 20};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("The maximum element is %d", findMaximum(arr, 0, n-1));  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Method 2 (Binary Search)**  
 We can modify the standard Binary Search algorithm for the given type of arrays.  
 i) If the mid element is greater than both of its adjacent elements, then mid is the maximum.  
 ii) If mid element is greater than its next element and smaller than the previous element then maximum lies on left side of mid. Example array: {3, 50, 10, 9, 7, 6}  
 iii) If mid element is smaller than its next element and greater than the previous element then maximum lies on right side of mid. Example array: {2, 4, 6, 8, 10, 3, 1}

#include <stdio.h>  
  
int findMaximum(int arr[], int low, int high)  
{  
  
 /\* Base Case: Only one element is present in arr[low..high]\*/  
 if (low == high)  
 return arr[low];  
  
 /\* If there are two elements and first is greater then  
 the first element is maximum \*/  
 if ((high == low + 1) && arr[low] >= arr[high])  
 return arr[low];  
  
 /\* If there are two elements and second is greater then  
 the second element is maximum \*/  
 if ((high == low + 1) && arr[low] < arr[high])  
 return arr[high];  
  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
  
 /\* If we reach a point where arr[mid] is greater than both of  
 its adjacent elements arr[mid-1] and arr[mid+1], then arr[mid]  
 is the maximum element\*/  
 if ( arr[mid] > arr[mid + 1] && arr[mid] > arr[mid - 1])  
 return arr[mid];  
  
 /\* If arr[mid] is greater than the next element and smaller than the previous   
 element then maximum lies on left side of mid \*/  
 if (arr[mid] > arr[mid + 1] && arr[mid] < arr[mid - 1])  
 return findMaximum(arr, low, mid-1);  
 else // when arr[mid] is greater than arr[mid-1] and smaller than arr[mid+1]  
 return findMaximum(arr, mid + 1, high);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 3, 50, 10, 9, 7, 6};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("The maximum element is %d", findMaximum(arr, 0, n-1));  
 getchar();  
 return 0;  
}

Time Complexity: O(Logn)

This method works only for distinct numbers. For example, it will not work for an array like {0, 1, 1, 2, 2, 2, 2, 2, 3, 4, 4, 5, 3, 3, 2, 2, 1, 1}.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Unbounded Binary Search Example (Find the point where a monotonically increasing function becomes positive first time)

Given a function ‘int f(unsigned int x)’ which takes a **non-negative integer** ‘x’ as input and returns an **integer** as output. The function is monotonically increasing with respect to value of x, i.e., the value of f(x+1) is greater than f(x) for every input x. Find the value ‘n’ where f() becomes positive for the first time. Since f() is monotonically increasing, values of f(n+1), f(n+2),… must be positive and values of f(n-2), f(n-3), .. must be negative.  
 Find n in O(logn) time, you may assume that f(x) can be evaluated in O(1) time for any input x.

A **simple solution** is to start from i equals to 0 and one by one calculate value of f(i) for 1, 2, 3, 4 .. etc until we find a positive f(i). This works, but takes O(n) time.

**Can we apply Binary Search to find n in O(Logn) time?** We can’t directly apply Binary Search as we don’t have an upper limit or high index. The idea is to do repeated doubling until we find a positive value, i.e., check values of f() for following values until f(i) becomes positive.

f(0)   
 f(1)  
 f(2)  
 f(4)  
 f(8)  
 f(16)  
 f(32)  
 ....  
 ....  
 f(high)  
Let 'high' be the value of i when f() becomes positive for first time.

Can we apply Binary Search to find n after finding ‘high’? We can apply Binary Search now, we can use ‘high/2′ as low and ‘high’ as high indexes in binary search. The result n must lie between ‘high/2′ and ‘high’.

Number of steps for finding ‘high’ is O(Logn). So we can find ‘high’ in O(Logn) time. What about time taken by Binary Search between high/2 and high? The value of ‘high’ must be less than 2\*n. The number of elements between high/2 and high must be O(n). Therefore, time complexity of Binary Search is O(Logn) and overall time complexity is 2\*O(Logn) which is O(Logn).

#include <stdio.h>  
int binarySearch(int low, int high); // prototype  
  
// Let's take an example function as f(x) = x^2 - 10\*x - 20  
// Note that f(x) can be any monotonocally increasing function  
int f(int x) { return (x\*x - 10\*x - 20); }  
  
// Returns the value x where above function f() becomes positive  
// first time.  
int findFirstPositive()  
{  
 // When first value itself is positive  
 if (f(0) > 0)  
 return 0;  
  
 // Find 'high' for binary search by repeated doubling  
 int i = 1;  
 while (f(i) <= 0)  
 i = i\*2;  
  
 // Call binary search  
 return binarySearch(i/2, i);  
}  
  
// Searches first positive value of f(i) where low <= i <= high  
int binarySearch(int low, int high)  
{  
 if (high >= low)  
 {  
 int mid = low + (high - low)/2; /\* mid = (low + high)/2 \*/  
  
 // If f(mid) is greater than 0 and one of the following two  
 // conditions is true:  
 // a) mid is equal to low  
 // b) f(mid-1) is negative  
 if (f(mid) > 0 && (mid == low || f(mid-1) <= 0))  
 return mid;  
  
 // If f(mid) is smaller than or equal to 0  
 if (f(mid) <= 0)  
 return binarySearch((mid + 1), high);  
 else // f(mid) > 0  
 return binarySearch(low, (mid -1));  
 }  
  
 /\* Return -1 if there is no positive value in given range \*/  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 printf("The value n where f() becomes positive first is %d",  
 findFirstPositive());  
 return 0;  
}

Output:

The value n where f() becomes positive first is 12

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source
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# Maximum and minimum of an array using minimum number of comparisons

**Write a C function to return minimum and maximum in an array. You program should make minimum number of comparisons.**

First of all, how do we return multiple values from a C function? We can do it either using structures or pointers.

We have created a structure named pair (which contains min and max) to return multiple values.

struct pair   
{  
 int min;  
 int max;  
};

And the function declaration becomes: struct pair getMinMax(int arr[], int n) where arr[] is the array of size n whose minimum and maximum are needed.

**METHOD 1 (Simple Linear Search)**  
 Initialize values of min and max as minimum and maximum of the first two elements respectively. Starting from 3rd, compare each element with max and min, and change max and min accordingly (i.e., if the element is smaller than min then change min, else if the element is greater than max then change max, else ignore the element)

/\* structure is used to return two values from minMax() \*/  
#include<stdio.h>  
struct pair   
{  
 int min;  
 int max;  
};   
  
struct pair getMinMax(int arr[], int n)  
{  
 struct pair minmax;   
 int i;  
   
 /\*If there is only one element then return it as min and max both\*/  
 if (n == 1)  
 {  
 minmax.max = arr[0];  
 minmax.min = arr[0];   
 return minmax;  
 }   
  
 /\* If there are more than one elements, then initialize min   
 and max\*/  
 if (arr[0] > arr[1])   
 {  
 minmax.max = arr[0];  
 minmax.min = arr[1];  
 }   
 else  
 {  
 minmax.max = arr[1];  
 minmax.min = arr[0];  
 }   
  
 for (i = 2; i<n; i++)  
 {  
 if (arr[i] > minmax.max)   
 minmax.max = arr[i];  
   
 else if (arr[i] < minmax.min)   
 minmax.min = arr[i];  
 }  
   
 return minmax;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1000, 11, 445, 1, 330, 3000};  
 int arr\_size = 6;  
 struct pair minmax = getMinMax (arr, arr\_size);  
 printf("\nMinimum element is %d", minmax.min);  
 printf("\nMaximum element is %d", minmax.max);  
 getchar();  
}

Time Complexity: O(n)

In this method, total number of comparisons is 1 + 2(n-2) in worst case and 1 + n – 2 in best case.  
 In the above implementation, worst case occurs when elements are sorted in descending order and best case occurs when elements are sorted in ascending order.

**METHOD 2 (Tournament Method)**  
 Divide the array into two parts and compare the maximums and minimums of the the two parts to get the maximum and the minimum of the the whole array.

Pair MaxMin(array, array\_size)  
 if array\_size = 1  
 return element as both max and min  
 else if arry\_size = 2  
 one comparison to determine max and min  
 return that pair  
 else /\* array\_size > 2 \*/  
 recur for max and min of left half  
 recur for max and min of right half  
 one comparison determines true max of the two candidates  
 one comparison determines true min of the two candidates  
 return the pair of max and min

Implementation

/\* structure is used to return two values from minMax() \*/  
#include<stdio.h>  
struct pair   
{  
 int min;  
 int max;  
};   
  
struct pair getMinMax(int arr[], int low, int high)  
{  
 struct pair minmax, mml, mmr;   
 int mid;  
   
 /\* If there is only on element \*/  
 if (low == high)  
 {  
 minmax.max = arr[low];  
 minmax.min = arr[low];   
 return minmax;  
 }   
   
 /\* If there are two elements \*/  
 if (high == low + 1)  
 {   
 if (arr[low] > arr[high])   
 {  
 minmax.max = arr[low];  
 minmax.min = arr[high];  
 }   
 else  
 {  
 minmax.max = arr[high];  
 minmax.min = arr[low];  
 }   
 return minmax;  
 }  
   
 /\* If there are more than 2 elements \*/  
 mid = (low + high)/2;   
 mml = getMinMax(arr, low, mid);  
 mmr = getMinMax(arr, mid+1, high);   
   
 /\* compare minimums of two parts\*/  
 if (mml.min < mmr.min)  
 minmax.min = mml.min;  
 else  
 minmax.min = mmr.min;   
  
 /\* compare maximums of two parts\*/  
 if (mml.max > mmr.max)  
 minmax.max = mml.max;  
 else  
 minmax.max = mmr.max;   
   
 return minmax;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1000, 11, 445, 1, 330, 3000};  
 int arr\_size = 6;  
 struct pair minmax = getMinMax(arr, 0, arr\_size-1);  
 printf("\nMinimum element is %d", minmax.min);  
 printf("\nMaximum element is %d", minmax.max);  
 getchar();  
}

Time Complexity: O(n)  
 Total number of comparisons: let number of comparisons be T(n). T(n) can be written as follows:  
 Algorithmic Paradigm: Divide and Conquer

T(n) = T(floor(n/2)) + T(ceil(n/2)) + 2   
 T(2) = 1  
 T(1) = 0

If n is a power of 2, then we can write T(n) as:

T(n) = 2T(n/2) + 2

After solving above recursion, we get

T(n) = 3/2n -2

Thus, the approach does 3/2n -2 comparisons if n is a power of 2. And it does more than 3/2n -2 comparisons if n is not a power of 2.

**METHOD 3 (Compare in Pairs)**  
 If n is odd then initialize min and max as first element.  
 If n is even then initialize min and max as minimum and maximum of the first two elements respectively.  
 For rest of the elements, pick them in pairs and compare their  
 maximum and minimum with max and min respectively.

#include<stdio.h>  
  
/\* structure is used to return two values from minMax() \*/  
struct pair   
{  
 int min;  
 int max;  
};   
  
struct pair getMinMax(int arr[], int n)  
{  
 struct pair minmax;   
 int i;   
  
 /\* If array has even number of elements then   
 initialize the first two elements as minimum and   
 maximum \*/  
 if (n%2 == 0)  
 {   
 if (arr[0] > arr[1])   
 {  
 minmax.max = arr[0];  
 minmax.min = arr[1];  
 }   
 else  
 {  
 minmax.min = arr[0];  
 minmax.max = arr[1];  
 }  
 i = 2; /\* set the startung index for loop \*/  
 }   
  
 /\* If array has odd number of elements then   
 initialize the first element as minimum and   
 maximum \*/   
 else  
 {  
 minmax.min = arr[0];  
 minmax.max = arr[0];  
 i = 1; /\* set the startung index for loop \*/  
 }  
   
 /\* In the while loop, pick elements in pair and   
 compare the pair with max and min so far \*/   
 while (i < n-1)   
 {   
 if (arr[i] > arr[i+1])   
 {  
 if(arr[i] > minmax.max)   
 minmax.max = arr[i];  
 if(arr[i+1] < minmax.min)   
 minmax.min = arr[i+1];   
 }   
 else   
 {  
 if (arr[i+1] > minmax.max)   
 minmax.max = arr[i+1];  
 if (arr[i] < minmax.min)   
 minmax.min = arr[i];   
 }   
 i += 2; /\* Increment the index by 2 as two   
 elements are processed in loop \*/  
 }   
  
 return minmax;  
}   
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1000, 11, 445, 1, 330, 3000};  
 int arr\_size = 6;  
 struct pair minmax = getMinMax (arr, arr\_size);  
 printf("\nMinimum element is %d", minmax.min);  
 printf("\nMaximum element is %d", minmax.max);  
 getchar();  
}

Time Complexity: O(n)

Total number of comparisons: Different for even and odd n, see below:

If n is odd: 3\*(n-1)/2   
 If n is even: 1 Initial comparison for initializing min and max,   
 and 3(n-2)/2 comparisons for rest of the elements   
 = 1 + 3\*(n-2)/2 = 3n/2 -2

Second and third approaches make equal number of comparisons when n is a power of 2.

In general, method 3 seems to be the best.

Please write comments if you find any bug in the above programs/algorithms or a better way to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)
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# Median of two sorted arrays of different sizes

This is an extension of [median of two sorted arrays of equal size](http://www.geeksforgeeks.org/archives/2105) problem. Here we handle arrays of unequal size also.

The approach discussed in this post is similar to method 2 of equal size post. The basic idea is same, we find the median of two arrays and compare the medians to discard almost half of the elements in both arrays. Since the number of elements may differ here, there are many base cases that need to be handled separately. Before we proceed to complete solution, let us first talk about all base cases.

Let the two arrays be A[N] and B[M]. In the following explanation, it is assumed that N is smaller than or equal to M.

**Base cases:**  
 The smaller array has only one element  
 Case 1: N = 1, M = 1.  
 Case 2: N = 1, M is odd  
 Case 3: N = 1, M is even  
 The smaller array has only two elements  
 Case 4: N = 2, M = 2  
 Case 5: N = 2, M is odd  
 Case 6: N = 2, M is even

**Case 1:** There is only one element in both arrays, so output the average of A[0] and B[0].

**Case 2:** N = 1, M is odd  
 Let B[5] = {5, 10, 12, 15, 20}  
 First find the middle element of B[], which is 12 for above array. There are following 4 sub-cases.  
 …**2.1** If A[0] is smaller than 10, the median is average of 10 and 12.  
 …**2.2** If A[0] lies between 10 and 12, the median is average of A[0] and 12.  
 …**2.3** If A[0] lies between 12 and 15, the median is average of 12 and A[0].  
 …**2.4** If A[0] is greater than 15, the median is average of 12 and 15.  
 In all the sub-cases, we find that 12 is fixed. So, we need to find the median of B[ M / 2 – 1 ], B[ M / 2 + 1], A[ 0 ] and take its average with B[ M / 2 ].

**Case 3:** N = 1, M is even  
 Let B[4] = {5, 10, 12, 15}  
 First find the middle items in B[], which are 10 and 12 in above example. There are following 3 sub-cases.  
 …**3.1** If A[0] is smaller than 10, the median is 10.  
 …**3.2** If A[0] lies between 10 and 12, the median is A[0].  
 …**3.3** If A[0] is greater than 10, the median is 12.  
 So, in this case, find the median of three elements B[ M / 2 – 1 ], B[ M / 2] and A[ 0 ].

**Case 4:** N = 2, M = 2  
 There are four elements in total. So we find the median of 4 elements.

**Case 5:** N = 2, M is odd  
 Let B[5] = {5, 10, 12, 15, 20}  
 The median is given by median of following three elements: B[M/2], max(A[0], B[M/2 – 1]), min(A[1], B[M/2 + 1]).

**Case 6:** N = 2, M is even  
 Let B[4] = {5, 10, 12, 15}  
 The median is given by median of following four elements: B[M/2], B[M/2 – 1], max(A[0], B[M/2 – 2]), min(A[1], B[M/2 + 1])

**Remaining Cases:**  
 Once we have handled the above base cases, following is the remaining process.  
 **1)** Find the middle item of A[] and middle item of B[].  
 …..**1.1)** If the middle item of A[] is greater than middle item of B[], ignore the last half of A[], let length of ignored part is idx. Also, cut down B[] by idx from the start.  
 …..**1.2)** else, ignore the first half of A[], let length of ignored part is idx. Also, cut down B[] by idx from the last.

Following is C implementation of the above approach.

// A C program to find median of two sorted arrays of unequal size  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find maximum of two integers  
int max( int a, int b )  
{ return a > b ? a : b; }  
  
// A utility function to find minimum of two integers  
int min( int a, int b )  
{ return a < b ? a : b; }  
  
// A utility function to find median of two integers  
float MO2( int a, int b )  
{ return ( a + b ) / 2.0; }  
  
// A utility function to find median of three integers  
float MO3( int a, int b, int c )  
{  
 return a + b + c - max( a, max( b, c ) )  
 - min( a, min( b, c ) );  
}  
  
// A utility function to find median of four integers  
float MO4( int a, int b, int c, int d )  
{  
 int Max = max( a, max( b, max( c, d ) ) );  
 int Min = min( a, min( b, min( c, d ) ) );  
 return ( a + b + c + d - Max - Min ) / 2.0;  
}  
  
// This function assumes that N is smaller than or equal to M  
float findMedianUtil( int A[], int N, int B[], int M )  
{  
 // If the smaller array has only one element  
 if( N == 1 )  
 {  
 // Case 1: If the larger array also has one element, simply call MO2()  
 if( M == 1 )  
 return MO2( A[0], B[0] );  
  
 // Case 2: If the larger array has odd number of elements, then consider  
 // the middle 3 elements of larger array and the only element of  
 // smaller array. Take few examples like following  
 // A = {9}, B[] = {5, 8, 10, 20, 30} and  
 // A[] = {1}, B[] = {5, 8, 10, 20, 30}  
 if( M & 1 )  
 return MO2( B[M/2], MO3(A[0], B[M/2 - 1], B[M/2 + 1]) );  
  
 // Case 3: If the larger array has even number of element, then median  
 // will be one of the following 3 elements  
 // ... The middle two elements of larger array  
 // ... The only element of smaller array  
 return MO3( B[M/2], B[M/2 - 1], A[0] );  
 }  
  
 // If the smaller array has two elements  
 else if( N == 2 )  
 {  
 // Case 4: If the larger array also has two elements, simply call MO4()  
 if( M == 2 )  
 return MO4( A[0], A[1], B[0], B[1] );  
  
 // Case 5: If the larger array has odd number of elements, then median  
 // will be one of the following 3 elements  
 // 1. Middle element of larger array  
 // 2. Max of first element of smaller array and element just  
 // before the middle in bigger array  
 // 3. Min of second element of smaller array and element just  
 // after the middle in bigger array  
 if( M & 1 )  
 return MO3 ( B[M/2],  
 max( A[0], B[M/2 - 1] ),  
 min( A[1], B[M/2 + 1] )  
 );  
  
 // Case 6: If the larger array has even number of elements, then  
 // median will be one of the following 4 elements  
 // 1) & 2) The middle two elements of larger array  
 // 3) Max of first element of smaller array and element  
 // just before the first middle element in bigger array  
 // 4. Min of second element of smaller array and element  
 // just after the second middle in bigger array  
 return MO4 ( B[M/2],  
 B[M/2 - 1],  
 max( A[0], B[M/2 - 2] ),  
 min( A[1], B[M/2 + 1] )  
 );  
 }  
  
 int idxA = ( N - 1 ) / 2;  
 int idxB = ( M - 1 ) / 2;  
  
 /\* if A[idxA] <= B[idxB], then median must exist in  
 A[idxA....] and B[....idxB] \*/  
 if( A[idxA] <= B[idxB] )  
 return findMedianUtil( A + idxA, N / 2 + 1, B, M - idxA );  
  
 /\* if A[idxA] > B[idxB], then median must exist in  
 A[...idxA] and B[idxB....] \*/  
 return findMedianUtil( A, N / 2 + 1, B + idxA, M - idxA );  
}  
  
// A wrapper function around findMedianUtil(). This function makes  
// sure that smaller array is passed as first argument to findMedianUtil  
float findMedian( int A[], int N, int B[], int M )  
{  
 if ( N > M )  
 return findMedianUtil( B, M, A, N );  
  
 return findMedianUtil( A, N, B, M );  
}  
  
// Driver program to test above functions  
int main()  
{  
 int A[] = {900};  
 int B[] = {5, 8, 10, 20};  
  
 int N = sizeof(A) / sizeof(A[0]);  
 int M = sizeof(B) / sizeof(B[0]);  
  
 printf( "%f", findMedian( A, N, B, M ) );  
 return 0;  
}

Output:

10

Time Complexity: O(LogM + LogN)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Median of two sorted arrays

*Question:* There are 2 sorted arrays A and B of size n each. Write an algorithm to find the median of the array obtained after merging the above 2 arrays(i.e. array of length 2n). The complexity should be O(log(n))  
   
 *Median:* In probability theory and statistics, a median is described as the number separating the higher half of a sample, a population, or a probability distribution, from the lower half.  
 The median of a finite list of numbers can be found by arranging all the numbers from lowest value to highest value and picking the middle one.

For getting the median of input array { 12, 11, 15, 10, 20 }, first sort the array. We get { 10, 11, 12, 15, 20 } after sorting. Median is the middle element of the sorted array which is 12.

There are different conventions to take median of an array with even number of elements, one can take the mean of the two middle values, or first middle value, or second middle value.

Let us see different methods to get the median of two sorted arrays of size n each. Since size of the set for which we are looking for median is even (2n), we are taking average of middle two numbers in all below solutions.

**Method 1 (Simply count while Merging)**  
 Use merge procedure of merge sort. Keep track of count while comparing elements of two arrays. If count becomes n(For 2n elements), we have reached the median. Take the average of the elements at indexes n-1 and n in the merged array. See the below implementation.

Implementation:

#include <stdio.h>  
  
/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 int i = 0; /\* Current index of i/p array ar1[] \*/  
 int j = 0; /\* Current index of i/p array ar2[] \*/  
 int count;  
 int m1 = -1, m2 = -1;  
  
 /\* Since there are 2n elements, median will be average  
 of elements at index n-1 and n in the array obtained after  
 merging ar1 and ar2 \*/  
 for (count = 0; count <= n; count++)  
 {  
 /\*Below is to handle case where all elements of ar1[] are  
 smaller than smallest(or first) element of ar2[]\*/  
 if (i == n)  
 {  
 m1 = m2;  
 m2 = ar2[0];  
 break;  
 }  
  
 /\*Below is to handle case where all elements of ar2[] are  
 smaller than smallest(or first) element of ar1[]\*/  
 else if (j == n)  
 {  
 m1 = m2;  
 m2 = ar1[0];  
 break;  
 }  
  
 if (ar1[i] < ar2[j])  
 {  
 m1 = m2; /\* Store the prev median \*/  
 m2 = ar1[i];  
 i++;  
 }  
 else  
 {  
 m1 = m2; /\* Store the prev median \*/  
 m2 = ar2[j];  
 j++;  
 }  
 }  
  
 return (m1 + m2)/2;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int ar1[] = {1, 12, 15, 26, 38};  
 int ar2[] = {2, 13, 17, 30, 45};  
  
 int n1 = sizeof(ar1)/sizeof(ar1[0]);  
 int n2 = sizeof(ar2)/sizeof(ar2[0]);  
 if (n1 == n2)  
 printf("Median is %d", getMedian(ar1, ar2, n1));  
 else  
 printf("Doesn't work for arrays of unequal size");  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Method 2 (By comparing the medians of two arrays)**  
 This method works by first getting medians of the two sorted arrays and then comparing them.

Let ar1 and ar2 be the input arrays.

Algorithm:

1) Calculate the medians m1 and m2 of the input arrays ar1[]   
 and ar2[] respectively.  
2) If m1 and m2 both are equal then we are done.  
 return m1 (or m2)  
3) If m1 is greater than m2, then median is present in one   
 of the below two subarrays.  
 a) From first element of ar1 to m1 (ar1[0...|\_n/2\_|])  
 b) From m2 to last element of ar2 (ar2[|\_n/2\_|...n-1])  
4) If m2 is greater than m1, then median is present in one   
 of the below two subarrays.  
 a) From m1 to last element of ar1 (ar1[|\_n/2\_|...n-1])  
 b) From first element of ar2 to m2 (ar2[0...|\_n/2\_|])  
5) Repeat the above process until size of both the subarrays   
 becomes 2.  
6) If size of the two arrays is 2 then use below formula to get   
 the median.  
 Median = (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1]))/2

Example:

ar1[] = {1, 12, 15, 26, 38}  
 ar2[] = {2, 13, 17, 30, 45}

For above two arrays m1 = 15 and m2 = 17

For the above ar1[] and ar2[], m1 is smaller than m2. So median is present in one of the following two subarrays.

[15, 26, 38] and [2, 13, 17]

Let us repeat the process for above two subarrays:

m1 = 26 m2 = 13.

m1 is greater than m2. So the subarrays become

[15, 26] and [13, 17]  
Now size is 2, so median = (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1]))/2  
 = (max(15, 13) + min(26, 17))/2   
 = (15 + 17)/2  
 = 16

Implementation:

#include<stdio.h>  
  
int max(int, int); /\* to get maximum of two integers \*/  
int min(int, int); /\* to get minimum of two integeres \*/  
int median(int [], int); /\* to get median of a sorted array \*/  
  
/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 int m1; /\* For median of ar1 \*/  
 int m2; /\* For median of ar2 \*/  
  
 /\* return -1 for invalid input \*/  
 if (n <= 0)  
 return -1;  
  
 if (n == 1)  
 return (ar1[0] + ar2[0])/2;  
  
 if (n == 2)  
 return (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1])) / 2;  
  
 m1 = median(ar1, n); /\* get the median of the first array \*/  
 m2 = median(ar2, n); /\* get the median of the second array \*/  
  
 /\* If medians are equal then return either m1 or m2 \*/  
 if (m1 == m2)  
 return m1;  
  
 /\* if m1 < m2 then median must exist in ar1[m1....] and ar2[....m2] \*/  
 if (m1 < m2)  
 {  
 if (n % 2 == 0)  
 return getMedian(ar1 + n/2 - 1, ar2, n - n/2 +1);  
 else  
 return getMedian(ar1 + n/2, ar2, n - n/2);  
 }  
  
 /\* if m1 > m2 then median must exist in ar1[....m1] and ar2[m2...] \*/  
 else  
 {  
 if (n % 2 == 0)  
 return getMedian(ar2 + n/2 - 1, ar1, n - n/2 + 1);  
 else  
 return getMedian(ar2 + n/2, ar1, n - n/2);  
 }  
}  
  
/\* Function to get median of a sorted array \*/  
int median(int arr[], int n)  
{  
 if (n%2 == 0)  
 return (arr[n/2] + arr[n/2-1])/2;  
 else  
 return arr[n/2];  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int ar1[] = {1, 2, 3, 6};  
 int ar2[] = {4, 6, 8, 10};  
 int n1 = sizeof(ar1)/sizeof(ar1[0]);  
 int n2 = sizeof(ar2)/sizeof(ar2[0]);  
 if (n1 == n2)  
 printf("Median is %d", getMedian(ar1, ar2, n1));  
 else  
 printf("Doesn't work for arrays of unequal size");  
  
 getchar();  
 return 0;  
}  
  
/\* Utility functions \*/  
int max(int x, int y)  
{  
 return x > y? x : y;  
}  
  
int min(int x, int y)  
{  
 return x > y? y : x;  
}

Time Complexity: O(logn)  
 Algorithmic Paradigm: Divide and Conquer  
  
  
 **Method 3 (By doing binary search for the median):**  
 The basic idea is that if you are given two arrays ar1[] and ar2[] and know the length of each, you can check whether an element ar1[i] is the median in constant time. Suppose that the median is ar1[i]. Since the array is sorted, it is greater than exactly i values in array ar1[]. Then if it is the median, it is also greater than exactly j = n – i – 1 elements in ar2[].  
 It requires constant time to check if ar2[j]

For two arrays ar1 and ar2, first do binary search in ar1[]. If you reach at the end (left or right) of the first array and don't find median, start searching in the second array ar2[].

1) Get the middle element of ar1[] using array indexes left and right.   
 Let index of the middle element be i.  
2) Calculate the corresponding index j of ar2[]  
 j = n – i – 1   
3) If ar1[i] >= ar2[j] and ar1[i]   
Example:  
  
 ar1[] = {1, 5, 7, 10, 13}  
 ar2[] = {11, 15, 23, 30, 45}

Middle element of ar1[] is 7. Let us compare 7 with 23 and 30, since 7 smaller than both 23 and 30, move to right in ar1[]. Do binary search in {10, 13}, this step will pick 10. Now compare 10 with 15 and 23. Since 10 is smaller than both 15 and 23, again move to right. Only 13 is there in right side now. Since 13 is greater than 11 and smaller than 15, terminate here. We have got the median as 12 (average of 11 and 13)

Implementation:

#include<stdio.h>  
  
int getMedianRec(int ar1[], int ar2[], int left, int right, int n);  
  
/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 return getMedianRec(ar1, ar2, 0, n-1, n);  
}  
  
/\* A recursive function to get the median of ar1[] and ar2[]  
 using binary search \*/  
int getMedianRec(int ar1[], int ar2[], int left, int right, int n)  
{  
 int i, j;  
  
 /\* We have reached at the end (left or right) of ar1[] \*/  
 if (left > right)  
 return getMedianRec(ar2, ar1, 0, n-1, n);  
  
 i = (left + right)/2;  
 j = n - i - 1; /\* Index of ar2[] \*/  
  
 /\* Recursion terminates here.\*/  
 if (ar1[i] > ar2[j] && (j == n-1 || ar1[i] <= ar2[j+1]))  
 {  
 /\* ar1[i] is decided as median 2, now select the median 1  
 (element just before ar1[i] in merged array) to get the  
 average of both\*/  
 if (i == 0 || ar2[j] > ar1[i-1])  
 return (ar1[i] + ar2[j])/2;  
 else  
 return (ar1[i] + ar1[i-1])/2;  
 }  
  
 /\*Search in left half of ar1[]\*/  
 else if (ar1[i] > ar2[j] && j != n-1 && ar1[i] > ar2[j+1])  
 return getMedianRec(ar1, ar2, left, i-1, n);  
  
 /\*Search in right half of ar1[]\*/  
 else /\* ar1[i] is smaller than both ar2[j] and ar2[j+1]\*/  
 return getMedianRec(ar1, ar2, i+1, right, n);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int ar1[] = {1, 12, 15, 26, 38};  
 int ar2[] = {2, 13, 17, 30, 45};  
 int n1 = sizeof(ar1)/sizeof(ar1[0]);  
 int n2 = sizeof(ar2)/sizeof(ar2[0]);  
 if (n1 == n2)  
 printf("Median is %d", getMedian(ar1, ar2, n1));  
 else  
 printf("Doesn't work for arrays of unequal size");  
  
 getchar();  
 return 0;  
}

Time Complexity: O(logn)  
 Algorithmic Paradigm: Divide and Conquer

The above solutions can be optimized for the cases when all elements of one array are smaller than all elements of other array. For example, in method 3, we can change the getMedian() function to following so that these cases can be handled in O(1) time. Thanks to [nutcracker](http://www.geeksforgeeks.org/archives/2105/comment-page-1#comment-2729) for suggesting this optimization.

/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 // If all elements of array 1 are smaller then  
 // median is average of last element of ar1 and  
 // first element of ar2  
 if (ar1[n-1] < ar2[0])  
 return (ar1[n-1]+ar2[0])/2;  
  
 // If all elements of array 1 are smaller then  
 // median is average of first element of ar1 and  
 // last element of ar2  
 if (ar2[n-1] < ar1[0])  
 return (ar2[n-1]+ar1[0])/2;  
  
 return getMedianRec(ar1, ar2, 0, n-1, n);  
}

**References:**  
 <http://en.wikipedia.org/wiki/Median>

[http://ocw.alfaisal.edu/NR/rdonlyres/Electrical-Engineering-and-Computer-Science/6-046JFall-2005/30C68118-E436-4FE3-8C79-6BAFBB07D935/0/ps9sol.pdf ds3etph5wn](http://ocw.alfaisal.edu/NR/rdonlyres/Electrical-Engineering-and-Computer-Science/6-046JFall-2005/30C68118-E436-4FE3-8C79-6BAFBB07D935/0/ps9sol.pdf)

Asked by Snehal

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/median-of-two-sorted-arrays/>

# Program to count number of set bits in an (big) array

Given an integer array of length N (an arbitrarily large number). How to count number of set bits in the array?

The simple approach would be, create an efficient method to count set bits in a word (most prominent size, usually equal to bit length of processor), and add bits from individual elements of array.

Various methods of counting set bits of an integer exists, see [this](http://www.geeksforgeeks.org/archives/1176) for example. These methods run at best O(logN) where N is number of bits. Note that on a processor N is fixed, count can be done in O(1) time on 32 bit machine irrespective of total set bits. Overall, the bits in array can be computed in O(n) time, where ‘n’ is array size.

However, a table look up will be more efficient method when array size is large. Storing table look up that can handle 232 integers will be impractical.

The following code illustrates simple program to count set bits in a randomly generated 64 K integer array. The idea is to generate a look up for first 256 numbers (one byte), and break every element of array at byte boundary. A meta program using C/C++ preprocessor generates the look up table for counting set bits in a byte.

The mathematical derivation behind meta program is evident from the following table (Add the column and row indices to get the number, then look into the table to get set bits in that number. For example, to get set bits in 10, it can be extracted from row named as 8 and column named as 2),

   0, 1, 2, 3  
 0 - 0, 1, 1, 2 -------- GROUP\_A(0)  
 4 - 1, 2, 2, 3 -------- GROUP\_A(1)  
 8 - 1, 2, 2, 3 -------- GROUP\_A(1)  
12 - 2, 3, 3, 4 -------- GROUP\_A(2)  
16 - 1, 2, 2, 3 -------- GROUP\_A(1)  
20 - 2, 3, 3, 4 -------- GROUP\_A(2)  
24 - 2, 3, 3, 4 -------- GROUP\_A(2)  
28 - 3, 4, 4, 5 -------- GROUP\_A(3) ... so on

From the table, there is a patten emerging in multiples of 4, both in the table as well as in the group parameter. The sequence can be generalized as shown in the code.

**Complexity:**

All the operations takes O(1) except iterating over the array. The time complexity is O(n) where ‘n’ is size of array. Space complexity depends on the meta program that generates look up.

**Code:**

#include <stdio.h>  
#include <stdlib.h>  
#include <time.h>  
  
/\* Size of array 64 K \*/  
#define SIZE (1 << 16)  
  
/\* Meta program that generates set bit count  
 array of first 256 integers \*/  
  
/\* GROUP\_A - When combined with META\_LOOK\_UP  
 generates count for 4x4 elements \*/  
  
#define GROUP\_A(x) x, x + 1, x + 1, x + 2  
  
/\* GROUP\_B - When combined with META\_LOOK\_UP  
 generates count for 4x4x4 elements \*/  
  
#define GROUP\_B(x) GROUP\_A(x), GROUP\_A(x+1), GROUP\_A(x+1), GROUP\_A(x+2)  
  
/\* GROUP\_C - When combined with META\_LOOK\_UP  
 generates count for 4x4x4x4 elements \*/  
  
#define GROUP\_C(x) GROUP\_B(x), GROUP\_B(x+1), GROUP\_B(x+1), GROUP\_B(x+2)  
  
/\* Provide appropriate letter to generate the table \*/  
  
#define META\_LOOK\_UP(PARAMETER) \  
 GROUP\_##PARAMETER(0), \  
 GROUP\_##PARAMETER(1), \  
 GROUP\_##PARAMETER(1), \  
 GROUP\_##PARAMETER(2) \  
  
int countSetBits(int array[], size\_t array\_size)  
{  
 int count = 0;  
  
 /\* META\_LOOK\_UP(C) - generates a table of 256 integers whose  
 sequence will be number of bits in i-th position  
 where 0 <= i < 256  
 \*/  
  
 /\* A static table will be much faster to access \*/  
 static unsigned char const look\_up[] = { META\_LOOK\_UP(C) };  
  
 /\* No shifting funda (for better readability) \*/  
 unsigned char \*pData = NULL;  
  
 for(size\_t index = 0; index < array\_size; index++)  
 {  
 /\* It is fine, bypass the type system \*/  
 pData = (unsigned char \*)&array[index];  
  
 /\* Count set bits in individual bytes \*/  
 count += look\_up[pData[0]];  
 count += look\_up[pData[1]];  
 count += look\_up[pData[2]];  
 count += look\_up[pData[3]];  
 }  
  
 return count;  
}  
  
/\* Driver program, generates table of random 64 K numbers \*/  
int main()  
{  
 int index;  
 int random[SIZE];  
  
 /\* Seed to the random-number generator \*/  
 srand((unsigned)time(0));  
  
 /\* Generate random numbers. \*/  
 for( index = 0; index < SIZE; index++ )  
 {  
 random[index] = rand();  
 }  
  
 printf("Total number of bits = %d\n", countSetBits(random, SIZE));  
 return 0;  
}

Contributed by **Venki**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/program-to-count-number-of-set-bits-in-an-big-array/>

# Divide and Conquer | Set 5 (Strassen’s Matrix Multiplication)

Given two square matrices A and B of size n x n each, find their multiplication matrix.

***Naive Method***  
 Following is a simple way to multiply two matrices.

void multiply(int A[][N], int B[][N], int C[][N])  
{  
 for (int i = 0; i < N; i++)  
 {  
 for (int j = 0; j < N; j++)  
 {  
 C[i][j] = 0;  
 for (int k = 0; k < N; k++)  
 {  
 C[i][j] += A[i][k]\*B[k][j];  
 }  
 }  
 }  
}

Time Complexity of above method is O(N3).

***Divide and Conquer***  
 Following is simple Divide and Conquer method to multiply two square matrices.  
 1) Divide matrices A and B in 4 sub-matrices of size N/2 x N/2 as shown in the below diagram.  
 2) Calculate following values recursively. ae + bg, af + bh, ce + dg and cf + dh.
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In the above method, we do 8 multiplications for matrices of size N/2 x N/2 and 4 additions. Addition of two matrices takes O(N2) time. So the time complexity can be written as

T(N) = 8T(N/2) + O(N2)   
  
From Master's Theorem, time complexity of above method is O(N3)  
which is unfortunately same as the above naive method.

***Simple Divide and Conquer also leads to O(N3), can there be a better way?***  
 In the above divide and conquer method, the main component for high time complexity is 8 recursive calls. The idea of **Strassen’s method** is to reduce the number of recursive calls to 7. Strassen’s method is similar to above simple divide and conquer method in the sense that this method also divide matrices to sub-matrices of size N/2 x N/2 as shown in the above diagram, but in Strassen’s method, the four sub-matrices of result are calculated using following formulae.
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**Time Complexity of Strassen’s Method**  
 Addition and Subtraction of two matrices takes O(N2) time. So time complexity can be written as

T(N) = 7T(N/2) + O(N2)  
  
From Master's Theorem, time complexity of above method is   
O(NLog7) which is approximately O(N2.8074)

Generally Strassen’s Method is not preferred for practical applications for following reasons.  
 1) The constants used in Strassen’s method are high and for a typical application Naive method works better.  
 2) For Sparse matrices, there are better methods especially designed for them.  
 3) The submatrices in recursion take extra space.  
 4) Because of the limited precision of computer arithmetic on noninteger values, larger errors accumulate in Strassen’s algorithm than in Naive Method (Source: [CLRS Book](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg))

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <https://www.youtube.com/watch?v=LOLebQ8nKHA>  
 <https://www.youtube.com/watch?v=QXY4RskLQcI>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/strassens-matrix-multiplication/>

# Write a C program to calculate pow(x,n)

**Below solution divides the problem into subproblems of size y/2 and call the subproblems recursively.**

#include<stdio.h>  
  
/\* Function to calculate x raised to the power y \*/  
int power(int x, unsigned int y)  
{  
 if( y == 0)  
 return 1;  
 else if (y%2 == 0)  
 return power(x, y/2)\*power(x, y/2);  
 else  
 return x\*power(x, y/2)\*power(x, y/2);  
  
}  
  
/\* Program to test function power \*/  
int main()  
{  
 int x = 2;  
 unsigned int y = 3;  
  
 printf("%d", power(x, y));  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)  
 **Space Complexity:** O(1)  
 **Algorithmic Paradigm:** Divide and conquer.

Above function can be optimized to O(logn) by calculating power(x, y/2) only once and storing it.

/\* Function to calculate x raised to the power y in O(logn)\*/  
int power(int x, unsigned int y)  
{  
 int temp;  
 if( y == 0)  
 return 1;  
 temp = power(x, y/2);  
 if (y%2 == 0)  
 return temp\*temp;  
 else  
 return x\*temp\*temp;  
}

**Time Complexity of optimized solution:** O(logn)  
 Let us extend the pow function to work for negative y and float x.

/\* Extended version of power function that can work  
 for float x and negative y\*/  
#include<stdio.h>  
  
float power(float x, int y)  
{  
 float temp;  
 if( y == 0)  
 return 1;  
 temp = power(x, y/2);   
 if (y%2 == 0)  
 return temp\*temp;  
 else  
 {  
 if(y > 0)  
 return x\*temp\*temp;  
 else  
 return (temp\*temp)/x;  
 }  
}   
  
/\* Program to test function power \*/  
int main()  
{  
 float x = 2;  
 int y = -3;  
 printf("%f", power(x, y));  
 getchar();  
 return 0;  
}

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-calculate-powxn/>