**Course Overview**

|  |  |  |  |
| --- | --- | --- | --- |
| **Data Structures Laboratory**  [As per Choice Based Credit System (CBCS) & OBE Scheme]  **SEMESTER – III** | | | |
| **Course Code:** | **P21ISL306** | **Credits:** | **01** |
| **Teaching Hours/Week (L:T:P):** | **0:0:2** | **CIE Marks:** | **50** |
| **Total Number of Lab Hours:** | **24** | **SEE Marks:** | **50** |

Data Structures laboratory is spatial and well equipped with the latest hp systems. It provides a wide approach in C programming and enables to apply knowledge in Artificial Intelligence. Guidance’s are provided to the students by a team of faculty experts and lab programmer. The labs are kept open after the college hours to enable the students to engage themselves in getting practiced with Laboratory experiments in their leisure hours. The lab is used to train the students to improve their programming knowledge and make experiments to get familiar with the Core Courses.

|  |  |
| --- | --- |
| **Note:** All programs are to be implemented using C Language | |
| 1. | Create a structure **DISTANCE** with data members ***kms*** and ***meters*** of type integer. Implement a program to perform addition and subtraction on two distances by passing pointer to a structure to function. |
| 2. | Implement a menu driven program to perform the following operations on Singly Linked List.   1. Create SLL of ‘n’ nodes of integers (insert front/rear) 2. Delete the node with specified integer from the list with appropriate message. 3. Display the contents of the SLL. |
| 3. | Implement a menu driven Program for the following operations on Doubly Linked List (DLL) of Library Data with the fields: BOOK\_ID, BOOK\_TITLE, AUTHOR, EDITION   1. Create a DLL of ‘N’ books (Insert front/rear). 2. Count the number of nodes in the DLL. 3. Delete the node at front/rear. 4. Display the contents of DLL. |
| 4. | Implement a menu driven Program for the following operations on Circular Linked List.   1. Create CLL of ‘n’ nodes of string. (insert front/rear) 2. Count the number of nodes in the CLL. 3. Delete the node at front/rear. 4. Display the contents of CLL. |
| 5. | Implement a menu driven Program for the following operations on STACK of Integers (Array Implementation of Stack with maximum size MAX)   1. Push an Element on to Stack (Handle the situation of overflow) 2. Pop an Element from Stack (Handle the situation of underflow) 3. Display the contents of Stack |
| 6. | Implement a Program to convert an infix expression to its equivalent postfix expression. |
| 7. | Implement the following using recursion:   1. Tower\_of\_Hanoi 2. GCD of two numbers 3. Largest of ‘n’ numbers |
| 8. | Implement a menu driven Program for the following operations on QUEUES of Strings using Linked list   1. Insert an Element into Queue 2. Delete an Element from Queue 3. Display the contents of Queue |
| 9. | Implement a menu driven program to perform the following operations on priority queue using linked list.   1. Insert a node based on priority. 2. Delete a node from the queue 3. Display the contents of the queue |
| 10. | Implement a menu driven Program for the following operations on Binary Search Tree (BST) of Integers   1. Create a BST of N Integers 2. Traverse the BST in Inorder, Preorder and Postorder |

#### Course Outcomes

After learning all the units of the course, students is able to:

1. Design algorithms using different data structures like List, Stack, Queue and Trees.
2. Develop programs with suitable data structure based on the requirements of the real time

applications.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **CO** | **Statement** | **PO**  **1** | **PO**  **2** | **PO 3** | **PO 4** | **PO 5** | **PO 6** | **PO 7** | **PO 8** | **PO 9** | **PO 10** | **PO 11** | **PO**  **12** | **PSO**  **1** | **PSO**  **2** |
| **CO1** | **Design** algorithms using different data structures like List, Stack, Queue and Trees. | 2 | 2 | 2 |  |  |  |  |  |  |  |  |  | 2 | 2 |
| **CO2** | **Develop** programs with suitable data structure based on the requirements of the real-time applications. | 2 | 2 | 2 |  |  |  |  |  |  |  |  | 1 | 2 | 2 |

**1)** **Create a structure DISTANCE with data member’s kms and meters of type integer.**

**Implement a program to perform addition and subtraction on two distances by passing**

**pointer to a structure to function.**

#include <stdio.h>

#include <conio.h>

typedef struct distance

{

int kms;

int metres;

} DISTANCE;

DISTANCE add\_distance (DISTANCE \*, DISTANCE \*);

DISTANCE subtract\_distance(DISTANCE \*,DISTANCE \*);

DISTANCE dl, d2;

DISTANCE d3,d4;

int main()

{

int option;

clrscr ();

do

{

printf("\n \*\*\*MAIN MENU\*\*\*");

printf ("\n 1. Read the distances ");

printf ("\n 2. Display the distances");

printf ("\n 3. Add the distances ");

printf ("\n 4. Subtract the distances");

printf ("\n 5. EXIT");

printf ("\n Enter your option: ");

scanf("%d", &option);

switch(option)

{

case 1:

printf("\n Enter the first distance in kms and metres: ");

scanf ("%d %d", &dl .kms, &dl .metres);

printf("\n Enter the second distancekms and metres: ");

scanf ("%d %d" , &d2 .kms, &d2 .metres);

break;

case 2:

printf("\n The first distance is: %d kms %d metres " , dl.kms, dl.metres);

printf("\n The second distance is: %d kms %d metres " , d2 .kms, d2 .metres);

break;

case 3:

d3 = add\_distance(&dl,&d2);

printf("\n The sum of two distances is: %d kms %d metres", d3.kms, d3.metres);

break;

case 4:

d4 = subtract\_distance(&dl, &d2);

printf("\n The difference between two distances is: %d kms %d metres ", d4.kms, d4 .metres);

break;

}

}

while(option != 5);

{

getch ();

return 0;

}

}

DISTANCE add\_distance(DISTANCE \*dl, DISTANCE \*d2)

{

DISTANCE sum;

sum.metres = dl->metres + d2-> metres;

sum.kms = dl->kms + d2->kms;

if(sum.metres >= 1000)

{

sum.metres = sum.metres%1000;

sum.kms += 1;

}

return sum;

}

DISTANCE subtract\_distance(DISTANCE \*dl,DISTANCE \*d2)

{

DISTANCE sub;

if(dl->kms > d2->kms)

{

sub.metres = dl->metres - d2-> metres;

sub.kms = dl->kms - d2->kms;

}

else

{

sub.metres = d2->metres - dl-> metres;

sub.kms = d2->kms - dl->kms;

}

if(sub.metres < 0)

{

sub.kms = sub.kms - 1;

sub.metres = sub.metres + 1000;

}

return sub;

}

2**) Implement SLL which performs the following operations.**

**1. Create SLLof 'n' integers(insert front/rear)**

**2. Delete the specified integer from the list with appropriate message.**

**3. Display the contents of the list.**

Linked List is a linear data structure and it is very common data structure which consists of group of nodes in a sequence which is divided in two parts. Each node consists of its own data and the address of the next node and forms a chain. Linked Lists are used to create trees and graphs.

* They are a dynamic in nature which allocates the memory when required.
* Insertion and deletion operations can be easily implemented.
* Stacks and queues can be easily executed.
* Linked List reduces the access time.
* Linked lists are used to implement stacks, queues, graphs, etc.
* Linked lists let you insert elements at the beginning and end of the list.
* In Linked Lists we don’t need to know the size in advance.

**Singly Linked List:** Singly linked lists contain nodes which have a data part as well as an address part i.e. next, which points to the next node in sequence of nodes. The operations we can perform on singly linked lists are insertion, deletion and traversal.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoIAAABiCAIAAABLSSXpAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAVXElEQVR4nO3deUCM+R8H8M9TpKJSKaLoGpEicmSGipZ0yB2W9NOuGazdJuf+aG1rtYdjm3HXD1nnbvwI1eTYXJWrWCRlphRFkZQOOnh+f1SOXfbnmDyq9+uvzPfb93k/5HnPM8/0DMOyLL1W7N4FKcd/zXfLW96DqP3r5wEAAMA7UFHSOoUVJZelAoF0c/T2m0pakksskSJu+TfS0ROkCsos4zoOAChfGZFszfBvFw3+RUb0kOs00GS9XMN5F0gmMm2rxdQQ7l12SF43dunmhdUihunAPGM/4NPlUgVVsRmn/7M45JMe4sRE8WeePnamjEh2KFWWejhYxDD6z+f3c/3iP2sz6mMv0h8WRokE0iXje88bU7sxUwcvkYzuPmvQjLX/meXary5Ky/adBVLFuezygtTDMhEzcpnshyN3iShzw7CAb6a1mLZCKuAt/mWpeN/vYh5jMSZo0Mqz9ZEbABqIvDtXZFKBQHroakwe11mUoIJIsecLP+mXX0sVVFzFdZwmjn0uMXnPSiHxl5+4c/wey7KsYtXAaS6jW7edG8OyuezfZG3ZFybh8yUpjyrvs/cfP7wk4fMlm6K2Zf99KsuyLJuxPnylxHnwGjnLFr1myrtKK87bISRy91k5dedNlmXZnD2nIiR8viT+5oO7bDbLxszSnBHyffSR2vn5BRnHJHy+ZN/Zfbn3WDYmyGbE/LEzJPKYGdpfrAzcf4h9yrLyP5YFSkaNl8jZjFIlx23CktKObRWScGdy9p9cR4GmSB5Vundq7bFPR4eEwmEdhQsHrYxh2WI2/sy2uUIijdphhog/+pvdm29Usaw8aqGrv23dQdN8IAljbhbGHA0RComY2kfViPhTfjm862Z95E5KS94j5Et+mmI8eVDt9uzGLZghqxuvKmblkoWu3Z9l1Ldz40vk+SVVN46GxAhJILm+M/lBVWmBXML3nDfbxGeOhE8W2nWzJ2yauSOlPnLDm3jhbPj0qRtFJWHCwHE2Ok5tiIgsvlw4zL6/z7MJD2+STDSoR935sOm/Ri3enUj09HUNX5BKMpGtad35sMWMqSExZ97pucIb0CQSjnQd8NlEEyKiDsba6to2iam3H1feLS4mxfVUdtPKbzyG1EZp28ZikDgx8fDVouzcNkRuUxdo6TY/Iua5J//bT8t9wND6Cglv7jGRIkLkKxUHShVUUs11HCXIzYzfLRUIpAk5x+5xnaWJOhK9M2Hu5JsSOXu5iK28cVlunVKhVRJVOyroN3l5KMuW1xwan1azcu8BKrmRc7YpyNIpeMuCHTESPl8SmxKdcJINdTPRdXMRh4ay7NOa+VWFrNzbLCc1Kug3BdEjpWcvllOi+LDhWt6CPJZl2cywOQKjlB9XK4iKKfV+zhERL9VcuCWs9sB+6/TKyd4RvrtSC2/2GOkWGmMze+q13SHSyyeXi228ek74bWuwf4L8p8lTJbMWSORs0Va/tZ92U3pkeENvfG04/1D6sV0CdxovPZZU8w+dtWXfknH81y1xO/Jc1D6BO82LunK5Zn7G+vAAdwelJX9L/ZYFhJ/NePk5SPSiof59uArUNDypJJlouod17fOfYYsGr4yvG7tNJJvXTtfh+WULcz3jMVIFKUrz7lw5IBXwFuzaKpYGi3mMtu9WcYSMSDajmard8/lWHW39pArKVf4xr5BIFjx1w3wPH6mI0dZkGIZRbdZcJKO47LopedFXIsQChtGuS9M76JT0ZAERxU5Xnbv4a6+NN4goPzYo8mdPRiT9cqjzj9O8xYmJ4gEmg509GZHsUeUTpeeGf3IkOlm7zbbP5vtbkq0ONdfVt/QPHG3G83w24fZZkona6moyDMOoqDI88eytJ5P/YcGsP0gmUlVRYRiGad6K4Ym/i7pwqb7SdyASTvu05wjXtkREZuYGj5lup6/JiYru3avMvpxCYQvG9Opf+8No0tllkjgx8Xx6Rd49UyK3uSF0++zGhcNEKZJ5pr268OsrJLyLZs+/NDHVT07nh0WeXtivXE+jK1HG6h9ikw12k7lbzYSW6sS3NtbWrHnLdPZx2ZUraolk/9qz4datiG/dUbNFWyIiyjwceTnd5AzZ1d/OvJqODul0tj738wM7ncOZfaebvzxank23Ixct0dUaMDWG7RmtNy8rZ8Jaw8+/sPjQMRsjReXj1C/dU4yW/LBl3UjfTnTnwPy4I39OJjNbIqL2RO2X5z14Pr3gRF7Gn2N8pYbBHgOdvfwT5Eai7+9omNCspX6mpNWMiGh99QvVlR+bfiXdz1dqsWasSs8ORkqPf3lFtkq3hKHyrAIzvYo/n9yNd/ST2omdzDtZmdLx0FlJWXfaB7Jsf6LWVEqUt3n07BLGRdre/6sN0WXzjz5aOF3qLM5dp8rc5sck+fejsUXxiTYLJLTs9+6djQcZKD0uvJ9bOw9FKJbMpbX5+baGWlbsU8pYHbKdjl95zfyszb9vzF4VTAefPOmqwphVl1HWxqD1pCj6oKlrtdAjvmRNsMcAZ0tjLrYP7+OFGjb25n+adbD3H+G/rU179ISITFw3enW893lZmS6RVltXw1a9D66M3Bu/LfRABRGRzViDAa0P9Ghl1ExVg/TUNFr5rPQ7mpKauut6kLWnj8PQnoMeHGwXu2PvhuOlVUREdtOtBmnt4WvpEakreS/0W7S08vxWtX33DnUHtw5tO6t5ftvGXK+lARkSdVydo598Ov3C1qCg2gkaRNaDfRyMtKvp2gOfvYGGBoZ2RA6HC84+bJecnkEWlv3GDjO1N966PWirpZOpOe9ffPx4vyVFelVabJgwcINTN99ORERGXuN7a9sK18TrE1FlAZUqdi76Lb2Zaqa+lgURlWeXPiy+RU6vPrl9nEflWZv9tyj0tXJbtzQjolJFQVHVLeJX1NcOjLG1svqXv2UrItLUJS2eTeL+p+Nts6qrTbOu31S/caGirCwoKOHZ/6LuvQytrExYIhrm5JXRXusEn+fe2eeXARPH1jyR5eT4DM/1nvTJzZMtMkInByUaEOmqshralZdLStTb6RARadua2LEjp+UkrFl+TkVFk9jC6ss35LxqqrmC2kpdU5vXjXYf3HguyfZc94Gze9tY9mVHTrsTu+S7k0RqVFVUnXr9hrW2btsPvV8G1jqqLb+2D0vaeyf+gHqb2iu+ukTmo2Z/opkTS+fDFpyb7z63bYCDStIk3/8WTz/Ya8AqTz1js+Z5irToVUF3BF4DrY09bA0/dHIgIiKG/affGwZ4D4XnHucmuHRPc98waaDI0ZHqzobXmK1OXjSQV94j/9DwL6n/cPvxMwdYEBWckFxNjHaO8lwT7DHC2diYciJePBsuvUgFJwdOpXEzBgz/1N6MKD826PSZpFFHhuxYM3aQks+GC4nOBtsfZ7ta2W/3cyFSo8wn1Wkzm+/vLh3f7av+znQ8dOyetBvNTX/fMN6Y2v3leaVi1dqf8w5ElYnvDEuaFFlwudp836axHXIrkhMP4mwYAF6mrN8bBvgbvb5qXWb8Kkm5unW8E8MwDOMSpblH20fCJ+NWRFpdyNJ/1eijxbGTLRmGYRiDhbs95VZCIjMiInUiS76Lukrxntprw4fVydI/fNyeK5tGmDMMwzDtlp+almkhJFL+y9H/hwaRm2jNaL8F6hE8prPGs2vVk0YFRMiIZCsCHtnq9tghdSM3oY/RoMnF4uUyxS2Ntu2NPLwpZCQP14YB4BmcDQMAAHAGZ8MAAACcQQ0DAABwBjUMAADAGdQwAAAAZ5pFRESkpqZyHaMx8Pb2tra25jpFvQsODq6qwp3gP4SePXuOGDGC6xQAUL+aEZGxsfHnn3/OdZJ/EhERUVJS8tlnn3Ed5NWKi4tDQkK4TvHhDB482NHRkesUb2r//v25ubkzZ87kOsjbWbt2LdcRPlLh4eFlZWU2NjZcB3kXVVVVCQkJXbp0adeuHddZ3tr58+etrKy8vLy4DtLYNPv/UwAAPib6+vrOzs5cp3gXjx49qqlhO7sPflvf93b16lWuIzROuDYMAADAGdQwAAAAZ1DDAAAAnEENAwAAcAY1DAAAwBnUMAAAAGdQwwAAAJxBDQMAAHBGaTVcVV4kEzGuXWo/AL3bjPCAyNvKWhwAAOCtKKKW7PVj6rRmGNF30VfO1Yzd2nlopY+AYdQYhmEY1eZqIhkdy37VKqVyUkhHGema1S3Uf9qK+XE1Y39mp+0TCaQ/Trb83LWu+4Z/IZJR1dO3yKmkGi48XZW9M9JavnhvMVtRwMolrldTCtbvlhGVKGcD0MjcSjv0i1TAaAuWCtfFZ9Q9Wl2Sp5AKhtm1qf2JHhniHXaRy5jQBNxPPyYTMZYGtT90fZeeXZ9wn+tQ8N6OiHfKtXxbHWJrFbFs6Lcetn3pPpFsqdd//zjF85azxdUsy2ZUlu8ld8HxzXvC/9rEp5NjDoh4EYLd6b/eq1knZk7rO2UTR0gVlF5CVHqLEsXH9L5vM+s2y7JsVvj3np1TlkoV1dUP3jipkm5mqddfU69/aFciIqq8T0Rk3VFToxOPqIVyNgCNRiHR2WD7jcU6LToESvqEkOmzkYITBVfP+4ptxu5ZHTTGzIHO/Nw/vCDyvnRwTz9T0sJ9V6E+3DlQUPQw0lp+bKmJifoNyj/k6bA1s9QlVjB6GNfRPkIXLly4cOEC1yleYcqUKebm5i89NMSj1+mt41bPY1b38/5+vofPiCmdiIjofgGdi/zvkHG2Xbsus6yZaq6iYjJSOPyy4QT5DaJOLyxy+kTGw8owYeCtbtrGujUPudn0i1OtPB8rJ35LUicDIuGUsb2tHY2IiDqZ6T25apN4KeMpq0ak+2bhlXZsqyovOhqgKzlBh9N1icYtjfWf6GptqazVG4KIiAiuIzQIekRui5LdqCSN8g8dVX0+UHD1YvafJ0nyS88e7RyoFZHbpIDIU3dK10QrJviZajW9Hr548eLFi3gx4BWsrKyUtpaRl5URhfar+YM2aXXuohqt9sBGnkHDLJS2kUajV69eDeejHYZ4Lh7iufjXzZT5x7Jv4kb5MhfHB0XNcnNQ68t1sr9Q2qGtuWZrt1DWjYgq79PN7bP9vvlpaUfH8JDJHUlfTVkb+ag1nQ865DpCU4EPOnyl8PDw+lq65CHlX0/r5cG36+6ODm4kVIgsXebvcvBNH7C4y5m7XvEZDn3dRo5ZuPHh9R7SgT2EZqTxMOlJfvzSMKHrKpuhzi9/d38ni1uJwrClv/nY9+2i7tiGSLHqaGzzgzGTxVIyJqrMVU5EZVPTJ0v/iWPKvJxTU+VUUaH8LQAAKNuttMRzUt+IIcFTnLwFaOGGLnODq9i947M3aLWy+sSdYvr27jO7rz6RW+Canra842Ieo9mMYfRGqtvu85aHjpgyyPmvy/S3H+gcGmMjHWXuVPPuAd7vRw1sxyUucyMy+ucE9xOLk5YLGEHAspgdigJSSMUDRo9xmiNVUKFi28Ef/QWMYMXFsjOFyjoblh8oVxwLoJAptiQwLiU6lSgzuFnWxtqXWuDiMAB89BKWjkh42HG/969RXbR1NblOA+/NfPohyXSSvG5YEOgjCPRZ/gYLGdmTUeite6GvGrPr1NsulJ34wiNOzjOdnGs+3FydT/r8BHZe3ZC/JN6/7muf4f/2Gf7v2j8oqYZ5guYmFp4/BV08S0dqHlgY1M/CwqGDcpaHRuQRUc7JUNmN7Os3SjOuK6g8+lL+vbhPPl1swxtpZdjZ0WfCjlT77Ua6xpQjv8oz6dZz5VeWui25Tg2N1e0/LiUc+XrOzxkWEzoYdxiiuV26jLTN7XWtBFP76XEdDpoEZV0b1m+urj88qJuSVoNGTIOI5yjiORIRUdBLQ6bU3vTHJHcOQkGT1d6lxzgX2bifuM4BTRfuogUAAMAZ1DAAAABnUMMAAACcQQ0DAABwBjUMAADAGdQwAAAAZ1DDAAAAnEENAwAAcKYZEeXk5AQFBXGd5P9rECEBAADeXDNvb2/lrnj37t1169b5+PhYWODu6ACgfOnp6Q36SXlkZGRkZCTXKd6FiYkJ1xEaoSb3Ga7w/uLi4uLi4rhO8XYa4lHb2NiY6wgfo6lTp3IdAUCZUMPwdhYtWsR1BACAxgNv0QIAAOAMahgAAIAzqGEAAADOoIYBAAA4gxoGAADgDGoYAACAM6hhAAAAzqCGAQAAOIMaBgAA4AxqGAAAgDOoYQAAAM6ghgEAADiDGgYAAOAMahgAAIAzDbeGj8dJ14gYUcyTp5n1vq3k68e3iRjRrgs3L9X7tgAAoAlpuDUMAADQ4DX4Gr6+ynGaizHDMAzDuMzfEZxQN1CWSQrpBDNDC6ZWJ4+AYRtqzpyv3E7ZIGIYE+aZng7jfpAqqOIpERE9qSSZaIZHt9rBYYsGrYznZvcAAKBRa9A1nEIUtoc2+S27wlaXsXKJ49OC1E27FESP6OzluBMiXuqYwykH2BqK30a2c9s7U6qg1Ie27W2mh7LsLbZO9pxv3FtG+ErTyioKSVFZEStyT2nrELwli2VZ9vYXPZaZ3ggjKuB6hwEAoJFpxnWA92FDJFz4Fa+LqgpRBVl2Ns5LKr9WKifSy815eCcxhTZu7Rz2+IVvaNFK11dOfdSJVG7Tqe9cA2MOX8ipHTPsR5YTnxCRIr06LTZMGLjeqZtvJyIio+HefbRshGvi23zwPQQAgMatQZ8Nv562dgsDG0OTaZsv5l8pfXbOyz4uKQx1I77akcwzuwQig0khx66xLMuyRSe/3Sx2NKn569BoyejomySnld8ryiIiopL0q7mpl5KJyjndJwAAaHwaaQ1rDekzdPi+uG77R9mMaPXsAnAfLb0AGVGO4RDjnqN+nXNso6hPV4ZhGKb16tSfLzJuNS8OdHBW778ozmdPUoirGcMwDNN3Reaq3B4+fNJvyfV+AQBA48KwLKvcFe/evbtu3TofHx8LCwvlrgwAANDINNKzYQAAgIYANQwAAMAZ1DAAAABnUMMAAACc+ah/bzg2NvbMmTNcp3g1gUAwZMgQrlMAAEDD9lHXMBHp6OgEBARwneKvVqxYwXUEAABoDPCiNAAAAGdQwwAAAJxBDQMAAHAGNQwAAMAZ1DAAAABnUMMAAACcQQ0DAABwBjUMAADAGdQwAAAAZ1DDAAAAnKmvm1lu27ZNKevo6OgoZR0AAICPkPJr2NDQMCgoSClLxcbGXrt2TSlLAQAAfITwojQAAABnUMMAAACcQQ0DAABwBjUMAADAGdQwAAAAZ1DDAAAAnEENAwAAcAY1DAAAwBnUMAAAAGdQwwAAAJypr3tKK0txcbGybo0JAADwsfkf4KjWvnbzkogAAAAASUVORK5CYII=)

#include<stdio.h>

#include<stdlib.h>

#include<conio.h>

#include<malloc.h>

struct node

{

int data;

struct node \*next;

};

struct node \*start=NULL;

struct node \*create\_ll(struct node \*);

struct node \*display(struct node \*);

struct node \*insert\_beg(struct node \*);

struct node \*insert\_end(struct node \*);

struct node \*delete\_node(struct node \*);

int main()

{

int option;

do

{

printf("\n\n \*\*\*\*\*\*\*\* MAIN MENU\*\*\*\*\*\*\*");

printf("\n 1: Create a list");

printf("\n 2: Display the list");

printf("\n 3: Insert beginning");

printf("\n 4: Insert end");

printf("\n 5: Delete A specified node");

printf("\n\n Enter your option:");

scanf("%d",&option);

switch(option)

{

case 1: start=create\_ll(start);

printf("\nLinked list created");

break;

case 2: start=display(start);

break;

case 3: start=insert\_beg(start);

break;

case 4: start=insert\_end(start);

break;

case 5: start=delete\_node(start);

break;

}

}while(option!=6);

getch();

return 0;

}

struct node \*create\_ll(struct node \*start)

{

struct node \*new\_node,\*ptr;

int num;

printf("\n Enter -1 to end");

printf("\n Enter the data:");

scanf("%d",&num);

while(num !=-1)

{

new\_node=(struct node\*) malloc(sizeof(struct node));

new\_node->data=num;

if(start==NULL)

{

new\_node->next=NULL;

start=new\_node;

}

else

{

ptr=start;

while(ptr->next !=NULL)

ptr=ptr->next;

ptr->next=new\_node;

new\_node->next=NULL;

}

printf("Enter the data :");

scanf("%d",&num);

}

return start;

}

struct node \*display(struct node \*start)

{

struct node \*ptr;

ptr=start;

if(ptr==NULL)

{

printf("\nList is empty");

return 0;

}

while(ptr !=NULL)

{

printf("\t %d",ptr->data);

ptr=ptr->next;

}

return start;

}

struct node \*insert\_beg(struct node \*start)

{

struct node \*new\_node;

int num;

printf("\n Enter the data");

scanf("%d",&num);

new\_node=(struct node \*)malloc(sizeof(struct node));

new\_node->data=num;

new\_node->next=start;

start=new\_node;

return start;

}

struct node \*insert\_end(struct node \*start)

{

struct node \*ptr, \*new\_node;

int num;

printf("\n Enter the data");

scanf("%d",&num);

new\_node=(struct node \*)malloc(sizeof(struct node));

new\_node->data=num;

new\_node->next=NULL;

ptr=start;

while(ptr->next !=NULL)

{

ptr=ptr->next;

}

ptr->next=new\_node;

return start;

}

struct node \*delete\_node(struct node \*start)

{

struct node \*ptr,\*preptr;

int val;

printf("\n Enter the value of the node which has to be deleted:");

scanf("%d",&val);

ptr=start;

if(ptr->data ==val)

{

start=start->next;

free(ptr);

return start;

}

else

{

while(ptr->data !=val)

{

preptr=ptr;

ptr=ptr->next;

}

preptr->next=ptr->next;

free(ptr);

return start;

}

}

**3) Implement a menu driven Program in C for the following operations on Doubly Linked**

**List (DLL) of Library Data with the fields: BOOK\_ID, BOOK\_TITLE, AUTHOR,**

**EDITION**

**1. Create an ordered DLL of N books.**

**2. Count the number of nodes in the DLL.**

**3. Delete a node at the specified position.**

**4. Display the contents of DLL.**

**Doubly Linked List:** In a doubly linked list, each node contains two links the first link points to the previous node and the next link points to the next node in the sequence.
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**Doubly Linked List**

#include<stdio.h>

#include<stdlib.h>

#include<conio.h>

#include<malloc.h>

#include<string.h>

struct node

{

struct node \*prev;

int book\_id;

char book\_title[10];

char author[20];

int edition;

struct node \*next;

};

struct node \*start=NULL;

struct node \*create\_ll(struct node \*);

struct node \*display(struct node \*);

struct node \*count\_node(struct node \*);

struct node \*delete\_pos(struct node \*);

int main()

{

int option;

clrscr();

do

{

printf("\n\n \*\*\*\*\*\*\*\* MAIN MENU\*\*\*\*\*\*\*");

printf("\n 1: Create a list");

printf("\n 2: Display the list");

printf("\n 3: Count nodes");

printf("\n 4: Delete postion");

printf("\n\n Enter your option:");

scanf("%d",&option);

switch(option)

{

case 1: start=create\_ll(start);

printf("\nDoubly Linked list created");

break;

case 2: start=display(start);

break;

case 3: start=count\_node(start);

break;

case 4: start=delete\_pos(start);

break;

}

}while(option!=5);

getch();

return 0;

}

struct node \*create\_ll(struct node \*start)

{

struct node \*new\_node,\*ptr,\*preptr;

int book\_id,edition;

char book\_title[10],author[20];

printf("\n EnterBokk id as -1 to end");

printf("\n Enter the Book Id:");

scanf("%d",&book\_id);

printf("\n Enter the Book Title:");

scanf("%s",book\_title);

printf("\n Enter the Author:");

scanf("%s",author);

printf("\n Enter the Book Edition:");

scanf("%d",&edition);

while(book\_id!=-1)

{

new\_node=(struct node\*) malloc(sizeof(struct node));

new\_node->prev=NULL;

new\_node->book\_id=book\_id;

strcpy(new\_node->book\_title,book\_title);

strcpy(new\_node->author,author);

new\_node->edition=edition;

new\_node->next=NULL;

if(start==NULL)

{

start=new\_node;

}

else

{

ptr=start;

preptr=NULL;

while(ptr!=NULL&& book\_id> ptr->book\_id)

{

preptr=ptr;

ptr=ptr->next;

}

preptr->next=new\_node;

new\_node->next=ptr;

}

printf("Enter the Bookid:");

scanf("%d",&book\_id);

if(book\_id==-1)

break;

printf("\n Enter the Book Title:");

scanf("%s",book\_title);

printf("\n Enter the Author:");

scanf("%s",author);

printf("\n Enter the Book Edition:");

scanf("%d",&edition);

}

return start;

}

struct node \*display(struct node \*start)

{

struct node \*ptr;

ptr=start;

if(ptr==NULL)

{

printf("\nList is empty");

return 0;

}

while(ptr !=NULL)

{

printf("\t %d",ptr->book\_id);

printf("\t %s",ptr->book\_title);

printf("\t %s",ptr->author);

printf("\t %d",ptr->edition);

ptr=ptr->next;

}

return start;

}

struct node \*count\_node(struct node \*start)

{

struct node \*ptr;

int count=0;

ptr=start;

while(ptr!=NULL)

{

ptr=ptr->next;

count++;

}

printf("\nTotal Numbers of node=%d",count);

return start;

}

struct node \*delete\_pos(struct node \*start)

{

struct node \*ptr,\*temp,\*preptr;

int i,pos;

printf("Enter the postion");

scanf("%d",&pos);

temp=start;

for(i=1;i<pos && temp !=NULL;i++)

{

preptr=temp;

temp=temp->next;

ptr=temp->next;

}

if(ptr!=NULL)

{

preptr->next=ptr;

ptr->prev=preptr;

free(temp);

}

else

{

printf("\nEnter valid postion");

}

return start;

}

**4) Implement a program to add two polynomials.**

#include<stdio.h>

#include<stdlib.h>

#include<conio.h>

#include<malloc.h>

struct node

{

int num;

int coeff;

struct node \*next;

};

struct node \*start1=NULL;

struct node \*start2=NULL;

struct node \*start3=NULL;

struct node \*start4=NULL;

struct node \*create\_poly(struct node \*);

struct node \*display\_poly(struct node \*);

struct node \*add\_poly(struct node \*,struct node \*,struct node \*);

struct node \*add\_node(struct node \*,int,int);

int main()

{

int option;

clrscr();

do

{

printf("\n\n \*\*\*\*\*\*\*\* MAIN MENU\*\*\*\*\*\*\*");

printf("\n 1: Enter the First Polynomial");

printf("\n 2: Display the First Polynomial");

printf("\n 3: Enter the Second Polynomial ");

printf("\n 4: Display the Second Polynomial");

printf("\n 5: Add the polnomials");

printf("\n 6:Display the Result");

printf("\n 7: Subtract the Polnomials");

printf("\n 8: Display subtraction result");

printf("\n\n Enter your option:");

scanf("%d",&option);

switch(option)

{

case 1: start1=create\_poly(start1);

break;

case 2: start1=display\_poly(start1);

break;

case 3: start2=create\_poly(start2);

break;

case 4: start2=display\_poly(start2);

break;

case 5: start3=add\_poly(start1,start2,start3);

break;

case 6: start3=display\_poly(start3);

break;

}

}while(option!=7);

getch();

return 0;

}

struct node \*create\_poly(struct node \*start)

{

struct node \*new\_node,\*ptr;

int n,c;

printf("\n Enter the number:");

scanf("%d",&n);

printf("\t Enter its coefficient:");

scanf("%d",&c);

while(n !=-1)

{

if(start==NULL)

{

new\_node=(struct node\*) malloc(sizeof(struct node));

new\_node->num=n;

new\_node->coeff=c;

new\_node->next=NULL;

start=new\_node;

}

else

{

ptr=start;

while(ptr->next !=NULL)

ptr=ptr->next;

new\_node=(struct node\*) malloc(sizeof(struct node));

new\_node->num=n;

new\_node->coeff=c;

ptr->next=new\_node;

new\_node->next=NULL;

}

printf("Enter the number :");

scanf("%d",&n);

if(n==-1)

break;

printf("\t Enter its Coefficient");

scanf("%d",&c);

}

return start;

}

struct node \*display\_poly(struct node \*start)

{

struct node \*ptr;

ptr=start;

while(ptr !=NULL)

{

printf("\n %d x %d\t",ptr->num,ptr->coeff);

ptr=ptr->next;

}

return start;

}

struct node \*add\_poly(struct node \*start1,struct node \*start2,struct node \*start3)

{

struct node \*ptr1,\*ptr2;

int sum\_num,c;

ptr1=start1,ptr2=start2;

while(ptr1 !=NULL && ptr2 !=NULL)

{

if(ptr1->coeff ==ptr2->coeff)

{

sum\_num=ptr1->num+ptr2->num;

start3=add\_node(start3,sum\_num,ptr1->coeff);

ptr1=ptr1->next;

ptr2=ptr2->next;

}

else if (ptr1->coeff > ptr2->coeff)

{

start3=add\_node(start3,ptr1->num,ptr1->coeff);

ptr1=ptr1->next;

}

else if (ptr1->coeff < ptr2->coeff)

{

start3=add\_node(start3,ptr2->num,ptr2->coeff);

ptr2=ptr2->next;

}

}

if(ptr1 ==NULL)

{

while(ptr2!=NULL)

{

start3=add\_node(start3,ptr2->num,ptr2->coeff);

ptr2=ptr2->next;

}

}

if(ptr2 ==NULL)

{

while(ptr1!=NULL)

{

start3=add\_node(start3,ptr1->num,ptr1->coeff);

ptr1=ptr1->next;

}

}

return start3;

}

struct node \*add\_node(struct node \*start,int n,int c)

{

struct node \*ptr,\*new\_node;

if(start==NULL)

{

new\_node=(struct node\*) malloc(sizeof(struct node));

new\_node->num=n;

new\_node->coeff=c;

new\_node->next=NULL;

start=new\_node;

}

else

{

ptr=start;

while(ptr->next !=NULL)

ptr=ptr->next;

new\_node=(struct node\*) malloc(sizeof(struct node));

new\_node->num=n;

new\_node->coeff=c;

ptr->next=new\_node;

new\_node->next=NULL;

}

return start;

}

**5) Implement a menu driven Program for the following operations on STACK of Integers**

**(Array Implementation of Stack with maximum size MAX)**

**1. Push an Element on to Stack (Handle the situation of overflow)**

**2. Pop an Element from Stack (Handle the situation of underflow)**

**3. Display the status of Stack**

**Support the program with appropriate functions for each of the above operations.**

## ABOUT THE EXPERIMENT:

A stack is an abstract data type (ADT), commonly used in most programming languages. It is named stack as it behaves like a real-world stack.
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A real-world stack allows operations at one end only. For example, we can place or remove a card or plate from top of the stack only. Likewise, Stack ADT allows all data operations at one end only. At any given time, we can only access the top element of a stack.

This feature makes it LIFO data structure. LIFO stands for Last-in-first-out. Here, the element which is placed (inserted or added) last is accessed first. In stack terminology, insertion operation is called **PUSH** operation and removal operation is called **POP** operation.

Below given diagram tries to depict a stack and its operations −

![](data:image/jpeg;base64,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)

A stack can be implemented by means of Array, Structure, Pointer and Linked-List. Stack can either be a fixed size one or it may have a sense of dynamic resizing. Here, we are going to implement stack using arrays which makes it a fixed size stack implementation.

Basic Operations:

* **push()** - pushing (storing) an element on the stack.
* **pop()** - removing (accessing) an element from the stack.

To use a stack efficiently we need to check status of stack as well. For the same purpose, the following functionality is added to stacks;

* **peek()** − get the top data element of the stack, without removing it.
* **isFull()** − check if stack is full.
* **isEmpty()** − check if stack is empty.

## ALGORITHM:

Step 1: Start.

Step 2: Initialize stack size MAX and top of stack -1.

Step 3: Push integer element on to stack and display the contents of the stack. if stack is full give a message as ‘Stack is Overflow’.

Step 3: Pop element from stack along with display the stack contents. if stack is empty give a message as ‘Stack is Underflow’.

Step 4: Stop.

/\* Program to Implement Stack using Array \*/

#include<stdio.h>

#define STACK\_SIZE 5

void push(int,int \*,int []);

int pop(int \*,int []);

void display(int , int []);

void main()

{

int s[STACK\_SIZE],ch,top=-1,item,item\_deleted;

clrscr();

for(;;)

{

printf("Press 1 .Push\n 2. Pop \n 3.Display\n");

printf("Enter your choice\n");

scanf("%d",&ch);

switch(ch)

{

case 1: printf("Enter the item to be inserted\n");

scanf("%d",&item);

push(item,&top,s);

break;

case 2: item\_deleted=pop(&top,s);

if(item\_deleted==0)

{

printf("Stack is Empty\n");

return;

}

printf("Item deleted =%d\n",item\_deleted);

break;

case 3: display(top,s);

break;

default: exit(0);

}//switch

}//for

getch();

}//main

void push(int item,int \*top,int s[])

{

if(\*top==STACK\_SIZE-1)

{

printf("STACK is FULL\n");

return;

}

\*top=\*top+1;

s[\*top]=item;

}

int pop(int \*top,int s[])

{

int item;

if(\*top==-1)

{

return 0;

}

item=s[\*top];

\*top=\*top-1;

return item;

}

void display(int top,int s[])

{

int i;

if(top==-1)

{

printf("Stack is empty\n");

return;

}

printf("Content of the stack\n");

for(i=top;i>=0;i--)

printf("%d\n",s[i]);

}

Output:

Press 1 .Push

2. Pop

3.Display

Enter your choice: 1

Enter the item to be inserted 10

Press 1 .Push

2. Pop

3.Display

Enter your choice: 1

Enter the item to be inserted 20

Press 1 .Push

2. Pop

3.Display

Enter your choice: 1

Enter the item to be inserted 30

Press 1 .Push

2. Pop

3.Display

Enter your choice: 3

Content of the stack

30

20

10

Press 1 .Push

2. Pop

3.Display

Enter your choice: 2

Item deleted =30

Press 1 .Push

2. Pop

3.Display

Enter your choice: 2

Item deleted =20

Press 1 .Push

2. Pop

3.Display

Enter your choice: 2

Stack is Empty

**6) Implement a Program to convert infix to postfix expression.**

## ABOUT THE EXPERIMENT:

**Infix:** Operators are written in-between their operands.

Ex: X + Y

**Prefix:** Operators are written before their operands.

Ex: +X Y

**postfix:** Operators are written after their operands.

Ex: XY+

**Examples of Infix, Prefix, and Postfix**

|  |  |  |
| --- | --- | --- |
| **Infix Expression** | **Prefix Expression** | **Postfix Expression** |
| A + B | + A B | A B + |
| A + B \* C | + A \* B C | ABC\*+ |

**Infix to prefix conversion** Expression = **(A+B^C)\*D+E^5 Step 1.** Reverse the infix expression.

**5^E+D\*)C^B+A(**

**Step 2.** Make Every '(' as ')' and every ')' as '('

**5^E+D\*(C^B+A)**

**Step 3.** Convert expression to postfix form.

**Step 4.** Reverse the expression.

**+\*+A^BCDE**

**Step 5. Result**

+\*+A^BCD^E5

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| A+(B\*C-(D/E-F)\*G)\*H | | | | |
| **Expression** | | **Stack** | **Output** | **Comment** |
|  | 5^E+D\*(C^B+A) | Empty | - | Initial |
| ^E+D\*(C^B+A) | | Empty | 5 | Print |
|  | E+D\*(C^B+A) | ^ | 5 | Push |
| +D\*(C^B+A) | | ^ | 5E | Push |
|  | D\*(C^B+A) | + | 5E^ | Pop And Push |
| \*(C^B+A) | | + | 5E^D | Print |
|  | (C^B+A) | +\* | 5E^D | Push |
| C^B+A) | | +\*( | 5E^D | Push |

|  |  |  |  |
| --- | --- | --- | --- |
| ^B+A) | +\*( | 5E^DC | Print |
| B+A) | +\*(^ | 5E^DC | Push |
| +A) | +\*(^ | 5E^DCB | Print |
| A) | +\*(+ | 5E^DCB^ | Pop And Push |
| ) | +\*(+ | 5E^DCB^A | Print |
| End | +\* | 5E^DCB^A+ | Pop Until '(' |
| End | Empty | 5E^DCB^A+\*+ | Pop Every element |

**ALGORITHM:**

Step 1: Start.

Step 2: Read an infix expression with parenthesis and without parenthesis.

Step 3: convert the infix expression to postfix expression.

Step 4: Stop

#include<stdio.h>

#include<ctype.h>

int top=-1;

char stack[20];

void push(char x)

{

++top;

stack[top]=x;

}

char pop()

{

if(top == -1)

return -1;

else

return stack[top--];

}

int priority(char x)

{

if(x == '(')

return 1;

else if( x== '+' || x == '-')

return 2;

else if(x == '\*' || x == '/')

return 3;

else

return 0;

}

int main()

{

char ex[21];

char \*p,x;

printf("\n");

printf("Enter an expression in infix form\n");

scanf("%s",ex);

p=ex;

printf("The postfix expression is ");

while(\*p != '\0')

{

if(isalnum(\*p))

{

printf("%c",\*p);

}

else if(\*p=='(')

{

push(\*p);

}

else if(\*p==')')

{

while((x=pop())!='(')

printf("%c",x);

}

else

{

while(priority(stack[top])>=priority(\*p))

{

printf("%c",pop());

}

push(\*p);

}

p++;

}

while(top !=-1)

{

printf("%c",pop());

}

return 0;

}

**7) Implement the following using recursion:**

**1. Tower\_of\_Hanoi**

**2. GCD of two numbers**

**3. Largest of 'n' numbers**.

1. The **Tower of Hanoi** is a [mathematical game](https://en.wikipedia.org/wiki/Mathematical_game) or [puzzle.](https://en.wikipedia.org/wiki/Puzzle) It consists of three rods, and a number of disks of different sizes which can slide onto any rod. The puzzle starts with the disks in a neat stack in ascending order of size on one rod, the smallest at the top, thus making a [conical](https://en.wikipedia.org/wiki/Cone) shape. The objective of the puzzle is to move the entire stack to another rod, obeying the following simple rules:
   * Only one disk can be moved at a time.
   * Each move consists of taking the upper disk from one of the stacks and placing it on top of another stack i.e. a disk can only be moved if it is the uppermost disk on a stack.
   * No disk may be placed on top of a smaller disk.

With three disks, the puzzle can be solved in seven moves. The minimum number of moves required to solve a Tower of Hanoi puzzle is 2*n* - 1, where *n* is the number of disks.

## ALGORITHM:

Step 1: Start.

Step 2: Read N number of discs.

Step 3: Move all the discs from source to destination by using temp rod.

Step 4: Stop.
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int count=0;

void tower(int n,int source,int temp,int destination)

{

if(n==1)

{

printf("Move disc 1 from %c to %c\n",source,destination);

count++;

return;

}

tower(n-1,source,destination,temp);

printf("Move disc %d from %c to %c\n",n,source,destination);

count++;

tower(n-1,temp,source,destination);

}

void main()

{

int n;

clrscr();

printf("Enter the number of disc\n");

scanf("%d",&n);

tower(n,'A','B','C');

printf("Total number of disc moves=%d",count);

getch();

}

ii) GCD of two numbers using Recursion

#include<stdio.h>

#include<conio.h>

int fact(int n)

{

if(n==0) return 1;

return n\*fact(n-1);

}

void main()

{

int n,fac;

clrscr();

printf("Enter a number\n");

scanf("%d",&n);

fac=fact(n);

printf("Factoriali(%d) is %d\n",n,fac);

getch();

}

**8) Implement a menu driven Program for the following operations on QUEUES of Strings using**

**Linked list**

**1. Insert an Element into Queue**

**2. Delete an Element from Queue**

**3. Display the status of Queue**

#include < stdio.h >

#include < stdlib.h >

#include<string.h>

struct node {

char data[10];

struct node \* next;

};

struct node \* front = NULL;

struct node \* rear = NULL;

void enqueue(char value[])

{

struct node \* ptr;

ptr = (struct node \* ) malloc(sizeof(struct node));

//ptr -> data = value;

strcpy(ptr->data,value);

ptr -> next = NULL;

if ((front == NULL) && (rear == NULL)) {

front = rear = ptr;

}

else

{

rear -> next = ptr;

rear = ptr;

}

printf("Node is Inserted\n\n");

}

void dequeue()

{

struct node \* temp = front;

char temp\_data[10];

strcpy(temp\_data,front->data);

if (front == NULL)

{

printf("\nUnderflow\n");

exit(0);

}

else

{

front = front -> next;

free(temp);

printf("Deleted Element is %s\n",temp\_data);

}

}

void display()

{

struct node \* temp;

if ((front == NULL) && (rear == NULL))

{

printf("\nQueue is Empty\n");

}

else

{

printf("The queue is \n");

temp = front;

while (temp) {

printf("%s--->", temp -> data);

temp = temp -> next;

}

printf("NULL\n\n");

}

}

int main()

{

int choice;

char value[10];

printf("\nImplementation of Queue using Linked List\n");

while (choice != 4)

{

printf("1.Enqueue\n2.Dequeue\n3.Display\n4.Exit\n");

printf("\nEnter your choice : ");

scanf("%d", & choice);

switch (choice)

{

case 1:

printf("\nEnter the value to insert: ");

scanf("%s", &value);

enqueue(value);

break;

case 2:

dequeue();

break;

case 3:

display();

break;

case 4:

exit(0);

break;

default:

printf("\nWrong Choice\n");

}

}

return 0;

}

**9) Implement a program to perform the operations on priority queue.**

The priority queue in the data structure is **an extension of the “normal” queue**. It is an abstract data type that contains a group of items. It is like the “normal” queue except that the dequeuing elements follow a priority order. The priority order dequeues those items first that have the highest priority.
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/\* Program to implement Priority Queue \*/

#include<stdio.h>

#define QUEUE\_SIZE 5

void insert\_item(int,int \*,int []);

int delete\_front(int \*,int \*,int []);

void display(int ,int, int []);

void main()

{

int q[QUEUE\_SIZE],ch,f=0,r=-1,item,item\_deleted;

clrscr();

for(;;)

{

printf("Press 1 .INSERT ITEM\n 2. DELETE FRONT \n 3 Display\n");

printf("Enter your choice\n");

scanf("%d",&ch);

switch(ch)

{

case 1: printf("Enter the item to be inserted\n");

scanf("%d",&item);

insert\_item(item,&r,q);

break;

case 2: item\_deleted=delete\_front(&f,&r,q);

if(item\_deleted==0)

printf("Queue is Empty\n");

else

printf("Item deleted =%d\n",item\_deleted);

break;

case 3: display(f,r,q);

break;

default: exit(0);

}//switch

}//for

getch();

}//main

void insert\_item(int item,int \*r,int q[])

{

int j;

if(\*r==QUEUE\_SIZE-1)

{

printf("Queue is Full\n");

return;

}

j=\*r;

while(j>=0 && item<q[j])

{

q[j+1]=q[j];

j--;

}

q[j+1]=item;

\*r=\*r+1;

}

int delete\_front(int \*f,int \*r,int q[])

{

int item;

if(qempty(\*f,\*r))

{

//printf("QUEUE is Empty\n");

return 0;

}

item=q[\*f];

\*f=\*f+1;

if(\*f>\*r)

{

\*f=0;

\*r=-1;

}

return item;

}

void display(int f,int r,int q[])

{

int i;

if(qempty(f,r))

{

printf("QUEUE is empty\n");

return;

}

printf("Content of the QUEUE\n");

for(i=f;i<=r;i++)

printf("%d\t",q[i]);

printf("\n");

}

int qfull(int r)

{

if(r==QUEUE\_SIZE-1)

return 1;

else

return 0;

}

int qempty(int f,int r)

{

if(f>r)

return 1;

else

return 0;

}

**10) Implement a menu driven Program for the following operations on Binary Search Tree**

**(BST) of Integers**

**1. Create a BST of N Integers**

**2. Traverse the BST in Inorder, Preorder and Postorder**

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

#include<process.h>

#include<string.h>

struct node

{

int info;

struct node \*llink;

struct node \*rlink;

};

typedef struct node\* NODE;

NODE insert(int,NODE);

NODE getnode();

void inorder(NODE);

void preorder(NODE);

void postorder(NODE);

void main()

{

int ch,item,flag,item\_deleted;

NODE root=NULL,min;

clrscr();

for(;;)

{

printf("Press 1 .Insert \n 2. Inorder\n 3 preorder\n");

printf("4.postorder \n");

printf("Enter your choice\n");

scanf("%d",&ch);

switch(ch)

{

case 1: printf("Enter the item to be inserted\n");

scanf("%d",&item);

root=insert(item,root);

break;

case 2: printf("Inorder tree traversal\n");

inorder(root);

break;

case 3: printf("preorder tree traversal\n");

preorder(root);

break;

case 4: printf("postorder tree traversal\n");

postorder(root);

break;

default: exit(0);

}//switch

}//for

getch();

}//main

NODE getnode()

{

NODE x;

x=(NODE)malloc(sizeof(struct node));

if(x==NULL)

{

printf("Out of memeory\n");

exit(0);

}

return x;

}

NODE insert(int item,NODE root)

{

NODE temp,cur,prev;

temp=getnode();

temp->info=item;

temp->llink=temp->rlink=NULL;

if(root==NULL) return temp;

prev=NULL;

cur=root;

while( cur !=NULL)

{

prev=cur;

if(item <cur->info)

cur=cur->llink;

else

cur=cur->rlink;

}

if(item< prev->info)

prev->llink=temp;

else

prev->rlink=temp;

return root;

}

void inorder(NODE root)

{

if(root !=NULL)

{

inorder(root->llink);

printf("%d ",root->info);

inorder(root->rlink);

}

}

void preorder(NODE root)

{

if(root !=NULL)

{

printf("%d ",root->info);

preorder(root->llink);

preorder(root->rlink);

}

}

void postorder(NODE root)

{

if(root !=NULL)

{

postorder(root->llink);

postorder(root->rlink);

printf("%d ",root->info);

}

}