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## Question 1

### (a)

## Question 2

### (a)

The Python module listed in the Appendix was written to provide helper methods that build the structures for a mesh file. It creates two classes, Triangle and Node, and builds three structures with the method: a map of Nodes (nodeH), a list of triangles (triangleL), and a list of prescribed nodes (pList).

Extra care was taken to ensure that Python’s 0-based indexing was accounted for.

### (b)

was written that takes in the 3 data structures built in (a) and outputs the corresponding reduced matrix system (i.e., sparse matrix A and the vector b).

### (c)

is a program that takes in the reduced matrix system from (b) and solves the equation using Cholesky Decomposition.

### (d)

The program from (c) was adapted to find the potential at the point

Barycentric coordinates were computed for each triangle in a mesh and our point according to the following formulas [1]:

![\lambda_1=\frac{(y_2-y_3)(x-x_3)+(x_3-x_2)(y-y_3)}{\det(T)}=\frac{(y_2-y_3)(x-x_3)+(x_3-x_2)(y-y_3)}{(y_2-y_3)(x_1-x_3)+(x_3-x_2)(y_1-y_3)}\, ,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtYAAAAwBAMAAADHvCBDAAAAMFBMVEX///+Kiorm5uYwMDAWFhZ0dHRAQEAMDAxQUFAEBATMzMyenp5iYmIiIiK2trYAAAAZ5zqqAAAAAXRSTlMAQObYZgAACq1JREFUeAHtWl+IXFcZ/+3s7OzuzO7svqQgBHs1SB8sZIsGoS244lL6UOtiTPAh1jFiX1pK9FGkrFql7VMUEal9GIxaKGhWEEEJZAimVpqSbR9UKsoVsSi0ZBOwhcZ2/X3fOefec+beuWdm964kkO/hnnO/73d+33e+vXN2/vyAkZaMjGjAhBtVIAPxEUWPHwUsXQVsZKiyEsCsqwQVqSvhGKfcGANJaHN9HUZeHtLI0yPjDBiIh4hxYiYVdBWswOnoKytxtVSCitSVcCaOl2sQrsZR40ujAtbfSjhZ2KxCKcQHxDiBkwKvghU4LX91JcBuyo1xjlGu2ZDfg5J5e6XE6bsaAjjjewpzhXjeKCdwiPBK2DCno6+uhC/3ycuN7E4yR8tVhKtx1LjYHxVx/kc4ec3dlI8CEUv0ijgnWnyhVMMcp6HMrpFKgMnLje2OuePlCiJmP4kB8CafwNVqFCFqW2aIc6JLaDXMcVpqO8QqwS7KjXOOUa5sKGYvxgCY53G9UY0iRM3mi3MCp4FqmOMMM8cqwS7KjXOOUa5sKGav8Kk9uol7h3G5c3ETi8tA98TJiysB6p8v3HnUOAhR2zIDOZEHjU+vHsdfgLLUQVpvpZtKJT+9B9MD57BjsG7CcsvhJJ6kXHBDMXuGT+3cCq4O43Jna4D5PneIv86846Pa64tbX2CA1hrwQrO9JqcXNCG9ehyPAmWpg7TeSjeVSgbfwhJbHliwbsJyS+HCPkm54IZidg34bXPQ5RBa7pzbwFLCHeJ+pD5mAc2NrnEQomZ7TTIvaEJ69TieBMpSB2m9lW7KSjr9B3AlcQ47BusmLLcULryTlAtuKGbbfPdwNlk41bn0N4E+L/ZjTozzwD1sWw9L4sB1AeSIBpY2gV/yABKImu01Ob0g2kqaEKEcJtMLAGGahQFFFNIqZ3hhJY32Nfwe515OR66bsNwM3pHt+sXIlscsF9xQzLhhPIHF3p36rLQ/IqaHtziXNs9nvUZHoPAQYBDXxa29/uja2vfX1rboU2AWxBklHTCgHCaT6bWmDkj9tLJiyKQvc6v4Y0Nfil4x/joBTVBuBtft+juUvY1Z7ji9lsPjAZ5/5/UplSKtibMr7bRniGwxcUEzPsHHN5V6imeI/AFt0F8jHCaTOUM0tQ9Qh0sbBMyNvN6bA1xlVvMyc5g9lCucujvN6whlnKDccc6Qx0n5Iz7TXRzuC31m4oSc+K11zKZA2txorMOzLg/wD5n/i4SobZmBnF7QW5IKh8n0ZcCl9gCmFpc2CJib2ZTv6jb57yVtBP+odQ9unYDS8cv14NyuZ+kE5YIbitldBHwCH+P1OyFUnW+8yscoxfQypt55brAQIG5//usYoPtyohAN2V6T0wvmixyHZHoQyFPnEFOLTeu53ZSVoLk8fYrPXM/5dNxDufnuJG9uE5UrG4rZcQL+ceI+YKoXQsXZwL8T+XAw00P7yGeOXAgQZ44dOpEg6X5PPz9oyPaanF4wX2Q5NNNpIEudI0wtLq3vt3NWgu6R3/F6WxjdQ7nZ7jRvTjtRucFnmTcHOYs3u0PnPPvODZ/GPBBvx9I6fg00+ByV29Q2/gOBqNleG07++TRYWCiZOj0gSx0i8rShX+9MJXwD1Bk0hsL5ugnLzeC63SFW05h4uYLIrBOeb87fStHcmFlF98IHUueTUZ3/wuEUd/PuMXGVWXej8R4UItEVAyGnmgmaeX7VTNN9nvQ2dR4aTutH7JyV3I/PAm988P1+dC/lZrvT7fqsMh+zXNlQbj/Mp96sscID+bk+zu7seF5uWpxTF+9Ct0e/fKdYbgePLhuIFyanMQkWTDO9TrdL7SPCtH7EzlnJg+2vob2zs+1Hw3WTlZvtTrZbsPHKhWwot6fyqT87gKlL3/QdZp45p+V+ar2IyD0KyW+BA/5N6Vz/GiWpw7QlS1nJwReTQiBcN2G51XDJFS3XvaRtYVdSOwmHmXJ3Brqgs4ey+5KJgXiBGCcWEkFXwQqcjr6yEsCsqwQVqSvhTBwv1yBcjZjtZdNbk33uwNxpl6C1JvYpd3sjjzdRqX4bZ8IPtX7o1rzmDpz7JBC+M2GCnRvYtsMGLN3ApbrSbMmdlcuY+kM/rP/W3b504Fc4vIx57fVNdAjeRKXmf7XOV9Fcsb3OvbXPGo4xcZM6x4y9nNSGY6mL8Qgv+KWCWARmQMT9JsXMtX3p9S9S0jt72k1ib1kdbqIxYy9fNZOKf64v1worlhbhHUu55kDtZ/EVJn92X3r91Gq+L6q1zt/3pbcf/vhWK8m9dc2iWrCTkumlWLpCaVHecZRr/H4nkcztt21+c17bm5qGuVVD1OZwRnRHnev8hqShH2trSmFpyF5thxiuVK7p8kJpUV756iYmtNPvd4R/RpPwi+a+ndQ4uF7/nZyvARuY2wZ/wXmkxhSWiuzV1tqMKdd0vSstsWxR3rGUawbE744Ma+fyFy19jYPr9Tf4TPG7WX5RyuumaL1qNrJHLK5cUwJX2pahi/OOpVxTEBk/HClyL2Hb66mr/I5mgz80YmkDbf05Zy+sJWvJHrPTMeWaEsxbGtvrMXjHUa65n6cGsSJ3Hf/Zxc+tYurbT+K2dx9ORK0FXNGr053tmrmwUNir9WUi9HqF60oFbrnTlWZ7PVJj5vFwSTy94y1UXo+jy7ftq/g8Wj2RqZl/B5cT4W4NeKnVhL1aXyY/+z/DoyxXv+UFeM7WwLhtr4XXk5OZmFzDJfH0rYGs2jebHYiIgm88tqXXS4kk+pNmm9vQocYL2SP6MhFpUPBSKnDznK4022up2pOT5RWHS+LpHW/OUOvs7CZ73fnvsWOvaq+V+y29qhaq1lzUJ0X0ZSI+2pbPd6J+M7+CZuo1T/XmSnO9Jtao34Y0ZmaJqtm4JEs/3ZdtZcSBGk8i+2XnU/ba6FfluZY0XU5obkN6U8tF2PkiqtCX2V5D1W8HeZr4grGRkjitWuRbBY2ZLDFqNu7GpTdf4I2Qt9Wy0REkV/S5fk+iV7GuZ8gCX8W0+l9Qwt6s1JfZM8QI3OTkDixTvbnS3HNNXvkjJgWNmQjljJqNS1z6wocUX94WJKz5hud1a5Uf/nngfReD2ZT0IkqiOd2Z3tRymU3537dSXyZCr8f5yjLqt7DXnurNlWZ7LbxpUxV0j8I3s0TVbFwym9r0830E5qvxgkDNN51TuGMV70saA/y5vTm9TPr5Fc3RTGtOBWGv1pdZ5ZoRuA09157qzZVme01eKycLNWZWKKdqNi7J0g/32pe31b3ngO/1Y8ff7XfvvQj8/BJmepQFfvoHvLLlcqnVhL1aXyZCr+NO4DbUa0/15kqzvSavkZMNacysUE7VbFySpR/utS9vq3XDlWSZWosopzurXDBR0LBX6cs6PadcE+LwDNFUpZK4rOpyjZmq2bibLP1wrylCz9R4muX/c3ksT3N3Pq1rRvZqfdl0n/8nUpeupNelkrhqjZlRs8luXPqhXjdFopep8Vzy/R8PZSm6vWxa24TslfoyFXo1Vmy+c28tFzOXSeKqNWaqZtPd2PTDX+CF8rZiyv3yTK075mk3qXEke6W+DNrmqMCtUFpe9ahidUksfYF3FFtN/uz3pQs1EQY0GXvgzW4WEpmaX8IyZ3FSLC3CO5ZyzYGA/wEjtyypRMYeiQAAAABJRU5ErkJggg==)

![\lambda_2=\frac{(y_3-y_1)(x-x_3)+(x_1-x_3)(y-y_3)}{\det(T)}=\frac{(y_3-y_1)(x-x_3)+(x_1-x_3)(y-y_3)}{(y_2-y_3)(x_1-x_3)+(x_3-x_2)(y_1-y_3)}\, ,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtYAAAAwBAMAAADHvCBDAAAAMFBMVEX///+Kiorm5uYwMDAWFhZ0dHRAQEAMDAxQUFAEBATMzMyenp5iYmIiIiK2trYAAAAZ5zqqAAAAAXRSTlMAQObYZgAACqtJREFUeAHtWl+InFcVPzs7Mzs7szuzLykIwX4apA8WsqJBSAuOGEofalyMCT7EOo3YF0NZfRSRVWtp+xRFRGofhkYtFDQjSEEJZAimVpqSbR+qVJRPxKLQkk3BFhLb9XfO/T/fnzuz+60kkPNwv/Ode+7v/M7dmTsz3/6ICi0pnJEJNV0rS1IpfkY24s8SabiStMKpUiZEal1pUha6NJ2moRtDAAisNZRL4fCgzDxZOI8JleJlxDCpkXJ2WVoG08CXMjFcSpOy0KXpKBynqzIMx6LrS0UTOt5M4CyNyrIkxU+IYRKd4vSytAymxi9nQrQTujHMKeiqhvw9yPHbqzlBP1TjhLN+JONLiheNYhIdQHpp2iSmgS9ngrf77HQj3XHlKF3JMByLrsvDohkT/xqc181N/pVT2BIZKY5JTbxRytMMpoK0Y4QJ0ex0Y92hdpwuZ8TsZ7EEeguvwH55FlLENtUljkldpJanGUwNrS8xJrQDunHMKehyQzF7MZZAiziuN8qzkCKm68Uxic4QlacZzLByjAntgG4ccwq63FDMXsGr9tiI7p3Mc8HlES2vEHVPnrq0GmT984W7j6kAUsQ21QWY5CZVTEYP4y9EeaWDst5K4zKTn99D82MT0Ndg3Yx089MBPAtdQkMxewqv2tYqXZvMc8HmmBaH6JD+2rjuZ7XXlje/jAlYc4wBpvcamN6kmpLRwzhNlFc6KOutNC4zGX+PetjywIJ1M9LNTWf0WegSGorZ20S/q4+7uITmgq0N6iXokO6n1M9ZovpGVwWQIqb3GmDepJqS0cN4nCivdFDWW2lcMOkMH6CriQnoa7BuRrq56Yw7C11CQzHbwreHc8nSemffPZz6HNszcCRI80Ns24B6HKAbGL2MGvVGRL/GAcQpYnqvgakm6TCH2wKawBMMVekFIqSpKh6o42IwGcEZmNTab9MfVN1q6LruuF2fDLc8JV1CQzFDw/QoLQ96owvw2h9nk8Obg3N/HNq9pg6n+hnEK25wWPblE0eO/OjIkU3EJJEn9+OYwJdzAR2zy8mqktprKR2AWi6Fe02tPr2m6lZDl/damEm7focz0J1mr/nweADnX1d2jqtq46Ac1PoM4RYTM6muj+LlmzKf7BnCf8CaHMnBEsZQldQZIqWDDMvFYAazxO/3+hgfL1LXm9sFXcZU3S0OPUQdnJLuNGfItwH5Uzn/Tod1JMjFm2u0kBKl9Y3aGnnWxQH+EfW5iBSxTXUBpp6U17VbkyoMrvRVIlfaZTguBtObg7uQ4lvdiD9emmPybRd0F1LT3cRepzPQ5YZi9jEkfJo+SfTmq2GqBLl4PaX5FZq7/ux4Kci487lv0Zi6LyeSIlN6r4GpJvmrhmcaQyodJbKlvRTHBWVzDEyovjK/rup6Cbug67oL93omuoSGYnYCCf84eR/e8P9OglwOyhmCHxWNAbUPff7QxSDh7PEDJxMcCT+U3w8ypfcamGpyYq8Vhqp0hsiUDlAtl/zfMmBC3UO/H6i63spd0HXdhXs9E11CQ9beGlvXd+6Smxt0J/XW/Dh8fAhz8efx0b8+MWVv57boP5IikU0VV5jsh69rNSuVOgMiU1qF7ai5oGyOKSa9kaobJOyYrusu3GuFPiVdbsha57p1faeZUn2j0ad/0cHUj0tQ9vowwo/4U77f3ai9T+qrHcKragqY2vL2WirND3Hi6tImma+OC5fNMTC5n75Aqq6b3w1d113eXk9Jlxty9hPnel5tFQfys0Oau8THpzMJdq48RN0BgvxMMd/2H1tRKd40MJWdf2fFC2tXKr2BG1PaT7FcpKw/o30wOdr+Jr5Ooq5nu6Fru+N2MzYdXeKGnD3hXN/bR3OXv+sHlG+D83w/t5bNcBFJcbdE+/ybXF/+Gjmlw7I5S8Fk/4tJZiJcNyPd8nSuFaVr3tKa2NVUO+GlkR+2SeoD8UF7n+OoFG8ihklLCWeXpWUwDXwpEyK1rjQpC12ajsJxuirDcKSFgXVvO3u8A60zpkDzCNtnze3NfL2FqPrb2FDPjvzQbX+PduD8Z6hz+W8T4Ns3sW2FXHs3MVVDTVPurF6hu7MPfsN+bt9VsgO/oYMrF+SRM91Ch+AtRNX9lTrfoPpqlw4OXWgvvJoBTYxT5dWi54Pq6Vjp7HwEl0gtiaRZ3N+m1MCTyMeocvtV6kE+afzYV1aTN9PVouevaqQcbw15LLEstQjuVMo1k9R+mr6O4k/T3KCEww6nnui7hVBrXbjvK+8+/KnNZuKiVXlRLdgprvRSrFyGWhR3GuUanu8kXLn9rq5/Xr8b9G0ll1ZfwbRxOcu6o84NPCGpyc/aSgpYEKCX2wFMlyrXZHmGWhSXH93EhHbyfIfxG1KEuhc/lCqvwtHs9d+B+TrRBrW2CP/BYa1XxQb0cmuOYso1WW+oJRotijuVck0l4dmRQj23va3hK7yYvf4OXlN96uJBKcYRa70qNqBHLK5cEwBDbVPBxXGnUq5JEhA/GiG5m2m913PX8IxmA/9opN4GtRPWelVsQI/ZmZhyTQAMNb3XU+BOo1wz/54ax0jueP4Xl77Yp7nvP053vPdwwmotoqsyGt3ZjpEzCxm9XF/GQq9XsC5X4OaChpre60KNmYeDJfHyBjfDvJpAF1/b+/Qlag5Ypqb+r3ElYezmGEOlxujl+jIWej2Fo8yp3xwBL9gcq7Dea8b15GRqjsdwSbx8c8yr9swWxqyswBePLd7rXsKF/iTVWhtyqXAAekRfxiIN/IjIFbh5QUNN7zWz9uRkjnG4JF7e4DqESr1zI+x157/Hj78qey3Y78iYr1vaTXHok5S+7PzLKXBEufYMHKdLY/HRFrLUo4jDXMxmFUviWPfkqd8ml0g1dGPLzw8DYFceSXtpF1LstdKv8uuaS3XhwKovzOh4E71WE6nnhL4sUK6JhksEbl5WoSROWDs52cQSVQ3dmPIZJVpEFie7UcVwVV7X7zPUNVqTM2QJ72JY9W8oRq9DX4ZtCR/FW12aPkMKBG5FkjhhjT9iktHZsVBOVUM3prz+VJImZbDlq2/ZFYGH87rZx49/HHg/oPFCihBESWz5GjGZ2uGwkOLTl/Vlae16AOE0ckq5litwK5bEMW5aFwXd6QBXLZFq6GYh1eUXhxSYLV99y0Gdzjrd1acPJLUx/bk9ml/B5OKqZNTTILGCG0YXfRm1BgGc08gdFeVarsCtWBIHXF9O5qA1DldDN7b85F7b8tW37Liw98bxE+8Nu/deIvrlZWqA1WOf+zFGbDkPlRqji76M7ghxrS6NhV4nCgRuxZI44PpyMoethXJcDd3Y8pN7bctX37LjkvGcWsvpzjJJOw4odAjsO+PaBIjWpXUGRrnG8/imPWm5kjjLOkdnBwCp9jy+3awzGspP7jWr8WQpkv6P9oirJd+43G0VHtBZX0ZvfviDPlzdauTmh/icSM1czl7nSuKsxmxSZ6eApBp3Y8pP7LUrvwctm15yrgdsrDuwbmUO0Flf1t7e3vIxrS5NhF61VT2XK3DLk8RZjdmkzk6ApJp0o8tPKtFs+b1o2e9zwp9bM4F541R4BXqpvoxkm6MCtww1x7qIrCyJlc/gFqFVFLf/X7pYEWAAY9GDqL1ZSthtpDyWWJZaBHcq5ZpJIvof+Koc76w4Wh8AAAAASUVORK5CYII=)

![\lambda_3=1-\lambda_1-\lambda_2\, .](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAAASBAMAAACgOYEcAAAAMFBMVEX///+Kiorm5uYwMDAWFhZ0dHRAQEAMDAxQUFAEBATMzMyenp5iYmIiIiK2trYAAAAZ5zqqAAAAAXRSTlMAQObYZgAAAYZJREFUOBGlU79Lw0AYfY3WtjlJu+iowUFwakRwUUGoq+B/0Lo5uOjg7CS4OTqIBN2cCgoiFJqhDg5ScHbIqFCxdlQw5n6kubtcdfAb+r337r3H5aDAWwDTzOui0ec8KzbyqVBB7E1dNfvavuI7VRgn1nKmCyYfSodK+lhhCVlLwHAbfcWT4TkF76FCBcl2GX3OtxIuNBQ6ssvsO1DC6TUnNujwl8reK/XJcfXL81/yWYKzXWZfvZkk6G7VQKZWZIVi3mVf0XHZYezDmE8hEy+YSDoeWo8hwwDxuig324INF++6XKITUJX6cg9+jGwmrlIR15N9K3AGDAM3qFYcsK5f34v6UPJFSiyybn2QPsQrkX2Me8Cu6km+MVW5T++6dVFDaIm/zl2I/AC9pzTFkf723Kd1kXOg7qLYiDMLAfbidWbh1Y23NEfRjitRcJ/+jYUKUAowTZ1xF5tZlLc4+uNXuxd3k8CSYi+ohhIdDY1dvbkZKZG7X5TYaEi629lDO4r6WfWfyg/xrF8C8pzK2wAAAABJRU5ErkJggg==)

, where and , and the other coordinates are given by the nodes of the triangle in question.

The triangle giving us all three Barycentric coordinates obeying is the one containing our point whose potential would be given by:

, where are the three node voltages of the triangle.

The table and plot below show the relationship between the potential of the point and the number of unknowns or free nodes in the mesh.

|  |  |  |
| --- | --- | --- |
| Mesh | Free Nodes | Potential (V) |
| squareCoax3\_D | 44 | 4.095653785 |
| squareCoax4\_D | 84 | 4.029300427 |
| squareCoax5\_D | 144 | 4.049242342 |
| squareCoax6\_D | 220 | 4.048424185 |
| squareCoax7\_D | 312 | 3.99585225 |
| squareCoax8\_D | 406 | 3.989766296 |
| squareCoax9\_D | 544 | 3.963208292 |
| squareCoax10\_D | 666 | 3.969194918 |

## Question 3

### (a)

The conjugate gradient algorithm was implemented in found in the Appendix. The algorithm was taken straight from the notes, and the 2-norm residual tolerance threshold was set to .

The program was made to print out the infinity norm and 2-norm of the residual vector after each iteration for every mesh. These were calculated as follows:

The results for each mesh can be seen in the Appendix. The following plots show them in graphical form:

### (b)

The table below shows a comparison between the potential of point as calculated by both methods: Choleski decomposition and conjugate gradient.

|  |  |  |  |
| --- | --- | --- | --- |
| Mesh | Free Nodes | Choleski Potential (V) | CG Potential (V) |
| squareCoax3\_D | 44 | 4.095653785 | 4.095653785 |
| squareCoax4\_D | 84 | 4.029300427 | 4.029300427 |
| squareCoax5\_D | 144 | 4.049242342 | 4.049242342 |
| squareCoax6\_D | 220 | 4.048424185 | 4.048424185 |
| squareCoax7\_D | 312 | 3.99585225 | 3.99585225 |
| squareCoax8\_D | 406 | 3.989766296 | 3.989766296 |
| squareCoax9\_D | 544 | 3.963208292 | 3.963208292 |
| squareCoax10\_D | 666 | 3.969194918 | 3.969194918 |

It is clear from the table above that the values for the potential are exactly the same (up to 10 significant digits) for both methods.

**(c)**

## References

[1] Barycentric coordinate system, <http://en.wikipedia.org/wiki/Barycentric_coordinate_system_(mathematics)>

## Appendix

### Question 2 (a): MeshStructure.py

|  |
| --- |
| *#3 data structures for Problem 2 (a)*  nodeH = {}  triangleH = {}  triangleL = []  pList = []  **class** Node:  **def** \_\_init\_\_(self,number,x,y,voltage):  self.x = x  self.y = y  self.number = number  self.voltage = voltage    **def** \_\_repr\_\_(self):  **return** str(self.number)+**"("**+str(self.x)+**","**+str(self.y)+**")="**+str(self.voltage)    **class** Triangle:  **def** \_\_init\_\_(self,n1,n2,n3):  self.node1 = n1  self.node2 = n2  self.node3 = n3    **def** area(self):  **pass**    **def** \_\_repr\_\_(self):  **return** str(self.node1)+**"|"**+str(self.node2)+**"|"**+str(self.node3)    **def** buildStructs(filename):  import re    f = open(filename,**'r'**)    *# Create Node Hash#*  **global** nodeH  numNodes = int(f.readline())    **for** i in range(1,numNodes + 1):  line = f.readline()  m = re.match(**'(\d+.\d+) (\d+.\d+)'**,line)    nodeH[i] = Node(i,float(m.group(1)), float(m.group(2)), 0.0)      *# Create Triangle Hash#*  **global** triangleH  numT = int(f.readline())    **for** i in range(1, numT + 1):  line = f.readline()  *#TODO what is the last value?*  m = re.match(**'(\d+) (\d+) (\d+) (\d+.\d+)'**,line)  nodeNum1 = int(m.group(1))  nodeNum2 = int(m.group(2))  nodeNum3 = int(m.group(3))    triangleL.append(Triangle(nodeH[nodeNum1],nodeH[nodeNum2],nodeH[nodeNum3]))    *# Read in boundary conditions #*  *# Update Nodes + store prescribed in list #*  **global** pList  numBC = int(f.readline())    **for** i in range(1,numBC + 1):  line = f.readline()    m = re.match(**'(\d+) (\d+.\d+)'**,line)  nodeNum = int(m.group(1))  voltage = float(m.group(2))    nodeH[nodeNum].voltage = voltage;  pList.append(nodeNum)      f.close() |

### Question 2 (b): MeshSolver.py

|  |
| --- |
| from Matrix import Matrix  import MeshStructure  import math  *#from Choleski import Choleski*  S\_g = 0  S\_ff = 0  S\_fp = 0 *#actually holds -1\* S\_fp*  U\_f = 0  U\_p = 0  U\_con\_order = []  **def** getArea(triangle):  *#TODO i'm getting different areas in one mesh?*  n1 = triangle.node1  n2 = triangle.node2  n3 = triangle.node3    **return** math.fabs( (n1.x \* (n2.y - n3.y) + n2.x \* (n3.y - n1.y) + n3.x \* (n1.y - n2.y) )/ 2 )  *# returns the inverse of a 3x3 matrix*  **def** inverse3x3(matrix):  a = matrix.get(1,1)  b = matrix.get(1,2)  c = matrix.get(1,3)  d = matrix.get(2,1)  e = matrix.get(2,2)  f = matrix.get(2,3)  g = matrix.get(3,1)  h = matrix.get(3,2)  k = matrix.get(3,3)    determinant = a\*(e\*k-f\*h)+b\*(f\*g-k\*d)+c\*(d\*h-e\*g)    matrix.set(1,1,e\*k-f\*h)  matrix.set(1,2,f\*g-d\*k)  matrix.set(1,3,d\*h-e\*g)  matrix.set(2,1,c\*h-b\*k)  matrix.set(2,2,a\*k-c\*g)  matrix.set(2,3,g\*b-a\*h)  matrix.set(3,1,b\*f-c\*e)  matrix.set(3,2,c\*d-a\*f)  matrix.set(3,3,a\*e-b\*d)    inverse = matrix.transpose()    **for** i in range(1,3+1):  **for** j in range(1,3+1):  inverse.set(i,j,inverse.get(i,j)\*(1.0/determinant))    **return** inverse    **def** buildLocal\_S(triangle):  area = getArea(triangle)    n1 = triangle.node1  n2 = triangle.node2  n3 = triangle.node3    *# build X matrix*  X = Matrix([ [1, n1.x, n1.y],  [1, n2.x, n2.y],  [1, n3.x, n3.y]  ])  *# compute inverse(X)*  X\_inverse = inverse3x3(X)    *# compute transpose(X\_inverse)*  X\_i\_t = X\_inverse.transpose()    *# get delta\_alpha (i and j components)*  alphaI = Matrix([ [X\_i\_t.get(1,2)],  [X\_i\_t.get(2,2)],  [X\_i\_t.get(3,2)]  ])  alphaJ = Matrix([ [X\_i\_t.get(1,3)],  [X\_i\_t.get(2,3)],  [X\_i\_t.get(3,3)]  ])    S = alphaI.multiply(alphaI.transpose()).add(alphaJ.multiply(alphaJ.transpose()))    **for** i in range(1,3+1):  **for** j in range(1,3+1):  S.set(i,j,S.get(i,j)\*(area))    **return** S  **def** findJointNodes(triangleL):  joint=[]    **for** k in range(0,len(triangleL)):  k\_nodes=[]  k\_nodes.append(triangleL[k].node1)  k\_nodes.append(triangleL[k].node2)  k\_nodes.append(triangleL[k].node3)  *#compare starting from k+1 as previous have already compared*  **for** j in range(k+1,len(triangleL)):  j\_nodes=[]  j\_nodes.append(triangleL[j].node1)  j\_nodes.append(triangleL[j].node2)  j\_nodes.append(triangleL[j].node3)    *#compare the two triangles*  **for** a in range(0,len(k\_nodes)):  **for** b in range(0,len(j\_nodes)):  **if** (k\_nodes[a].x==j\_nodes[b].x and k\_nodes[a].y==j\_nodes[b].y and k\_nodes[a]!=j\_nodes[b]):  joint.append([k\_nodes[a].number,j\_nodes[b].number])    **return** joint      **def** buildGlobal\_S(nodeH, triangleL, pList):  **global** S\_g  **global** U\_f  **global** U\_p  **global** U\_con\_order  *#populate global S with zeroes*  **print** **"#create global S with zeroes"**  S\_g = Matrix(i=(len(triangleL)\*3),j=(len(triangleL)\*3))    *#build local S for each triangle and place it in global S*  **print** **"#build local S for each triangle and place it in global S"**  i = 1 *#index where we'll be placing the local S into global S*  j = 1  **for** k in range(0,len(triangleL)):  S\_l = buildLocal\_S(triangleL[k])  *#add it to S\_g in appropriate place*  **for** a in range(1,S\_l.rows+1):  **for** b in range(1, S\_l.columns+1):  S\_g.set(i,j,S\_l.get(a,b))  j+=1  i+=1  j-=3  j+=3    *#No need for findJoint in the case of our meshes as nodes are already joined*  *#joint = findJointNodes(triangleL)*    *#build a hash from id(node) -> node*  nodeID = {}  **for** i in range(1,len(nodeH)+1):  nodeID[id(nodeH[i])] = nodeH[i]    *#build U disjoint with node ids (rather than voltages)*  **print** **"#build U disjoint with node ids (rather than voltages)"**  U\_dis = Matrix(i=(len(triangleL)\*3),j=1)  row = 1  **for** k in range(0,len(triangleL)):  U\_dis.set(row,1,id(triangleL[k].node1))  U\_dis.set(row+1,1,id(triangleL[k].node2))  U\_dis.set(row+2,1,id(triangleL[k].node3))  row+=3      *#build U conjoint with node ids (and build C along the way)*  **print** **"#build U conjoint with node ids (and build C along the way)"**  C = Matrix(i=U\_dis.rows,j=len(nodeH))  row\_C = 1  U\_con = Matrix(i=len(nodeH),j=1)  row\_U\_c = 1 *#row in conjoint where we place our next element*  **for** row\_d in range(1,U\_dis.rows+1):  node\_id = U\_dis.get(row\_d,1)  add = True  *#check if it's already in U\_con*  **for** j in range(row\_U\_c-1,0,-1):  **if** (U\_con.get(j,1) == node\_id):  add = False  **break**  **if** (add):  *#add it to U\_con since it hasn't been added yet*  U\_con.set(row\_U\_c,1,node\_id)  C.set(row\_C,row\_U\_c,1.0)  row\_U\_c+=1  row\_C+=1  **else**:  C.set(row\_C,j,1.0)  row\_C+=1    *#rearrange U\_con and C (to put free up, and predefined down)*  **print** **"#rearrange U\_con and C (to put free up, and predefined down)"**  *#method used is 2 pointers moving in opposite directions on U\_con*  *#the pointer moving up looks for a free node, and the pointer moving down looks for predef node*  *#swap both, stop process when cross*  down = 1 *#index moving down*  up = U\_con.rows *#index moving up*  **while** (down < up):  **while** (down < up and nodeID[U\_con.get(down,1)].number not in pList):  down+=1  **if** (nodeID[U\_con.get(down,1)].number not in pList):  **break** *#nothing more to switch around*    **while** (up > down and nodeID[U\_con.get(up,1)].number in pList): *#looking for free from bottom*  up-=1    **if** (nodeID[U\_con.get(up,1)].number in pList):  **break** *#nothing more to switch around*    *#do the swap for U\_con*  tmp = U\_con.get(up,1)  U\_con.set(up,1,U\_con.get(down,1))  U\_con.set(down,1,tmp)    *#do the swap for C (swap columns)*  **for** i in range(1,C.rows+1):  tmp = C.get(i,up)  C.set(i,up,C.get(i,down))  C.set(i,down,tmp)    *#convert U\_con to actual voltage values (but keep track of ordering)*  **for** i in range(1,U\_con.rows+1):  U\_con\_order.append(nodeID[U\_con.get(i,1)].number)  U\_con.set(i,1,nodeID[U\_con.get(i,1)].voltage)    *#build U\_p and U\_f*  **print** **"#build U\_p and U\_f"**  U\_f = Matrix(i=down-1,j=1)  U\_p = Matrix(i=U\_con.rows-U\_f.rows,j=1)  **for** i in range(1,U\_f.rows+1):  U\_f.set(i,1,U\_con.get(i,1))  **for** i in range(1,U\_p.rows+1):  U\_p.set(i,1,U\_con.get(i+down-1,1))    *#finally compute S\_g*  **print** **"#finally compute S\_g"**  **print** **" #transpose C"**  C\_T = C.transpose()  **print** **" #multiply C transpose by S\_g"**  S\_g = (C\_T.multiply(S\_g))  **print** **" #multiply result by C"**  S\_g = S\_g.multiply(C)  **def** reduced():  **global** S\_ff  **global** S\_fp    S\_ff = Matrix(i=(U\_f.rows),j=(U\_f.rows))  S\_fp = Matrix(i=(U\_f.rows),j=(U\_p.rows))  **for** i in range(1,S\_ff.rows+1):  **for** j in range(1,S\_g.columns+1):  **if** (j <= U\_f.rows):  S\_ff.set(i,j,S\_g.get(i,j))  **else**:  S\_fp.set(i,j-U\_f.rows,-1\*S\_g.get(i,j))  **def** printResults(nodeH,pList,filename):  f = open(filename,**"w"**)    *#put results in appropriate nodes in nodeH*  **for** i in range(1,U\_f.rows+1):  nodeH[U\_con\_order[i-1]].voltage = U\_f.get(i,1)    f.write(**"node,x,y,potential,predefined\n"**)  **for** i in range(1,len(nodeH)+1):  f.write(str(nodeH[i].number)+**","**+str(nodeH[i].x)+**","**+str(nodeH[i].y)+**","**+str(nodeH[i].voltage))  **if** ( nodeH[i].number in pList):  f.write(**",y\n"**)  **else**:  f.write(**"\n"**)    f.close()    import sys  import pickle    **if** (len(sys.argv) > 1):  filename = sys.argv[1]  **print** **"--------------------------------"**  **print** **"Creating A, b for File "**+filename+**".msh"**  **print** **"--------------------------------"**  MeshStructure.buildStructs(filename+**".msh"**)  buildGlobal\_S(MeshStructure.nodeH, MeshStructure.triangleL, MeshStructure.pList)  reduced()  A = S\_ff  b = S\_fp.multiply(U\_p)    *#dump data*  fd = open(filename+**".dump"**,**'w'**)  data = [A,b,MeshStructure.nodeH,MeshStructure.pList,U\_con\_order]  pickle.dump(data,fd)  fd.close()    *#printResults(MeshStructure.nodeH,MeshStructure.pList,filename+".csv")*  **else**:  **print** **"please specify a filename without extension"** |

### Question 2 (c & d): CholeskiMesh.py

|  |
| --- |
| from Choleski import Choleski  from Matrix import Matrix  import MeshStructure  import pickle  import sys  **def** printResults(nodeH,pList,filename):  f = open(filename,**"w"**)    f.write(**"node,x,y,potential,predefined\n"**)  **for** i in range(1,len(nodeH)+1):  f.write(str(nodeH[i].number)+**","**+str(nodeH[i].x)+**","**+str(nodeH[i].y)+**","**+str(nodeH[i].voltage))  **if** ( nodeH[i].number in pList):  f.write(**",y\n"**)  **else**:  f.write(**"\n"**)    f.close()  **def** getAlpha(x1,y1,x2,y2,x3,y3,x,y):  denominator = (y2-y3)\*(x1-x3) + (x3-x2)\*(y1-y3)  **if** (denominator == 0):  **return** 99999 *#for infinity*  **else**:  **return** ((y2-y3)\*(x-x3)+(x3-x2)\*(y-y3)) / (denominator\*1.0)    **def** getBeta(x1,y1,x2,y2,x3,y3,x,y):  denominator = (y2-y3)\*(x1-x3) + (x3-x2)\*(y1-y3)  **if** (denominator == 0):  **return** 99999 *#for infinity*  **else**:  **return** ((y3-y1)\*(x-x3)+(x1-x3)\*(y-y3)) / (denominator\*1.0)    filename = sys.argv[1]  **print** **"--------------------------------"**  **print** **"Creating results csv for File "**+filename+**".msh"**  **print** **"--------------------------------"**  *#load data*  **print** **"#load data"**  fd = open(filename+**".dump"**,**'r'**)  data = pickle.load(fd)  fd.close()  A = data[0]  b = data[1]  nodeH = data[2]  pList = data[3]  U\_con\_order = data[4]  *#Call Choleski*  **print** **"#Call Choleski"**  U\_f = Choleski(A,b)  *#put results in appropriate nodes in nodeH*  **for** i in range(1,U\_f.rows+1):  nodeH[U\_con\_order[i-1]].voltage = U\_f.get(i,1)  *#nodeH at this point has all the proper voltages*  *#for each triangle, see if the point we're after is inside*  MeshStructure.buildStructs(filename+**".msh"**) *#we need triangleL*  triangleL=MeshStructure.triangleL  **for** i in range(0,len(triangleL)):  n1 = triangleL[i].node1  n2 = triangleL[i].node2  n3 = triangleL[i].node3  alpha = getAlpha(n1.x,n1.y,n2.x,n2.y,n3.x,n3.y,0.05,0.05)  beta = getBeta(n1.x,n1.y,n2.x,n2.y,n3.x,n3.y,0.05,0.05)  gamma = 1 - alpha - beta    **if** ((alpha >= 0 and alpha <=1) and (beta >=0 and beta <=1) and (gamma >=0 and gamma <=1)):  potential = nodeH[n1.number].voltage\*alpha + nodeH[n2.number].voltage\*beta + nodeH[n3.number].voltage\*gamma  f = open(**'Chol\_results.csv'**,**'a'**)  f.write( str(U\_f.rows)+**","**+str(potential)+**"\n"** )  f.close() |

### Question 3: CG.py

|  |
| --- |
| from Matrix import Matrix  import sys  import pickle  import copy  import math  import MeshStructure  LIMITERROR = 10\*\*-10  **def** printResults(nodeH,pList,filename):  f = open(filename,**"w"**)    f.write(**"node,x,y,potential,predefined\n"**)  **for** i in range(1,len(nodeH)+1):  f.write(str(nodeH[i].number)+**","**+str(nodeH[i].x)+**","**+str(nodeH[i].y)+**","**+str(nodeH[i].voltage))  **if** ( nodeH[i].number in pList):  f.write(**",y\n"**)  **else**:  f.write(**"\n"**)    f.close()    **def** getAlpha(x1,y1,x2,y2,x3,y3,x,y):  denominator = (y2-y3)\*(x1-x3) + (x3-x2)\*(y1-y3)  **if** (denominator == 0):  **return** 99999 *#for infinity*  **else**:  **return** ((y2-y3)\*(x-x3)+(x3-x2)\*(y-y3)) / (denominator\*1.0)    **def** getBeta(x1,y1,x2,y2,x3,y3,x,y):  denominator = (y2-y3)\*(x1-x3) + (x3-x2)\*(y1-y3)  **if** (denominator == 0):  **return** 99999 *#for infinity*  **else**:  **return** ((y3-y1)\*(x-x3)+(x1-x3)\*(y-y3)) / (denominator\*1.0)  **def** cg(A,b):  *#guess x all 0s*  x = Matrix(i=A.columns,j=1)  *#set r and p*  r = b.subtract(A.multiply(x))  p = b.subtract(A.multiply(x))    r\_norm\_inf = 0  **for** i in range(1,r.rows+1):  v = r.get(i,1)  **if** (v > r\_norm\_inf):  r\_norm\_inf = v  r\_norm\_2 = 0  r\_norm\_2 = math.sqrt(r.transpose().multiply(r).get(1,1))    iteration = 1    **while**( r\_norm\_2 > LIMITERROR):  p\_t = p.transpose()  alpha = p\_t.multiply(r).get(1,1) / p\_t.multiply(A.multiply(p)).get(1,1)      *# a\_p for alpha\*p*  a\_p = copy.deepcopy(p)  **for** i in range(1,a\_p.rows+1):  **for** j in range(1,a\_p.columns+1):  a\_p.set(i,j,a\_p.get(i,j)\*alpha)    x = x.add(a\_p)    r = b.subtract(A.multiply(x))  beta = -1 \* (p\_t.multiply(A.multiply(r)).get(1,1) / p\_t.multiply(A.multiply(p)).get(1,1))    *# b\_p for beta\*p*  b\_p = p *#no need to copy (as we update cell by cell of p to b\_p and we don't need it later)*  **for** i in range(1,b\_p.rows+1):  **for** j in range(1,b\_p.columns+1):  b\_p.set(i,j,p.get(i,j)\*beta)  p = r.add(b\_p)    *# compute r norms and f.write*  r\_norm\_inf = 0  **for** i in range(1,r.rows+1):  v = r.get(i,1)  **if** (v > r\_norm\_inf):  r\_norm\_inf = v    r\_norm\_2 = math.sqrt(r.transpose().multiply(r).get(1,1))    f.write(str(iteration)+**","**+str(r\_norm\_inf)+**","**+str(r\_norm\_2)+**"\n"**)  iteration+=1    f.write(**",,,"**+str(iteration-1))  **return** x    f = open(**'resultsCG.csv'**,**'a'**)  filename = sys.argv[1]  **print** **"--------------------------------"**  **print** **"Creating results csv for File "**+filename+**".msh"**  **print** **"--------------------------------"**  *#load data*  **print** **"#load data"**  fd = open(filename+**".dump"**,**'r'**)  data = pickle.load(fd)  fd.close()  A = data[0]  b = data[1]  nodeH = data[2]  pList = data[3]  U\_con\_order = data[4]  f.write(**"iteration,r\_norm\_inf,r\_norm\_2,iterations,free\_nodes,Potential\n"**)  U\_f = cg(A,b)  *#put results in appropriate nodes in nodeH*  **for** i in range(1,U\_f.rows+1):  nodeH[U\_con\_order[i-1]].voltage = U\_f.get(i,1)  *#nodeH at this point has all the proper voltages*  *#for each triangle, see if the point we're after is inside*  MeshStructure.buildStructs(filename+**".msh"**) *#we need triangleL*  triangleL=MeshStructure.triangleL  **for** i in range(0,len(triangleL)):  n1 = triangleL[i].node1  n2 = triangleL[i].node2  n3 = triangleL[i].node3  alpha = getAlpha(n1.x,n1.y,n2.x,n2.y,n3.x,n3.y,0.05,0.05)  beta = getBeta(n1.x,n1.y,n2.x,n2.y,n3.x,n3.y,0.05,0.05)  gamma = 1 - alpha - beta    **if** ((alpha >= 0 and alpha <=1) and (beta >=0 and beta <=1) and (gamma >=0 and gamma <=1)):  potential = nodeH[n1.number].voltage\*alpha + nodeH[n2.number].voltage\*beta + nodeH[n3.number].voltage\*gamma    f.write(**","**+str(U\_f.rows)+**","**+str(potential)+**"\n\n"**)    **break**    f.close() |

### Question 3 (a): Residual Results

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 8.183611 | 25.06276 |  |  |  |
| 2 | 5.136505 | 14.51312 |  |  |  |
| 3 | 2.575464 | 9.759611 |  |  |  |
| 4 | 1.38318 | 4.706173 |  |  |  |
| 5 | 0.438205 | 1.625396 |  |  |  |
| 6 | 0.169926 | 0.502354 |  |  |  |
| 7 | 0.116094 | 0.266468 |  |  |  |
| 8 | 0.017629 | 0.045056 |  |  |  |
| 9 | 0.001327 | 0.006205 |  |  |  |
| 10 | 0.000569 | 0.001752 |  |  |  |
| 11 | 2.82E-05 | 0.000141 |  |  |  |
| 12 | 7.11E-15 | 2.09E-14 |  |  |  |
|  |  |  | 12 | 44 | 4.095654 |
|  |  |  |  |  |  |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 10.32568 | 30.02089 |  |  |  |
| 2 | 6.47568 | 20.65741 |  |  |  |
| 3 | 3.896625 | 13.23631 |  |  |  |
| 4 | 2.797801 | 9.636142 |  |  |  |
| 5 | 1.458879 | 6.712215 |  |  |  |
| 6 | 0.89874 | 3.184684 |  |  |  |
| 7 | 0.327874 | 1.18857 |  |  |  |
| 8 | 0.121198 | 0.429886 |  |  |  |
| 9 | 0.043923 | 0.217788 |  |  |  |
| 10 | 0.046523 | 0.119472 |  |  |  |
| 11 | 0.00847 | 0.041301 |  |  |  |
| 12 | 0.002794 | 0.013916 |  |  |  |
| 13 | 0.001102 | 0.005926 |  |  |  |
| 14 | 0.000199 | 0.000992 |  |  |  |
| 15 | 5.96E-05 | 0.000256 |  |  |  |
| 16 | 1.38E-05 | 7.30E-05 |  |  |  |
| 17 | 3.61E-06 | 1.89E-05 |  |  |  |
| 18 | 2.09E-07 | 1.04E-06 |  |  |  |
| 19 | 2.18E-08 | 1.28E-07 |  |  |  |
| 20 | 6.92E-09 | 2.62E-08 |  |  |  |
| 21 | 8.74E-13 | 2.31E-12 |  |  |  |
|  |  |  | 21 | 84 | 4.0293 |
|  |  |  |  |  |  |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 9.362134 | 29.8383 |  |  |  |
| 2 | 5.505963 | 20.51544 |  |  |  |
| 3 | 3.925647 | 16.3883 |  |  |  |
| 4 | 2.72148 | 12.72624 |  |  |  |
| 5 | 1.915874 | 9.546177 |  |  |  |
| 6 | 1.291494 | 7.089931 |  |  |  |
| 7 | 0.705021 | 4.449247 |  |  |  |
| 8 | 0.451772 | 2.432864 |  |  |  |
| 9 | 0.219669 | 1.379232 |  |  |  |
| 10 | 0.123834 | 0.780344 |  |  |  |
| 11 | 0.052163 | 0.381432 |  |  |  |
| 12 | 0.038457 | 0.214572 |  |  |  |
| 13 | 0.027563 | 0.128428 |  |  |  |
| 14 | 0.029743 | 0.089772 |  |  |  |
| 15 | 0.012414 | 0.055393 |  |  |  |
| 16 | 0.006076 | 0.029976 |  |  |  |
| 17 | 0.005155 | 0.018856 |  |  |  |
| 18 | 0.00139 | 0.004888 |  |  |  |
| 19 | 0.000368 | 0.001793 |  |  |  |
| 20 | 8.29E-05 | 0.000381 |  |  |  |
| 21 | 2.15E-05 | 0.00017 |  |  |  |
| 22 | 1.64E-05 | 7.66E-05 |  |  |  |
| 23 | 5.14E-06 | 3.55E-05 |  |  |  |
| 24 | 2.48E-06 | 9.71E-06 |  |  |  |
| 25 | 1.05E-06 | 3.11E-06 |  |  |  |
| 26 | 2.41E-07 | 9.19E-07 |  |  |  |
| 27 | 4.95E-08 | 2.41E-07 |  |  |  |
| 28 | 1.49E-08 | 9.01E-08 |  |  |  |
| 29 | 2.70E-09 | 1.36E-08 |  |  |  |
| 30 | 7.93E-10 | 3.18E-09 |  |  |  |
| 31 | 7.93E-11 | 4.80E-10 |  |  |  |
| 32 | 2.31E-11 | 1.33E-10 |  |  |  |
| 33 | 6.32E-12 | 3.76E-11 |  |  |  |
|  |  |  | 33 | 144 | 4.049242 |
|  |  |  |  |  |  |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 12.20984 | 34.26322 |  |  |  |
| 2 | 8.309486 | 23.3001 |  |  |  |
| 3 | 5.990655 | 18.20413 |  |  |  |
| 4 | 4.627383 | 15.38618 |  |  |  |
| 5 | 1.921657 | 12.11159 |  |  |  |
| 6 | 1.923738 | 10.48947 |  |  |  |
| 7 | 1.038399 | 8.122866 |  |  |  |
| 8 | 0.911753 | 6.712188 |  |  |  |
| 9 | 0.563234 | 4.672418 |  |  |  |
| 10 | 0.40032 | 2.750082 |  |  |  |
| 11 | 0.247922 | 1.546967 |  |  |  |
| 12 | 0.123197 | 0.930317 |  |  |  |
| 13 | 0.082799 | 0.610509 |  |  |  |
| 14 | 0.047767 | 0.353682 |  |  |  |
| 15 | 0.032485 | 0.228502 |  |  |  |
| 16 | 0.025405 | 0.157244 |  |  |  |
| 17 | 0.023788 | 0.109384 |  |  |  |
| 18 | 0.021427 | 0.076406 |  |  |  |
| 19 | 0.011135 | 0.050343 |  |  |  |
| 20 | 0.006506 | 0.02822 |  |  |  |
| 21 | 0.003491 | 0.019726 |  |  |  |
| 22 | 0.001858 | 0.00734 |  |  |  |
| 23 | 0.000718 | 0.003311 |  |  |  |
| 24 | 0.000171 | 0.001183 |  |  |  |
| 25 | 7.90E-05 | 0.000574 |  |  |  |
| 26 | 4.18E-05 | 0.000268 |  |  |  |
| 27 | 2.69E-05 | 0.00013 |  |  |  |
| 28 | 1.47E-05 | 7.25E-05 |  |  |  |
| 29 | 7.72E-06 | 3.83E-05 |  |  |  |
| 30 | 3.28E-06 | 1.72E-05 |  |  |  |
| 31 | 1.48E-06 | 6.15E-06 |  |  |  |
| 32 | 7.90E-07 | 3.25E-06 |  |  |  |
| 33 | 2.53E-07 | 1.22E-06 |  |  |  |
| 34 | 8.13E-08 | 3.44E-07 |  |  |  |
| 35 | 1.62E-08 | 9.60E-08 |  |  |  |
| 36 | 3.02E-09 | 2.08E-08 |  |  |  |
| 37 | 1.48E-09 | 9.96E-09 |  |  |  |
| 38 | 4.18E-10 | 3.34E-09 |  |  |  |
| 39 | 1.98E-10 | 1.20E-09 |  |  |  |
| 40 | 7.37E-11 | 4.45E-10 |  |  |  |
| 41 | 2.67E-11 | 1.28E-10 |  |  |  |
| 42 | 9.63E-12 | 3.63E-11 |  |  |  |
|  |  |  | 42 | 220 | 4.048424 |
|  |  |  |  |  |  |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 8.836965 | 34.04321 |  |  |  |
| 2 | 5.815818 | 23.83505 |  |  |  |
| 3 | 4.003426 | 19.26285 |  |  |  |
| 4 | 2.806075 | 15.47209 |  |  |  |
| 5 | 2.35865 | 13.07946 |  |  |  |
| 6 | 1.938015 | 11.3715 |  |  |  |
| 7 | 1.444521 | 8.708836 |  |  |  |
| 8 | 1.229253 | 7.527394 |  |  |  |
| 9 | 0.983339 | 6.161051 |  |  |  |
| 10 | 0.761275 | 4.657478 |  |  |  |
| 11 | 0.430878 | 2.908916 |  |  |  |
| 12 | 0.291299 | 1.8538 |  |  |  |
| 13 | 0.205733 | 1.36421 |  |  |  |
| 14 | 0.14201 | 0.933509 |  |  |  |
| 15 | 0.072286 | 0.572446 |  |  |  |
| 16 | 0.049345 | 0.362502 |  |  |  |
| 17 | 0.031022 | 0.259818 |  |  |  |
| 18 | 0.02492 | 0.168389 |  |  |  |
| 19 | 0.019413 | 0.120778 |  |  |  |
| 20 | 0.016292 | 0.093505 |  |  |  |
| 21 | 0.012145 | 0.069447 |  |  |  |
| 22 | 0.006364 | 0.049417 |  |  |  |
| 23 | 0.003595 | 0.031158 |  |  |  |
| 24 | 0.003945 | 0.021831 |  |  |  |
| 25 | 0.001683 | 0.012265 |  |  |  |
| 26 | 0.000785 | 0.005591 |  |  |  |
| 27 | 0.000475 | 0.00234 |  |  |  |
| 28 | 0.000206 | 0.001133 |  |  |  |
| 29 | 9.42E-05 | 0.000592 |  |  |  |
| 30 | 3.65E-05 | 0.000319 |  |  |  |
| 31 | 1.30E-05 | 0.000133 |  |  |  |
| 32 | 9.41E-06 | 7.10E-05 |  |  |  |
| 33 | 5.34E-06 | 4.84E-05 |  |  |  |
| 34 | 4.75E-06 | 3.07E-05 |  |  |  |
| 35 | 1.65E-06 | 1.21E-05 |  |  |  |
| 36 | 5.84E-07 | 4.58E-06 |  |  |  |
| 37 | 3.43E-07 | 1.91E-06 |  |  |  |
| 38 | 1.05E-07 | 8.25E-07 |  |  |  |
| 39 | 3.65E-08 | 3.26E-07 |  |  |  |
| 40 | 1.73E-08 | 1.51E-07 |  |  |  |
| 41 | 8.50E-09 | 6.56E-08 |  |  |  |
| 42 | 3.05E-09 | 2.23E-08 |  |  |  |
| 43 | 8.97E-10 | 6.97E-09 |  |  |  |
| 44 | 4.96E-10 | 3.24E-09 |  |  |  |
| 45 | 2.43E-10 | 1.60E-09 |  |  |  |
| 46 | 7.48E-11 | 5.77E-10 |  |  |  |
| 47 | 2.63E-11 | 2.20E-10 |  |  |  |
| 48 | 9.39E-12 | 7.26E-11 |  |  |  |
|  |  |  | 48 | 312 | 3.995852 |
|  |  |  |  |  |  |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 10.62671 | 37.55257 |  |  |  |
| 2 | 6.692795 | 25.29832 |  |  |  |
| 3 | 4.642575 | 20.18821 |  |  |  |
| 4 | 3.279914 | 16.50945 |  |  |  |
| 5 | 2.456898 | 14.01958 |  |  |  |
| 6 | 2.01835 | 12.22628 |  |  |  |
| 7 | 1.58172 | 10.39 |  |  |  |
| 8 | 1.237908 | 8.591781 |  |  |  |
| 9 | 1.107358 | 7.473543 |  |  |  |
| 10 | 0.878101 | 6.392326 |  |  |  |
| 11 | 0.660017 | 5.142608 |  |  |  |
| 12 | 0.458086 | 3.591412 |  |  |  |
| 13 | 0.345053 | 2.359248 |  |  |  |
| 14 | 0.23595 | 1.697189 |  |  |  |
| 15 | 0.140852 | 1.291011 |  |  |  |
| 16 | 0.076912 | 0.840964 |  |  |  |
| 17 | 0.054138 | 0.550409 |  |  |  |
| 18 | 0.03664 | 0.38302 |  |  |  |
| 19 | 0.026236 | 0.249338 |  |  |  |
| 20 | 0.019377 | 0.175528 |  |  |  |
| 21 | 0.01419 | 0.123047 |  |  |  |
| 22 | 0.010198 | 0.088989 |  |  |  |
| 23 | 0.009078 | 0.069867 |  |  |  |
| 24 | 0.008124 | 0.057414 |  |  |  |
| 25 | 0.006978 | 0.045099 |  |  |  |
| 26 | 0.004509 | 0.032204 |  |  |  |
| 27 | 0.003012 | 0.021197 |  |  |  |
| 28 | 0.002874 | 0.017478 |  |  |  |
| 29 | 0.001114 | 0.007776 |  |  |  |
| 30 | 0.000769 | 0.004589 |  |  |  |
| 31 | 0.000336 | 0.00202 |  |  |  |
| 32 | 0.000162 | 0.001188 |  |  |  |
| 33 | 8.20E-05 | 0.000666 |  |  |  |
| 34 | 4.96E-05 | 0.000369 |  |  |  |
| 35 | 2.50E-05 | 0.000153 |  |  |  |
| 36 | 9.93E-06 | 7.92E-05 |  |  |  |
| 37 | 3.84E-06 | 3.97E-05 |  |  |  |
| 38 | 2.71E-06 | 2.66E-05 |  |  |  |
| 39 | 2.41E-06 | 1.92E-05 |  |  |  |
| 40 | 1.35E-06 | 1.25E-05 |  |  |  |
| 41 | 7.50E-07 | 6.46E-06 |  |  |  |
| 42 | 3.84E-07 | 3.42E-06 |  |  |  |
| 43 | 2.27E-07 | 1.66E-06 |  |  |  |
| 44 | 1.05E-07 | 7.66E-07 |  |  |  |
| 45 | 3.98E-08 | 3.57E-07 |  |  |  |
| 46 | 2.22E-08 | 1.89E-07 |  |  |  |
| 47 | 1.11E-08 | 8.69E-08 |  |  |  |
| 48 | 8.44E-09 | 4.07E-08 |  |  |  |
| 49 | 6.52E-09 | 2.33E-08 |  |  |  |
| 50 | 1.25E-09 | 9.37E-09 |  |  |  |
| 51 | 7.11E-10 | 5.49E-09 |  |  |  |
| 52 | 4.12E-10 | 2.78E-09 |  |  |  |
| 53 | 1.40E-10 | 1.23E-09 |  |  |  |
| 54 | 5.29E-11 | 5.18E-10 |  |  |  |
| 55 | 2.65E-11 | 2.38E-10 |  |  |  |
| 56 | 1.06E-11 | 1.03E-10 |  |  |  |
| 57 | 7.60E-12 | 3.95E-11 |  |  |  |
|  |  |  | 57 | 406 | 3.989766 |
|  |  |  |  |  |  |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 8.63357 | 37.67702 |  |  |  |
| 2 | 6.094363 | 26.71345 |  |  |  |
| 3 | 4.108534 | 21.71723 |  |  |  |
| 4 | 2.909657 | 17.35383 |  |  |  |
| 5 | 2.436617 | 14.83945 |  |  |  |
| 6 | 2.373506 | 13.12629 |  |  |  |
| 7 | 2.212448 | 11.39915 |  |  |  |
| 8 | 1.932398 | 10.35828 |  |  |  |
| 9 | 1.203462 | 8.848729 |  |  |  |
| 10 | 0.886595 | 7.085783 |  |  |  |
| 11 | 0.74505 | 6.680384 |  |  |  |
| 12 | 0.615378 | 5.561667 |  |  |  |
| 13 | 0.624318 | 4.841768 |  |  |  |
| 14 | 0.433617 | 3.340754 |  |  |  |
| 15 | 0.239324 | 2.281421 |  |  |  |
| 16 | 0.174902 | 1.680806 |  |  |  |
| 17 | 0.101031 | 1.414213 |  |  |  |
| 18 | 0.083721 | 1.101116 |  |  |  |
| 19 | 0.065702 | 0.716089 |  |  |  |
| 20 | 0.084526 | 0.531905 |  |  |  |
| 21 | 0.047329 | 0.415431 |  |  |  |
| 22 | 0.032551 | 0.290757 |  |  |  |
| 23 | 0.022371 | 0.212153 |  |  |  |
| 24 | 0.01571 | 0.159059 |  |  |  |
| 25 | 0.017233 | 0.120854 |  |  |  |
| 26 | 0.014328 | 0.103046 |  |  |  |
| 27 | 0.012412 | 0.089518 |  |  |  |
| 28 | 0.008572 | 0.065564 |  |  |  |
| 29 | 0.007021 | 0.051159 |  |  |  |
| 30 | 0.006309 | 0.04 |  |  |  |
| 31 | 0.003571 | 0.025079 |  |  |  |
| 32 | 0.002319 | 0.018488 |  |  |  |
| 33 | 0.002502 | 0.013752 |  |  |  |
| 34 | 0.000852 | 0.007263 |  |  |  |
| 35 | 0.000815 | 0.004476 |  |  |  |
| 36 | 0.000279 | 0.002404 |  |  |  |
| 37 | 0.000212 | 0.001578 |  |  |  |
| 38 | 0.000124 | 0.000878 |  |  |  |
| 39 | 8.96E-05 | 0.000528 |  |  |  |
| 40 | 3.83E-05 | 0.000276 |  |  |  |
| 41 | 2.90E-05 | 0.00018 |  |  |  |
| 42 | 1.55E-05 | 0.000103 |  |  |  |
| 43 | 9.67E-06 | 6.41E-05 |  |  |  |
| 44 | 5.79E-06 | 5.04E-05 |  |  |  |
| 45 | 3.67E-06 | 3.72E-05 |  |  |  |
| 46 | 3.12E-06 | 2.38E-05 |  |  |  |
| 47 | 1.09E-06 | 1.10E-05 |  |  |  |
| 48 | 7.57E-07 | 5.80E-06 |  |  |  |
| 49 | 4.02E-07 | 2.74E-06 |  |  |  |
| 50 | 1.60E-07 | 1.41E-06 |  |  |  |
| 51 | 6.97E-08 | 6.99E-07 |  |  |  |
| 52 | 5.24E-08 | 4.37E-07 |  |  |  |
| 53 | 3.16E-08 | 2.58E-07 |  |  |  |
| 54 | 1.73E-08 | 1.48E-07 |  |  |  |
| 55 | 1.28E-08 | 6.64E-08 |  |  |  |
| 56 | 3.29E-09 | 2.62E-08 |  |  |  |
| 57 | 1.22E-09 | 1.32E-08 |  |  |  |
| 58 | 7.95E-10 | 5.58E-09 |  |  |  |
| 59 | 3.29E-10 | 2.95E-09 |  |  |  |
| 60 | 1.91E-10 | 1.49E-09 |  |  |  |
| 61 | 9.96E-11 | 7.41E-10 |  |  |  |
| 62 | 4.56E-11 | 3.00E-10 |  |  |  |
| 63 | 1.51E-11 | 1.12E-10 |  |  |  |
| 64 | 6.32E-12 | 5.30E-11 |  |  |  |
|  |  |  | 64 | 544 | 3.963208 |
|  |  |  |  |  |  |
| Iteration | Infinity Norm | 2-Norm | iterations | free\_nodes | Potential |
| 1 | 9.94488 | 40.75443 |  |  |  |
| 2 | 6.082834 | 27.79755 |  |  |  |
| 3 | 4.385009 | 22.63236 |  |  |  |
| 4 | 3.000046 | 18.44592 |  |  |  |
| 5 | 2.458795 | 15.46647 |  |  |  |
| 6 | 2.230829 | 13.64231 |  |  |  |
| 7 | 1.968443 | 12.11255 |  |  |  |
| 8 | 2.271648 | 11.01782 |  |  |  |
| 9 | 2.135661 | 9.924905 |  |  |  |
| 10 | 1.610266 | 8.388033 |  |  |  |
| 11 | 0.982836 | 7.399087 |  |  |  |
| 12 | 0.63977 | 6.662406 |  |  |  |
| 13 | 0.933172 | 5.854334 |  |  |  |
| 14 | 0.659825 | 5.170104 |  |  |  |
| 15 | 0.48247 | 4.172977 |  |  |  |
| 16 | 0.37677 | 2.965372 |  |  |  |
| 17 | 0.261705 | 2.036194 |  |  |  |
| 18 | 0.159119 | 1.632395 |  |  |  |
| 19 | 0.167634 | 1.401331 |  |  |  |
| 20 | 0.12041 | 1.011553 |  |  |  |
| 21 | 0.076455 | 0.680783 |  |  |  |
| 22 | 0.070463 | 0.540386 |  |  |  |
| 23 | 0.053464 | 0.425983 |  |  |  |
| 24 | 0.040453 | 0.290633 |  |  |  |
| 25 | 0.022774 | 0.219971 |  |  |  |
| 26 | 0.015889 | 0.171075 |  |  |  |
| 27 | 0.010168 | 0.12197 |  |  |  |
| 28 | 0.010438 | 0.103091 |  |  |  |
| 29 | 0.011288 | 0.087026 |  |  |  |
| 30 | 0.008381 | 0.066806 |  |  |  |
| 31 | 0.00561 | 0.057009 |  |  |  |
| 32 | 0.006587 | 0.048838 |  |  |  |
| 33 | 0.003776 | 0.036933 |  |  |  |
| 34 | 0.002828 | 0.025939 |  |  |  |
| 35 | 0.003214 | 0.019414 |  |  |  |
| 36 | 0.002772 | 0.01686 |  |  |  |
| 37 | 0.001161 | 0.009628 |  |  |  |
| 38 | 0.000576 | 0.005649 |  |  |  |
| 39 | 0.000505 | 0.003294 |  |  |  |
| 40 | 0.000303 | 0.002152 |  |  |  |
| 41 | 0.000211 | 0.001384 |  |  |  |
| 42 | 0.00011 | 0.000876 |  |  |  |
| 43 | 6.04E-05 | 0.000455 |  |  |  |
| 44 | 3.22E-05 | 0.000297 |  |  |  |
| 45 | 2.00E-05 | 0.000176 |  |  |  |
| 46 | 1.41E-05 | 9.82E-05 |  |  |  |
| 47 | 4.91E-06 | 5.84E-05 |  |  |  |
| 48 | 3.26E-06 | 4.19E-05 |  |  |  |
| 49 | 2.59E-06 | 3.16E-05 |  |  |  |
| 50 | 2.53E-06 | 2.55E-05 |  |  |  |
| 51 | 1.49E-06 | 1.67E-05 |  |  |  |
| 52 | 1.13E-06 | 1.03E-05 |  |  |  |
| 53 | 5.16E-07 | 5.27E-06 |  |  |  |
| 54 | 3.25E-07 | 3.06E-06 |  |  |  |
| 55 | 1.24E-07 | 1.54E-06 |  |  |  |
| 56 | 8.19E-08 | 8.32E-07 |  |  |  |
| 57 | 5.29E-08 | 5.23E-07 |  |  |  |
| 58 | 4.53E-08 | 3.25E-07 |  |  |  |
| 59 | 2.57E-08 | 1.85E-07 |  |  |  |
| 60 | 1.44E-08 | 1.06E-07 |  |  |  |
| 61 | 6.38E-09 | 5.59E-08 |  |  |  |
| 62 | 3.97E-09 | 2.80E-08 |  |  |  |
| 63 | 1.71E-09 | 1.55E-08 |  |  |  |
| 64 | 1.46E-09 | 8.41E-09 |  |  |  |
| 65 | 1.30E-09 | 5.49E-09 |  |  |  |
| 66 | 6.23E-10 | 2.94E-09 |  |  |  |
| 67 | 2.58E-10 | 1.52E-09 |  |  |  |
| 68 | 1.58E-10 | 7.67E-10 |  |  |  |
| 69 | 7.44E-11 | 5.04E-10 |  |  |  |
| 70 | 4.13E-11 | 3.01E-10 |  |  |  |
| 71 | 2.67E-11 | 1.78E-10 |  |  |  |
| 72 | 7.81E-12 | 8.14E-11 |  |  |  |
|  |  |  | 72 | 666 | 3.969195 |