**PYTHON**

Python is a popular programming language.

Python can be used on a server to create web applications.

**Learning by Examples**

print("Hello, World!")

**OUTPUT**

Hello, World!

## Python

Python is a popular programming language. It was created by Guido van Rossum, and released in 1991.

**It is used for**:

* web development (server-side),
* software development,
* mathematics,
* system scripting.

### **What can Python do?**

* Python can be used on a server to create web applications.
* Python can be used alongside software to create workflows.
* Python can connect to database systems. It can also read and modify files.
* Python can be used to handle big data and perform complex mathematics.
* Python can be used for rapid prototyping, or for production-ready software development.

### **Why Python?**

* Python works on different platforms (Windows, Mac, Linux, Raspberry Pi, etc).
* Python has a simple syntax similar to the English language.
* Python has syntax that allows developers to write programs with fewer lines than some other programming languages.
* Python runs on an interpreter system, meaning that code can be executed as soon as it is written. This means that prototyping can be very quick.
* Python can be treated in a procedural way, an object-oriented way or a functional way.

### **Good to know**

* The most recent major version of Python is Python 3. However, Python 2, although not being updated with anything other than security updates, is still quite popular.
* Python will be written in a text editor. It is possible to write Python in an Integrated Development Environment, such as Thonny, Pycharm, Netbeans or Eclipse which are particularly useful when managing larger collections of Python files.

### **Python Syntax compared to other programming languages**

* Python was designed for readability, and has some similarities to the English language with influence from mathematics.
* Python uses new lines to complete a command, as opposed to other programming languages which often use semicolons or parentheses.
* Python relies on indentation, using whitespace, to define scope; such as the scope of loops, functions and classes. Other programming languages often use curly-brackets for this purpose.

## Python Install

Many PCs and Macs will have python already installed.

To check if you have python installed on a Windows PC, search in the start bar for Python or run the following on the Command Line (cmd.exe):

C:\Users\Your Name>python --version

To check if you have python installed on a Linux or Mac, then on linux open the command line or on Mac open the Terminal and type:

python --version

If you find that you do not have Python installed on your computer, then you can download it for free from the following website: <https://www.python.org/>

## Python Quickstart

Python is an interpreted programming language, this means that as a developer you write Python (.py) files in a text editor and then put those files into the python interpreter to be executed.

The way to run a python file is like this on the command line:

C:\Users\Your Name>python helloworld.py

Where "helloworld.py" is the name of your python file.

Let's write our first Python file, called helloworld.py, which can be done in any text editor.

**helloworld.py**

print("Hello, World!")

Simple as that. Save your file. Open your command line, navigate to the directory where you saved your file, and run:

C:\Users\Your Name>python helloworld.py

The output should read:

Hello, World!

Congratulations, you have written and executed your first Python program.

## The Python Command Line

To test a short amount of code in python sometimes it is quickest and easiest not to write the code in a file. This is made possible because Python can be run as a command line itself.

Type the following on the Windows, Mac or Linux command line:

C:\Users\Your Name>python

Or, if the "python" command did not work, you can try "py":

C:\Users\Your Name>py

From there you can write any python, including our hello world example from earlier in the tutorial:

C:\Users\Your Name>python  
Python 3.6.4 (v3.6.4:d48eceb, Dec 19 2017, 06:04:45) [MSC v.1900 32 bit (Intel)] on win32  
Type "help", "copyright", "credits" or "license" for more information.  
>>> print("Hello, World!")

Which will write "Hello, World!" in the command line:

C:\Users\Your Name>python  
Python 3.6.4 (v3.6.4:d48eceb, Dec 19 2017, 06:04:45) [MSC v.1900 32 bit (Intel)] on win32  
Type "help", "copyright", "credits" or "license" for more information.  
>>> print("Hello, World!")  
Hello, World!

Whenever you are done in the python command line, you can simply type the following to quit the python command line interface:

exit()

## Execute Python Syntax

Python syntax can be executed by writing directly in the Command Line:

>>> print("Hello, World!")  
Hello, World!

[**Execute Python Syntax**](https://www.w3schools.com/python/python_syntax.asp#execute_python_syntax)[**Python Indentation**](https://www.w3schools.com/python/python_syntax.asp#python_indentation)

[**Python Variables**](https://www.w3schools.com/python/python_syntax.asp#python_variables)[**Python Comments**](https://www.w3schools.com/python/python_syntax.asp#python_comments)[**Exercises**](https://www.w3schools.com/python/python_syntax.asp#exercises)

Or by creating a python file on the server, using the .py file extension, and running it in the Command Line:

C:\Users\Your Name>python myfile.py

## Python Indentation

Indentation refers to the spaces at the beginning of a code line.

Where in other programming languages the indentation in code is for readability only, the indentation in Python is very important.

Python uses indentation to indicate a block of code.

### **Example**

if 5 > 2:  
  print("Five is greater than two!")

**OUTPUT**

Five is greater than two!

Python will give you an error if you skip the indentation:

### **Example**

Syntax Error:

if 5 > 2:  
print("Five is greater than two!")

**OUTPUT**

File "demo\_indentation\_test.py", line 2  
    print("Five is greater than two!")  
        ^  
IndentationError: expected an indented block

The number of spaces is up to you as a programmer, the most common use is four, but it has to be at least one.

### **Example**

if 5 > 2:  
 print("Five is greater than two!")   
if 5 > 2:  
        print("Five is greater than two!")

**OUTPUT**

Five is greater than two!

Five is greater than two!

You have to use the same number of spaces in the same block of code, otherwise Python will give you an error:

### **Example**

**Syntax Error**:

if 5 > 2:  
 print("Five is greater than two!")  
        print("Five is greater than two!")

**OUTPUT**

File "demo\_indentation2\_error.py", line 3  
    print("Five is greater than two!")  
    ^  
IndentationError: unexpected indent

## Python Variables

In Python, variables are created when you assign a value to it:

### **Example**

Variables in Python:

x = 5  
y = "Hello, World!"

**OUTPUT**

5

Hello, World!

Python has no command for declaring a variable.

## Comments

Python has commenting capability for the purpose of in-code documentation.

Comments start with a #, and Python will render the rest of the line as a comment:

### **Example**

Comments in Python:

#This is a comment.  
print("Hello, World!")

# **Python Comments**

Comments can be used to explain Python code.

Comments can be used to make the code more readable.

Comments can be used to prevent execution when testing code.

## Creating a Comment

Comments starts with a #, and Python will ignore them:

### **Example**

#This is a comment  
print("Hello, World!")

**OUTPUT**

Hello, World!

Comments can be placed at the end of a line, and Python will ignore the rest of the line:

### **Example**

print("Hello, World!") #This is a comment

**OUTPUT**

Hello, World!

A comment does not have to be text that explains the code, it can also be used to prevent Python from executing code:

### **Example**

#print("Hello, World!")  
print("Cheers, Mate!")

**OUTPUT**

Cheers, Mate!

## Multiline Comments

Python does not really have a syntax for multiline comments.

To add a multiline comment you could insert a # for each line:

### **Example**

#This is a comment  
#written in  
#more than just one line  
print("Hello, World!")

**OUTPUT**

Hello, World!

Or, not quite as intended, you can use a multiline string.

Since Python will ignore string literals that are not assigned to a variable, you can add a multiline string (triple quotes) in your code, and place your comment inside it:

### **Example**

"""  
This is a comment  
written in  
more than just one line  
"""  
print("Hello, World!")

**OUTPUT**

Hello, World!

# **Python Variables**

## Variables

Variables are containers for storing data values.

## Creating Variables

Python has no command for declaring a variable.

A variable is created the moment you first assign a value to it.

### **Example**

x = 5  
y = "John"  
print(x)  
print(y)

**OUTPUT**

5

John

Variables do not need to be declared with any particular type, and can even change type after they have been set.

### **Example**

x = 4       # x is of type int  
x = "Sally" # x is now of type str  
print(x)

**OUTPUT**

Sally

## Casting

If you want to specify the data type of a variable, this can be done with casting.

### **Example**

x = str(3)    # x will be '3'  
y = int(3)    # y will be 3  
z = float(3)  # z will be 3.0

**OUTPUT**

3

3

3.0

## Get the Type

You can get the data type of a variable with the type() function.

### **Example**

x = 5  
y = "John"  
print(type(x))  
print(type(y))

**OUTPUT**

<class ‘int’ >

<class ‘str’ >

## Single or Double Quotes?

String variables can be declared either by using single or double quotes:

### **Example**

x = "John"

print(x)

#double quotes are the same as single quotes:

x = 'John'

print(x)

**OUTPUT**

John

John

## Case-Sensitive

Variable names are case-sensitive.

### **Example**

This will create two variables:

a = 4

A = "Sally"

print(a)

print(A)

**OUTPUT**

4

Sally

# **Python - Variable Names**

## Variable Names

A variable can have a short name (like x and y) or a more descriptive name (age, carname, total\_volume). Rules for Python variables:

* A variable name must start with a letter or the underscore character
* A variable name cannot start with a number
* A variable name can only contain alpha-numeric characters and underscores (A-z, 0-9, and \_ )
* Variable names are case-sensitive (age, Age and AGE are three different variables)
* A variable name cannot be any of the [Python keywords](https://www.w3schools.com/python/python_ref_keywords.asp).

### **Example**

Legal variable names:

myvar = "John"

my\_var = "John"

\_my\_var = "John"

myVar = "John"

MYVAR = "John"

myvar2 = "John"

print(myvar)

print(my\_var)

print(\_my\_var)

print(myVar)

print(MYVAR)

print(myvar2)

**OUTPUT**

John

John

John

John

John

John

### **Example**

Illegal variable names:

2myvar = "John"  
my-var = "John"  
my var = "John"

#This example will produce an error in the result

Traceback (most recent call last):

File "/usr/lib/python3.7/py\_compile.py", line 143, in compile

\_optimize=optimize)

File "<frozen importlib.\_bootstrap\_external>", line 791, in source\_to\_code

File "<frozen importlib.\_bootstrap>", line 219, in \_call\_with\_frames\_removed

File "./prog.py", line 1

2myvar = "John"

^

SyntaxError: invalid syntax

During handling of the above exception, another exception occurred:

Traceback (most recent call last):

File "<string>", line 1, in <module>

File "/usr/lib/python3.7/py\_compile.py", line 147, in compile

raise py\_exc

py\_compile.PyCompileError: File "./prog.py", line 1

2myvar = "John"

^

SyntaxError: invalid syntax

Remember that variable names are case-sensitive

## Multi Words Variable Names

Variable names with more than one word can be difficult to read.

There are several techniques you can use to make them more readable:

## Camel Case

Each word, except the first, starts with a capital letter:

myVariableName = "John"

## Pascal Case

Each word starts with a capital letter:

MyVariableName = "John"

## Snake Case

Each word is separated by an underscore character:

my\_variable\_name = "John"

# **Python Variables - Assign Multiple Values**

## Many Values to Multiple Variables

Python allows you to assign values to multiple variables in one line:

### **Example**

x, y, z = "Orange", "Banana", "Cherry"  
print(x)  
print(y)  
print(z)

**OUTPUT**

Orange

Banana

Cherry

**Note:** Make sure the number of variables matches the number of values, or else you will get an error.

## One Value to Multiple Variables

And you can assign the same value to multiple variables in one line:

### **Example**

x = y = z = "Orange"  
print(x)  
print(y)  
print(z)

**OUTPUT**

Orange

Orange

Orange

## Unpack a Collection

If you have a collection of values in a list, tuple etc. Python allows you to extract the values into variables. This is called unpacking.

### **Example**

Unpack a list:

fruits = ["Apple", "Banana", "Cherry"]  
x, y, z = fruits  
print(x)  
print(y)  
print(z)

**OUTPUT**

Apple

Banana

Cherry

# **Python - Output Variables**

## Output Variables

The Python print() function is often used to output variables.

### **Example**

x = "Python is awesome"  
print(x)

**OUTPUT**

Python is awesome

In the print() function, you output multiple variables, separated by a comma:

### **Example**

x = "Python"  
y = "is"  
z = "awesome"  
print(x, y, z)

**OUTPUT**

Python is awesome

# **Python - Global Variables**

## Global Variables

Variables that are created outside of a function (as in all of the examples above) are known as global variables.

Global variables can be used by everyone, both inside of functions and outside.

### **Example**

Create a variable outside of a function, and use it inside the function

x = "awesome"  
def myfunc():  
  print("Python is " + x)  
myfunc()

**OUTPUT**

Python is awesome

If you create a variable with the same name inside a function, this variable will be local, and can only be used inside the function. The global variable with the same name will remain as it was, global and with the original value.

### **Example**

Create a variable inside a function, with the same name as the global variable

x = "awesome"  
def myfunc():  
  x = "fantastic"  
  print("Python is " + x)  
myfunc()  
print("Python is " + x)

**OUTPUT**

Python is fantastic

Python is awesome

## The global Keyword

Normally, when you create a variable inside a function, that variable is local, and can only be used inside that function.

To create a global variable inside a function, you can use the global keyword.

### **Example**

If you use the global keyword, the variable belongs to the global scope:

def myfunc():  
  global x  
  x = "fantastic"  
myfunc()  
print("Python is " + x)

**OUTPUT**

Python is awesome

Also, use the global keyword if you want to change a global variable inside a function.

### **Example**

To change the value of a global variable inside a function, refer to the variable by using the global keyword:

x = "awesome"  
def myfunc():  
  global x  
  x = "fantastic"  
myfunc()  
print("Python is " + x)

**OUTPUT**

Python is fantastic

# **Python Data Types**

## Built-in Data Types

In programming, data type is an important concept.

Variables can store data of different types, and different types can do different things.

Python has the following data types built-in by default, in these categories:

|  |  |
| --- | --- |
| Text Type: | str |
| Numeric Types: | int, float, complex |
| Sequence Types: | list, tuple, range |
| Mapping Type: | dict |
| Set Types: | set, frozenset |
| Boolean Type: | bool |
| Binary Types: | bytes, bytearray, memoryview |
| None Type: | NoneType |

## Getting the Data Type

You can get the data type of any object by using the type() function:

### **Example**

Print the data type of the variable x:

x = 5  
print(type(x))

**OUTPUT**

**<**class ‘int’**>**

## Setting the Data Type

In Python, the data type is set when you assign a value to a variable:

|  |  |  |
| --- | --- | --- |
| **Example** | **Data Type** | **Output** |
| x = "Hello World" | str | Hello World <class 'str'> |
| x = 20 | int | 20 <class 'int'> |
| x = 20.5 | float | 20.5 <class 'float'> |
| x = 1j | complex | lj <class 'complex'> |
| x = ["apple", "banana", "cherry"] | list | ['apple', 'banana', 'cherry'] <class 'list'> |
| x = ("apple", "banana", "cherry") | tuple | ('apple', 'banana', 'cherry') <class 'tuple'> |
| x = range(6) | range | {'name': 'John', 'age': 36} <class 'dict'> |
| x = {"name" : "John", "age" : 36} | dict | {'name': 'John', 'age': 36} <class 'dict'> |
| x = {"apple", "banana", "cherry"} | set | frozenset({'cherry', 'banana', 'apple'}) <class 'frozenset'> |
| x = frozenset({"apple", "banana", "cherry"}) | frozenset | frozenset({'apple', 'banana', 'cherry'}) <class 'frozenset'> |
| x = True | bool | True <class 'bool'> |
| x = b"Hello" | bytes | b'Hello' <class 'bytes'> |
| x = bytearray(5) | bytearray | bytearray(b'\x00\x00\x00\x00\x00') <class 'bytearray'> |
| x = memoryview(bytes(5)) | memoryview | <memory at 0x00D58FA0> <class 'memoryview'> |
| x = None | NoneType | None  <class 'NoneType'> |

## Setting the Specific Data Type

|  |  |  |
| --- | --- | --- |
| **Example** | **Data Type** | **Try it** |
| x = str("Hello World") | str | Hello World <class 'str'> |
| x = int(20) | int | 20 <class 'int'> |
| x = float(20.5) | float | 20.5 <class 'float'> |
| x = complex(1j) | complex | lj <class 'complex'> |
| x = list(("apple", "banana", "cherry")) | list | ['apple', 'banana', 'cherry'] <class 'list'> |
| x = tuple(("apple", "banana", "cherry")) | tuple | ('apple', 'banana', 'cherry') <class 'tuple'> |
| x = range(6) | range | range(0, 6) <class 'range'> |
| x = dict(name="John", age=36) | dict | {'name': 'John', 'age': 36} <class 'dict'> |
| x = set(("apple", "banana", "cherry")) | set | {'apple', 'banana', 'cherry'} <class 'set'> |
| x = frozenset(("apple", "banana", "cherry")) | frozenset | frozenset({'cherry', 'banana', 'apple'}) <class 'frozenset'> |
| x = bool(5) | bool | True <class 'bool'> |
| x = bytes(5) | bytes | b'\x00\x00\x00\x00\x00' <class 'bytes'> |
| x = bytearray(5) | bytearray | bytearray(b'\x00\x00\x00\x00\x00') <class 'bytearray'> |
| x = memoryview(bytes(5)) | memoryview | <memory at 0x00A78FA0> <class 'memoryview'> |

## Python Numbers

There are three numeric types in Python:

* int
* float
* complex

Variables of numeric types are created when you assign a value to them:

### **Example**

x = 1    # int  
y = 2.8  # float  
z = 1j   # complex

To verify the type of any object in Python, use the type() function:

### **Example**

print(type(x))  
print(type(y))  
print(type(z))  
**OUTPUT**

<class ‘int’ >

<class ‘float’ >

<class ‘complex’ >

## Int

Int, or integer, is a whole number, positive or negative, without decimals, of unlimited length.

### **Example**

Integers:

x = 1  
y = 35656222554887711  
z = -3255522  
  
print(type(x))  
print(type(y))  
print(type(z))

**OUTPUT**

<class ‘int’ >

<class ‘int’ >

<class ‘int’ >

## Float

Float, or "floating point number" is a number, positive or negative, containing one or more decimals.

### **Example**

Floats:

x = 1.10  
y = 1.0  
z = -35.59  
  
print(type(x))  
print(type(y))  
print(type(z))

**OUTPUT**

<class ‘float’ >

<class ‘float’ >

<class ‘float’ >

Float can also be scientific numbers with an "e" to indicate the power of 10.

### **Example**

**Floats**:

x = 35e3  
y = 12E4  
z = -87.7e100  
  
print(type(x))  
print(type(y))  
print(type(z))

**OUTPUT**

<class ‘float’ >

<class ‘float’ >

<class ‘float’ >

## Complex

Complex numbers are written with a "j" as the imaginary part:

### **Example**

Complex:

x = 3+5j  
y = 5j  
z = -5j  
  
print(type(x))  
print(type(y))  
print(type(z))

**OUTPUT**

<class ‘complex’ >

<class ‘complex’ >

<class ‘complex’ >

## Type Conversion

You can convert from one type to another with the int(), float(), and complex() methods:

### **Example**

Convert from one type to another:

x = 1    # int  
y = 2.8  # float  
z = 1j   # complex  
  
#convert from int to float:  
a = float(x)  
  
#convert from float to int:  
b = int(y)  
  
#convert from int to complex:  
c = complex(x)  
  
print(a)  
print(b)  
print(c)  
  
print(type(a))  
print(type(b))  
print(type(c))

**OUTPUT**

1.0

2

(1+0j)

<class ‘int’ >

<class ‘float’ >

<class ‘complex’ >

**Note:** You cannot convert complex numbers into another number type.

## Random Number

Python does not have a random() function to make a random number, but Python has a built-in module called random that can be used to make random numbers:

### **Example**

Import the random module, and display a random number between 1 and 9:

import random  
  
print(random.randrange(1, 10))

**OUTPUT**

**8**

# **Python Casting**

## Specify a Variable Type

There may be times when you want to specify a type on to a variable. This can be done with casting. Python is an object-orientated language, and as such it uses classes to define data types, including its primitive types.

Casting in python is therefore done using constructor functions:

* int() - constructs an integer number from an integer literal, a float literal (by removing all decimals), or a string literal (providing the string represents a whole number)
* float() - constructs a float number from an integer literal, a float literal or a string literal (providing the string represents a float or an integer)
* str() - constructs a string from a wide variety of data types, including strings, integer literals and float literals

### **Example**

Integers:

x = int(1)   # x will be 1  
y = int(2.8) # y will be 2  
z = int("3") # z will be 3

print(x)

print(y)

print(z)

**OUTPUT**

1

2

3

### **Example**

**Floats**:

x = float(1)     # x will be 1.0  
y = float(2.8)   # y will be 2.8  
z = float("3")   # z will be 3.0  
w = float("4.2") # w will be 4.2

print(x)

print(y)

print(z)

print(w)

**OUTPUT**

1.0

2.8

3.0

4.2

### **Example**

**Strings**:

x = str("S1") # x will be 'S1'  
y = str(2)    # y will be '2'  
z = str(3.0)  # z will be '3.0'

print(x)

print(y)

print(z)

**OUTPUT**

S1

2

3.0

# **Python Strings**

## Strings

Strings in python are surrounded by either single quotation marks, or double quotation marks.

'hello' is the same as "hello".

You can display a string literal with the print() function:

### **Example**

print("Hello")  
print('Hello')

**OUTPUT**

Hello

Hello

## Assign String to a Variable

Assigning a string to a variable is done with the variable name followed by an equal sign and the string:

### **Example**

a = "Hello"  
print(a)

**OUTPUT**

Hello

## Multiline Strings

You can assign a multiline string to a variable by using three quotes:

### **Example**

You can use three double quotes:

a = """Lorem ipsum dolor sit amet,  
consectetur adipiscing elit,  
sed do eiusmod tempor incididunt  
ut labore et dolore magna aliqua."""  
print(a)

**OUTPUT**

Lorem ipsum dolor sit amet,  
consectetur adipiscing elit,  
sed do eiusmod tempor incididunt  
ut labore et dolore magna aliqua.

**Or three single quotes:**

### **Example**

a = '''Lorem ipsum dolor sit amet,  
consectetur adipiscing elit,  
sed do eiusmod tempor incididunt  
ut labore et dolore magna aliqua.'''  
print(a)

**OUTPUT**

Lorem ipsum dolor sit amet,  
consectetur adipiscing elit,  
sed do eiusmod tempor incididunt  
ut labore et dolore magna aliqua.

**Note:** in the result, the line breaks are inserted at the same position as in the code

## Strings are Arrays

Like many other popular programming languages, strings in Python are arrays of bytes representing unicode characters.

However, Python does not have a character data type, a single character is simply a string with a length of 1.

Square brackets can be used to access elements of the string.

### **Example**

Get the character at position 1 (remember that the first character has the position 0):

a = "Hello, World!"  
print(a[1])

**OUTPUT**

e

## Looping Through a String

Since strings are arrays, we can loop through the characters in a string, with a for loop.

### **Example**

Loop through the letters in the word " BANANA ":

for x in "BANANA":  
  print(x)

**OUTPUT**

B

A

N

A

N

A

## String Length

To get the length of a string, use the len() function.

### **Example**

The len() function returns the length of a string:

a = "Hello, World!"  
print(len(a))

**OUTPUT**

13

## Check String

To check if a certain phrase or character is present in a string, we can use the keyword in.

### **Example**

Check if "free" is present in the following text:

txt = "The best things in life are free!"  
print("free" in txt)

**OUTPUT**

True

Use it in an if statement:

### **Example**

Print only if "free" is present:

txt = "The best things in life are free!"  
if "free" in txt:  
  print("Yes, 'free' is present.")

**OUTPUT**

Yes, 'free' is present.

## Check if NOT

To check if a certain phrase or character is NOT present in a string, we can use the keyword not in.

### **Example**

Check if "expensive" is NOT present in the following text:

txt = "The best things in life are free!"  
print("expensive" not in txt)

**OUTPUT**

True

Use it in an if statement:

### **Example**

print only if "expensive" is NOT present:

txt = "The best things in life are free!"  
if "expensive" not in txt:  
  print("No, 'expensive' is NOT present.")

**OUTPUT**

No, 'expensive' is NOT present.

# **Python - Slicing Strings**

## Slicing

You can return a range of characters by using the slice syntax.

Specify the start index and the end index, separated by a colon, to return a part of the string.

### **Example**

Get the characters from position 2 to position 5 (not included):

b = "Hello, World!"  
print(b[2:5])

**OUTPUT**

Llo

**Note:**The first character has index 0.

## Slice From the Start

By leaving out the start index, the range will start at the first character:

### **Example**

Get the characters from the start to position 5 (not included):

b = "Hello, World!"  
print(b[:5])

**OUTPUT**

Hello

## Slice To the End

By leaving out the end index, the range will go to the end:

### **Example**

Get the characters from position 2, and all the way to the end:

b = "Hello, World!"  
print(b[2:])

**OUTPUT**

llo, World!

## Negative Indexing

Use negative indexes to start the slice from the end of the string:

### **Example**

Get the characters:

From: "o" in "World!" (position -5)

To, but not included: "d" in "World!" (position -2):

b = "Hello, World!"  
print(b[-5:-2])

**OUTPUT**

orl

# **Python - Modify Strings**

Python has a set of built-in methods that you can use on strings.

## Upper Case

### **Example**

The upper() method returns the string in upper case:

a = "Hello, World!"  
print(a.upper())

**OUTPUT**

HELLO, WORLD!

**Lower Case**

### **Example**

The lower() method returns the string in lower case:

a = "Hello, World!"  
print(a.lower())

**OUTPUT**

hello, world!

## Remove Whitespace

Whitespace is the space before and/or after the actual text, and very often you want to remove this space.

### **Example**

The strip() method removes any whitespace from the beginning or the end:

a = " Hello, World! "  
print(a.strip()) # returns "Hello, World!"

**OUTPUT**

Hello, World!

## Replace String

### **Example**

The replace() method replaces a string with another string:

a = "Hello, World!"  
print(a.replace("H", "J"))

**OUTPUT**

Jello, World!

## Split String

The split() method returns a list where the text between the specified separator becomes the list items.

### **Example**

The split() method splits the string into substrings if it finds instances of the separator:

a = "Hello, World!"  
print(a.split(",")) # returns ['Hello', ' World!']

**OUTPUT**

[‘Hello’, ‘ World!’]

# **Python - String Concatenation**

## String Concatenation

To concatenate, or combine, two strings you can use the + operator.

### **Example**

Merge variable a with variable b into variable c:

a = "Hello"  
b = "World"  
c = a + b  
print(c)

**OUTPUT**

HelloWorld

### **Example**

To add a space between them, add a " ":

a = "Hello"  
b = "World"  
c = a + " " + b  
print(c)

**OUTPUT**

Hello World

# **Python - Format – Strings**

## String Format

As we learned in the Python Variables chapter, we cannot combine strings and numbers like this:

### **Example**

age = 36  
txt = "My name is John, I am " + age  
print(txt)

**OUTPUT**

Traceback (most recent call last):  
  File "demo\_string\_format\_error.py", line 2, in <module>  
    txt = "My name is John, I am " + age  
TypeError: must be str, not int

But we can combine strings and numbers by using the format() method!

The format() method takes the passed arguments, formats them, and places them in the string where the placeholders {} are:

### **Example**

Use the format() method to insert numbers into strings:

age = 36  
txt = "My name is John, and I am {}"  
print(txt.format(age))

**OUTPUT**

My name is John, and I am 36

The format() method takes unlimited number of arguments, and are placed into the respective placeholders:

### **Example**

quantity = 3  
itemno = 567  
price = 49.95  
myorder = "I want {} pieces of item {} for {} dollars."  
print(myorder.format(quantity, itemno, price))

**OUTPUT**

I want 3 pieces of item 567 for 49.95dollars.

You can use index numbers {0} to be sure the arguments are placed in the correct placeholders:

### **Example**

quantity = 3  
itemno = 567  
price = 49.95  
myorder = "I want to pay {2} dollars for {0} pieces of item {1}."  
print(myorder.format(quantity, itemno, price))

**OUTPUT**

I want to pay 49.95 dollars for 3 pieces of item 567

# **Python - Escape Characters**

## Escape Character

To insert characters that are illegal in a string, use an escape character.

An escape character is a backslash \ followed by the character you want to insert.

An example of an illegal character is a double quote inside a string that is surrounded by double quotes:

### **Example**

You will get an error if you use double quotes inside a string that is surrounded by double quotes:

txt = "We are the so-called "Vikings" from the north."

#You will get an error if you use double quotes inside a string that are surrounded by double quotes:

**OUTPUT**

 File "demo\_string\_escape\_error.py", line 1  
    txt = "We are the so-called "Vikings" from the north."  
                                       ^  
SyntaxError: invalid syntax

To fix this problem, use the escape character \":

### **Example**

The escape character allows you to use double quotes when you normally would not be allowed:

txt = "We are the so-called \"Vikings\" from the north."

print(txt)

**OUTPUT**

We are the so-called "Vikings" from the north

## Escape Characters

|  |  |
| --- | --- |
| **Code** | **Result** |
| \' | Single Quote |
| \\ | Backslash |
| \n | New Line |
| \r | Carriage Return |
| \t | Tab |
| \b | Backspace |
| \f | Form Feed |
| \ooo | Octal value |
| \xhh | Hex value |

Other escape characters used in Python:

## String Methods

Python has a set of built-in methods that you can use on strings.

**Note:** All string methods return new values. They do not change the original string.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [capitalize()](https://www.w3schools.com/python/ref_string_capitalize.asp) | Converts the first character to upper case |
| [casefold()](https://www.w3schools.com/python/ref_string_casefold.asp) | Converts string into lower case |
| [center()](https://www.w3schools.com/python/ref_string_center.asp) | Returns a centered string |
| [count()](https://www.w3schools.com/python/ref_string_count.asp) | Returns the number of times a specified value occurs in a string |
| [encode()](https://www.w3schools.com/python/ref_string_encode.asp) | Returns an encoded version of the string |
| [endswith()](https://www.w3schools.com/python/ref_string_endswith.asp) | Returns true if the string ends with the specified value |
| [expandtabs()](https://www.w3schools.com/python/ref_string_expandtabs.asp) | Sets the tab size of the string |
| [find()](https://www.w3schools.com/python/ref_string_find.asp) | Searches the string for a specified value and returns the position of where it was found |
| [format()](https://www.w3schools.com/python/ref_string_format.asp) | Formats specified values in a string |
| format\_map() | Formats specified values in a string |
| [index()](https://www.w3schools.com/python/ref_string_index.asp) | Searches the string for a specified value and returns the position of where it was found |
| [isalnum()](https://www.w3schools.com/python/ref_string_isalnum.asp) | Returns True if all characters in the string are alphanumeric |
| [isalpha()](https://www.w3schools.com/python/ref_string_isalpha.asp) | Returns True if all characters in the string are in the alphabet |
| [isascii()](https://www.w3schools.com/python/ref_string_isascii.asp) | Returns True if all characters in the string are ascii characters |
| [isdecimal()](https://www.w3schools.com/python/ref_string_isdecimal.asp) | Returns True if all characters in the string are decimals |
| [isdigit()](https://www.w3schools.com/python/ref_string_isdigit.asp) | Returns True if all characters in the string are digits |
| [isidentifier()](https://www.w3schools.com/python/ref_string_isidentifier.asp) | Returns True if the string is an identifier |
| [islower()](https://www.w3schools.com/python/ref_string_islower.asp) | Returns True if all characters in the string are lower case |
| [isnumeric()](https://www.w3schools.com/python/ref_string_isnumeric.asp) | Returns True if all characters in the string are numeric |
| [isprintable()](https://www.w3schools.com/python/ref_string_isprintable.asp) | Returns True if all characters in the string are printable |
| [isspace()](https://www.w3schools.com/python/ref_string_isspace.asp) | Returns True if all characters in the string are whitespaces |
| [istitle()](https://www.w3schools.com/python/ref_string_istitle.asp) | Returns True if the string follows the rules of a title |
| [isupper()](https://www.w3schools.com/python/ref_string_isupper.asp) | Returns True if all characters in the string are upper case |
| [join()](https://www.w3schools.com/python/ref_string_join.asp) | Joins the elements of an iterable to the end of the string |
| [ljust()](https://www.w3schools.com/python/ref_string_ljust.asp) | Returns a left justified version of the string |
| [lower()](https://www.w3schools.com/python/ref_string_lower.asp) | Converts a string into lower case |
| [lstrip()](https://www.w3schools.com/python/ref_string_lstrip.asp) | Returns a left trim version of the string |
| [maketrans()](https://www.w3schools.com/python/ref_string_maketrans.asp) | Returns a translation table to be used in translations |
| [partition()](https://www.w3schools.com/python/ref_string_partition.asp) | Returns a tuple where the string is parted into three parts |
| [replace()](https://www.w3schools.com/python/ref_string_replace.asp) | Returns a string where a specified value is replaced with a specified value |
| [rfind()](https://www.w3schools.com/python/ref_string_rfind.asp) | Searches the string for a specified value and returns the last position of where it was found |
| [rindex()](https://www.w3schools.com/python/ref_string_rindex.asp) | Searches the string for a specified value and returns the last position of where it was found |
| [rjust()](https://www.w3schools.com/python/ref_string_rjust.asp) | Returns a right justified version of the string |
| [rpartition()](https://www.w3schools.com/python/ref_string_rpartition.asp) | Returns a tuple where the string is parted into three parts |
| [rsplit()](https://www.w3schools.com/python/ref_string_rsplit.asp) | Splits the string at the specified separator, and returns a list |
| [rstrip()](https://www.w3schools.com/python/ref_string_rstrip.asp) | Returns a right trim version of the string |
| [split()](https://www.w3schools.com/python/ref_string_split.asp) | Splits the string at the specified separator, and returns a list |
| [splitlines()](https://www.w3schools.com/python/ref_string_splitlines.asp) | Splits the string at line breaks and returns a list |
| [startswith()](https://www.w3schools.com/python/ref_string_startswith.asp) | Returns true if the string starts with the specified value |
| [strip()](https://www.w3schools.com/python/ref_string_strip.asp) | Returns a trimmed version of the string |
| [swapcase()](https://www.w3schools.com/python/ref_string_swapcase.asp) | Swaps cases, lower case becomes upper case and vice versa |
| [title()](https://www.w3schools.com/python/ref_string_title.asp) | Converts the first character of each word to upper case |
| [translate()](https://www.w3schools.com/python/ref_string_translate.asp) | Returns a translated string |
| [upper()](https://www.w3schools.com/python/ref_string_upper.asp) | Converts a string into upper case |
| [zfill()](https://www.w3schools.com/python/ref_string_zfill.asp) | Fills the string with a specified number of 0 values at the beginning |

# **Python Booleans**

## Boolean Values

In programming you often need to know if an expression is True or False.

You can evaluate any expression in Python, and get one of two answers, True or False.

When you compare two values, the expression is evaluated and Python returns the Boolean answer:

### **Example**

print(10 > 9)  
print(10 == 9)  
print(10 < 9)

**OUTPUT**

True

False

False

When you run a condition in an if statement, Python returns True or False:

### **Example**

Print a message based on whether the condition is True or False:

a = 200  
b = 33  
  
if b > a:  
  print("b is greater than a")  
else:  
  print("b is not greater than a")

## Evaluate Values and Variables

The bool() function allows you to evaluate any value, and give you True or False in return,

### **Example**

Evaluate a string and a number:

print(bool("Hello"))  
print(bool(15))

**OUTPUT**

True

True

## Most Values are True

Almost any value is evaluated to True if it has some sort of content.

Any string is True, except empty strings.

Any number is True, except 0.

Any list, tuple, set, and dictionary are True, except empty ones.

### **Example**

The following will return True:

bool("abc")  
bool(123)  
bool(["apple", "cherry", "banana"])

**OUTPUT**

True

True

True

## Some Values are False

In fact, there are not many values that evaluate to False, except empty values, such as (), [], {}, "", the number 0, and the value None. And of course the value False evaluates to False.

### **Example**

The following will return False:

bool(False)  
bool(None)  
bool(0)  
bool("")  
bool(())  
bool([])  
bool({})

**OUTPUT**

False

False

False

False

False

False

One more value, or object in this case, evaluates to False, and that is if you have an object that is made from a class with a \_\_len\_\_ function that returns 0 or False:

### **Example**

class myclass():  
  def \_\_len\_\_(self):  
    return 0  
  
myobj = myclass()  
print(bool(myobj))

**OUTPUT**

False

## Functions can Return a Boolean

You can create functions that returns a Boolean Value:

### **Example**

Print the answer of a function:

def myFunction() :  
  return True  
print(myFunction())

**OUTPUT**

True

You can execute code based on the Boolean answer of a function:

### **Example**

Print "YES!" if the function returns True, otherwise print "NO!":

def myFunction() :  
  return True  
if myFunction():  
  print("YES!")  
else:  
  print("NO!")

**OUTPUT**

False

Python also has many built-in functions that return a boolean value, like the isinstance() function, which can be used to determine if an object is of a certain data type:

### **Example**

Check if an object is an integer or not:

x = 200  
print(isinstance(x, int))

**OUTPUT**

True

## Python Operators

Operators are used to perform operations on variables and values.

In the example below, we use the + operator to add together two values:

### **Example**

print(10 + 5)

**OUTPUT**

15

Python divides the operators in the following groups:

* Arithmetic operators
* Assignment operators
* Comparison operators
* Logical operators
* Identity operators
* Membership operators
* **Bitwise operators**

## Python Arithmetic Operators

Arithmetic operators are used with numeric values to perform common mathematical operations:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Name** | **Example** |
| + | Addition | x + y |
| - | Subtraction | x - y |
| \* | Multiplication | x \* y |
| / | Division | x / y |
| % | Modulus | x % y |
| \*\* | Exponentiation | x \*\* y |
| // | Floor division | x // y |

|  |  |  |
| --- | --- | --- |
| **Operator** | **Example** | **Same As** |
| = | x = 5 | x = 5 |
| += | x += 3 | x = x + 3 |
| -= | x -= 3 | x = x - 3 |
| \*= | x \*= 3 | x = x \* 3 |
| /= | x /= 3 | x = x / 3 |
| %= | x %= 3 | x = x % 3 |
| //= | x //= 3 | x = x // 3 |
| \*\*= | x \*\*= 3 | x = x \*\* 3 |
| &= | x &= 3 | x = x & 3 |
| |= | x |= 3 | x = x | 3 |
| ^= | x ^= 3 | x = x ^ 3 |
| >>= | x >>= 3 | x = x >> 3 |
| <<= | x <<= 3 | x = x << 3 |

## Python Logical Operators

Logical operators are used to combine conditional statements:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| and | Returns True if both statements are true | x < 5 and  x < 10 |
| or | Returns True if one of the statements is true | x < 5 or x < 4 |
| not | Reverse the result, returns False if the result is true | not(x < 5 and x < 10) |

## Python Identity Operators

Identity operators are used to compare the objects, not if they are equal, but if they are actually the same object, with the same memory location:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| is | Returns True if both variables are the same object | x is y |
| is not | Returns True if both variables are not the same object | x is not y |

## Python Membership Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| in | Returns True if a sequence with the specified value is present in the object | x in y |
| not in | Returns True if a sequence with the specified value is not present in the object | x not in y |

Membership operators are used to test if a sequence is presented in an object:

## Python Bitwise Operators

Bitwise operators are used to compare (binary) numbers:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Name** | **Description** | **Example** |
| & | AND | Sets each bit to 1 if both bits are 1 | x & y |
| | | OR | Sets each bit to 1 if one of two bits is 1 | x | y |
| ^ | XOR | Sets each bit to 1 if only one of two bits is 1 | x ^ y |
| ~ | NOT | Inverts all the bits | ~x |
| << | Zero fill left shift | Shift left by pushing zeros in from the right and let the leftmost bits fall off | x << 2 |
| >> | Signed right shift | Shift right by pushing copies of the leftmost bit in from the left, and let the rightmost bits fall off | x >> 2 |

## Operator Precedence

Operator precedence describes the order in which operations are performed.

### **Example**

Parentheses has the highest precedence, meaning that expressions inside parentheses must be evaluated first:

print((6 + 3) - (6 + 3))

**OUTPUT**

0

### **Example**

Multiplication \* has higher precedence than addition +, and therefor multiplications are evaluated before additions:

print(100 + 5 \* 3)

**OUTPUT**

115

The precedence order is described in the table below, starting with the highest precedence at the top:

|  |  |
| --- | --- |
| **Operator** | **Description** |
| () | Parentheses |
| \*\* | Exponentiation |
| +x  -x  ~x | Unary plus, unary minus, and bitwise NOT |
| \*  /  //  % | Multiplication, division, floor division, and modulus |
| +  - | Addition and subtraction |
| <<  >> | Bitwise left and right shifts |
| & | Bitwise AND |
| ^ | Bitwise XOR |
| | | Bitwise OR |
| ==  !=  >  >=  <  <=  is  is not  in  not in | Comparisons, identity, and membership operators |
| not | Logical NOT |
| and | AND |
| or | OR |

If two operators have the same precedence, the expression is evaluated from left to right.

### **Example**

Addition + and subtraction - has the same precedence, and therefor we evaluate the expression from left to right:

print(5 + 4 - 7 + 3)

**OUTPUT**

**5**

# **Python Lists**

mylist = ["apple", "banana", "cherry"]

## List

Lists are used to store multiple items in a single variable.

Lists are one of 4 built-in data types in Python used to store collections of data, the other 3 are [Tuple](https://www.w3schools.com/python/python_tuples.asp), [Set](https://www.w3schools.com/python/python_sets.asp), and [Dictionary](https://www.w3schools.com/python/python_dictionaries.asp), all with different qualities and usage.

Lists are created using square brackets:

### **Example**

Create a List:

thislist = ["apple", "banana", "cherry"]  
print(thislist)

**OUTPUT**

[‘apple’, ‘banana’,’cherry’]

## List Items

List items are ordered, changeable, and allow duplicate values.

List items are indexed, the first item has index [0], the second item has index [1] etc.

## Ordered

When we say that lists are ordered, it means that the items have a defined order, and that order will not change.

If you add new items to a list, the new items will be placed at the end of the list.

**Note:** There are some [list methods](https://www.w3schools.com/python/python_lists_methods.asp) that will change the order, but in general: the order of the items will not change.

## Changeable

The list is changeable, meaning that we can change, add, and remove items in a list after it has been created.

## Allow Duplicates

Since lists are indexed, lists can have items with the same value:

### **Example**

Lists allow duplicate values:

thislist = ["apple", "banana", "cherry", "apple", "cherry"]  
print(thislist)

**OUTPUT**

[‘apple’, ‘banana’, ‘cherry’, ‘apple’, ‘cherry’]

## List Length

To determine how many items a list has, use the len() function:

### **Example**

Print the number of items in the list:

thislist = ["apple", "banana", "cherry"]  
print(len(thislist))

**OUTPUT**

3

## List Items - Data Types

List items can be of any data type:

### **Example**

String, int and boolean data types:

list1 = ["apple", "banana", "cherry"]  
list2 = [1, 5, 7, 9, 3]  
list3 = [True, False, False]

**OUTPUT**

['apple', 'banana', 'cherry']

[1, 5, 7, 9, 3]

[True, False, False]

A list can contain different data types:

### **Example**

A list with strings, integers and boolean values:

list1 = ["abc", 34, True, 40, "male"]

**OUTPUT**

[‘abc’, 34, True, 40, ‘male’]

## type()

From Python's perspective, lists are defined as objects with the data type 'list':

<class 'list'>

### **Example**

What is the data type of a list?

mylist = ["apple", "banana", "cherry"]  
print(type(mylist))

**OUTPUT**

<class 'list'>

## The list() Constructor

It is also possible to use the list() constructor when creating a new list.

### **Example**

Using the list() constructor to make a List:

thislist = list(("apple", "banana", "cherry")) # note the double round-brackets  
print(thislist)

**OUTPUT**

**[‘**apple’,’banana’,’cherry’]

## Python Collections (Arrays)

There are four collection data types in the Python programming language:

* **List** is a collection which is ordered and changeable. Allows duplicate members.
* [**Tuple**](https://www.w3schools.com/python/python_tuples.asp) is a collection which is ordered and unchangeable. Allows duplicate members.
* [**Set**](https://www.w3schools.com/python/python_sets.asp) is a collection which is unordered, unchangeable\*, and unindexed. No duplicate members.
* [**Dictionary**](https://www.w3schools.com/python/python_dictionaries.asp) is a collection which is ordered\*\* and changeable. No duplicate members.

\*Set items are unchangeable, but you can remove and/or add items whenever you like.

\*\*As of Python version 3.7, dictionaries are ordered. In Python 3.6 and earlier, dictionaries are unordered.

When choosing a collection type, it is useful to understand the properties of that type. Choosing the right type for a particular data set could mean retention of meaning, and, it could mean an increase in efficiency or security.

# **Python - Access List Items**

## Access Items

List items are indexed and you can access them by referring to the index number:

### **Example**

Print the second item of the list:

thislist = ["apple", "banana", "cherry"]  
print(thislist[1])

**OUTPUT**

Banana

**Note:**The first item has index 0.

### **Negative Indexing**

Negative indexing means start from the end

-1 refers to the last item, -2 refers to the second last item etc.

### **Example**

Print the last item of the list:

thislist = ["apple", "banana", "cherry"]  
print(thislist[-1])

**OUTPUT**

Cherry

### **Range of Indexes**

You can specify a range of indexes by specifying where to start and where to end the range.

When specifying a range, the return value will be a new list with the specified items.

### **Example**

Return the third, fourth, and fifth item:

thislist = ["apple", "banana", "cherry", "orange", "kiwi", "melon", "mango"]  
print(thislist[2:5])

**OUTPUT**

[‘cherry’, ‘orange’, ‘kiwi’]

**Note:** The search will start at index 2 (included) and end at index 5 (not included).

Remember that the first item has index 0.

By leaving out the start value, the range will start at the first item:

### **Example**

This example returns the items from the beginning to, but NOT including, "kiwi":

thislist = ["apple", "banana", "cherry", "orange", "kiwi", "melon", "mango"]  
print(thislist[:4])

**OUTPUT**

[‘apple’, ‘banana’, ‘cherry’, ‘orange’]

By leaving out the end value, the range will go on to the end of the list:

### **Example**

This example returns the items from "cherry" to the end:

thislist = ["apple", "banana", "cherry", "orange", "kiwi", "melon", "mango"]  
print(thislist[2:])

#This will return the items from index 2 to the end.

#Remember that index 0 is the first item, and index 2 is the third

**OUTPUT**

['cherry', 'orange', 'kiwi', 'melon', 'mango']

### **Range of Negative Indexes**

Specify negative indexes if you want to start the search from the end of the list:

### **Example**

This example returns the items from "orange" (-4) to, but NOT including "mango" (-1):

thislist = ["apple", "banana", "cherry", "orange", "kiwi", "melon", "mango"]  
print(thislist[-4:-1])

#Negative indexing means starting from the end of the list.

#This example returns the items from index -4 (included) to index -1 (excluded)

#Remember that the last item has the index -1,

**OUTPUT**

['orange', 'kiwi', 'melon']

## Check if Item Exists

To determine if a specified item is present in a list use the in keyword:

### **Example**

Check if "apple" is present in the list:

thislist = ["apple", "banana", "cherry"]  
if "apple" in thislist:  
  print("Yes, 'apple' is in the fruits list")

**OUTPUT**

Yes, 'apple' is in the fruits list

# **Python - Change List Items**

## Change Item Value

To change the value of a specific item, refer to the index number:

### **Example**

Change the second item:

thislist = ["apple", "banana", "cherry"]  
thislist[1] = "blackcurrant"  
print(thislist)

**OUTPUT**

['apple', 'blackcurrant', 'cherry']

## Change a Range of Item Values

To change the value of items within a specific range, define a list with the new values, and refer to the range of index numbers where you want to insert the new values:

### **Example**

Change the values "banana" and "cherry" with the values "blackcurrant" and "watermelon":

thislist = ["apple", "banana", "cherry", "orange", "kiwi", "mango"]  
thislist[1:3] = ["blackcurrant", "watermelon"]  
print(thislist)

**OUTPUT**

['apple', 'blackcurrant', 'watermelon', 'orange', 'kiwi', 'mango']

If you insert more items than you replace, the new items will be inserted where you specified, and the remaining items will move accordingly:

### **Example**

Change the second value by replacing it with two new values:

thislist = ["apple", "banana", "cherry"]  
thislist[1:2] = ["blackcurrant", "watermelon"]  
print(thislist)

**OUTPUT**

['apple', 'blackcurrant', 'watermelon', 'cherry']

**Note:** The length of the list will change when the number of items inserted does not match the number of items replaced.

If you insert less items than you replace, the new items will be inserted where you specified, and the remaining items will move accordingly:

### **Example**

Change the second and third value by replacing it with one value:

thislist = ["apple", "banana", "cherry"]  
thislist[1:3] = ["watermelon"]  
print(thislist)

**OUTPUT**

['apple', 'watermelon']

## Insert Items

To insert a new list item, without replacing any of the existing values, we can use the insert() method.

The insert() method inserts an item at the specified index:

### **Example**

Insert "watermelon" as the third item:

thislist = ["apple", "banana", "cherry"]  
thislist.insert(2, "watermelon")  
print(thislist)

**OUTPUT**

['apple', 'banana', 'watermelon', 'cherry']

# **Python - Add List Items**

## Append Items

To add an item to the end of the list, use the append() method:

### **Example**

Using the append() method to append an item:

thislist = ["apple", "banana", "cherry"]  
thislist.append("orange")  
print(thislist)

['apple', 'banana', 'cherry', 'orange']

## Insert Items

To insert a list item at a specified index, use the insert() method.

The insert() method inserts an item at the specified index:

### **Example**

Insert an item as the second position:

thislist = ["apple", "banana", "cherry"]  
thislist.insert(1, "orange")  
print(thislist)

['apple', 'orange', 'banana', 'cherry']

**Note:** As a result of the examples above, the lists will now contain 4 items.

## Extend List

To append elements from another list to the current list, use the extend() method.

### **Example**

Add the elements of tropical to thislist:

thislist = ["apple", "banana", "cherry"]  
tropical = ["mango", "pineapple", "papaya"]  
thislist.extend(tropical)  
print(thislist)

['apple', 'banana', 'cherry', 'mango', 'pineapple', 'papaya']

The elements will be added to the end of the list.

## Add Any Iterable

The extend() method does not have to append lists, you can add any iterable object (tuples, sets, dictionaries etc.).

### **Example**

Add elements of a tuple to a list:

thislist = ["apple", "banana", "cherry"]  
thistuple = ("kiwi", "orange")  
thislist.extend(thistuple)  
print(thislist)

['apple', 'banana', 'cherry', 'kiwi', 'orange']

# **Python - Remove List Items**

## Remove Specified Item

The remove() method removes the specified item.

### **Example**

Remove "banana":

thislist = ["apple", "banana", "cherry"]  
thislist.remove("banana")  
print(thislist)

['apple', 'cherry']

If there are more than one item with the specified value, the remove() method removes the first occurance:

### **Example**

Remove the first occurance of "banana":

thislist = ["apple", "banana", "cherry", "banana", "kiwi"]  
thislist.remove("banana")  
print(thislist)

['apple', 'cherry', 'banana', 'kiwi']

## Remove Specified Index

The pop() method removes the specified index.

### **Example**

Remove the second item:

thislist = ["apple", "banana", "cherry"]  
thislist.pop(1)  
print(thislist)

['apple', 'cherry']

If you do not specify the index, the pop() method removes the last item.

### **Example**

Remove the last item:

thislist = ["apple", "banana", "cherry"]  
thislist.pop()  
print(thislist)

['apple', 'banana']

The del keyword also removes the specified index:

### **Example**

Remove the first item:

thislist = ["apple", "banana", "cherry"]  
del thislist[0]  
print(thislist)

['banana', 'cherry']

The del keyword can also delete the list completely.

### **Example**

Delete the entire list:

thislist = ["apple", "banana", "cherry"]  
del thislist

Traceback (most recent call last):  
  File "demo\_list\_del2.py", line 3, in <module>  
    print(thislist) #this will cause an error because you have succsesfully deleted "thislist".  
NameError: name 'thislist' is not defined

## Clear the List

The clear() method empties the list.

The list still remains, but it has no content.

### **Example**

Clear the list content:

thislist = ["apple", "banana", "cherry"]  
thislist.clear()  
print(thislist)

[]

# **Python - Loop Lists**

## Loop Through a List

You can loop through the list items by using a for loop:

### **Example**

Print all items in the list, one by one:

thislist = ["apple", "banana", "cherry"]  
for x in thislist:  
  print(x)

apple  
banana  
cherry

## Loop Through the Index Numbers

You can also loop through the list items by referring to their index number.

Use the range() and len() functions to create a suitable iterable.

### **Example**

Print all items by referring to their index number:

thislist = ["apple", "banana", "cherry"]  
for i in range(len(thislist)):  
  print(thislist[i])

The iterable created in the example above is [0, 1, 2].

## Using a While Loop

You can loop through the list items by using a while loop.

Use the len() function to determine the length of the list, then start at 0 and loop your way through the list items by referring to their indexes.

Remember to increase the index by 1 after each iteration.

### **Example**

Print all items, using a while loop to go through all the index numbers

thislist = ["apple", "banana", "cherry"]  
i = 0  
while i < len(thislist):  
  print(thislist[i])  
  i = i + 1

apple

banana

cherry

## Looping Using List Comprehension

List Comprehension offers the shortest syntax for looping through lists:

### **Example**

A short hand for loop that will print all items in a list:

thislist = ["apple", "banana", "cherry"]  
[print(x) for x in thislist]

apple

banana

cherry

# **Python - List Comprehension**

## List Comprehension

List comprehension offers a shorter syntax when you want to create a new list based on the values of an existing list.

**Example**:

Based on a list of fruits, you want a new list, containing only the fruits with the letter "a" in the name.

Without list comprehension you will have to write a for statement with a conditional test inside:

### **Example**

fruits = ["apple", "banana", "cherry", "kiwi", "mango"]  
newlist = []  
  
for x in fruits:  
  if "a" in x:  
    newlist.append(x)  
  
print(newlist)

['apple', 'banana', 'mango']

With list comprehension you can do all that with only one line of code:

### **Example**

fruits = ["apple", "banana", "cherry", "kiwi", "mango"]  
  
newlist = [x for x in fruits if "a" in x]  
  
print(newlist)

['apple', 'banana', 'mango']

## The Syntax

newlist = [expression for item in iterable if condition == True]

The return value is a new list, leaving the old list unchanged.

### **Condition**

The condition is like a filter that only accepts the items that valuate to True.

### **Example**

Only accept items that are not "apple":

newlist = [x for x in fruits if x != "apple"]

['banana', 'cherry', 'kiwi', 'mango']

The condition if x != "apple"  will return True for all elements other than "apple", making the new list contain all fruits except "apple".

The condition is optional and can be omitted:

### **Example**

With no if statement:

newlist = [x for x in fruits]

['apple', 'banana', 'cherry', 'kiwi', 'mango']

### **Iterable**

The iterable can be any iterable object, like a list, tuple, set etc.

### **Example**

You can use the range() function to create an iterable:

newlist = [x for x in range(10)]

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

Same example, but with a condition:

### **Example**

Accept only numbers lower than 5:

newlist = [x for x in range(10) if x < 5]

[0, 1, 2, 3, 4]

### **Expression**

The expression is the current item in the iteration, but it is also the outcome, which you can manipulate before it ends up like a list item in the new list:

### **Example**

Set the values in the new list to upper case:

newlist = [x.upper() for x in fruits]

['APPLE', 'BANANA', 'CHERRY', 'KIWI', 'MANGO']

You can set the outcome to whatever you like:

### **Example**

Set all values in the new list to 'hello':

newlist = ['hello' for x in fruits]

['APPLE', 'BANANA', 'CHERRY', 'KIWI', 'MANGO']

The expression can also contain conditions, not like a filter, but as a way to manipulate the outcome:

### **Example**

Return "orange" instead of "banana":

newlist = [x if x != "banana" else "orange" for x in fruits]

['apple', 'orange', 'cherry', 'kiwi', 'mango']

The expression in the example above says:

"Return the item if it is not banana, if it is banana return orange".

# **Python - Sort Lists**

## Sort List Alphanumerically

List objects have a sort() method that will sort the list alphanumerically, ascending, by default:

### **Example**

Sort the list alphabetically:

thislist = ["orange", "mango", "kiwi", "pineapple", "banana"]  
thislist.sort()  
print(thislist)

['banana', 'kiwi', 'mango', 'orange', 'pineapple']

### **Example**

Sort the list numerically:

thislist = [100, 50, 65, 82, 23]  
thislist.sort()  
print(thislist)

[23, 50, 65, 82, 100]

## Sort Descending

To sort descending, use the keyword argument reverse = True:

### **Example**

Sort the list descending:

thislist = ["orange", "mango", "kiwi", "pineapple", "banana"]  
thislist.sort(reverse = True)  
print(thislist)

### **Example**

Sort the list descending:

thislist = [100, 50, 65, 82, 23]  
thislist.sort(reverse = True)  
print(thislist)

['pineapple', 'orange', 'mango', 'kiwi', 'banana']

## Customize Sort Function

You can also customize your own function by using the keyword argument key = function.

The function will return a number that will be used to sort the list (the lowest number first):

### **Example**

Sort the list based on how close the number is to 50:

def myfunc(n):  
  return abs(n - 50)  
  
thislist = [100, 50, 65, 82, 23]  
thislist.sort(key = myfunc)  
print(thislist)

[50, 65, 23, 82, 100]

## Case Insensitive Sort

By default the sort() method is case sensitive, resulting in all capital letters being sorted before lower case letters:

### **Example**

Case sensitive sorting can give an unexpected result:

thislist = ["banana", "Orange", "Kiwi", "cherry"]  
thislist.sort()  
print(thislist)

['Kiwi', 'Orange', 'banana', 'cherry']

Luckily we can use built-in functions as key functions when sorting a list.

So if you want a case-insensitive sort function, use str.lower as a key function:

### **Example**

Perform a case-insensitive sort of the list:

thislist = ["banana", "Orange", "Kiwi", "cherry"]  
thislist.sort(key = str.lower)  
print(thislist)

['banana', 'cherry', 'Kiwi', 'Orange']

## Reverse Order

What if you want to reverse the order of a list, regardless of the alphabet?

The reverse() method reverses the current sorting order of the elements.

Reverse the order of the list items:

thislist = ["banana", "Orange", "Kiwi", "cherry"]  
thislist.reverse()  
print(thislist)

['cherry', 'Kiwi', 'Orange', 'banana']

# **Python - Copy Lists**

## Copy a List

You cannot copy a list simply by typing list2 = list1, because: list2 will only be a reference to list1, and changes made in list1 will automatically also be made in list2.

There are ways to make a copy, one way is to use the built-in List method copy().

### **Example**

Make a copy of a list with the copy() method:

thislist = ["apple", "banana", "cherry"]  
mylist = thislist.copy()  
print(mylist)

['apple', 'banana', 'cherry']

Another way to make a copy is to use the built-in method list().

### **Example**

Make a copy of a list with the list() method:

thislist = ["apple", "banana", "cherry"]  
mylist = list(thislist)  
print(mylist)

['apple', 'banana', 'cherry']

# **Python - Join Lists**

## Join Two Lists

There are several ways to join, or concatenate, two or more lists in Python.

One of the easiest ways are by using the + operator.

### **Example**

Join two list:

list1 = ["a", "b", "c"]  
list2 = [1, 2, 3]  
  
list3 = list1 + list2  
print(list3)

['a', 'b', 'c', 1, 2, 3]

Another way to join two lists is by appending all the items from list2 into list1, one by one:

### **Example**

Append list2 into list1:

list1 = ["a", "b" , "c"]  
list2 = [1, 2, 3]  
  
for x in list2:  
  list1.append(x)  
  
print(list1)

['a', 'b', 'c', 1, 2, 3]

Or you can use the extend() method, where the purpose is to add elements from one list to another list:

### **Example**

Use the extend() method to add list2 at the end of list1:

list1 = ["a", "b" , "c"]  
list2 = [1, 2, 3]  
  
list1.extend(list2)  
print(list1)

['a', 'b', 'c', 1, 2, 3]

# **Python - List Methods**

## List Methods

Python has a set of built-in methods that you can use on lists.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [append()](https://www.w3schools.com/python/ref_list_append.asp) | Adds an element at the end of the list |
| [clear()](https://www.w3schools.com/python/ref_list_clear.asp) | Removes all the elements from the list |
| [copy()](https://www.w3schools.com/python/ref_list_copy.asp) | Returns a copy of the list |
| [count()](https://www.w3schools.com/python/ref_list_count.asp) | Returns the number of elements with the specified value |
| [extend()](https://www.w3schools.com/python/ref_list_extend.asp) | Add the elements of a list (or any iterable), to the end of the current list |
| [index()](https://www.w3schools.com/python/ref_list_index.asp) | Returns the index of the first element with the specified value |
| [insert()](https://www.w3schools.com/python/ref_list_insert.asp) | Adds an element at the specified position |
| [pop()](https://www.w3schools.com/python/ref_list_pop.asp) | Removes the element at the specified position |
| [remove()](https://www.w3schools.com/python/ref_list_remove.asp) | Removes the item with the specified value |
| [reverse()](https://www.w3schools.com/python/ref_list_reverse.asp) | Reverses the order of the list |
| [sort()](https://www.w3schools.com/python/ref_list_sort.asp) | Sorts the list |

# **Python Tuples**

mytuple = ("apple", "banana", "cherry")

## Tuple

Tuples are used to store multiple items in a single variable.

Tuple is one of 4 built-in data types in Python used to store collections of data, the other 3 are [List](https://www.w3schools.com/python/python_lists.asp), [Set](https://www.w3schools.com/python/python_sets.asp), and [Dictionary](https://www.w3schools.com/python/python_dictionaries.asp), all with different qualities and usage.

A tuple is a collection which is ordered and **unchangeable**.

Tuples are written with round brackets.

### **Example**

Create a Tuple:

thistuple = ("apple", "banana", "cherry")  
print(thistuple)

## Tuple Items

Tuple items are ordered, unchangeable, and allow duplicate values.

Tuple items are indexed, the first item has index [0], the second item has index [1] etc.

## Ordered

When we say that tuples are ordered, it means that the items have a defined order, and that order will not change.

## Unchangeable

Tuples are unchangeable, meaning that we cannot change, add or remove items after the tuple has been created.

## Allow Duplicates

Since tuples are indexed, they can have items with the same value:

### **Example**

Tuples allow duplicate values:

thistuple = ("apple", "banana", "cherry", "apple", "cherry")  
print(thistuple)

## Tuple Length

To determine how many items a tuple has, use the len() function:

### **Example**

Print the number of items in the tuple:

thistuple = ("apple", "banana", "cherry")  
print(len(thistuple))

## Create Tuple With One Item

To create a tuple with only one item, you have to add a comma after the item, otherwise Python will not recognize it as a tuple.

### **Example**

One item tuple, remember the comma:

thistuple = ("apple",)  
print(type(thistuple))  
  
#NOT a tuple  
thistuple = ("apple")  
print(type(thistuple))

## Tuple Items - Data Types

Tuple items can be of any data type:

### **Example**

String, int and boolean data types:

tuple1 = ("apple", "banana", "cherry")  
tuple2 = (1, 5, 7, 9, 3)  
tuple3 = (True, False, False)

A tuple can contain different data types:

### **Example**

A tuple with strings, integers and boolean values:

tuple1 = ("abc", 34, True, 40, "male")

## type()

From Python's perspective, tuples are defined as objects with the data type 'tuple':

<class 'tuple'>

### **Example**

What is the data type of a tuple?

mytuple = ("apple", "banana", "cherry")  
print(type(mytuple))

## The tuple() Constructor

It is also possible to use the tuple() constructor to make a tuple.

### **Example**

Using the tuple() method to make a tuple:

thistuple = tuple(("apple", "banana", "cherry")) # note the double round-brackets  
print(thistuple)

**Python Collections (Arrays)**

There are four collection data types in the Python programming language:

* [**List**](https://www.w3schools.com/python/python_lists.asp) is a collection which is ordered and changeable. Allows duplicate members.
* **Tuple** is a collection which is ordered and unchangeable. Allows duplicate members.
* [**Set**](https://www.w3schools.com/python/python_sets.asp) is a collection which is unordered, unchangeable\*, and unindexed. No duplicate members.
* [**Dictionary**](https://www.w3schools.com/python/python_dictionaries.asp) is a collection which is ordered\*\* and changeable. No duplicate members.

\*Set items are unchangeable, but you can remove and/or add items whenever you like.

When choosing a collection type, it is useful to understand the properties of that type. Choosing the right type for a particular data set could mean retention of meaning, and, it could mean an increase in efficiency or security.

# **Python - Access Tuple Items**

## Access Tuple Items

You can access tuple items by referring to the index number, inside square brackets:

### **Example**

Print the second item in the tuple:

thistuple = ("apple", "banana", "cherry")  
print(thistuple[1])

**Note:** The first item has index 0.

## Negative Indexing

Negative indexing means start from the end.

-1 refers to the last item, -2 refers to the second last item etc.

### **Example**

Print the last item of the tuple:

thistuple = ("apple", "banana", "cherry")  
print(thistuple[-1])

## Range of Indexes

You can specify a range of indexes by specifying where to start and where to end the range.

When specifying a range, the return value will be a new tuple with the specified items.

### **Example**

Return the third, fourth, and fifth item:

thistuple = ("apple", "banana", "cherry", "orange", "kiwi", "melon", "mango")  
print(thistuple[2:5])

**Note:** The search will start at index 2 (included) and end at index 5 (not included).

Remember that the first item has index 0.

By leaving out the start value, the range will start at the first item:

### **Example**

This example returns the items from the beginning to, but NOT included, "kiwi":

thistuple = ("apple", "banana", "cherry", "orange", "kiwi", "melon", "mango")  
print(thistuple[:4])

By leaving out the end value, the range will go on to the end of the tuple:

### **Example**

This example returns the items from "cherry" and to the end:

thistuple = ("apple", "banana", "cherry", "orange", "kiwi", "melon", "mango")  
print(thistuple[2:])

## Range of Negative Indexes

Specify negative indexes if you want to start the search from the end of the tuple:

### **Example**

This example returns the items from index -4 (included) to index -1 (excluded)

thistuple = ("apple", "banana", "cherry", "orange", "kiwi", "melon", "mango")  
print(thistuple[-4:-1])

## Check if Item Exists

To determine if a specified item is present in a tuple use the in keyword:

### **Example**

Check if "apple" is present in the tuple:

thistuple = ("apple", "banana", "cherry")  
if "apple" in thistuple:  
  print("Yes, 'apple' is in the fruits tuple")

# **Python - Update Tuples**

Tuples are unchangeable, meaning that you cannot change, add, or remove items once the tuple is created.

But there are some workarounds.

## Change Tuple Values

Once a tuple is created, you cannot change its values. Tuples are **unchangeable**, or **immutable** as it also is called.

But there is a workaround. You can convert the tuple into a list, change the list, and convert the list back into a tuple.

### **Example**

Convert the tuple into a list to be able to change it:

x = ("apple", "banana", "cherry")  
y = list(x)  
y[1] = "kiwi"  
x = tuple(y)  
print(x)

## Add Items

Since tuples are immutable, they do not have a built-in append() method, but there are other ways to add items to a tuple.

1. **Convert into a list**: Just like the workaround for changing a tuple, you can convert it into a list, add your item(s), and convert it back into a tuple.

### **Example**

Convert the tuple into a list, add "orange", and convert it back into a tuple:

thistuple = ("apple", "banana", "cherry")  
y = list(thistuple)  
y.append("orange")  
thistuple = tuple(y)

2. **Add tuple to a tuple**. You are allowed to add tuples to tuples, so if you want to add one item, (or many), create a new tuple with the item(s), and add it to the existing tuple:

### **Example**

Create a new tuple with the value "orange", and add that tuple:

thistuple = ("apple", "banana", "cherry")  
y = ("orange",)  
thistuple += y  
  
print(thistuple)

**Note:** When creating a tuple with only one item, remember to include a comma after the item, otherwise it will not be identified as a tuple.

## Remove Items

**Note:** You cannot remove items in a tuple.

Tuples are **unchangeable**, so you cannot remove items from it, but you can use the same workaround as we used for changing and adding tuple items:

### **Example**

Convert the tuple into a list, remove "apple", and convert it back into a tuple:

thistuple = ("apple", "banana", "cherry")  
y = list(thistuple)  
y.remove("apple")  
thistuple = tuple(y)

Or you can delete the tuple completely:

### **Example**

The del keyword can delete the tuple completely:

thistuple = ("apple", "banana", "cherry")  
del thistuple  
print(thistuple) #this will raise an error because the tuple no longer exists

# **Python - Unpack Tuples**

## Unpacking a Tuple

When we create a tuple, we normally assign values to it. This is called "packing" a tuple:

### **Example**

Packing a tuple:

fruits = ("apple", "banana", "cherry")

But, in Python, we are also allowed to extract the values back into variables. This is called "unpacking":

### **Example**

Unpacking a tuple:

fruits = ("apple", "banana", "cherry")  
  
(green, yellow, red) = fruits  
  
print(green)  
print(yellow)  
print(red)

**Note:** The number of variables must match the number of values in the tuple, if not, you must use an asterisk to collect the remaining values as a list.

## Using Asterisk\*

If the number of variables is less than the number of values, you can add an \* to the variable name and the values will be assigned to the variable as a list:

### **Example**

Assign the rest of the values as a list called "red":

fruits = ("apple", "banana", "cherry", "strawberry", "raspberry")  
  
(green, yellow, \*red) = fruits  
  
print(green)  
print(yellow)  
print(red)

If the asterisk is added to another variable name than the last, Python will assign values to the variable until the number of values left matches the number of variables left.

### **Example**

Add a list of values the "tropic" variable:

fruits = ("apple", "mango", "papaya", "pineapple", "cherry")  
  
(green, \*tropic, red) = fruits  
  
print(green)  
print(tropic)  
print(red)

# **Python - Loop Tuples**

## Loop Through a Tuple

You can loop through the tuple items by using a for loop.

### **Example**

Iterate through the items and print the values:

thistuple = ("apple", "banana", "cherry")  
for x in thistuple:  
  print(x)

## Loop Through the Index Numbers

You can also loop through the tuple items by referring to their index number.

Use the range() and len() functions to create a suitable iterable.

### **Example**

Print all items by referring to their index number:

thistuple = ("apple", "banana", "cherry")  
for i in range(len(thistuple)):  
  print(thistuple[i])

## Using a While Loop

You can loop through the tuple items by using a while loop.

Use the len() function to determine the length of the tuple, then start at 0 and loop your way through the tuple items by referring to their indexes.

Remember to increase the index by 1 after each iteration.

### **Example**

Print all items, using a while loop to go through all the index numbers:

thistuple = ("apple", "banana", "cherry")  
i = 0  
while i < len(thistuple):  
  print(thistuple[i])  
  i = i + 1

# **Python - Loop Tuples**

## Loop Through a Tuple

You can loop through the tuple items by using a for loop.

### **Example**

Iterate through the items and print the values:

thistuple = ("apple", "banana", "cherry")  
for x in thistuple:  
  print(x)

## Loop Through the Index Numbers

You can also loop through the tuple items by referring to their index number.

Use the range() and len() functions to create a suitable iterable.

### **Example**

Print all items by referring to their index number:

thistuple = ("apple", "banana", "cherry")  
for i in range(len(thistuple)):  
  print(thistuple[i]

## Using a While Loop

You can loop through the tuple items by using a while loop.

Use the len() function to determine the length of the tuple, then start at 0 and loop your way through the tuple items by referring to their indexes.

Remember to increase the index by 1 after each iteration.

### **Example**

Print all items, using a while loop to go through all the index numbers:

thistuple = ("apple", "banana", "cherry")  
i = 0  
while i < len(thistuple):  
  print(thistuple[i])  
  i = i + 1

# **Python - Join Tuples**

## Join Two Tuples

To join two or more tuples you can use the + operator:

### **Example**

Join two tuples:

tuple1 = ("a", "b" , "c")  
tuple2 = (1, 2, 3)  
  
tuple3 = tuple1 + tuple2  
print(tuple3)

('a', 'b', 'c', 1, 2, 3)

## Multiply Tuples

If you want to multiply the content of a tuple a given number of times, you can use the \* operator:

### **Example**

Multiply the fruits tuple by 2:

fruits = ("apple", "banana", "cherry")  
mytuple = fruits \* 2  
  
print(mytuple)

('apple', 'banana', 'cherry', 'apple', 'banana', 'cherry')

## Tuple Methods

Python has two built-in methods that you can use on tuples.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [count()](https://www.w3schools.com/python/ref_tuple_count.asp) | Returns the number of times a specified value occurs in a tuple |
| [index()](https://www.w3schools.com/python/ref_tuple_index.asp) | Searches the tuple for a specified value and returns the position of where it was found |

# **Python Sets**

myset = {"apple", "banana", "cherry"}

## Set

Sets are used to store multiple items in a single variable.

Set is one of 4 built-in data types in Python used to store collections of data, the other 3 are [List](https://www.w3schools.com/python/python_lists.asp), [Tuple](https://www.w3schools.com/python/python_tuples.asp), and [Dictionary](https://www.w3schools.com/python/python_dictionaries.asp), all with different qualities and usage.

A set is a collection which is unordered, unchangeable\*, and unindexed.

**\* Note:** Set items are unchangeable, but you can remove items and add new items.

Sets are written with curly brackets.

### **Example**

Create a Set:

thisset = {"apple", "banana", "cherry"}  
print(thisset)

# Note: the set list is unordered, meaning: the items will appear in a random order.

​

# Refresh this page to see the change in the result.

​

{'banana', 'apple', 'cherry'}

**Note:** Sets are unordered, so you cannot be sure in which order the items will appear.

## Set Items

Set items are unordered, unchangeable, and do not allow duplicate values.

## Unordered

Unordered means that the items in a set do not have a defined order.

Set items can appear in a different order every time you use them, and cannot be referred to by index or key.

## Unchangeable

Set items are unchangeable, meaning that we cannot change the items after the set has been created.

Once a set is created, you cannot change its items, but you can remove items and add new items.

## Duplicates Not Allowed

Sets cannot have two items with the same value.

### **Example**

Duplicate values will be ignored:

thisset = {"apple", "banana", "cherry", "apple"}  
  
print(thisset)

{'banana', 'cherry', 'apple'}

**Note:** The values True and 1 are considered the same value in sets, and are treated as duplicates:

### **Example**

True and 1 is considered the same value:

thisset = {"apple", "banana", "cherry", True, 1, 2}  
  
print(thisset)

{True, 2, 'banana', 'cherry', 'apple'}

**Note:** The values False and 0 are considered the same value in sets, and are treated as duplicates:

### **Example**

False and 0 is considered the same value:

thisset = {"apple", "banana", "cherry", False, True, 0}  
  
print(thisset)

{False, True, 'cherry', 'apple', 'banana'}

## Get the Length of a Set

To determine how many items a set has, use the len() function.

### **Example**

Get the number of items in a set:

thisset = {"apple", "banana", "cherry"}  
  
print(len(thisset))

3

## Set Items - Data Types

Set items can be of any data type:

### **Example**

String, int and boolean data types:

set1 = {"apple", "banana", "cherry"}  
set2 = {1, 5, 7, 9, 3}  
set3 = {True, False, False}

{'cherry', 'apple', 'banana'}

{1, 3, 5, 7, 9}

{False, True}

A set can contain different data types:

### **Example**

A set with strings, integers and boolean values:

set1 = {"abc", 34, True, 40, "male"}

{True, 34, 40, 'male', 'abc'}

## type()

From Python's perspective, sets are defined as objects with the data type 'set':

<class 'set'>

### **Example**

What is the data type of a set?

myset = {"apple", "banana", "cherry"}  
print(type(myset))

<class 'set'>

## The set() Constructor

It is also possible to use the set() constructor to make a set.

### **Example**

Using the set() constructor to make a set:

thisset = set(("apple", "banana", "cherry")) # note the double round-brackets  
print(thisset)

{'apple', 'banana', 'cherry'}

## Python Collections (Arrays)

There are four collection data types in the Python programming language:

* [**List**](https://www.w3schools.com/python/python_lists.asp) is a collection which is ordered and changeable. Allows duplicate members.
* [**Tuple**](https://www.w3schools.com/python/python_tuples.asp) is a collection which is ordered and unchangeable. Allows duplicate members.
* **Set** is a collection which is unordered, unchangeable\*, and unindexed. No duplicate members.
* [**Dictionary**](https://www.w3schools.com/python/python_dictionaries.asp) is a collection which is ordered\*\* and changeable. No duplicate members.

\*Set items are unchangeable, but you can remove items and add new items.

\*\*As of Python version 3.7, dictionaries are ordered. In Python 3.6 and earlier, dictionaries are unordered.

When choosing a collection type, it is useful to understand the properties of that type. Choosing the right type for a particular data set could mean retention of meaning, and, it could mean an increase in efficiency or security.

## Access Items

You cannot access items in a set by referring to an index or a key.

But you can loop through the set items using a for loop, or ask if a specified value is present in a set, by using the in keyword.

### **Example**

Loop through the set, and print the values:

thisset = {"apple", "banana", "cherry"}  
  
for x in thisset:  
  print(x)

cherry  
banana  
apple

### **Example**

Check if "banana" is present in the set:

thisset = {"apple", "banana", "cherry"}  
  
print("banana" in thisset)

True

## Change Items

Once a set is created, you cannot change its items, but you can add new items.

# **Python - Add Set Items**

## Add Items

Once a set is created, you cannot change its items, but you can add new items.

To add one item to a set use the add() method.

### **Example**

Add an item to a set, using the add() method:

thisset = {"apple", "banana", "cherry"}  
  
thisset.add("orange")  
  
print(thisset)

{'banana', 'cherry', 'apple', 'orange'}

## Add Sets

To add items from another set into the current set, use the update() method.

### **Example**

Add elements from tropical into thisset:

thisset = {"apple", "banana", "cherry"}  
tropical = {"pineapple", "mango", "papaya"}  
  
thisset.update(tropical)  
  
print(thisset)

{'apple', 'mango', 'cherry', 'pineapple', 'banana', 'papaya'}

## Add Any Iterable

The object in the update() method does not have to be a set, it can be any iterable object (tuples, lists, dictionaries etc.).

### **Example**

Add elements of a list to at set:

thisset = {"apple", "banana", "cherry"}  
mylist = ["kiwi", "orange"]  
  
thisset.update(mylist)  
  
print(thisset)

{'banana', 'cherry', 'apple', 'orange', 'kiwi'}

# **Python - Remove Set Items**

## Remove Item

To remove an item in a set, use the remove(), or the discard() method.

### **Example**

Remove "banana" by using the remove() method:

thisset = {"apple", "banana", "cherry"}  
  
thisset.remove("banana")  
  
print(thisset)

{'apple', 'cherry'}

**Note:** If the item to remove does not exist, remove() will raise an error.

### **Example**

Remove "banana" by using the discard() method:

thisset = {"apple", "banana", "cherry"}  
  
thisset.discard("banana")  
  
print(thisset)

{'apple', 'cherry'}

**Note:** If the item to remove does not exist, discard() will **NOT** raise an error.

You can also use the pop() method to remove an item, but this method will remove a random item, so you cannot be sure what item that gets removed.

The return value of the pop() method is the removed item.

### **Example**

Remove a random item by using the pop() method:

thisset = {"apple", "banana", "cherry"}  
  
x = thisset.pop()  
  
print(x)  
  
print(thisset)

apple  
{'banana', 'cherry'}

**Note:** Sets are unordered, so when using the pop() method, you do not know which item that gets removed.

### **Example**

The clear() method empties the set:

thisset = {"apple", "banana", "cherry"}  
  
thisset.clear()  
  
print(thisset)

set()

### **Example**

The del keyword will delete the set completely:

thisset = {"apple", "banana", "cherry"}  
  
del thisset  
  
print(thisset)

Traceback (most recent call last):  
  File "demo\_set\_del.py", line 5, in <module>  
    print(thisset) #this will raise an error because the set no longer exists  
NameError: name 'thisset' is not defined

# **Python - Join Sets**

## Join Two Sets

There are several ways to join two or more sets in Python.

You can use the union() method that returns a new set containing all items from both sets, or the update() method that inserts all the items from one set into another:

### **Example**

The union() method returns a new set with all items from both sets:

set1 = {"a", "b" , "c"}  
set2 = {1, 2, 3}  
  
set3 = set1.union(set2)  
print(set3)

### {2, 'a', 1, 'b', 3, 'c'}

### **Example**

The update() method inserts the items in set2 into set1:

set1 = {"a", "b" , "c"}  
set2 = {1, 2, 3}  
  
set1.update(set2)  
print(set1)

{3, 2, 'b', 1, 'c', 'a'}

**Note:** Both union() and update() will exclude any duplicate items.

## Keep ONLY the Duplicates

The intersection\_update() method will keep only the items that are present in both sets.

### **Example**

Keep the items that exist in both set x, and set y:

x = {"apple", "banana", "cherry"}  
y = {"google", "microsoft", "apple"}  
  
x.intersection\_update(y)  
  
print(x)

​

{'apple'}

The intersection() method will return a new set, that only contains the items that are present in both sets.

### **Example**

Return a set that contains the items that exist in both set x, and set y:

x = {"apple", "banana", "cherry"}  
y = {"google", "microsoft", "apple"}  
  
z = x.intersection(y)  
  
print(z)

{'apple'}

## Keep All, But NOT the Duplicates

The symmetric\_difference\_update() method will keep only the elements that are NOT present in both sets.

### **Example**

Keep the items that are not present in both sets:

x = {"apple", "banana", "cherry"}  
y = {"google", "microsoft", "apple"}  
  
x.symmetric\_difference\_update(y)  
  
print(x)

{'google', 'banana', 'microsoft', 'cherry'}

The symmetric\_difference() method will return a new set, that contains only the elements that are NOT present in both sets.

### **Example**

Return a set that contains all items from both sets, except items that are present in both:

|  |  |
| --- | --- |
| **Method** | **Description** |
| [add()](https://www.w3schools.com/python/ref_set_add.asp) | Adds an element to the set |
| [clear()](https://www.w3schools.com/python/ref_set_clear.asp) | Removes all the elements from the set |
| [copy()](https://www.w3schools.com/python/ref_set_copy.asp) | Returns a copy of the set |
| [difference()](https://www.w3schools.com/python/ref_set_difference.asp) | Returns a set containing the difference between two or more sets |
| [difference\_update()](https://www.w3schools.com/python/ref_set_difference_update.asp) | Removes the items in this set that are also included in another, specified set |
| [discard()](https://www.w3schools.com/python/ref_set_discard.asp) | Remove the specified item |
| [intersection()](https://www.w3schools.com/python/ref_set_intersection.asp) | Returns a set, that is the intersection of two other sets |
| [intersection\_update()](https://www.w3schools.com/python/ref_set_intersection_update.asp) | Removes the items in this set that are not present in other, specified set(s) |
| [isdisjoint()](https://www.w3schools.com/python/ref_set_isdisjoint.asp) | Returns whether two sets have a intersection or not |
| [issubset()](https://www.w3schools.com/python/ref_set_issubset.asp) | Returns whether another set contains this set or not |
| [issuperset()](https://www.w3schools.com/python/ref_set_issuperset.asp) | Returns whether this set contains another set or not |
| [pop()](https://www.w3schools.com/python/ref_set_pop.asp) | Removes an element from the set |
| [remove()](https://www.w3schools.com/python/ref_set_remove.asp) | Removes the specified element |
| [symmetric\_difference()](https://www.w3schools.com/python/ref_set_symmetric_difference.asp) | Returns a set with the symmetric differences of two sets |
| [symmetric\_difference\_update()](https://www.w3schools.com/python/ref_set_symmetric_difference_update.asp) | inserts the symmetric differences from this set and another |
| [union()](https://www.w3schools.com/python/ref_set_union.asp) | Return a set containing the union of sets |
| [update()](https://www.w3schools.com/python/ref_set_update.asp) | Update the set with the union of this set and others |

x = {"apple", "banana", "cherry"}  
y = {"google", "microsoft", "apple"}  
  
z = x.symmetric\_difference(y)  
  
print(z)

{'google', 'banana', 'microsoft', 'cherry'}

**Note:** The values True and 1 are considered the same value in sets, and are treated as duplicates:

### **Example**

True and 1 is considered the same value:

x = {"apple", "banana", "cherry", True}  
y = {"google", 1, "apple", 2}  
  
z = x.symmetric\_difference(y)  
  
print(z)

{2, 'google', 'cherry', 'banana'}

# **Python - Set Methods**

## Set Methods

Python has a set of built-in methods that you can use on sets.

# **Python Dictionaries**

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964

## Dictionary

Dictionaries are used to store data values in key:value pairs.

A dictionary is a collection which is ordered\*, changeable and do not allow duplicates.

As of Python version 3.7, dictionaries are ordered. In Python 3.6 and earlier, dictionaries are unordered.

Dictionaries are written with curly brackets, and have keys and values:

### **Example**

Create and print a dictionary:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
print(thisdict)

## Dictionary Items

Dictionary items are ordered, changeable, and does not allow duplicates.

Dictionary items are presented in key:value pairs, and can be referred to by using the key name.

### **Example**

Print the "brand" value of the dictionary:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
print(thisdict["brand"])

## Ordered or Unordered?

As of Python version 3.7, dictionaries are ordered. In Python 3.6 and earlier, dictionaries are unordered.

When we say that dictionaries are ordered, it means that the items have a defined order, and that order will not change.

Unordered means that the items does not have a defined order, you cannot refer to an item by using an index.

## Changeable

Dictionaries are changeable, meaning that we can change, add or remove items after the dictionary has been created

## Duplicates Not Allowed

Dictionaries cannot have two items with the same key:

### **Example**

Duplicate values will overwrite existing values:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964,  
  "year": 2020  
}  
print(thisdict)

## Dictionary Length

To determine how many items a dictionary has, use the len() function:

### **Example**

Print the number of items in the dictionary:

print(len(thisdict))

## Dictionary Items - Data Types

The values in dictionary items can be of any data type:

### **Example**

String, int, boolean, and list data types:

thisdict = {  
  "brand": "Ford",  
  "electric": False,  
  "year": 1964,  
  "colors": ["red", "white", "blue"]  
}

## type()

From Python's perspective, dictionaries are defined as objects with the data type 'dict':

<class 'dict'>

### **Example**

Print the data type of a dictionary:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
print(type(thisdict))

**The dict() Constructor**

It is also possible to use the dict() constructor to make a dictionary.

### **Example**

Using the dict() method to make a dictionary:

thisdict = dict(name = "John", age = 36, country = "Norway")  
print(thisdict)

## Python Collections (Arrays)

There are four collection data types in the Python programming language:

* [**List**](https://www.w3schools.com/python/python_lists.asp) is a collection which is ordered and changeable. Allows duplicate members.
* [**Tuple**](https://www.w3schools.com/python/python_tuples.asp) is a collection which is ordered and unchangeable. Allows duplicate members.
* [**Set**](https://www.w3schools.com/python/python_sets.asp) is a collection which is unordered, unchangeable\*, and unindexed. No duplicate members.
* **Dictionary** is a collection which is ordered\*\* and changeable. No duplicate members.

\*Set items are unchangeable, but you can remove and/or add items whenever you like.

\*\*As of Python version 3.7, dictionaries are ordered. In Python 3.6 and earlier, dictionaries are unordered.

When choosing a collection type, it is useful to understand the properties of that type. Choosing the right type for a particular data set could mean retention of meaning, and, it could mean an increase in efficiency or security.

# **Python - Access Dictionary Items**

## Accessing Items

You can access the items of a dictionary by referring to its key name, inside square brackets:

### **Example**

Get the value of the "model" key:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
x = thisdict["model"]

There is also a method called get() that will give you the same result:

### **Example**

Get the value of the "model" key:

x = thisdict.get("model")

## Get Keys

The keys() method will return a list of all the keys in the dictionary.

### **Example**

Get a list of the keys:

x = thisdict.keys()

The list of the keys is a view of the dictionary, meaning that any changes done to the dictionary will be reflected in the keys list.

### **Example**

Add a new item to the original dictionary, and see that the keys list gets updated as well:

car = {  
"brand": "Ford",  
"model": "Mustang",  
"year": 1964  
}  
  
x = car.keys()  
  
print(x) #before the change  
  
car["color"] = "white"  
  
print(x) #after the change

The values() method will return a list of all the values in the dictionary.

### **Example**

Get a list of the values:

x = thisdict.values()

The list of the values is a view of the dictionary, meaning that any changes done to the dictionary will be reflected in the values list.

### **Example**

Make a change in the original dictionary, and see that the values list gets updated as well:

car = {  
"brand": "Ford",  
"model": "Mustang",  
"year": 1964  
}  
  
x = car.values()  
  
print(x) #before the change  
  
car["year"] = 2020  
  
print(x) #after the change

### **Example**

Add a new item to the original dictionary, and see that the values list gets updated as well:

car = {  
"brand": "Ford",  
"model": "Mustang",  
"year": 1964  
}  
  
x = car.values()  
  
print(x) #before the change  
  
car["color"] = "red"  
  
print(x) #after the change

## Get Items

The items() method will return each item in a dictionary, as tuples in a list.

### **Example**

Get a list of the key:value pairs

x = thisdict.items()

The returned list is a view of the items of the dictionary, meaning that any changes done to the dictionary will be reflected in the items list.

### **Example**

Make a change in the original dictionary, and see that the items list gets updated as well:

car = {  
"brand": "Ford",  
"model": "Mustang",  
"year": 1964  
}  
  
x = car.items()  
  
print(x) #before the change  
  
car["year"] = 2020  
  
print(x) #after the change

### **Example**

Add a new item to the original dictionary, and see that the items list gets updated as well:

car = {  
"brand": "Ford",  
"model": "Mustang",  
"year": 1964  
}  
  
x = car.items()  
  
print(x) #before the change  
  
car["color"] = "red"  
  
print(x) #after the change

## Check if Key Exists

To determine if a specified key is present in a dictionary use the in keyword:

### **Example**

Check if "model" is present in the dictionary:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
if "model" in thisdict:  
  print("Yes, 'model' is one of the keys in the thisdict dictionary")

# **Python - Change Dictionary Items**

## Change Values

You can change the value of a specific item by referring to its key name:

### **Example**

Change the "year" to 2018:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
thisdict["year"] = 2018  
{'brand': 'Ford', 'model': 'Mustang', 'year': 2018}

## Update Dictionary

The update() method will update the dictionary with the items from the given argument.

The argument must be a dictionary, or an iterable object with key:value pairs.

### **Example**

Update the "year" of the car by using the update() method:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
thisdict.update({"year": 2020})

{'brand': 'Ford', 'model': 'Mustang', 'year': 2020}

# **Python - Add Dictionary Items**

## Adding Items

Adding an item to the dictionary is done by using a new index key and assigning a value to it:

### **Example**

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
thisdict["color"] = "red"  
print(thisdict)

{'brand': 'Ford', 'model': 'Mustang', 'year': 1964, 'color': 'red'}

## Update Dictionary

The update() method will update the dictionary with the items from a given argument. If the item does not exist, the item will be added.

The argument must be a dictionary, or an iterable object with key:value pairs.

### **Example**

Add a color item to the dictionary by using the update() method:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
thisdict.update({"color": "red"})

{'brand': 'Ford', 'model': 'Mustang', 'year': 1964, 'color': 'red'}

# **Python - Remove Dictionary Items**

## Removing Items

There are several methods to remove items from a dictionary:

### **Example**

The pop() method removes the item with the specified key name:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
thisdict.pop("model")  
print(thisdict)

{'brand': 'Ford', 'year': 1964}

### **Example**

The popitem() method removes the last inserted item (in versions before 3.7, a random item is removed instead):

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
thisdict.popitem()  
print(thisdict)

{'brand': 'Ford', 'model': 'Mustang'}

### **Example**

The del keyword removes the item with the specified key name:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
del thisdict["model"]  
print(thisdict)

{'brand': 'Ford', 'year': 1964}

### **Example**

The del keyword can also delete the dictionary completely:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
del thisdict  
print(thisdict) #this will cause an error because "thisdict" no longer exists.

Traceback (most recent call last):  
  File "demo\_dictionary\_del3.py", line 7, in <module>  
    print(thisdict) #this will cause an error because "thisdict" no longer exists.  
NameError: name 'thisdict' is not defined

### **Example**

The clear() method empties the dictionary:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
thisdict.clear()  
print(thisdict)

{}

# **Python - Loop Dictionaries**

## Loop Through a Dictionary

You can loop through a dictionary by using a for loop.

When looping through a dictionary, the return value are the keys of the dictionary, but there are methods to return the values as well.

### **Example**

Print all key names in the dictionary, one by one:

for x in thisdict:  
  print(x)

Ford  
Mustang  
1964

### **Example**

Print all values in the dictionary, one by one:

for x in thisdict:  
  print(thisdict[x])

### **Example**

You can also use the values() method to return values of a dictionary:

for x in thisdict.values():  
  print(x)

Ford  
Mustang  
1964

### **Example**

You can use the keys() method to return the keys of a dictionary:

for x in thisdict.keys():  
  print(x)

brand  
model  
year

### **Example**

Loop through both keys and values, by using the items() method:

for x, y in thisdict.items():  
  print(x, y)

brand Ford  
model Mustang  
year 1964

## Copy a Dictionary

You cannot copy a dictionary simply by typing dict2 = dict1, because: dict2 will only be a reference to dict1, and changes made in dict1 will automatically also be made in dict2.

There are ways to make a copy, one way is to use the built-in Dictionary method copy().

### **Example**

Make a copy of a dictionary with the copy() method:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
mydict = thisdict.copy()  
print(mydict)

{'brand': 'Ford', 'model': 'Mustang', 'year': 1964}

Another way to make a copy is to use the built-in function dict().

### **Example**

Make a copy of a dictionary with the dict() function:

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
mydict = dict(thisdict)  
print(mydict)

{'brand': 'Ford', 'model': 'Mustang', 'year': 1964}

## Nested Dictionaries

A dictionary can contain dictionaries, this is called nested dictionaries.

### **Example**

Create a dictionary that contain three dictionaries:

myfamily = {  
  "child1" : {  
    "name" : "Emil",  
    "year" : 2004  
  },  
  "child2" : {  
    "name" : "Tobias",  
    "year" : 2007  
  },  
  "child3" : {  
    "name" : "Linus",  
    "year" : 2011  
  }  
}

{'child1': {'name': 'Emil', 'year': 2004}, 'child2': {'name': 'Tobias', 'year': 2007}, 'child3': {'name': 'Linus', 'year': 2011}}

Or, if you want to add three dictionaries into a new dictionary:

### **Example**

Create three dictionaries, then create one dictionary that will contain the other three dictionaries:

child1 = {  
  "name" : "Emil",  
  "year" : 2004  
}  
child2 = {  
  "name" : "Tobias",  
  "year" : 2007  
}  
child3 = {  
  "name" : "Linus",  
  "year" : 2011  
}  
  
myfamily = {  
  "child1" : child1,  
  "child2" : child2,  
  "child3" : child3  
}

{'child1': {'name': 'Emil', 'year': 2004}, 'child2': {'name': 'Tobias', 'year': 2007}, 'child3': {'name': 'Linus', 'year': 2011}}

## Access Items in Nested Dictionaries

To access items from a nested dictionary, you use the name of the dictionaries, starting with the outer dictionary:

### **Example**

Print the name of child 2:

print(myfamily["child2"]["name"])

Tobias

## Dictionary Methods

Python has a set of built-in methods that you can use on dictionaries.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [clear()](https://www.w3schools.com/python/ref_dictionary_clear.asp) | Removes all the elements from the dictionary |
| [copy()](https://www.w3schools.com/python/ref_dictionary_copy.asp) | Returns a copy of the dictionary |
| [fromkeys()](https://www.w3schools.com/python/ref_dictionary_fromkeys.asp) | Returns a dictionary with the specified keys and value |
| [get()](https://www.w3schools.com/python/ref_dictionary_get.asp) | Returns the value of the specified key |
| [items()](https://www.w3schools.com/python/ref_dictionary_items.asp) | Returns a list containing a tuple for each key value pair |
| [keys()](https://www.w3schools.com/python/ref_dictionary_keys.asp) | Returns a list containing the dictionary's keys |
| [pop()](https://www.w3schools.com/python/ref_dictionary_pop.asp) | Removes the element with the specified key |
| [popitem()](https://www.w3schools.com/python/ref_dictionary_popitem.asp) | Removes the last inserted key-value pair |
| [setdefault()](https://www.w3schools.com/python/ref_dictionary_setdefault.asp) | Returns the value of the specified key. If the key does not exist: insert the key, with the specified value |
| [update()](https://www.w3schools.com/python/ref_dictionary_update.asp) | Updates the dictionary with the specified key-value pairs |
| [values()](https://www.w3schools.com/python/ref_dictionary_values.asp) | Returns a list of all the values in the dictionary |

# **Python If ... Else**

## Python Conditions and If statements

Python supports the usual logical conditions from mathematics:

* Equals: a == b
* Not Equals: a != b
* Less than: a < b
* Less than or equal to: a <= b
* Greater than: a > b
* Greater than or equal to: a >= b

These conditions can be used in several ways, most commonly in "if statements" and loops.

An "if statement" is written by using the if keyword.

### **Example**

If statement:

a = 33  
b = 200  
if b > a:  
  print("b is greater than a")

b is greater than a

In this example we use two variables, a and b, which are used as part of the if statement to test whether b is greater than a. As a is 33, and b is 200, we know that 200 is greater than 33, and so we print to screen that "b is greater than a".

## Indentation

Python relies on indentation (whitespace at the beginning of a line) to define scope in the code. Other programming languages often use curly-brackets for this purpose.

### **Example**

If statement, without indentation (will raise an error):

a = 33  
b = 200  
if b > a:  
print("b is greater than a") # you will get an error

## Elif

The elif keyword is Python's way of saying "if the previous conditions were not true, then try this condition".

### **Example**

a = 33  
b = 33  
if b > a:  
  print("b is greater than a")  
elif a == b:  
  print("a and b are equal")  
File "demo\_if\_error.py", line 4  
    print("b is greater than a")  
        ^  
IndentationError: expected an indented block

In this example a is equal to b, so the first condition is not true, but the elif condition is true, so we print to screen that "a and b are equal".

## Else

The else keyword catches anything which isn't caught by the preceding conditions.

### **Example**

a = 200  
b = 33  
if b > a:  
  print("b is greater than a")  
elif a == b:  
  print("a and b are equal")  
else:  
  print("a is greater than b")

a and b are equal

In this example a is greater than b, so the first condition is not true, also the elif condition is not true, so we go to the else condition and print to screen that "a is greater than b".

You can also have an else without the elif:

### **Example**

a = 200  
b = 33  
if b > a:  
  print("b is greater than a")  
else:  
  print("b is not greater than a")

## Short Hand If

If you have only one statement to execute, you can put it on the same line as the if statement.

### **Example**

One line if statement:

if a > b: print("a is greater than b")

## Short Hand If ... Else

If you have only one statement to execute, one for if, and one for else, you can put it all on the same line:

### **Example**

One line if else statement:

a = 2  
b = 330  
print("A") if a > b else print("B")

B

This technique is known as **Ternary Operators**, or **Conditional Expressions**.

You can also have multiple else statements on the same line:

### **Example**

One line if else statement, with 3 conditions:

a = 330  
b = 330  
print("A") if a > b else print("=") if a == b else print("B")

=

## And

The and keyword is a logical operator, and is used to combine conditional statements:

### **Example**

Test if a is greater than b, AND if c is greater than a:

a = 200  
b = 33  
c = 500  
if a > b and c > a:  
  print("Both conditions are True")  
Both conditions are True

## Or

The or keyword is a logical operator, and is used to combine conditional statements:

### **Example**

Test if a is greater than b, OR if a is greater than c:

a = 200  
b = 33  
c = 500  
if a > b or a > c:  
  print("At least one of the conditions is True")  
At least one of the conditions is True

## Not

The not keyword is a logical operator, and is used to reverse the result of the conditional statement:

### **Example**

Test if a is NOT greater than b:

a = 33  
b = 200  
if not a > b:  
  print("a is NOT greater than b")  
a is NOT greater than b

## Nested If

You can have if statements inside if statements, this is called nested if statements.

### **Example**

x = 41  
  
if x > 10:  
  print("Above ten,")  
  if x > 20:  
    print("and also above 20!")  
  else:  
    print("but not above 20.")

Above ten,  
and also above 20!

## The pass Statement

if statements cannot be empty, but if you for some reason have an if statement with no content, put in the pass statement to avoid getting an error.

### **Example**

a = 33  
b = 200  
  
if b > a:  
  pass

# **Python While Loops**

## Python Loops

Python has two primitive loop commands:

* while loops
* for loops

## The while Loop

With the while loop we can execute a set of statements as long as a condition is true.

### **Example**

Print i as long as i is less than 6:

i = 1  
while i < 6:  
  print(i)  
  i += 1  
1  
2  
3  
4  
5

**Note:** remember to increment i, or else the loop will continue forever.

The while loop requires relevant variables to be ready, in this example we need to define an indexing variable, i, which we set to 1.

## The break Statement

With the break statement we can stop the loop even if the while condition is true:

### **Example**

Exit the loop when i is 3:

i = 1  
while i < 6:  
  print(i)  
  if i == 3:  
    break  
  i += 1

1  
2  
3

## The continue Statement

With the continue statement we can stop the current iteration, and continue with the next:

### **Example**

Continue to the next iteration if i is 3:

i = 0  
while i < 6:  
  i += 1  
  if i == 3:  
    continue  
  print(i)  
1  
2  
4  
5  
6

## The else Statement

With the else statement we can run a block of code once when the condition no longer is true:

### **Example**

Print a message once the condition is false:

i = 1  
while i < 6:  
  print(i)  
  i += 1  
else:  
  print("i is no longer less than 6")

1  
2  
3  
4  
5  
i is no longer less than 6

# **Python For Loops**

## Python For Loops

A for loop is used for iterating over a sequence (that is either a list, a tuple, a dictionary, a set, or a string).

This is less like the for keyword in other programming languages, and works more like an iterator method as found in other object-orientated programming languages.

With the for loop we can execute a set of statements, once for each item in a list, tuple, set etc.

### **Example**

Print each fruit in a fruit list:

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  print(x)

The for loop does not require an indexing variable to set beforehand.

## Looping Through a String

Even strings are iterable objects, they contain a sequence of characters:

### **Example**

Loop through the letters in the word "banana":

for x in "banana":  
  print(x)

apple  
banana  
cherry

## The break Statement

With the break statement we can stop the loop before it has looped through all the items:

### **Example**

Exit the loop when x is "banana":

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  print(x)  
  if x == "banana":  
    break  
b  
a  
n  
a  
n  
a

### **Example**

Exit the loop when x is "banana", but this time the break comes before the print:

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  if x == "banana":  
    break  
  print(x)

apple

## The continue Statement

With the continue statement we can stop the current iteration of the loop, and continue with the next:

### **Example**

Do not print banana:

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  if x == "banana":  
    continue  
  print(x)

apple  
cherry

## The range() Function

To loop through a set of code a specified number of times, we can use the range() function,

The range() function returns a sequence of numbers, starting from 0 by default, and increments by 1 (by default), and ends at a specified number.

### **Example**

Using the range() function:

for x in range(6):  
  print(x)

0  
1  
2  
3  
4  
5

Note that range(6) is not the values of 0 to 6, but the values 0 to 5.

The range() function defaults to 0 as a starting value, however it is possible to specify the starting value by adding a parameter: range(2, 6), which means values from 2 to 6 (but not including 6):

### **Example**

Using the start parameter:

for x in range(2, 6):  
  print(x)

2  
3  
4  
5

The range() function defaults to increment the sequence by 1, however it is possible to specify the increment value by adding a third parameter: range(2, 30, **3**):

### **Example**

Increment the sequence with 3 (default is 1):

for x in range(2, 30, 3):  
  print(x)

2  
5  
8  
11  
14  
17  
20  
23  
26  
29

## Else in For Loop

The else keyword in a for loop specifies a block of code to be executed when the loop is finished:

### **Example**

Print all numbers from 0 to 5, and print a message when the loop has ended:

for x in range(6):  
  print(x)  
else:  
  print("Finally finished!")

**Note:** The else block will NOT be executed if the loop is stopped by a break statement.

### **Example**

Break the loop when x is 3, and see what happens with the else block:

for x in range(6):  
  if x == 3: break  
  print(x)  
else:  
  print("Finally finished!")

## Nested Loops

A nested loop is a loop inside a loop.

The "inner loop" will be executed one time for each iteration of the "outer loop":

### **Example**

Print each adjective for every fruit:

adj = ["red", "big", "tasty"]  
fruits = ["apple", "banana", "cherry"]  
  
for x in adj:  
  for y in fruits:  
    print(x, y)

## The pass Statement

for loops cannot be empty, but if you for some reason have a for loop with no content, put in the pass statement to avoid getting an error.

### **Example**

for x in [0, 1, 2]:  
  pass

# **Python Functions**

A function is a block of code which only runs when it is called.

You can pass data, known as parameters, into a function.

A function can return data as a result.

## Creating a Function

In Python a function is defined using the def keyword:

### **Example**

def my\_function():  
  print("Hello from a function")

## Calling a Function

To call a function, use the function name followed by parenthesis:

### **Example**

def my\_function():  
  print("Hello from a function")  
  
**my\_function()**

## Arguments

Information can be passed into functions as arguments.

Arguments are specified after the function name, inside the parentheses. You can add as many arguments as you want, just separate them with a comma.

The following example has a function with one argument (fname). When the function is called, we pass along a first name, which is used inside the function to print the full name:

### **Example**

def my\_function(**fname**):  
  print(fname + " Refsnes")  
  
my\_function(**"Emil"**)  
my\_function(**"Tobias"**)  
my\_function(**"Linus"**)

Arguments are often shortened to args in Python documentations.

## Parameters or Arguments?

The terms parameter and argument can be used for the same thing: information that are passed into a function.

From a function's perspective:

A parameter is the variable listed inside the parentheses in the function definition.

An argument is the value that is sent to the function when it is called.

## Number of Arguments

By default, a function must be called with the correct number of arguments. Meaning that if your function expects 2 arguments, you have to call the function with 2 arguments, not more, and not less.

### **Example**

This function expects 2 arguments, and gets 2 arguments:

def my\_function(fname, lname):  
  print(fname + " " + lname)  
  
my\_function("Emil", "Refsnes")If you try to call the function with 1 or 3 arguments, you will get an error:

### **Example**

This function expects 2 arguments, but gets only 1:

def my\_function(fname, lname):  
  print(fname + " " + lname)  
  
my\_function("Emil")

## Arbitrary Arguments, \*args

If you do not know how many arguments that will be passed into your function, add a \* before the parameter name in the function definition.

This way the function will receive a tuple of arguments, and can access the items accordingly:

### **Example**

If the number of arguments is unknown, add a \* before the parameter name:

def my\_function(\*kids):  
  print("The youngest child is " + kids[2])  
  
my\_function("Emil", "Tobias", "Linus")

Arbitrary Arguments are often shortened to \*args in Python documentations.

## Keyword Arguments

You can also send arguments with the key = value syntax.

This way the order of the arguments does not matter.

### **Example**

def my\_function(child3, child2, child1):  
  print("The youngest child is " + child3)  
  
my\_function(child1 = "Emil", child2 = "Tobias", child3 = "Linus")

The phrase Keyword Arguments are often shortened to kwargs in Python documentations.

## Arbitrary Keyword Arguments, \*\*kwargs

If you do not know how many keyword arguments that will be passed into your function, add two asterisk: \*\* before the parameter name in the function definition.

This way the function will receive a dictionary of arguments, and can access the items accordingly:

### **Example**

If the number of keyword arguments is unknown, add a double \*\* before the parameter name:

def my\_function(\*\*kid):  
  print("His last name is " + kid["lname"])  
  
my\_function(fname = "Tobias", lname = "Refsnes")

Arbitrary Kword Arguments are often shortened to \*\*kwargs in Python documentations.

## Default Parameter Value

The following example shows how to use a default parameter value.

If we call the function without argument, it uses the default value:

### **Example**

def my\_function(**country = "Norway"**):  
  print("I am from " + country)  
  
my\_function("Sweden")  
my\_function("India")  
my\_function()  
my\_function("Brazil")

## Passing a List as an Argument

You can send any data types of argument to a function (string, number, list, dictionary etc.), and it will be treated as the same data type inside the function.

E.g. if you send a List as an argument, it will still be a List when it reaches the function:

### **Example**

def my\_function(food):  
  for x in food:  
    print(x)  
  
fruits = ["apple", "banana", "cherry"]  
  
my\_function(fruits)

## Return Values

To let a function return a value, use the return statement:

### **Example**

def my\_function(x):  
  **return 5 \* x**  
print(my\_function(3))  
print(my\_function(5))  
print(my\_function(9)

## The pass Statement

function definitions cannot be empty, but if you for some reason have a function definition with no content, put in the pass statement to avoid getting an error.

### **Example**

def myfunction():  
  pass

## Positional-Only Arguments

You can specify that a function can have ONLY positional arguments, or ONLY keyword arguments.

To specify that a function can have only positional arguments, add , / after the arguments:

### **Example**

def my\_function(x, /):  
  print(x)  
  
my\_function(3)

Without the , / you are actually allowed to use keyword arguments even if the function expects positional arguments:

### **Example**

def my\_function(x):  
  print(x)  
  
my\_function(x = 3)

But when adding the , / you will get an error if you try to send a keyword argument:

### **Example**

def my\_function(x, /):  
  print(x)  
  
my\_function(x = 3)

## Keyword-Only Arguments

To specify that a function can have only keyword arguments, add \*, before the arguments:

### **Example**

def my\_function(\*, x):  
  print(x)  
  
my\_function(x = 3)

Without the \*, you are allowed to use positionale arguments even if the function expects keyword arguments:

### **Example**

def my\_function(x):  
  print(x)  
  
my\_function(3)

But when adding the \*, / you will get an error if you try to send a positional argument:

### **Example**

def my\_function(\*, x):  
  print(x)  
  
my\_function(3)

## Combine Positional-Only and Keyword-Only

You can combine the two argument types in the same function.

Any argument before the / , are positional-only, and any argument after the \*, are keyword-only.

### **Example**

def my\_function(a, b, /, \*, c, d):  
  print(a + b + c + d)  
  
my\_function(5, 6, c = 7, d = 8)

## Recursion

Python also accepts function recursion, which means a defined function can call itself.

Recursion is a common mathematical and programming concept. It means that a function calls itself. This has the benefit of meaning that you can loop through data to reach a result.

The developer should be very careful with recursion as it can be quite easy to slip into writing a function which never terminates, or one that uses excess amounts of memory or processor power. However, when written correctly recursion can be a very efficient and mathematically-elegant approach to programming.

In this example, tri\_recursion() is a function that we have defined to call itself ("recurse"). We use the k variable as the data, which decrements (-1) every time we recurse. The recursion ends when the condition is not greater than 0 (i.e. when it is 0).

To a new developer it can take some time to work out how exactly this works, best way to find out is by testing and modifying it.

### **Example**

Recursion Example

def tri\_recursion(k):  
  if(k > 0):  
    result = k + tri\_recursion(k - 1)  
    print(result)  
  else:  
    result = 0  
  return result  
  
print("\n\nRecursion Example Results")  
tri\_recursion(6)

# **Python Lambda**

A lambda function is a small anonymous function.

A lambda function can take any number of arguments, but can only have one expression.

## Syntax

lambda arguments : expression

The expression is executed and the result is returned:

### **Example**

Add 10 to argument a, and return the result:

x = lambda a : a + 10  
print(x(5))

Lambda functions can take any number of arguments:

### **Example**

Multiply argument a with argument b and return the result:

x = lambda a, b : a \* b  
print(x(5, 6))

13

### **Example**

Summarize argument a, b, and c and return the result:

x = lambda a, b, c : a + b + c  
print(x(5, 6, 2))

## Why Use Lambda Functions?

The power of lambda is better shown when you use them as an anonymous function inside another function.

Say you have a function definition that takes one argument, and that argument will be multiplied with an unknown number:

def myfunc(n):  
  return lambda a : a \* n

Use that function definition to make a function that always doubles the number you send in:

### **Example**

def myfunc(n):  
  return lambda a : a \* n  
  
mydoubler = myfunc(2)  
  
print(mydoubler(11))

22

Or, use the same function definition to make a function that always triples the number you send in:

### **Example**

def myfunc(n):  
  return lambda a : a \* n  
  
mytripler = myfunc(3)  
  
print(mytripler(11))

33

Or, use the same function definition to make both functions, in the same program:

### **Example**

def myfunc(n):  
  return lambda a : a \* n  
  
mydoubler = myfunc(2)  
mytripler = myfunc(3)  
  
print(mydoubler(11))  
print(mytripler(11))

22  
33

Use lambda functions when an anonymous function is required for a short period of time.

# **Python Arrays**

**Note:** Python does not have built-in support for Arrays, but [Python Lists](https://www.w3schools.com/python/python_lists.asp) can be used instead.

## Arrays

**Note:** This page shows you how to use LISTS as ARRAYS, however, to work with arrays in Python you will have to import a library, like the [NumPy library](https://www.w3schools.com/python/numpy/default.asp).

Arrays are used to store multiple values in one single variable:

### **Example**

Create an array containing car names:

cars = ["Ford", "Volvo", "BMW"]

## What is an Array?

An array is a special variable, which can hold more than one value at a time.

If you have a list of items (a list of car names, for example), storing the cars in single variables could look like this:

car1 = "Ford"  
car2 = "Volvo"  
car3 = "BMW"

However, what if you want to loop through the cars and find a specific one? And what if you had not 3 cars, but 300?

The solution is an array!

An array can hold many values under a single name, and you can access the values by referring to an index number.

## Access the Elements of an Array

You refer to an array element by referring to the index number.

### **Example**

Get the value of the first array item:

x = cars[0]

### **Example**

Modify the value of the first array item:

cars[0] = "Toyota"

## The Length of an Array

Use the len() method to return the length of an array (the number of elements in an array).

### **Example**

Return the number of elements in the cars array:

x = len(cars)

**Note:** The length of an array is always one more than the highest array index

## Looping Array Elements

You can use the for in loop to loop through all the elements of an array.

### **Example**

Print each item in the cars array:

for x in cars:  
  print(x)

Ford  
Volvo  
BMW

## Adding Array Elements

You can use the append() method to add an element to an array.

### **Example**

Add one more element to the cars array:

cars.append("Honda")

['Ford', 'Volvo', 'BMW', 'Honda']

## Removing Array Elements

You can use the pop() method to remove an element from the array.

### **Example**

Delete the second element of the cars array:

cars.pop(1)

['Ford', 'BMW']

You can also use the remove() method to remove an element from the array.

### **Example**

Delete the element that has the value "Volvo":

cars.remove("Volvo")

['Ford', 'BMW']

**Note:** The list's remove() method only removes the first occurrence of the specified value.

## Array Methods

Python has a set of built-in methods that you can use on lists/arrays.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [append()](https://www.w3schools.com/python/ref_list_append.asp) | Adds an element at the end of the list |
| [clear()](https://www.w3schools.com/python/ref_list_clear.asp) | Removes all the elements from the list |
| [copy()](https://www.w3schools.com/python/ref_list_copy.asp) | Returns a copy of the list |
| [count()](https://www.w3schools.com/python/ref_list_count.asp) | Returns the number of elements with the specified value |
| [extend()](https://www.w3schools.com/python/ref_list_extend.asp) | Add the elements of a list (or any iterable), to the end of the current list |
| [index()](https://www.w3schools.com/python/ref_list_index.asp) | Returns the index of the first element with the specified value |
| [insert()](https://www.w3schools.com/python/ref_list_insert.asp) | Adds an element at the specified position |
| [pop()](https://www.w3schools.com/python/ref_list_pop.asp) | Removes the element at the specified position |
| [remove()](https://www.w3schools.com/python/ref_list_remove.asp) | Removes the first item with the specified value |
| [reverse()](https://www.w3schools.com/python/ref_list_reverse.asp) | Reverses the order of the list |
| [sort()](https://www.w3schools.com/python/ref_list_sort.asp) | Sorts the list |

**Note:** Python does not have built-in support for Arrays, but Python Lists can be used instead.

# **Python Classes and Objects**

## Python Classes/Objects

Python is an object oriented programming language.

Almost everything in Python is an object, with its properties and methods.

A Class is like an object constructor, or a "blueprint" for creating objects.

## Create a Class

To create a class, use the keyword class:

### **Example**

Create a class named MyClass, with a property named x:

class MyClass:  
  x = 5

<class '\_\_main\_\_.MyClass'>

## Create Object

Now we can use the class named MyClass to create objects:

### **Example**

Create an object named p1, and print the value of x:

p1 = MyClass()  
print(p1.x)

5

## The \_\_init\_\_() Function

The examples above are classes and objects in their simplest form, and are not really useful in real life applications.

To understand the meaning of classes we have to understand the built-in \_\_init\_\_() function.

All classes have a function called \_\_init\_\_(), which is always executed when the class is being initiated.

Use the \_\_init\_\_() function to assign values to object properties, or other operations that are necessary to do when the object is being created:

### **Example**

Create a class named Person, use the \_\_init\_\_() function to assign values for name and age:

class Person:  
  def \_\_init\_\_(self, name, age):  
    self.name = name  
    self.age = age  
  
p1 = Person("John", 36)  
  
print(p1.name)  
print(p1.age)

John  
36

**Note:** The \_\_init\_\_() function is called automatically every time the class is being used to create a new object.

## The \_\_str\_\_() Function

The \_\_str\_\_() function controls what should be returned when the class object is represented as a string.

If the \_\_str\_\_() function is not set, the string representation of the object is returned:

### **Example**

The string representation of an object WITHOUT the \_\_str\_\_() function:

class Person:  
  def \_\_init\_\_(self, name, age):  
    self.name = name  
    self.age = age  
  
p1 = Person("John", 36)  
  
print(p1)

<\_\_main\_\_.Person object at 0x15039e602100>

### **Example**

The string representation of an object WITH the \_\_str\_\_() function:

class Person:  
  def \_\_init\_\_(self, name, age):  
    self.name = name  
    self.age = age  
  
  def \_\_str\_\_(self):  
    return f"{self.name}({self.age})"  
  
p1 = Person("John", 36)  
  
print(p1)

John(36)

## Object Methods

Objects can also contain methods. Methods in objects are functions that belong to the object.

Let us create a method in the Person class:

### **Example**

Insert a function that prints a greeting, and execute it on the p1 object:

class Person:  
  def \_\_init\_\_(self, name, age):  
    self.name = name  
    self.age = age  
  
  def myfunc(self):  
    print("Hello my name is " + self.name)  
  
p1 = Person("John", 36)  
p1.myfunc()

Hello my name is John

**Note:** The self parameter is a reference to the current instance of the class, and is used to access variables that belong to the class.

## The self Parameter

The self parameter is a reference to the current instance of the class, and is used to access variables that belongs to the class.

It does not have to be named self , you can call it whatever you like, but it has to be the first parameter of any function in the class:

### **Example**

Use the words mysillyobject and abc instead of self:

class Person:  
  def \_\_init\_\_(mysillyobject, name, age):  
    mysillyobject.name = name  
    mysillyobject.age = age  
  
  def myfunc(abc):  
    print("Hello my name is " + abc.name)  
  
p1 = Person("John", 36)  
p1.myfunc()

Hello my name is John

## Modify Object Properties

You can modify properties on objects like this:

### **Example**

Set the age of p1 to 40:

p1.age = 40

**40**

## Delete Object Properties

You can delete properties on objects by using the del keyword:

### **Example**

Delete the age property from the p1 object:

del p1.age

Traceback (most recent call last):  
  File "demo\_class7.py", line 13, in <module>  
    print(p1.age)  
AttributeError: 'Person' object has no attribute 'age'

## Delete Objects

You can delete objects by using the del keyword:

### **Example**

Delete the p1 object:

del p1

Traceback (most recent call last):  
  File "demo\_class8.py", line 13, in <module>  
    print(p1)  
NameError: 'p1' is not defined

## The pass Statement

class definitions cannot be empty, but if you for some reason have a class definition with no content, put in the pass statement to avoid getting an error.

### **Example**

class Person:  
  pass

# **Python Inheritance**

## Python Inheritance

Inheritance allows us to define a class that inherits all the methods and properties from another class.

**Parent class** is the class being inherited from, also called base class.

**Child class** is the class that inherits from another class, also called derived class.

## Create a Parent Class

Any class can be a parent class, so the syntax is the same as creating any other class:

### **Example**

Create a class named Person, with firstname and lastname properties, and a printname method:

class Person:  
  def \_\_init\_\_(self, fname, lname):  
    self.firstname = fname  
    self.lastname = lname  
  
  def printname(self):  
    print(self.firstname, self.lastname)  
  
#Use the Person class to create an object, and then execute the printname method:  
  
x = Person("John", "Doe")  
x.printname()

John Doe

## Create a Child Class

To create a class that inherits the functionality from another class, send the parent class as a parameter when creating the child class:

### **Example**

Create a class named Student, which will inherit the properties and methods from the Person class:

class Student(Person):  
  pass

**Note:** Use the pass keyword when you do not want to add any other properties or methods to the class.

Now the Student class has the same properties and methods as the Person class.

### **Example**

Use the Student class to create an object, and then execute the printname method:

x = Student("Mike", "Olsen")  
x.printname()

## Add the \_\_init\_\_() Function

So far we have created a child class that inherits the properties and methods from its parent.

We want to add the \_\_init\_\_() function to the child class (instead of the pass keyword).

**Note:** The \_\_init\_\_() function is called automatically every time the class is being used to create a new object.

### **Example**

Add the \_\_init\_\_() function to the Student class:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):  
    #add properties etc.

When you add the \_\_init\_\_() function, the child class will no longer inherit the parent's \_\_init\_\_() function.

**Note:** The child's \_\_init\_\_() function **overrides** the inheritance of the parent's \_\_init\_\_() function.

To keep the inheritance of the parent's \_\_init\_\_() function, add a call to the parent's \_\_init\_\_() function:

### **Example**

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):  
    Person.\_\_init\_\_(self, fname, lname)

Now we have successfully added the \_\_init\_\_() function, and kept the inheritance of the parent class, and we are ready to add functionality in the \_\_init\_\_() function.

## Use the super() Function

Python also has a super() function that will make the child class inherit all the methods and properties from its parent:

### **Example**

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):  
    super().\_\_init\_\_(fname, lname)

By using the super() function, you do not have to use the name of the parent element, it will automatically inherit the methods and properties from its parent.

## Add Properties

### **Example**

Add a property called graduationyear to the Student class:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):  
    super().\_\_init\_\_(fname, lname)  
    self.graduationyear = 2019

2019

In the example below, the year 2019 should be a variable, and passed into the Student class when creating student objects. To do so, add another parameter in the \_\_init\_\_() function:

### **Example**

Add a year parameter, and pass the correct year when creating objects:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname, year):  
    super().\_\_init\_\_(fname, lname)  
    self.graduationyear = year  
  
x = Student("Mike", "Olsen", 2019)

2019

## Add Methods

### **Example**

Add a method called welcome to the Student class:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname, year):  
    super().\_\_init\_\_(fname, lname)  
    self.graduationyear = year  
  
  def welcome(self):  
    print("Welcome", self.firstname, self.lastname, "to the class of", self.graduationyear)

Welcome Mike Olsen to the class of 2019

If you add a method in the child class with the same name as a function in the parent class, the inheritance of the parent method will be overridden.

# **Python Iterators**

## Python Iterators

An iterator is an object that contains a countable number of values.

An iterator is an object that can be iterated upon, meaning that you can traverse through all the values.

Technically, in Python, an iterator is an object which implements the iterator protocol, which consist of the methods \_\_iter\_\_() and \_\_next\_\_().

## Iterator vs Iterable

Lists, tuples, dictionaries, and sets are all iterable objects. They are iterable containers which you can get an iterator from.

All these objects have a iter() method which is used to get an iterator:

### **Example**

Return an iterator from a tuple, and print each value:

mytuple = ("apple", "banana", "cherry")  
myit = iter(mytuple)  
  
print(next(myit))  
print(next(myit))  
print(next(myit))

apple  
banana  
cherry

Even strings are iterable objects, and can return an iterator:

### **Example**

Strings are also iterable objects, containing a sequence of characters:

mystr = "banana"  
myit = iter(mystr)  
print(next(myit))  
print(next(myit))  
print(next(myit))  
print(next(myit))  
print(next(myit))  
print(next(myit))  
b  
a  
n  
a  
n  
a

## Looping Through an Iterator

We can also use a for loop to iterate through an iterable object:

### **Example**

Iterate the values of a tuple:

mytuple = ("apple", "banana", "cherry")  
  
for x in mytuple:  
  print(x)

apple  
banana  
cherry

### **Example**

Iterate the characters of a string:

mystr = "banana"  
  
for x in mystr:  
  print(x)

b  
a  
n  
a  
n  
a

The for loop actually creates an iterator object and executes the next() method for each loop.

## Create an Iterator

To create an object/class as an iterator you have to implement the methods \_\_iter\_\_() and \_\_next\_\_() to your object.

As you have learned in the [Python Classes/Objects](https://www.w3schools.com/python/python_classes.asp) chapter, all classes have a function called \_\_init\_\_(), which allows you to do some initializing when the object is being created.

The \_\_iter\_\_() method acts similar, you can do operations (initializing etc.), but must always return the iterator object itself.

The \_\_next\_\_() method also allows you to do operations, and must return the next item in the sequence.

### **Example**

Create an iterator that returns numbers, starting with 1, and each sequence will increase by one (returning 1,2,3,4,5 etc.):

class MyNumbers:  
  def \_\_iter\_\_(self):  
    self.a = 1  
    return self  
  
  def \_\_next\_\_(self):  
    x = self.a  
    self.a += 1  
    return x  
  
myclass = MyNumbers()  
myiter = iter(myclass)  
  
print(next(myiter))  
print(next(myiter))  
print(next(myiter))  
print(next(myiter))  
print(next(myiter))

1  
2  
3  
4  
5

## StopIteration

The example above would continue forever if you had enough next() statements, or if it was used in a for loop.

To prevent the iteration from going on forever, we can use the StopIteration statement.

In the \_\_next\_\_() method, we can add a terminating condition to raise an error if the iteration is done a specified number of times:

### **Example**

Stop after 20 iterations:

class MyNumbers:  
  def \_\_iter\_\_(self):  
    self.a = 1  
    return self  
  
  def \_\_next\_\_(self):  
    if self.a <= 20:  
      x = self.a  
      self.a += 1  
      return x  
    else:  
      raise StopIteration  
  
myclass = MyNumbers()  
myiter = iter(myclass)  
  
for x in myiter:  
  print(x)

1  
2  
3  
4  
5  
6  
7  
8  
9  
10  
11  
12  
13  
14  
15  
16  
17  
18  
19  
20

# **Python Polymorphism:-**

The word "polymorphism" means "many forms", and in programming it refers to methods/functions/operators with the same name that can be executed on many objects or classes.

## Function Polymorphism

An example of a Python function that can be used on different objects is the len() function.

### **String**

For strings len() returns the number of characters:

### **Example**

x = "Hello World!"  
  
print(len(x))

**Output:**

12

### **Tuple**

For tuples len() returns the number of items in the tuple:

### **Example**

mytuple = ("apple", "banana", "cherry")  
  
print(len(mytuple))

Output:

3

### **Dictionary**

For dictionaries len() returns the number of key/value pairs in the dictionary:

### **Example**

thisdict = {  
  "brand": "Ford",  
  "model": "Mustang",  
  "year": 1964  
}  
  
print(len(thisdict))

**Output**:

3

## Class Polymorphism

Polymorphism is often used in Class methods, where we can have multiple classes with the same method name.

For example, say we have three classes: Car, Boat, and Plane, and they all have a method called move():

### **Example**

Different classes with the same method:

class Car:  
  def \_\_init\_\_(self, brand, model):  
    self.brand = brand  
    self.model = model  
  
  def move(self):  
    print("Drive!")  
  
class Boat:  
  def \_\_init\_\_(self, brand, model):  
    self.brand = brand  
    self.model = model  
  
  def move(self):  
    print("Sail!")  
  
class Plane:  
  def \_\_init\_\_(self, brand, model):  
    self.brand = brand  
    self.model = model  
  
  def move(self):  
    print("Fly!")  
  
car1 = Car("Ford", "Mustang")       #Create a Car class  
boat1 = Boat("Ibiza", "Touring 20") #Create a Boat class  
plane1 = Plane("Boeing", "747")     #Create a Plane class  
  
for x in (car1, boat1, plane1):  
  x.move()

Output:

Drive!

Sail!

Fly!

Look at the for loop at the end. Because of polymorphism we can execute the same method for all three classes.

**Inheritance Class Polymorphism**

What about classes with child classes with the same name? Can we use polymorphism there?

Yes. If we use the example above and make a parent class called Vehicle, and make Car, Boat, Plane child classes of Vehicle, the child classes inherits the Vehicle methods, but can override them:

### **Example**

Create a class called Vehicle and make Car, Boat, Plane child classes of Vehicle:

class Vehicle:  
  def \_\_init\_\_(self, brand, model):  
    self.brand = brand  
    self.model = model  
  
  def move(self):  
    print("Move!")  
  
class Car(Vehicle):  
  pass  
  
class Boat(Vehicle):  
  def move(self):  
    print("Sail!")  
  
class Plane(Vehicle):  
  def move(self):  
    print("Fly!")  
  
car1 = Car("Ford", "Mustang") #Create a Car object  
boat1 = Boat("Ibiza", "Touring 20") #Create a Boat object  
plane1 = Plane("Boeing", "747") #Create a Plane object  
  
for x in (car1, boat1, plane1):  
  print(x.brand)  
  print(x.model)  
  x.move()

**Output**:

Ford!

Mustang!

Move!

Ibiza!

Touring 20

Sail!

Boeing!

747

Fly!

Child classes inherits the properties and methods from the parent class.

In the example above you can see that the Car class is empty, but it inherits brand, model, and move() from Vehicle.

The Boat and Plane classes also inherit brand, model, and move() from Vehicle, but they both override the move() method.

# Because of polymorphism we can execute the same method for all classes. **Python Scope:-**

A variable is only available from inside the region it is created. This is called **scope**.

## Local Scope

## A variable created inside a function belongs to the local scope of that function, and can only be used inside that function.

### **Example**

A variable created inside a function is available inside that function:

def myfunc():  
  x = 300  
  print(x)  
  
myfunc()

**Output**:

300

### **Function Inside Function**

As explained in the example above, the variable x is not available outside the function, but it is available for any function inside the function:

### **Example**

The local variable can be accessed from a function within the function:

def myfunc():  
  x = 300  
  def myinnerfunc():  
    print(x)  
  myinnerfunc()  
  
myfunc()

**Output**:

300

## Global Scope

A variable created in the main body of the Python code is a global variable and belongs to the global scope.

Global variables are available from within any scope, global and local.

### **Example**

A variable created outside of a function is global and can be used by anyone:

x = 300  
  
def myfunc():  
  print(x)  
  
myfunc()  
  
print(x)

**Output**:

300

300

### **Naming Variables**

If you operate with the same variable name inside and outside of a function, Python will treat them as two separate variables, one available in the global scope (outside the function) and one available in the local scope (inside the function):

### **Example**

The function will print the local x, and then the code will print the global x:

x = 300  
def myfunc():  
  x = 200  
  print(x)  
myfunc()  
print(x)

**Output**:

200

300

## Global Keyword

If you need to create a global variable, but are stuck in the local scope, you can use the global keyword.

The global keyword makes the variable global.

### **Example**

If you use the global keyword, the variable belongs to the global scope:

def myfunc():  
  global x  
  x = 300  
myfunc()  
print(x)

**Output**:

300

Also, use the global keyword if you want to make a change to a global variable inside a function.

### **Example**

To change the value of a global variable inside a function, refer to the variable by using the global keyword:

x = 300  
  
def myfunc():  
  global x  
  x = 200  
myfunc()  
print(x)

output:

200

# **Python Modules:-**

## What is a Module?

Consider a module to be the same as a code library.

A file containing a set of functions you want to include in your application.

## Create a Module

To create a module just save the code you want in a file with the file extension .py:

### **Example**

Save this code in a file named mymodule.py

def greeting(name):  
  print("Hello, " + name)

## Use a Module

Now we can use the module we just created, by using the import statement:

### **Example**

Import the module named mymodule, and call the greeting function:

import mymodule  
  
mymodule.greeting("Jonathan")

**Output**:

Hello,Jonathan

**Note:** When using a function from a module, use the syntax: module\_name.function\_name.

## Variables in Module:-

The module can contain functions, as already described, but also variables of all types (arrays, dictionaries, objects etc):

### **Example**

Save this code in the file mymodule.py

person1 = {  
  "name": "John",  
  "age": 36,  
  "country": "Norway"  
}

### **Example**

Import the module named mymodule, and access the person1 dictionary:

import mymodule  
  
a = mymodule.person1["age"]  
print(a)

**Output**:

36

# **Python Datetime**

## Python Dates

A date in Python is not a data type of its own, but we can import a module named datetime to work with dates as date objects.

### **Example**

Import the datetime module and display the current date:

import datetime  
  
x = datetime.datetime.now()  
print(x)

2024-01-13 09:31:02.855479

## Date Output

When we execute the code from the example above the result will be:

2024-01-13 09:29:40.289998

The date contains year, month, day, hour, minute, second, and microsecond.

The datetime module has many methods to return information about the date object.

Here are a few examples, you will learn more about them later in this chapter:

### **Example**

Return the year and name of weekday:

import datetime  
  
x = datetime.datetime.now()  
  
print(x.year)  
print(x.strftime("%A"))

2024  
Saturday

## Creating Date Objects

To create a date, we can use the datetime() class (constructor) of the datetime module.

The datetime() class requires three parameters to create a date: year, month, day.

### **Example**

Create a date object:

import datetime  
  
x = datetime.datetime(2020, 5, 17)  
  
print(x)

2024  
Saturday

The datetime() class also takes parameters for time and timezone (hour, minute, second, microsecond, tzone), but they are optional, and has a default value of 0, (None for timezone).

## The strftime() Method

The datetime object has a method for formatting date objects into readable strings.

The method is called strftime(), and takes one parameter, format, to specify the format of the returned string:

### **Example**

Display the name of the month:

import datetime  
  
x = datetime.datetime(2018, 6, 1)  
  
print(x.strftime("%B"))

June

A reference of all the legal format codes:

|  |  |  |
| --- | --- | --- |
| **Directive** | **Description** | **Example** |
| %a | Weekday, short version | Wed |
| %A | Weekday, full version | Wednesday |
| %w | Weekday as a number 0-6, 0 is Sunday | 3 |
| %d | Day of month 01-31 | 31 |
| %b | Month name, short version | Dec |
| %B | Month name, full version | December |
| %m | Month as a number 01-12 | 12 |
| %y | Year, short version, without century | 18 |
| %Y | Year, full version | 2018 |
| %H | Hour 00-23 | 17 |
| %I | Hour 00-12 | 05 |
| %p | AM/PM | PM |
| %M | Minute 00-59 | 41 |
| %S | Second 00-59 | 08 |
| %f | Microsecond 000000-999999 | 548513 |
| %z | UTC offset | +0100 |
| %Z | Timezone | CST |
| %j | Day number of year 001-366 | 365 |
| %U | Week number of year, Sunday as the first day of week, 00-53 | 52 |
| %W | Week number of year, Monday as the first day of week, 00-53 | 52 |
| %c | Local version of date and time | Mon Dec 31 17:41:00 2018 |
| %C | Century | 20 |
| %x | Local version of date | 12/31/18 |
| %X | Local version of time | 17:41:00 |
| %% | A % character | % |
| %G | ISO 8601 year | 2018 |
| %u | ISO 8601 weekday (1-7) | 1 |
| %V | ISO 8601 weeknumber (01-53) | 01 |

# **Python Math**

Python has a set of built-in math functions, including an extensive math module, that allows you to perform mathematical tasks on numbers.

## Built-in Math Functions

The min() and max() functions can be used to find the lowest or highest value in an iterable:

### **Example**

x = min(5, 10, 25)  
y = max(5, 10, 25)  
print(x)  
print(y)

5  
25

The abs() function returns the absolute (positive) value of the specified number:

### **Example**

x = abs(-7.25)  
print(x)

7.25

The pow(x, y) function returns the value of x to the power of y (xy).

### **Example**

Return the value of 4 to the power of 3 (same as 4 \* 4 \* 4):

x = pow(4, 3)  
  
print(x)

64

## The Math Module

Python has also a built-in module called math, which extends the list of mathematical functions.

To use it, you must import the math module:

**import math**

When you have imported the math module, you can start using methods and constants of the module.

The math.sqrt() method for example, returns the square root of a number:

### **Example**

import math  
  
x = math.sqrt(64)  
  
print(x)

8.0

The math.ceil() method rounds a number upwards to its nearest integer, and the math.floor() method rounds a number downwards to its nearest integer, and returns the result:

### **Example**

import math  
x = math.ceil(1.4)  
y = math.floor(1.4)  
  
print(x) # returns 2  
print(y) # returns 1

2  
1

The math.pi constant, returns the value of PI (3.14...):

### **Example**

import math  
  
x = math.pi  
  
print(x)

3.141592653589793

# **Python JSON**

JSON is a syntax for storing and exchanging data.

JSON is text, written with JavaScript object notation.

## JSON in Python

Python has a built-in package called json, which can be used to work with JSON data.

### **Example**

### Import the json module:

import json

## Parse JSON - Convert from JSON to Python

If you have a JSON string, you can parse it by using the json.loads() method.

The result will be a [Python dictionary](https://www.w3schools.com/python/python_dictionaries.asp).

### **Example**

Convert from JSON to Python:

import json  
  
# some JSON:  
x =  '{ "name":"John", "age":30, "city":"New York"}'  
  
# parse x:  
y = json.loads(x)  
  
# the result is a Python dictionary:  
print(y["age"])

## Convert from Python to JSON

If you have a Python object, you can convert it into a JSON string by using the json.dumps() method.

### **Example**

Convert from Python to JSON:

import json  
  
# a Python object (dict):  
x = {  
  "name": "John",  
  "age": 30,  
  "city": "New York"  
}  
  
# convert into JSON:  
y = json.dumps(x)  
  
# the result is a JSON string:  
print(y)

30

You can convert Python objects of the following types, into JSON strings:

* dict
* list
* tuple
* string
* int
* float
* True
* False
* None

### **Example**

Convert Python objects into JSON strings, and print the values:

import json  
  
print(json.dumps({"name": "John", "age": 30}))  
print(json.dumps(["apple", "bananas"]))  
print(json.dumps(("apple", "bananas")))  
print(json.dumps("hello"))  
print(json.dumps(42))  
print(json.dumps(31.76))  
print(json.dumps(True))  
print(json.dumps(False))  
print(json.dumps(None))

|  |  |
| --- | --- |
| **Python** | **JSON** |
| dict | Object |
| list | Array |
| tuple | Array |
| str | String |
| int | Number |
| float | Number |
| True | true |
| False | false |
| None | null |

{"name": "John", "age": 30}  
["apple", "bananas"]  
["apple", "bananas"]  
"hello"  
42  
31.76  
true  
false  
null

When you convert from Python to JSON, Python objects are converted into the JSON (JavaScript) equivalent:

### **Example**

Convert a Python object containing all the legal data types:

import json  
  
x = {  
  "name": "John",  
  "age": 30,  
  "married": True,  
  "divorced": False,  
  "children": ("Ann","Billy"),  
  "pets": None,  
  "cars": [  
    {"model": "BMW 230", "mpg": 27.5},  
    {"model": "Ford Edge", "mpg": 24.1}  
  ]  
}  
  
print(json.dumps(x))  
{"name": "John", "age": 30, "married": true, "divorced": false, "children": ["Ann","Billy"], "pets": null, "cars": [{"model": "BMW 230", "mpg": 27.5}, {"model": "Ford Edge", "mpg": 24.1}]}

## Format the Result

The example above prints a JSON string, but it is not very easy to read, with no indentations and line breaks.

The json.dumps() method has parameters to make it easier to read the result:

### **Example**

Use the indent parameter to define the numbers of indents:

json.dumps(x, indent=4)

import json

x = {

"name": "John",

"age": 30,

"married": True,

"divorced": False,

"children": ("Ann","Billy"),

"pets": None,

"cars": [

{"model": "BMW 230", "mpg": 27.5},

{"model": "Ford Edge", "mpg": 24.1}

]

}

# use four indents to make it easier to read the result:

print(json.dumps(x, indent=4))

{  
    "name": "John",  
    "age": 30,  
    "married": true,  
    "divorced": false,  
    "children": [  
        "Ann",  
        "Billy"  
    ],  
    "pets": null,  
    "cars": [  
        {  
            "model": "BMW 230",  
            "mpg": 27.5  
        },  
        {  
            "model": "Ford Edge",  
            "mpg": 24.1  
        }  
    ]  
}

You can also define the separators, default value is (", ", ": "), which means using a comma and a space to separate each object, and a colon and a space to separate keys from values:

### **Example**

Use the separators parameter to change the default separator:

json.dumps(x, indent=4, separators=(". ", " = "))  
{  
    "name" = "John".  
    "age" = 30.

{  
    "name" = "John".  
    "age" = 30.  
    "married" = true.  
    "divorced" = false.  
    "children" = [  
        "Ann".  
        "Billy"  
    ].  
    "pets" = null.  
    "cars" = [  
        {  
            "model" = "BMW 230".  
            "mpg" = 27.5  
        }.  
        {  
            "model" = "Ford Edge".  
            "mpg" = 24.1  
        }  
    ]  
}    "divorced" = false.  
    "children" = [  
        "Ann".  
        "Billy"  
    ].  
    "pets" = null.  
    "cars" = [  
        {  
            "model" = "BMW 230".  
            "mpg" = 27.5  
        }.  
        {  
            "model" = "Ford Edge".  
            "mpg" = 24.1  
        }  
    ]  
}

## Order the Result

The json.dumps() method has parameters to order the keys in the result:

### **Example**

Use the sort\_keys parameter to specify if the result should be sorted or not:

json.dumps(x, indent=4, sort\_keys=True)

import json

x = {

"name": "John",

"age": 30,

"married": True,

"divorced": False,

"children": ("Ann","Billy"),

"pets": None,

"cars": [

{"model": "BMW 230", "mpg": 27.5},

{"model": "Ford Edge", "mpg": 24.1}

]

}

# sort the result alphabetically by keys:

print(json.dumps(x, indent=4, sort\_keys=True))

{  
    "age": 30,  
    "cars": [  
        {  
            "model": "BMW 230",  
            "mpg": 27.5  
        },  
        {  
            "model": "Ford Edge",  
            "mpg": 24.1  
        }  
    ],  
    "children": [  
        "Ann",  
        "Billy"  
    ],  
    "divorced": false,  
    "married": true,  
    "name": "John",  
    "pets": null  
}

# **Python RegEx**

A RegEx, or Regular Expression, is a sequence of characters that forms a search pattern.

RegEx can be used to check if a string contains the specified search pattern.

## RegEx Module

Python has a built-in package called re, which can be used to work with Regular Expressions.

Import the re module:

import re

## RegEx in Python

When you have imported the re module, you can start using regular expressions:

### **Example**

Search the string to see if it starts with "The" and ends with "Spain":

import re  
  
txt = "The rain in Spain"  
x = re.search("^The.\*Spain$", txt)

## RegEx Functions

The re module offers a set of functions that allows us to search a string for a match:

|  |  |
| --- | --- |
| **Function** | **Description** |
| [findall](https://www.w3schools.com/python/python_regex.asp#findall) | Returns a list containing all matches |
| [search](https://www.w3schools.com/python/python_regex.asp#search) | Returns a [Match object](https://www.w3schools.com/python/python_regex.asp#matchobject) if there is a match anywhere in the string |
| [split](https://www.w3schools.com/python/python_regex.asp#split) | Returns a list where the string has been split at each match |
| [sub](https://www.w3schools.com/python/python_regex.asp#sub) | Replaces one or many matches with a string |

## Metacharacters

Metacharacters are characters with a special meaning:

|  |  |  |
| --- | --- | --- |
| **Character** | **Description** | **Example** |
| [] | A set of characters | "[a-m]" |
| \ | Signals a special sequence (can also be used to escape special characters) | "\d" |
| . | Any character (except newline character) | "he..o" |
| ^ | Starts with | "^hello" |
| $ | Ends with | "planet$" |
| \* | Zero or more occurrences | "he.\*o" |
| + | One or more occurrences | "he.+o" |
| ? | Zero or one occurrences | "he.?o" |
| {} | Exactly the specified number of occurrences | "he.{2}o" |
| | | Either or | "falls|stays" |
| () | Capture and group |  |

## Special Sequences

A special sequence is a \ followed by one of the characters in the list below, and has a special meaning:

|  |  |  |
| --- | --- | --- |
| **Character** | **Description** | **Example** |
| \A | Returns a match if the specified characters are at the beginning of the string | "\AThe" |
| \b | Returns a match where the specified characters are at the beginning or at the end of a word (the "r" in the beginning is making sure that the string is being treated as a "raw string") | r"\bain"  r"ain\b" |
| \B | Returns a match where the specified characters are present, but NOT at the beginning (or at the end) of a word (the "r" in the beginning is making sure that the string is being treated as a "raw string") | r"\Bain"  r"ain\B" |
| \d | Returns a match where the string contains digits (numbers from 0-9) | "\d" |
| \D | Returns a match where the string DOES NOT contain digits | "\D" |
| \s | Returns a match where the string contains a white space character | "\s" |
| \S | Returns a match where the string DOES NOT contain a white space character | "\S" |
| \w | Returns a match where the string contains any word characters (characters from a to Z, digits from 0-9, and the underscore \_ character) | "\w" |
| \W | Returns a match where the string DOES NOT contain any word characters | "\W" |
| \Z | Returns a match if the specified characters are at the end of the string | "Spain\Z" |

## Sets

A set is a set of characters inside a pair of square brackets [] with a special meaning:

|  |  |
| --- | --- |
| **Set** | **Description** |
| [arn] | Returns a match where one of the specified characters (a, r, or n) is present |
| [a-n] | Returns a match for any lower case character, alphabetically between a and n |
| [^arn] | Returns a match for any character EXCEPT a, r, and n |
| [0123] | Returns a match where any of the specified digits (0, 1, 2, or 3) are present |
| [0-9] | Returns a match for any digit between 0 and 9 |
| [0-5][0-9] | Returns a match for any two-digit numbers from 00 and 59 |
| [a-zA-Z] | Returns a match for any character alphabetically between a and z, lower case OR upper case |
| [+] | In sets, +, \*, ., |, (), $,{} has no special meaning, so [+] means: return a match for any + character in the string |

## The findall() Function

The findall() function returns a list containing all matches.

### **Example**

Print a list of all matches:

import re  
  
txt = "The rain in Spain"  
x = re.findall("ai", txt)  
print(x)

['ai', 'ai']

The list contains the matches in the order they are found.

If no matches are found, an empty list is returned:

### **Example**

Return an empty list if no match was found:

import re  
  
txt = "The rain in Spain"  
x = re.findall("Portugal", txt)  
print(x)

[]  
No match

## The search() Function

The search() function searches the string for a match, and returns a [Match object](https://www.w3schools.com/python/python_regex.asp#matchobject) if there is a match.

If there is more than one match, only the first occurrence of the match will be returned:

### **Example**

Search for the first white-space character in the string:

import re  
  
txt = "The rain in Spain"  
x = re.search("\s", txt)  
  
print("The first white-space character is located in position:", x.start())

If no matches are found, the value None is returned:

### **Example**

Make a search that returns no match:

import re  
  
txt = "The rain in Spain"  
x = re.search("Portugal", txt)  
print(x)

​

None

## The split() Function

The split() function returns a list where the string has been split at each match:

### **Example**

Split at each white-space character:

import re  
  
txt = "The rain in Spain"  
x = re.split("\s", txt)  
print(x)

['The', 'rain', 'in', 'Spain']

You can control the number of occurrences by specifying the maxsplit parameter:

### **Example**

Split the string only at the first occurrence:

import re  
txt = "The rain in Spain"  
x = re.split("\s", txt, 1)  
print(x)

['The', 'rain in Spain']

## The sub() Function

The sub() function replaces the matches with the text of your choice:

### **Example**

Replace every white-space character with the number 9:

import re  
  
txt = "The rain in Spain"  
x = re.sub("\s", "9", txt)  
print(x)

The9rain9in Spain

You can control the number of replacements by specifying the count parameter:

### **Example**

Replace the first 2 occurrences:

import re  
  
txt = "The rain in Spain"  
x = re.sub("\s", "9", txt, 2)  
print(x)

The9rain9in Spain

## Match Object

A Match Object is an object containing information about the search and the result.

**Note:** If there is no match, the value None will be returned, instead of the Match Object.

### **Example**

Do a search that will return a Match Object:

import re  
txt = "The rain in Spain"  
x = re.search("ai", txt)  
print(x) #this will print an object

<\_sre.SRE\_Match object; span=(5, 7), match='ai'>

The Match object has properties and methods used to retrieve information about the search, and the result:

.span() returns a tuple containing the start-, and end positions of the match.  
.string returns the string passed into the function  
.group() returns the part of the string where there was a match

### **Example**

Print the position (start- and end-position) of the first match occurrence.

The regular expression looks for any words that starts with an upper case "S":

import re  
  
txt = "The rain in Spain"  
x = re.search(r"\bS\w+", txt)  
print(**x.span()**)

(12, 17)

### **Example**

Print the string passed into the function:

import re  
txt = "The rain in Spain"  
x = re.search(r"\bS\w+", txt)  
print(**x.string**)

The rain in Spain

### **Example**

Print the part of the string where there was a match.

The regular expression looks for any words that starts with an upper case "S":

import re  
  
txt = "The rain in Spain"  
x = re.search(r"\bS\w+", txt)  
print(**x.group()**)

Spain

**Note:** If there is no match, the value None will be returned, instead of the Match Object.

## What is PIP?

PIP is a package manager for Python packages, or modules if you like.

**Note:** If you have Python version 3.4 or later, PIP is included by default.

## What is a Package?

A package contains all the files you need for a module.

Modules are Python code libraries you can include in your project.

## Check if PIP is Installed

Navigate your command line to the location of Python's script directory, and type the following:

### **Example**

Check PIP version

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-**32\Scripts>pip --version**

## Install PIP

If you do not have PIP installed, you can download and install it from this page: <https://pypi.org/project/pip/>

## Download a Package

Downloading a package is very easy.

Open the command line interface and tell PIP to download the package you want.

Navigate your command line to the location of Python's script directory, and type the following:

### **Example**

Download a package named "camelcase":

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>pip install camelcase

Now you have downloaded and installed your first package!

## Using a Package

Once the package is installed, it is ready to use.

Import the "camelcase" package into your project.

### **Example**

Import and use "camelcase":

import camelcase  
  
c = camelcase.CamelCase()  
  
txt = "hello world"  
  
print(c.hump(txt))

import camelcase

c = camelcase.CamelCase()

txt = "lorem ipsum dolor sit amet"

print(c.hump(txt))

Lorem Ipsum Dolor Sit Amet

#This method capitalizes the first letter of each word.

## Find Packages

Find more packages at <https://pypi.org/>.

## Remove a Package

Use the uninstall command to remove a package:

### **Example**

Uninstall the package named "camelcase":

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>pip uninstall camelcase

The PIP Package Manager will ask you to confirm that you want to remove the camelcase package:

Uninstalling camelcase-02.1:  
  **Would remove**:  
    c:\users\Your Name\appdata\local\programs\python\python36-32\lib\site-packages\camelcase-0.2-py3.6.egg-info  
    c:\users\Your Name\appdata\local\programs\python\python36-32\lib\site-packages\camelcase\\*  
Proceed (y/n)?

Press y and the package will be removed.

## List Packages

Use the list command to list all the packages installed on your system:

### **Example**

List installed packages:

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>pip list

Result:

Package         Version  
-----------------------  
camelcase       0.2  
mysql-connector 2.1.6  
pip             18.1  
pymongo         3.6.1  
setuptools      39.0.1

# **Python Try Except**

The try block lets you test a block of code for errors.

The except block lets you handle the error.

The else block lets you execute code when there is no error.

The finally block lets you execute code, regardless of the result of the try- and except blocks.

## Exception Handling

When an error occurs, or exception as we call it, Python will normally stop and generate an error message.

These exceptions can be handled using the try statement:

### **Example**

The try block will generate an exception, because x is not defined:

try:  
  print(x)  
except:  
  print("An exception occurred")

An exception occurred

Since the try block raises an error, the except block will be executed.

Without the try block, the program will crash and raise an error:

### **Example**

This statement will raise an error, because x is not defined:

print(x)

Traceback (most recent call last):  
  File "demo\_try\_except\_error.py", line 3, in <module>  
    print(x)  
NameError: name 'x' is not defined

## Many Exceptions

You can define as many exception blocks as you want, e.g. if you want to execute a special block of code for a special kind of error:

### **Example**

Print one message if the try block raises a NameError and another for other errors:

try:  
  print(x)  
except NameError:  
  print("Variable x is not defined")  
except:  
  print("Something else went wrong"

Variable x is not defined

## Else

You can use the else keyword to define a block of code to be executed if no errors were raised:

### **Example**

In this example, the try block does not generate any error:

try:  
  print("Hello")  
except:  
  print("Something went wrong")  
else:  
  print("Nothing went wrong")

Hello  
Nothing went wrong

## Finally

The finally block, if specified, will be executed regardless if the try block raises an error or not.

### **Example**

try:  
  print(x)  
except:  
  print("Something went wrong")  
finally:  
  print("The 'try except' is finished")

Something went wrong  
The 'try except' is finished

This can be useful to close objects and clean up resources:

### **Example**

Try to open and write to a file that is not writable:

try:  
  f = open("demofile.txt")  
  try:  
    f.write("Lorum Ipsum")  
  except:  
    print("Something went wrong when writing to the file")  
  finally:  
    f.close()  
except:  
  print("Something went wrong when opening the file")

Something went wrong when writing to the file

The program can continue, without leaving the file object open.

## Raise an exception

As a Python developer you can choose to throw an exception if a condition occurs.

To throw (or raise) an exception, use the raise keyword.

### **Example**

Raise an error and stop the program if x is lower than 0:

x = -1  
  
if x < 0:  
  raise Exception("Sorry, no numbers below zero")

Traceback (most recent call last):  
  File "demo\_ref\_keyword\_raise.py", line 4, in <module>  
    raise Exception("Sorry, no numbers below zero")  
Exception: Sorry, no numbers below zero

The raise keyword is used to raise an exception.

You can define what kind of error to raise, and the text to print to the user.

### **Example**

Raise a TypeError if x is not an integer:

x = "hello"  
  
if not type(x) is int:  
  raise TypeError("Only integers are allowed")

Traceback (most recent call last):  
  File "demo\_ref\_keyword\_raise2.py", line 4, in <module>  
    raise TypeError("Only integers are allowed")  
TypeError: Only integers are allowed

# ***Python User Input***

## User Input

Python allows for user input.

That means we are able to ask the user for input.

The method is a bit different in Python 3.6 than Python 2.7.

Python 3.6 uses the input() method.

Python 2.7 uses the raw\_input() method.

The following example asks for the username, and when you entered the username, it gets printed on the screen:

Enter username:

### **Python 3.6**

username = input("Enter username:")  
print("Username is: " + username)  
Enter username:

### **Python 2.7**

username = raw\_input("Enter username:")  
print("Username is: " + username)  
Enter username:

Python stops executing when it comes to the input() function, and continues when the user has given some input.

# **Python String Formatting**

To make sure a string will display as expected, we can format the result with the format() method.

## String format()

The format() method allows you to format selected parts of a string.

Sometimes there are parts of a text that you do not control, maybe they come from a database, or user input?

To control such values, add placeholders (curly brackets {}) in the text, and run the values through the format() method:

### **Example**

Add a placeholder where you want to display the price:

price = 49  
txt = "The price is {} dollars"  
print(txt.format(price))

The price is 49 dollars

You can add parameters inside the curly brackets to specify how to convert the value:

### **Example**

Format the price to be displayed as a number with two decimals:

txt = "The price is {:.2f} dollars"

The price is 49.00 dollars

Check out all formatting types in our [String format() Reference](https://www.w3schools.com/python/ref_string_format.asp).

## Multiple Values

If you want to use more values, just add more values to the format() method:

print(txt.format(price, itemno, count))

And add more placeholders:

### **Example**

quantity = 3  
itemno = 567  
price = 49  
myorder = "I want {} pieces of item number {} for {:.2f} dollars."  
print(myorder.format(quantity, itemno, price))

I want 3 pieces of item number 567 for 49.00 dollars.

## Index Numbers

You can use index numbers (a number inside the curly brackets {0}) to be sure the values are placed in the correct placeholders:

### **Example**

quantity = 3  
itemno = 567  
price = 49  
myorder = "I want {0} pieces of item number {1} for {2:.2f} dollars."  
print(myorder.format(quantity, itemno, price))

I want 3 pieces of item number 567 for 49.00 dollars.

Also, if you want to refer to the same value more than once, use the index number:

### **Example**

age = 36  
name = "John"  
txt = "His name is {1}. {1} is {0} years old."  
print(txt.format(age, name))

His name is John. John is 36 years old.

## Named Indexes

You can also use named indexes by entering a name inside the curly brackets {carname}, but then you must use names when you pass the parameter values txt.format(carname = "Ford"):

### **Example**

myorder = "I have a {carname}, it is a {model}."  
print(myorder.format(carname = "Ford", model = "Mustang"))

I have a Ford, it is a Mustang.

**File Handling**

# **Python File Open:-**

File handling is an important part of any web application.

Python has several functions for creating, reading, updating, and deleting files.

## File Handling

The key function for working with files in Python is the open() function.

The open() function takes two parameters; filename, and mode.

There are four different methods (modes) for opening a file:

"r" - Read - Default value. Opens a file for reading, error if the file does not exist

"a" - Append - Opens a file for appending, creates the file if it does not exist

"w" - Write - Opens a file for writing, creates the file if it does not exist

"x" - Create - Creates the specified file, returns an error if the file exists

In addition you can specify if the file should be handled as binary or text mode

"t" - Text - Default value. Text mode

"b" - Binary - Binary mode (e.g. images)

## Syntax:-

To open a file for reading it is enough to specify the name of the file:

f = open("demofile.txt")

The code above is the same as:

f = open("demofile.txt", "rt")

Because "r" for read, and "t" for text are the default values, you do not need to specify them

**Python File Open:-**

**Open a File on the Server:-**

Assume we have the following file, located in the same folder as Python:

demofile.txt

Hello! Welcome to demofile.txt  
This file is for testing purposes.  
Good Luck!

To open the file, use the built-in open() function.

The open() function returns a file object, which has a read() method for reading the content of the file:

### **Example:-**

Open a file on a different location:

f = open("D:\\myfiles\welcome.txt", "r")  
print(f.read())

**Output:-**

Hello Welcome to demofile.txt

This file is for testing purposes

Good luck!

### **Example:-**

Return the 5 first characters of the file:

f = open("demofile.txt", "r")  
print(f.read(**5**))

**Output:-**

Hello

## Read Lines:-

## You can return one line by using the readline() method:

### **Example:-**

Read one line of the file:

f = open("demofile.txt", "r")  
print(f.readline())

Output:

Hello welcome to demofile.txt

By calling readline() two times, you can read the two first lines:

### **Example:-**

Read two lines of the file:

f = open("demofile.txt", "r")  
print(f.readline())  
print(f.readline())

Output:-

Hello welcome to demofile.txt

This file is for testing purposes

Good luck!

By looping through the lines of the file, you can read the whole file, line by line:

### Example:

### Loop through the file line

### by line:

f = open("demofile.txt", "r")  
for x in f:  
  print(x)

Output:

Hello welcome to demofile.txt

This file is for testing purposes

Good luck!

## Close Files:-

It is a good practice to always close the file when you are done with it.

### **Example:-**

Close the file when you are finish with it:

f = open("demofile.txt", "r")  
print(f.readline())  
f.close()

**Output:**

Hello welcome to demofile.txt

# **Python File Write:-**

## Write to an Existing File

To write to an existing file, you must add a parameter to the open() function:

"a" - Append - will append to the end of the file

"w" - Write - will overwrite any existing content

### **Example:-**

Open the file "demofile2.txt" and append content to the file:

f = open("demofile2.txt", "a")  
f.write("Now the file has more content!")  
f.close()  
  
#open and read the file after the appending:  
f = open("demofile2.txt", "r")  
print(f.read())

Output:

Hello welcome to demofile2.txt

This file is for testing purposes

Good luck! Now the files is more than content

### **Example**

Open the file "demofile3.txt" and overwrite the content:

f = open("demofile3.txt", "w")  
f.write("Woops! I have deleted the content!")  
f.close()  
  
#open and read the file after the overwriting:  
f = open("demofile3.txt", "r")  
print(f.read())

**Output:**

Woops! I have deleted the content

**Note:** the "w" method will overwrite the entire file.

## Create a New File

To create a new file in Python, use the open() method, with one of the following parameters:

"x" - Create - will create a file, returns an error if the file exist

"a" - Append - will create a file if the specified file does not exist

"w" - Write - will create a file if the specified file does not exist

### **Example**

Create a file called "myfile.txt":

f = open("myfile.txt", "x")

Result: a new empty file is created!

### **Example**

Create a new file if it does not exist:

f = open("myfile.txt", "w")

# **Python Delete File:-**

## Delete a File:

## Check if File exist:

To avoid getting an error, you might want to check if the file exists before you try to delete it:

**Example**

Check if file exists, then delete it:

import os  
if os.path.exists("demofile.txt"):  
  os.remove("demofile.txt")  
else:  
  print("The file does not exist")

**Delete Folder**

To delete an entire folder, use the os.rmdir() method:

### **Example**

Remove the folder "myfolder":

import os  
os.rmdir("myfolder")

**Note:** You can only remove empty folders.

To delete a file, you must import the OS module, and run its os.remove() function:

### **Example**

Remove the file "demofile.txt":

import os  
os.remove("demofile.txt")

# **Machine Learning**

Machine Learning is making the computer learn from studying data and statistics.

Machine Learning is a step into the direction of artificial intelligence (AI).

Machine Learning is a program that analyses data and learns to predict the outcome.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Carname | Color | Age | Speed | AutoPass |
| BMW | red | 5 | 99 | Y |
| Volvo | black | 7 | 86 | Y |
| VW | gray | 8 | 87 | N |
| VW | white | 7 | 88 | Y |
| Ford | white | 2 | 111 | Y |
| VW | white | 17 | 86 | Y |
| Tesla | red | 2 | 103 | Y |
| BMW | black | 9 | 87 | Y |
| Volvo | gray | 4 | 94 | N |
| Ford | white | 11 | 78 | N |
| Toyota | gray | 12 | 77 | N |
| VW | white | 9 | 85 | N |
| Toyota | blue | 6 | 86 | Y |

## Where To Start?

In this tutorial we will go back to mathematics and study statistics, and how to calculate important numbers based on data sets.

We will also learn how to use various Python modules to get the answers we need.

And we will learn how to make functions that are able to predict the outcome based on what we have learned.

## Data Set

In the mind of a computer, a data set is any collection of data. It can be anything from an array to a complete database.

Example of an array:

[99,86,87,88,111,86,103,87,94,78,77,85,86]

Example of a database:

By looking at the array, we can guess that the average value is probably around 80 or 90, and we are also able to determine the highest value and the lowest value, but what else can we do?

And by looking at the database we can see that the most popular color is white, and the oldest car is 17 years, but what if we could predict if a car had an AutoPass, just by looking at the other values?

That is what Machine Learning is for! Analyzing data and predicting the outcome!

In Machine Learning it is common to work with very large data sets. In this tutorial we will try to make it as easy as possible to understand the different concepts of machine learning, and we will work with small easy-to-understand data sets.

## Data Types

To analyze data, it is important to know what type of data we are dealing with.

We can split the data types into three main categories:

* **Numerical**
* **Categorical**
* **Ordinal**

**Numerical** data are numbers, and can be split into two numerical categories:

* Discrete Data  
  - counted data that are limited to integers. Example: The number of cars passing by.
* Continuous Data  
  - measured data that can be any number. Example: The price of an item, or the size of an item

**Categorical** data are values that cannot be measured up against each other. Example: a color value, or any yes/no values.

**Ordinal** data are like categorical data, but can be measured up against each other. Example: school grades where A is better than B and so on.

By knowing the data type of your data source, you will be able to know what technique to use when analyzing them.

You will learn more about statistics and analyzing data in the next chapters.

# **Machine Learning - Mean Median Mode**

## Mean, Median, and Mode

What can we learn from looking at a group of numbers?

In Machine Learning (and in mathematics) there are often three values that interests us:

* **Mean** - The average value
* **Median** - The mid point value
* **Mode** - The most common value

Example: We have registered the speed of 13 cars:

speed = [99,86,87,88,111,86,103,87,94,78,77,85,86]

What is the average, the middle, or the most common speed value?

## Mean

The mean value is the average value.

To calculate the mean, find the sum of all values, and divide the sum by the number of values:

(99+86+87+88+111+86+103+87+94+78+77+85+86) / 13 = 89.77

The NumPy module has a method for this. Learn about the NumPy module in our [NumPy Tutorial](https://www.w3schools.com/python/numpy/default.asp).

### **Example**

Use the NumPy mean() method to find the average speed:

import numpy  
  
speed = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
x = numpy.mean(speed)  
  
print(x)

## Median

The median value is the value in the middle, after you have sorted all the values:

77, 78, 85, 86, 86, 86, 87, 87, 88, 94, 99, 103, 111

It is important that the numbers are sorted before you can find the median.

The NumPy module has a method for this:

### **Example**

Use the NumPy median() method to find the middle value:

import numpy  
  
speed = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
x = numpy.median(speed)  
  
print(x)

If there are two numbers in the middle, divide the sum of those numbers by two.

77, 78, 85, 86, 86, 86, 87, 87, 94, 98, 99, 103  
  
(86 + 87) / 2 = 86.5

### **Example**

Using the NumPy module:

import numpy  
  
speed = [99,86,87,88,86,103,87,94,78,77,85,86]  
  
x = numpy.median(speed)  
  
print(x)

## Mode

The Mode value is the value that appears the most number of times:

99, 86, 87, 88, 111, 86, 103, 87, 94, 78, 77, 85, 86 = 86

The SciPy module has a method for this. Learn about the SciPy module in our [SciPy Tutorial](https://www.w3schools.com/python/scipy_intro.asp).

### **Example**

Use the SciPy mode() method to find the number that appears the most:

from scipy import stats  
  
speed = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
x = stats.mode(speed)  
  
print(x)

# **Machine Learning - Standard Deviation**

## What is Standard Deviation?

Standard deviation is a number that describes how spread out the values are.

A low standard deviation means that most of the numbers are close to the mean (average) value.

A high standard deviation means that the values are spread out over a wider range.

Example: This time we have registered the speed of 7 cars:

speed = [86,87,88,86,87,85,86]

The standard deviation is:

0.9

Meaning that most of the values are within the range of 0.9 from the mean value, which is 86.4.

Let us do the same with a selection of numbers with a wider range:

speed = [32,111,138,28,59,77,97]

The standard deviation is:

37.85

Meaning that most of the values are within the range of 37.85 from the mean value, which is 77.4.

As you can see, a higher standard deviation indicates that the values are spread out over a wider range.

The NumPy module has a method to calculate the standard deviation:

### **Example**

Use the NumPy std() method to find the standard deviation:

import numpy  
  
speed = [86,87,88,86,87,85,86]  
  
x = numpy.std(speed)  
  
print(x)

### **Example**

import numpy  
  
speed = [32,111,138,28,59,77,97]  
  
x = numpy.std(speed)  
  
print(x)

## Variance

Variance is another number that indicates how spread out the values are.

In fact, if you take the square root of the variance, you get the standard deviation!

Or the other way around, if you multiply the standard deviation by itself, you get the variance!

To calculate the variance you have to do as follows:

1. Find the mean:

(32+111+138+28+59+77+97) / 7 = 77.4

2. For each value: find the difference from the mean:

 32 - 77.4 = -45.4  
111 - 77.4 =  33.6  
138 - 77.4 =  60.6  
 28 - 77.4 = -49.4  
 59 - 77.4 = -18.4  
 77 - 77.4 = - 0.4  
 97 - 77.4 =  19.6

3. For each difference: find the square value:

(-45.4)2 = 2061.16  
 (33.6)2 = 1128.96  
 (60.6)2 = 3672.36  
(-49.4)2 = 2440.36  
(-18.4)2 =  338.56  
(- 0.4)2 =    0.16  
 (19.6)2 =  384.16

4. The variance is the average number of these squared differences:

(2061.16+1128.96+3672.36+2440.36+338.56+0.16+384.16) / 7 = 1432.2

Luckily, NumPy has a method to calculate the variance:

### **Example**

Use the NumPy var() method to find the variance:

import numpy  
  
speed = [32,111,138,28,59,77,97]  
  
x = numpy.var(speed)  
  
print(x)

## Standard Deviation

As we have learned, the formula to find the standard deviation is the square root of the variance:

√1432.25 = 37.85

Or, as in the example from before, use the NumPy to calculate the standard deviation:

### **Example**

Use the NumPy std() method to find the standard deviation:

import numpy  
  
speed = [32,111,138,28,59,77,97]  
  
x = numpy.std(speed)  
  
print(x)

## Symbols

Standard Deviation is often represented by the symbol Sigma: σ

Variance is often represented by the symbol Sigma Squared: σ2

# **Machine Learning - Percentiles**

## What are Percentiles?

Percentiles are used in statistics to give you a number that describes the value that a given percent of the values are lower than.

Example: Let's say we have an array of the ages of all the people that live in a street.

ages = [5,31,43,48,50,41,7,11,15,39,80,82,32,2,8,6,25,36,27,61,31]

What is the 75. percentile? The answer is 43, meaning that 75% of the people are 43 or younger.

The NumPy module has a method for finding the specified percentile:

### **Example**

Use the NumPy percentile() method to find the percentiles:

import numpy  
  
ages = [5,31,43,48,50,41,7,11,15,39,80,82,32,2,8,6,25,36,27,61,31]  
  
x = numpy.percentile(ages, 75)  
  
print(x)

### **Example**

What is the age that 90% of the people are younger than?

import numpy  
  
ages = [5,31,43,48,50,41,7,11,15,39,80,82,32,2,8,6,25,36,27,61,31]  
  
x = numpy.percentile(ages, 90)  
  
print(x)

# **Machine Learning - Data Distribution**

## Data Distribution

Earlier in this tutorial we have worked with very small amounts of data in our examples, just to understand the different concepts.

In the real world, the data sets are much bigger, but it can be difficult to gather real world data, at least at an early stage of a project.

### **How Can we Get Big Data Sets?**

To create big data sets for testing, we use the Python module NumPy, which comes with a number of methods to create random data sets, of any size.

### **Example**

Create an array containing 250 random floats between 0 and 5:

import numpy  
  
x = numpy.random.uniform(0.0, 5.0, 250)  
  
print(x)

## Histogram

To visualize the data set we can draw a histogram with the data we collected.

We will use the Python module Matplotlib to draw a histogram.

Learn about the Matplotlib module in our [Matplotlib Tutorial](https://www.w3schools.com/python/matplotlib_intro.asp).

### **Example**

Draw a histogram:

import numpy  
import matplotlib.pyplot as plt  
  
x = numpy.random.uniform(0.0, 5.0, 250)  
  
plt.hist(x, 5)  
plt.show()

### **Result:**
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### **Histogram Explained**

We use the array from the example above to draw a histogram with 5 bars.

The first bar represents how many values in the array are between 0 and 1.

The second bar represents how many values are between 1 and 2.

Etc.

Which gives us this result:

* 52 values are between 0 and 1
* 48 values are between 1 and 2
* 49 values are between 2 and 3
* 51 values are between 3 and 4
* 50 values are between 4 and 5

**Note:** The array values are random numbers and will not show the exact same result on your computer.

## Big Data Distributions

An array containing 250 values is not considered very big, but now you know how to create a random set of values, and by changing the parameters, you can create the data set as big as you want.

### **Example**

Create an array with 100000 random numbers, and display them using a histogram with 100 bars:

import numpy  
import matplotlib.pyplot as plt  
  
x = numpy.random.uniform(0.0, 5.0, 100000)  
  
plt.hist(x, 100)  
plt.show()

# **Machine Learning - Normal Data Distribution**

## Normal Data Distribution

In the previous chapter we learned how to create a completely random array, of a given size, and between two given values.

In this chapter we will learn how to create an array where the values are concentrated around a given value.

In probability theory this kind of data distribution is known as the normal data distribution, or the Gaussian data distribution, after the mathematician Carl Friedrich Gauss who came up with the formula of this data distribution.

### **Example**

A typical normal data distribution:

import numpy  
import matplotlib.pyplot as plt  
  
x = numpy.random.normal(5.0, 1.0, 100000)  
  
plt.hist(x, 100)  
plt.show()

### **Result:**
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**Note:** A normal distribution graph is also known as the bell curve because of it's characteristic shape of a bell.

### **Histogram Explained**

We use the array from the numpy.random.normal() method, with 100000 values,  to draw a histogram with 100 bars.

We specify that the mean value is 5.0, and the standard deviation is 1.0.

Meaning that the values should be concentrated around 5.0, and rarely further away than 1.0 from the mean.

And as you can see from the histogram, most values are between 4.0 and 6.0, with a top at approximately 5.0.

# **Machine Learning - Scatter Plot**

## Scatter Plot

A scatter plot is a diagram where each value in the data set is represented by a dot.

![](data:image/png;base64,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)

The Matplotlib module has a method for drawing scatter plots, it needs two arrays of the same length, one for the values of the x-axis, and one for the values of the y-axis:

x = [5,7,8,7,2,17,2,9,4,11,12,9,6]

y = [99,86,87,88,111,86,103,87,94,78,77,85,86]

The x array represents the age of each car.

The y array represents the speed of each car.

### **Example**

Use the scatter() method to draw a scatter plot diagram:

import matplotlib.pyplot as plt  
  
x = [5,7,8,7,2,17,2,9,4,11,12,9,6]  
y = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
plt.scatter(x, y)  
plt.show()

### **Result:**
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### **Scatter Plot Explained**

The x-axis represents ages, and the y-axis represents speeds.

What we can read from the diagram is that the two fastest cars were both 2 years old, and the slowest car was 12 years old.

**Note:** It seems that the newer the car, the faster it drives, but that could be a coincidence, after all we only registered 13 cars.

## Random Data Distributions

In Machine Learning the data sets can contain thousands-, or even millions, of values.

You might not have real world data when you are testing an algorithm, you might have to use randomly generated values.

As we have learned in the previous chapter, the NumPy module can help us with that!

Let us create two arrays that are both filled with 1000 random numbers from a normal data distribution.

The first array will have the mean set to 5.0 with a standard deviation of 1.0.

The second array will have the mean set to 10.0 with a standard deviation of 2.0:

### **Example**

A scatter plot with 1000 dots:

import numpy  
import matplotlib.pyplot as plt  
  
x = numpy.random.normal(5.0, 1.0, 1000)  
y = numpy.random.normal(10.0, 2.0, 1000)  
  
plt.scatter(x, y)  
plt.show()

### **Result:**
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### **Scatter Plot Explained**

We can see that the dots are concentrated around the value 5 on the x-axis, and 10 on the y-axis.

We can also see that the spread is wider on the y-axis than on the x-axis.

# **Machine Learning - Linear Regression**

## Regression

The term regression is used when you try to find the relationship between variables.

In Machine Learning, and in statistical modeling, that relationship is used to predict the outcome of future events.

## Linear Regression

Linear regression uses the relationship between the data-points to draw a straight line through all them.

This line can be used to predict future values.
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In Machine Learning, predicting the future is very important.

## How Does it Work?

Python has methods for finding a relationship between data-points and to draw a line of linear regression. We will show you how to use these methods instead of going through the mathematic formula.

In the example below, the x-axis represents age, and the y-axis represents speed. We have registered the age and speed of 13 cars as they were passing a tollbooth. Let us see if the data we collected could be used in a linear regression:

### **Example**

Start by drawing a scatter plot:

import matplotlib.pyplot as plt  
  
x = [5,7,8,7,2,17,2,9,4,11,12,9,6]  
y = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
plt.scatter(x, y)  
plt.show()

### **Result:**
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### **Example**

Import scipy and draw the line of Linear Regression:

import matplotlib.pyplot as plt  
from scipy import stats  
  
x = [5,7,8,7,2,17,2,9,4,11,12,9,6]  
y = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
slope, intercept, r, p, std\_err = stats.linregress(x, y)  
  
def myfunc(x):  
  return slope \* x + intercept  
  
mymodel = list(map(myfunc, x))  
  
plt.scatter(x, y)  
plt.plot(x, mymodel)  
plt.show()

### **Result:**
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### **Example Explained**

Import the modules you need.

You can learn about the Matplotlib module in our [Matplotlib Tutorial](https://www.w3schools.com/python/matplotlib_intro.asp).

You can learn about the SciPy module in our [SciPy Tutorial](https://www.w3schools.com/python/scipy_intro.asp).

import matplotlib.pyplot as plt  
from scipy import stats

Create the arrays that represent the values of the x and y axis:

x = [5,7,8,7,2,17,2,9,4,11,12,9,6]  
y = [99,86,87,88,111,86,103,87,94,78,77,85,86]

Execute a method that returns some important key values of Linear Regression:

slope, intercept, r, p, std\_err = stats.linregress(x, y)

Create a function that uses the slope and intercept values to return a new value. This new value represents where on the y-axis the corresponding x value will be placed:

def myfunc(x):  
  return slope \* x + intercept

Run each value of the x array through the function. This will result in a new array with new values for the y-axis:

mymodel = list(map(myfunc, x))

Draw the original scatter plot:

plt.scatter(x, y)

Draw the line of linear regression:

plt.plot(x, mymodel)

Display the diagram:

plt.show()

## R for Relationship

It is important to know how the relationship between the values of the x-axis and the values of the y-axis is, if there are no relationship the linear regression can not be used to predict anything.

This relationship - the coefficient of correlation - is called r.

The r value ranges from -1 to 1, where 0 means no relationship, and 1 (and -1) means 100% related.

Python and the Scipy module will compute this value for you, all you have to do is feed it with the x and y values.

### **Example**

How well does my data fit in a linear regression?

from scipy import stats  
  
x = [5,7,8,7,2,17,2,9,4,11,12,9,6]  
y = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
slope, intercept, r, p, std\_err = stats.linregress(x, y)  
  
print(r)

**Note:** The result -0.76 shows that there is a relationship, not perfect, but it indicates that we could use linear regression in future predictions.

## Predict Future Values

Now we can use the information we have gathered to predict future values.

Example: Let us try to predict the speed of a 10 years old car.

To do so, we need the same myfunc() function from the example above:

def myfunc(x):  
  return slope \* x + intercept

### **Example**

Predict the speed of a 10 years old car:

from scipy import stats  
  
x = [5,7,8,7,2,17,2,9,4,11,12,9,6]  
y = [99,86,87,88,111,86,103,87,94,78,77,85,86]  
  
slope, intercept, r, p, std\_err = stats.linregress(x, y)  
  
def myfunc(x):  
  return slope \* x + intercept  
  
speed = myfunc(10)  
  
print(speed)

The example predicted a speed at 85.6, which we also could read from the diagram:
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## Bad Fit?

Let us create an example where linear regression would not be the best method to predict future values.

### **Example**

These values for the x- and y-axis should result in a very bad fit for linear regression:

import matplotlib.pyplot as plt  
from scipy import stats  
  
x = [89,43,36,36,95,10,66,34,38,20,26,29,48,64,6,5,36,66,72,40]  
y = [21,46,3,35,67,95,53,72,58,10,26,34,90,33,38,20,56,2,47,15]  
  
slope, intercept, r, p, std\_err = stats.linregress(x, y)  
  
def myfunc(x):  
  return slope \* x + intercept  
  
mymodel = list(map(myfunc, x))  
  
plt.scatter(x, y)  
plt.plot(x, mymodel)  
plt.show()

### **Result:**
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And the r for relationship?

### **Example**

You should get a very low r value.

import numpy  
from scipy import stats  
  
x = [89,43,36,36,95,10,66,34,38,20,26,29,48,64,6,5,36,66,72,40]  
y = [21,46,3,35,67,95,53,72,58,10,26,34,90,33,38,20,56,2,47,15]  
  
slope, intercept, r, p, std\_err = stats.linregress(x, y)  
  
print(r)

The result: 0.013 indicates a very bad relationship, and tells us that this data set is not suitable for linear regression.

# **Machine Learning - Polynomial Regression**

## Polynomial Regression

If your data points clearly will not fit a linear regression (a straight line through all data points), it might be ideal for polynomial regression.

Polynomial regression, like linear regression, uses the relationship between the variables x and y to find the best way to draw a line through the data points.
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## How Does it Work?

Python has methods for finding a relationship between data-points and to draw a line of polynomial regression. We will show you how to use these methods instead of going through the mathematic formula.

In the example below, we have registered 18 cars as they were passing a certain tollbooth.

We have registered the car's speed, and the time of day (hour) the passing occurred.

The x-axis represents the hours of the day and the y-axis represents the speed:

### **Example**

Start by drawing a scatter plot:

import matplotlib.pyplot as plt  
  
x = [1,2,3,5,6,7,8,9,10,12,13,14,15,16,18,19,21,22]  
y = [100,90,80,60,60,55,60,65,70,70,75,76,78,79,90,99,99,100]  
  
plt.scatter(x, y)  
plt.show()

### **Result:**
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### **Example**

Import numpy and matplotlib then draw the line of Polynomial Regression:

import numpy  
import matplotlib.pyplot as plt  
  
x = [1,2,3,5,6,7,8,9,10,12,13,14,15,16,18,19,21,22]  
y = [100,90,80,60,60,55,60,65,70,70,75,76,78,79,90,99,99,100]  
  
mymodel = numpy.poly1d(numpy.polyfit(x, y, 3))  
  
myline = numpy.linspace(1, 22, 100)  
  
plt.scatter(x, y)  
plt.plot(myline, mymodel(myline))  
plt.show()

### **Result:**
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### **Example Explained**

Import the modules you need.

You can learn about the NumPy module in our [NumPy Tutorial](https://www.w3schools.com/python/numpy/default.asp).

You can learn about the SciPy module in our [SciPy Tutorial](https://www.w3schools.com/python/scipy_intro.asp).

import numpy  
import matplotlib.pyplot as plt

Create the arrays that represent the values of the x and y axis:

x = [1,2,3,5,6,7,8,9,10,12,13,14,15,16,18,19,21,22]  
y = [100,90,80,60,60,55,60,65,70,70,75,76,78,79,90,99,99,100]

NumPy has a method that lets us make a polynomial model:

mymodel = numpy.poly1d(numpy.polyfit(x, y, 3))

Then specify how the line will display, we start at position 1, and end at position 22:

myline = numpy.linspace(1, 22, 100)

Draw the original scatter plot:

plt.scatter(x, y)

Draw the line of polynomial regression:

plt.plot(myline, mymodel(myline))

Display the diagram:

plt.show()

## R-Squared

It is important to know how well the relationship between the values of the x- and y-axis is, if there are no relationship the polynomial regression can not be used to predict anything.

The relationship is measured with a value called the r-squared.

The r-squared value ranges from 0 to 1, where 0 means no relationship, and 1 means 100% related.

Python and the Sklearn module will compute this value for you, all you have to do is feed it with the x and y arrays:

### **Example**

How well does my data fit in a polynomial regression?

import numpy  
from sklearn.metrics import r2\_score  
  
x = [1,2,3,5,6,7,8,9,10,12,13,14,15,16,18,19,21,22]  
y = [100,90,80,60,60,55,60,65,70,70,75,76,78,79,90,99,99,100]  
  
mymodel = numpy.poly1d(numpy.polyfit(x, y, 3))  
  
print(r2\_score(y, mymodel(x)))

**Note:** The result 0.94 shows that there is a very good relationship, and we can use polynomial regression in future predictions.

## Predict Future Values

Now we can use the information we have gathered to predict future values.

Example: Let us try to predict the speed of a car that passes the tollbooth at around the time 17:00:

To do so, we need the same mymodel array from the example above:

mymodel = numpy.poly1d(numpy.polyfit(x, y, 3))

### **Example**

Predict the speed of a car passing at 17:00:

import numpy  
from sklearn.metrics import r2\_score  
  
x = [1,2,3,5,6,7,8,9,10,12,13,14,15,16,18,19,21,22]  
y = [100,90,80,60,60,55,60,65,70,70,75,76,78,79,90,99,99,100]  
  
mymodel = numpy.poly1d(numpy.polyfit(x, y, 3))  
  
speed = mymodel(17)  
print(speed)

The example predicted a speed to be 88.87, which we also could read from the diagram:
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## Bad Fit?

Let us create an example where polynomial regression would not be the best method to predict future values.

### **Example**

These values for the x- and y-axis should result in a very bad fit for polynomial regression:

import numpy  
import matplotlib.pyplot as plt  
  
x = [89,43,36,36,95,10,66,34,38,20,26,29,48,64,6,5,36,66,72,40]  
y = [21,46,3,35,67,95,53,72,58,10,26,34,90,33,38,20,56,2,47,15]  
  
mymodel = numpy.poly1d(numpy.polyfit(x, y, 3))  
myline = numpy.linspace(2, 95, 100)  
plt.scatter(x, y)  
plt.plot(myline, mymodel(myline))  
plt.show()

**Result:**
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| Car | Model | Volume | Weight | CO2 |  |
| --- | --- | --- | --- | --- | --- |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Toyota | Aygo | 1000 | 790 | 99 |
| Mitsubishi | Space Star | 1200 | 1160 | 95 |
| Skoda | Citigo | 1000 | 929 | 95 |
| Fiat | 500 | 900 | 865 | 90 |
| Mini | Cooper | 1500 | 1140 | 105 |
| VW | Up! | 1000 | 929 | 105 |
| Skoda | Fabia | 1400 | 1109 | 90 |
| Mercedes | A-Class | 1500 | 1365 | 92 |
| Ford | Fiesta | 1500 | 1112 | 98 |
| Audi | A1 | 1600 | 1150 | 99 |
| Hyundai | I20 | 1100 | 980 | 99 |
| Suzuki | Swift | 1300 | 990 | 101 |
| Ford | Fiesta | 1000 | 1112 | 99 |
| Honda | Civic | 1600 | 1252 | 94 |
| Hundai | I30 | 1600 | 1326 | 97 |
| Opel | Astra | 1600 | 1330 | 97 |
| BMW | 1 | 1600 | 1365 | 99 |
| Mazda | 3 | 2200 | 1280 | 104 |
| Skoda | Rapid | 1600 | 1119 | 104 |
| Ford | Focus | 2000 | 1328 | 105 |
| Ford | Mondeo | 1600 | 1584 | 94 |
| Opel | Insignia | 2000 | 1428 | 99 |
| Mercedes | C-Class | 2100 | 1365 | 99 |
| Skoda | Octavia | 1600 | 1415 | 99 |
| Volvo | S60 | 2000 | 1415 | 99 |
| Mercedes | CLA | 1500 | 1465 | 102 |
| Audi | A4 | 2000 | 1490 | 104 |
| Audi | A6 | 2000 | 1725 | 114 |
| Volvo | V70 | 1600 | 1523 | 109 |
| BMW | 5 | 2000 | 1705 | 114 |
| Mercedes | E-Class | 2100 | 1605 | 115 |
| Volvo | XC70 | 2000 | 1746 | 117 |
| Ford | B-Max | 1600 | 1235 | 104 |
| BMW | 2 | 1600 | 1390 | 108 |
| Opel | Zafira | 1600 | 1405 | 109 |
| Mercedes | SLK | 2500 | 1395 | 120 |

### **Example**

You should get a very low r-squared value.

import numpy  
from sklearn.metrics import r2\_score  
  
x = [89,43,36,36,95,10,66,34,38,20,26,29,48,64,6,5,36,66,72,40]  
y = [21,46,3,35,67,95,53,72,58,10,26,34,90,33,38,20,56,2,47,15]  
  
mymodel = numpy.poly1d(numpy.polyfit(x, y, 3))  
  
print(r2\_score(y, mymodel(x)))

The result: 0.00995 indicates a very bad relationship, and tells us that this data set is not suitable for polynomial regression.

# **Machine Learning - Multiple Regression**

## Multiple Regression

Multiple regression is like [linear regression](https://www.w3schools.com/python/python_ml_linear_regression.asp), but with more than one independent value, meaning that we try to predict a value based on **two or more** variables.

Take a look at the data set below, it contains some information about cars.

We can predict the CO2 emission of a car based on the size of the engine, but with multiple regression we can throw in more variables, like the weight of the car, to make the prediction more accurate.

## How Does it Work?

In Python we have modules that will do the work for us. Start by importing the Pandas module.

import pandas

Learn about the Pandas module in our [Pandas Tutorial](https://www.w3schools.com/python/pandas_tutorial.asp).

The Pandas module allows us to read csv files and return a DataFrame object.

The file is meant for testing purposes only, you can download it here: [data.csv](https://www.w3schools.com/python/data.csv)

df = pandas.read\_csv("data.csv")

Then make a list of the independent values and call this variable X.

Put the dependent values in a variable called y.

X = df[['Weight', 'Volume']]  
y = df['CO2']

**Tip:** It is common to name the list of independent values with a upper case X, and the list of dependent values with a lower case y.

We will use some methods from the sklearn module, so we will have to import that module as well:

from sklearn import linear\_model

From the sklearn module we will use the LinearRegression() method to create a linear regression object.

This object has a method called fit() that takes the independent and dependent values as parameters and fills the regression object with data that describes the relationship:

regr = linear\_model.LinearRegression()  
regr.fit(X, y)

Now we have a regression object that are ready to predict CO2 values based on a car's weight and volume:

#predict the CO2 emission of a car where the weight is 2300kg, and the volume is 1300cm3:  
predictedCO2 = regr.predict([[2300, 1300]])

### **Example**

See the whole example in action:

import pandas  
from sklearn import linear\_model  
  
df = pandas.read\_csv("data.csv")  
  
X = df[['Weight', 'Volume']]  
y = df['CO2']  
  
regr = linear\_model.LinearRegression()  
regr.fit(X, y)  
  
#predict the CO2 emission of a car where the weight is 2300kg, and the volume is 1300cm3:  
predictedCO2 = regr.predict([[2300, 1300]])  
  
print(predictedCO2)

### **Result:**

[107.2087328]

We have predicted that a car with 1.3 liter engine, and a weight of 2300 kg, will release approximately 107 grams of CO2 for every kilometer it drives.

## Coefficient

The coefficient is a factor that describes the relationship with an unknown variable.

Example: if x is a variable, then 2x is x two times. x is the unknown variable, and the number 2 is the coefficient.

In this case, we can ask for the coefficient value of weight against CO2, and for volume against CO2. The answer(s) we get tells us what would happen if we increase, or decrease, one of the independent values.

### **Example**

Print the coefficient values of the regression object:

import pandas  
from sklearn import linear\_model  
  
df = pandas.read\_csv("data.csv")  
  
X = df[['Weight', 'Volume']]  
y = df['CO2']  
  
regr = linear\_model.LinearRegression()  
regr.fit(X, y)  
  
print(regr.coef\_)

### **Result:**

[0.00755095 0.00780526]

## Result Explained

The result array represents the coefficient values of weight and volume.

Weight: 0.00755095  
Volume: 0.00780526

These values tell us that if the weight increase by 1kg, the CO2 emission increases by 0.00755095g.

And if the engine size (Volume) increases by 1 cm3, the CO2 emission increases by 0.00780526 g.

I think that is a fair guess, but let test it!

We have already predicted that if a car with a 1300cm3 engine weighs 2300kg, the CO2 emission will be approximately 107g.

What if we increase the weight with 1000kg?

### **Example**

Copy the example from before, but change the weight from 2300 to 3300:

import pandas  
from sklearn import linear\_model  
  
df = pandas.read\_csv("data.csv")  
  
X = df[['Weight', 'Volume']]  
y = df['CO2']  
  
regr = linear\_model.LinearRegression()  
regr.fit(X, y)  
  
predictedCO2 = regr.predict([[3300, 1300]])  
  
print(predictedCO2)

### **Result:**

[114.75968007]

We have predicted that a car with 1.3 liter engine, and a weight of 3300 kg, will release approximately 115 grams of CO2 for every kilometer it drives.

Which shows that the coefficient of 0.00755095 is correct:

107.2087328 + (1000 \* 0.00755095) = 114.75968

# **Machine Learning - Scale**

## Scale Features

When your data has different values, and even different measurement units, it can be difficult to compare them. What is kilograms compared to meters? Or altitude compared to time?

The answer to this problem is scaling. We can scale data into new values that are easier to compare.

Take a look at the table below, it is the same data set that we used in the [multiple regression chapter](https://www.w3schools.com/python/python_ml_multiple_regression.asp), but this time the **volume** column contains values in liters instead of cm3 (1.0 instead of 1000).

| Car | Model | Volume | Weight | CO2 |  |
| --- | --- | --- | --- | --- | --- |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Toyota | Aygo | 1.0 | 790 | 99 |
| Mitsubishi | Space Star | 1.2 | 1160 | 95 |
| Skoda | Citigo | 1.0 | 929 | 95 |
| Fiat | 500 | 0.9 | 865 | 90 |
| Mini | Cooper | 1.5 | 1140 | 105 |
| VW | Up! | 1.0 | 929 | 105 |
| Skoda | Fabia | 1.4 | 1109 | 90 |
| Mercedes | A-Class | 1.5 | 1365 | 92 |
| Ford | Fiesta | 1.5 | 1112 | 98 |
| Audi | A1 | 1.6 | 1150 | 99 |
| Hyundai | I20 | 1.1 | 980 | 99 |
| Suzuki | Swift | 1.3 | 990 | 101 |
| Ford | Fiesta | 1.0 | 1112 | 99 |
| Honda | Civic | 1.6 | 1252 | 94 |
| Hundai | I30 | 1.6 | 1326 | 97 |
| Opel | Astra | 1.6 | 1330 | 97 |
| BMW | 1 | 1.6 | 1365 | 99 |
| Mazda | 3 | 2.2 | 1280 | 104 |
| Skoda | Rapid | 1.6 | 1119 | 104 |
| Ford | Focus | 2.0 | 1328 | 105 |
| Ford | Mondeo | 1.6 | 1584 | 94 |
| Opel | Insignia | 2.0 | 1428 | 99 |
| Mercedes | C-Class | 2.1 | 1365 | 99 |
| Skoda | Octavia | 1.6 | 1415 | 99 |
| Volvo | S60 | 2.0 | 1415 | 99 |
| Mercedes | CLA | 1.5 | 1465 | 102 |
| Audi | A4 | 2.0 | 1490 | 104 |
| Audi | A6 | 2.0 | 1725 | 114 |
| Volvo | V70 | 1.6 | 1523 | 109 |
| BMW | 5 | 2.0 | 1705 | 114 |
| Mercedes | E-Class | 2.1 | 1605 | 115 |
| Volvo | XC70 | 2.0 | 1746 | 117 |
| Ford | B-Max | 1.6 | 1235 | 104 |
| BMW | 2 | 1.6 | 1390 | 108 |
| Opel | Zafira | 1.6 | 1405 | 109 |
| Mercedes | SLK | 2.5 | 1395 | 120 |

It can be difficult to compare the volume 1.0 with the weight 790, but if we scale them both into comparable values, we can easily see how much one value is compared to the other.

There are different methods for scaling data, in this tutorial we will use a method called standardization.

The standardization method uses this formula:

z = (x - u) / s

Where z is the new value, x is the original value, u is the mean and s is the standard deviation.

If you take the **weight** column from the data set above, the first value is 790, and the scaled value will be:

(790 - [1292.23](https://www.w3schools.com/python/trypandas.asp?filename=demo_ml_scale_mean1)) / [238.74](https://www.w3schools.com/python/trypandas.asp?filename=demo_ml_scale_std1) = -2.1

If you take the **volume** column from the data set above, the first value is 1.0, and the scaled value will be:

(1.0 - [1.61](https://www.w3schools.com/python/trypandas.asp?filename=demo_ml_scale_mean2)) / [0.38](https://www.w3schools.com/python/trypandas.asp?filename=demo_ml_scale_std2) = -1.59

Now you can compare -2.1 with -1.59 instead of comparing 790 with 1.0.

You do not have to do this manually, the Python sklearn module has a method called StandardScaler() which returns a Scaler object with methods for transforming data sets.

### **Example**

Scale all values in the Weight and Volume columns:

import pandas  
from sklearn import linear\_model  
from sklearn.preprocessing import StandardScaler  
scale = StandardScaler()  
  
df = pandas.read\_csv("data.csv")  
  
X = df[['Weight', 'Volume']]  
  
scaledX = scale.fit\_transform(X)  
  
print(scaledX)

### **Result:**

Note that the first two values are -2.1 and -1.59, which corresponds to our calculations:

[[-2.10389253 -1.59336644]

[-0.55407235 -1.07190106]

[-1.52166278 -1.59336644]

[-1.78973979 -1.85409913]

[-0.63784641 -0.28970299]

[-1.52166278 -1.59336644]

[-0.76769621 -0.55043568]

[ 0.3046118 -0.28970299]

[-0.7551301 -0.28970299]

[-0.59595938 -0.0289703 ]

[-1.30803892 -1.33263375]

[-1.26615189 -0.81116837]

[-0.7551301 -1.59336644]

[-0.16871166 -0.0289703 ]

[ 0.14125238 -0.0289703 ]

[ 0.15800719 -0.0289703 ]

[ 0.3046118 -0.0289703 ]

[-0.05142797 1.53542584]

[-0.72580918 -0.0289703 ]

[ 0.14962979 1.01396046]

[ 1.2219378 -0.0289703 ]

[ 0.5685001 1.01396046]

[ 0.3046118 1.27469315]

[ 0.51404696 -0.0289703 ]

[ 0.51404696 1.01396046]

[ 0.72348212 -0.28970299]

[ 0.8281997 1.01396046]

[ 1.81254495 1.01396046]

[ 0.96642691 -0.0289703 ]

[ 1.72877089 1.01396046]

[ 1.30990057 1.27469315]

[ 1.90050772 1.01396046]

[-0.23991961 -0.0289703 ]

[ 0.40932938 -0.0289703 ]

[ 0.47215993 -0.0289703 ]

[ 0.4302729 2.31762392]]

## Predict CO2 Values

The task in the [Multiple Regression chapter](https://www.w3schools.com/python/python_ml_multiple_regression.asp) was to predict the CO2 emission from a car when you only knew its weight and volume.

When the data set is scaled, you will have to use the scale when you predict values:

### **Example**

Predict the CO2 emission from a 1.3 liter car that weighs 2300 kilograms:

import pandas  
from sklearn import linear\_model  
from sklearn.preprocessing import StandardScaler  
scale = StandardScaler()  
  
df = pandas.read\_csv("data.csv")  
  
X = df[['Weight', 'Volume']]  
y = df['CO2']  
  
scaledX = scale.fit\_transform(X)  
  
regr = linear\_model.LinearRegression()  
regr.fit(scaledX, y)  
  
scaled = scale.transform([[2300, 1.3]])  
  
predictedCO2 = regr.predict([scaled[0]])  
print(predictedCO2)

### **Result:**

[107.2087328]

# **Machine Learning - Train/Test**

## Evaluate Your Model

In Machine Learning we create models to predict the outcome of certain events, like in the previous chapter where we predicted the CO2 emission of a car when we knew the weight and engine size.

To measure if the model is good enough, we can use a method called Train/Test.

## What is Train/Test

Train/Test is a method to measure the accuracy of your model.

It is called Train/Test because you split the data set into two sets: a training set and a testing set.

80% for training, and 20% for testing.

You train the model using the training set.

You test the model using the testing set.

Train the model means create the model.

## Start With a Data Set

Start with a data set you want to test.

Our data set illustrates 100 customers in a shop, and their shopping habits.

### **Example**

import numpy  
import matplotlib.pyplot as plt  
numpy.random.seed(2)  
  
x = numpy.random.normal(3, 1, 100)  
y = numpy.random.normal(150, 40, 100) / x  
  
plt.scatter(x, y)  
plt.show()

### **Result:**

The x axis represents the number of minutes before making a purchase.

The y axis represents the amount of money spent on the purchase.
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## Split Into Train/Test

The training set should be a random selection of 80% of the original data.

The testing set should be the remaining 20%.

train\_x = x[:80]  
train\_y = y[:80]  
  
test\_x = x[80:]  
test\_y = y[80:]

## Display the Training Set

Display the same scatter plot with the training set:

### **Example**

plt.scatter(train\_x, train\_y)  
plt.show()

### **Result:**

It looks like the original data set, so it seems to be a fair selection:
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## Display the Testing Set

To make sure the testing set is not completely different, we will take a look at the testing set as well.

### **Example**

plt.scatter(test\_x, test\_y)  
plt.show()

### **Result:**

The testing set also looks like the original data set:
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## Fit the Data Set

What does the data set look like? In my opinion I think the best fit would be a [polynomial regression](https://www.w3schools.com/python/python_ml_polynomial_regression.asp), so let us draw a line of polynomial regression.

To draw a line through the data points, we use the plot() method of the matplotlib module:

### **Example**

Draw a polynomial regression line through the data points:

import numpy  
import matplotlib.pyplot as plt  
numpy.random.seed(2)  
  
x = numpy.random.normal(3, 1, 100)  
y = numpy.random.normal(150, 40, 100) / x  
  
train\_x = x[:80]  
train\_y = y[:80]  
  
test\_x = x[80:]  
test\_y = y[80:]  
  
mymodel = numpy.poly1d(numpy.polyfit(train\_x, train\_y, 4))  
  
myline = numpy.linspace(0, 6, 100)  
  
plt.scatter(train\_x, train\_y)  
plt.plot(myline, mymodel(myline))  
plt.show()

### **Result:**
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The result can back my suggestion of the data set fitting a polynomial regression, even though it would give us some weird results if we try to predict values outside of the data set. Example: the line indicates that a customer spending 6 minutes in the shop would make a purchase worth 200. That is probably a sign of overfitting.

But what about the R-squared score? The R-squared score is a good indicator of how well my data set is fitting the model.

## R2

Remember R2, also known as R-squared?

It measures the relationship between the x axis and the y axis, and the value ranges from 0 to 1, where 0 means no relationship, and 1 means totally related.

The sklearn module has a method called r2\_score() that will help us find this relationship.

In this case we would like to measure the relationship between the minutes a customer stays in the shop and how much money they spend.

### **Example**

How well does my training data fit in a polynomial regression?

import numpy  
from sklearn.metrics import r2\_score  
numpy.random.seed(2)  
  
x = numpy.random.normal(3, 1, 100)  
y = numpy.random.normal(150, 40, 100) / x  
  
train\_x = x[:80]  
train\_y = y[:80]  
  
test\_x = x[80:]  
test\_y = y[80:]  
  
mymodel = numpy.poly1d(numpy.polyfit(train\_x, train\_y, 4))  
  
r2 = r2\_score(train\_y, mymodel(train\_x))  
  
print(r2)

**Note:** The result 0.799 shows that there is a OK relationship.

## Bring in the Testing Set

Now we have made a model that is OK, at least when it comes to training data.

Now we want to test the model with the testing data as well, to see if gives us the same result.

### **Example**

Let us find the R2 score when using testing data:

import numpy  
from sklearn.metrics import r2\_score  
numpy.random.seed(2)  
  
x = numpy.random.normal(3, 1, 100)  
y = numpy.random.normal(150, 40, 100) / x  
  
train\_x = x[:80]  
train\_y = y[:80]  
  
test\_x = x[80:]  
test\_y = y[80:]  
  
mymodel = numpy.poly1d(numpy.polyfit(train\_x, train\_y, 4))  
  
r2 = r2\_score(test\_y, mymodel(test\_x))  
  
print(r2)

**Note:** The result 0.809 shows that the model fits the testing set as well, and we are confident that we can use the model to predict future values.

## Predict Values

Now that we have established that our model is OK, we can start predicting new values.

### **Example**

How much money will a buying customer spend, if she or he stays in the shop for 5 minutes?

print(mymodel(5))

The example predicted the customer to spend 22.88 dollars, as seems to correspond to the diagram:

# 

# **Machine Learning - Decision Tree**
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## Decision Tree

In this chapter we will show you how to make a "Decision Tree". A Decision Tree is a Flow Chart, and can help you make decisions based on previous experience.

In the example, a person will try to decide if he/she should go to a comedy show or not.

Luckily our example person has registered every time there was a comedy show in town, and registered some information about the comedian, and also registered if he/she went or not.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Age | Experience | Rank | Nationality | Go |
| 36 | 10 | 9 | UK | NO |
| 42 | 12 | 4 | USA | NO |
| 23 | 4 | 6 | N | NO |
| 52 | 4 | 4 | USA | NO |
| 43 | 21 | 8 | USA | YES |
| 44 | 14 | 5 | UK | NO |
| 66 | 3 | 7 | N | YES |
| 35 | 14 | 9 | UK | YES |
| 52 | 13 | 7 | N | YES |
| 35 | 5 | 9 | N | YES |
| 24 | 3 | 5 | USA | NO |
| 18 | 3 | 7 | UK | YES |
| 45 | 9 | 9 | UK | YES |

Now, based on this data set, Python can create a decision tree that can be used to decide if any new shows are worth attending to.

## How Does it Work?

First, read the dataset with pandas:

### **Example**

Read and print the data set:

import pandas  
  
df = pandas.read\_csv("data.csv")  
  
print(df)

To make a decision tree, all data has to be numerical.

We have to convert the non numerical columns 'Nationality' and 'Go' into numerical values.

Pandas has a map() method that takes a dictionary with information on how to convert the values.

{'UK': 0, 'USA': 1, 'N': 2}

Means convert the values 'UK' to 0, 'USA' to 1, and 'N' to 2.

### **Example**

Change string values into numerical values:

d = {'UK': 0, 'USA': 1, 'N': 2}  
df['Nationality'] = df['Nationality'].map(d)  
d = {'YES': 1, 'NO': 0}  
df['Go'] = df['Go'].map(d)  
  
print(df)

Then we have to separate the feature columns from the target column.

The feature columns are the columns that we try to predict from, and the target column is the column with the values we try to predict.

### **Example**

X is the feature columns, y is the target column:

features = ['Age', 'Experience', 'Rank', 'Nationality']  
  
X = df[features]  
y = df['Go']  
  
print(X)  
print(y)

Now we can create the actual decision tree, fit it with our details. Start by importing the modules we need:

### **Example**

Create and display a Decision Tree:

import pandas  
from sklearn import tree  
from sklearn.tree import DecisionTreeClassifier  
import matplotlib.pyplot as plt  
  
df = pandas.read\_csv("data.csv")  
  
d = {'UK': 0, 'USA': 1, 'N': 2}  
df['Nationality'] = df['Nationality'].map(d)  
d = {'YES': 1, 'NO': 0}  
df['Go'] = df['Go'].map(d)  
  
features = ['Age', 'Experience', 'Rank', 'Nationality']  
  
X = df[features]  
y = df['Go']  
  
dtree = DecisionTreeClassifier()  
dtree = dtree.fit(X, y)  
  
tree.plot\_tree(dtree, feature\_names=features)

## Result Explained

The decision tree uses your earlier decisions to calculate the odds for you to wanting to go see a comedian or not.

Let us read the different aspects of the decision tree:
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### **Rank**

Rank <= 6.5 means that every comedian with a rank of 6.5 or lower will follow the True arrow (to the left), and the rest will follow the False arrow (to the right).

gini = 0.497 refers to the quality of the split, and is always a number between 0.0 and 0.5, where 0.0 would mean all of the samples got the same result, and 0.5 would mean that the split is done exactly in the middle.

samples = 13 means that there are 13 comedians left at this point in the decision, which is all of them since this is the first step.

value = [6, 7] means that of these 13 comedians, 6 will get a "NO", and 7 will get a "GO".

### **Gini**

There are many ways to split the samples, we use the GINI method in this tutorial.

The Gini method uses this formula:

Gini = 1 - (x/n)2 - (y/n)2

Where x is the number of positive answers("GO"), n is the number of samples, and y is the number of negative answers ("NO"), which gives us this calculation:

1 - (7 / 13)2 - (6 / 13)2 = 0.497
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The next step contains two boxes, one box for the comedians with a 'Rank' of 6.5 or lower, and one box with the rest.

### **True - 5 Comedians End Here:**

gini = 0.0 means all of the samples got the same result.

samples = 5 means that there are 5 comedians left in this branch (5 comedian with a Rank of 6.5 or lower).

value = [5, 0] means that 5 will get a "NO" and 0 will get a "GO".

### **False - 8 Comedians Continue:**

### **Nationality**

Nationality <= 0.5 means that the comedians with a nationality value of less than 0.5 will follow the arrow to the left (which means everyone from the UK, ), and the rest will follow the arrow to the right.

gini = 0.219 means that about 22% of the samples would go in one direction.

samples = 8 means that there are 8 comedians left in this branch (8 comedian with a Rank higher than 6.5).

value = [1, 7] means that of these 8 comedians, 1 will get a "NO" and 7 will get a "GO".
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### **True - 4 Comedians Continue:**

### **Age**

Age <= 35.5 means that comedians at the age of 35.5 or younger will follow the arrow to the left, and the rest will follow the arrow to the right.

gini = 0.375 means that about 37,5% of the samples would go in one direction.

samples = 4 means that there are 4 comedians left in this branch (4 comedians from the UK).

value = [1, 3] means that of these 4 comedians, 1 will get a "NO" and 3 will get a "GO".

### **False - 4 Comedians End Here:**

gini = 0.0 means all of the samples got the same result.

samples = 4 means that there are 4 comedians left in this branch (4 comedians not from the UK).

value = [0, 4] means that of these 4 comedians, 0 will get a "NO" and 4 will get a "GO".
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### **True - 2 Comedians End Here:**

gini = 0.0 means all of the samples got the same result.

samples = 2 means that there are 2 comedians left in this branch (2 comedians at the age 35.5 or younger).

value = [0, 2] means that of these 2 comedians, 0 will get a "NO" and 2 will get a "GO".

### **False - 2 Comedians Continue:**

### **Experience**

Experience <= 9.5 means that comedians with 9.5 years of experience, or less, will follow the arrow to the left, and the rest will follow the arrow to the right.

gini = 0.5 means that 50% of the samples would go in one direction.

samples = 2 means that there are 2 comedians left in this branch (2 comedians older than 35.5).

value = [1, 1] means that of these 2 comedians, 1 will get a "NO" and 1 will get a "GO".

![](data:image/png;base64,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)

### **True - 1 Comedian Ends Here:**

gini = 0.0 means all of the samples got the same result.

samples = 1 means that there is 1 comedian left in this branch (1 comedian with 9.5 years of experience or less).

value = [0, 1] means that 0 will get a "NO" and 1 will get a "GO".

### **False - 1 Comedian Ends Here:**

gini = 0.0 means all of the samples got the same result.

samples = 1 means that there is 1 comedians left in this branch (1 comedian with more than 9.5 years of experience).

value = [1, 0] means that 1 will get a "NO" and 0 will get a "GO".

## Predict Values

We can use the Decision Tree to predict new values.

Example: Should I go see a show starring a 40 years old American comedian, with 10 years of experience, and a comedy ranking of 7?

### **Example**

Use predict() method to predict new values:

print(dtree.predict([[40, 10, 7, 1]]))

### **Example**

What would the answer be if the comedy rank was 6?

print(dtree.predict([[40, 10, 6, 1]]))

### **Different Results**

You will see that the Decision Tree gives you different results if you run it enough times, even if you feed it with the same data.

That is because the Decision Tree does not give us a 100% certain answer. It is based on the probability of an outcome, and the answer will vary.

# **Machine Learning - Confusion Matrix**

On this page, W3schools.com collaborates with [NYC Data Science Academy](https://t.sidekickopen01.com/s3t/c/5/f18dQhb0S7kv8c7RP2W1z75qk59hl3kW7_k2847tBZxCVvfv0f1GTV9PW2RxlDT2bzNMYdZ8s8G01?te=W3R5hFj4cm2zwW41-DxM3zhrr_W3F7ZBj3F6bSSW43T4N94hMnzcW3F4Fvd3zbTMqW2fgYK73F7y_5W3Zp0KM3_Qh5fW4hLxLG2f1Dw_W3F7y_53Zp0KMW3_QgzD3H6xvkW2dTzCR3SYMmGW1mp5CL3ZWTYrW4cbSf23_Qh9QW49NMw73HdlCPW3Hbzjf4fKWwkW43TDjD41YtR1W3zbVlf1S1tRf38WL2&si=6321147182055424&pi=566c78b2-d5c2-45ad-ad0c-74291c07630b), to deliver digital training content to our students.

## What is a confusion matrix?

It is a table that is used in classification problems to assess where errors in the model were made.

The rows represent the actual classes the outcomes should have been. While the columns represent the predictions we have made. Using this table it is easy to see which predictions are wrong.

## Creating a Confusion Matrix

Confusion matrixes can be created by predictions made from a logistic regression.

For now we will generate actual and predicted values by utilizing NumPy:

import numpy

Next we will need to generate the numbers for "actual" and "predicted" values.

actual = numpy.random.binomial(1, 0.9, size = 1000)  
predicted = numpy.random.binomial(1, 0.9, size = 1000)

In order to create the confusion matrix we need to import metrics from the sklearn module.

from sklearn import metrics

Once metrics is imported we can use the confusion matrix function on our actual and predicted values.

confusion\_matrix = metrics.confusion\_matrix(actual, predicted)

To create a more interpretable visual display we need to convert the table into a confusion matrix display.

cm\_display = metrics.ConfusionMatrixDisplay(confusion\_matrix = confusion\_matrix, display\_labels = [False, True])

Vizualizing the display requires that we import pyplot from matplotlib.

import matplotlib.pyplot as plt

Finally to display the plot we can use the functions plot() and show() from pyplot.

cm\_display.plot()  
plt.show()

See the whole example in action:

### **Example**

import matplotlib.pyplot as plt  
import numpy  
from sklearn import metrics  
  
actual = numpy.random.binomial(1,.9,size = 1000)  
predicted = numpy.random.binomial(1,.9,size = 1000)  
  
confusion\_matrix = metrics.confusion\_matrix(actual, predicted)  
  
cm\_display = metrics.ConfusionMatrixDisplay(confusion\_matrix = confusion\_matrix, display\_labels = [False, True])  
  
cm\_display.plot()  
plt.show()

### **Result**
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## Results Explained

The Confusion Matrix created has four different quadrants:

False Negative (Top-Left Quadrant)  
False Positive (Top-Right Quadrant)  
True Negative (Bottom-Left Quadrant)  
True Positive (Bottom-Right Quadrant)

True means that the values were accurately predicted, False means that there was an error or wrong prediction.

Now that we have made a Confusion Matrix, we can calculate different measures to quantify the quality of the model. First, lets look at Accuracy.

## Created Metrics

The matrix provides us with many useful metrics that help us to evaluate out classification model.

The different measures include: Accuracy, Precision, Sensitivity (Recall), Specificity, and the F-score, explained below.

## Accuracy

Accuracy measures how often the model is correct.

### **How to Calculate**

(True Positive + True Negative) / Total Predictions

### **Example**

Accuracy = metrics.accuracy\_score(actual, predicted)

## Precision

Of the positives predicted, what percentage is truly positive?

### **How to Calculate**

True Positive / (True Positive + False Positive)

Precision does not evaluate the correctly predicted negative cases:

### **Example**

Precision = metrics.precision\_score(actual, predicted)

## Sensitivity (Recall)

Of all the positive cases, what percentage are predicted positive?

Sensitivity (sometimes called Recall) measures how good the model is at predicting positives.

This means it looks at true positives and false negatives (which are positives that have been incorrectly predicted as negative).

### **How to Calculate**

True Positive / (True Positive + False Negative)

Sensitivity is good at understanding how well the model predicts something is positive:

### **Example**

Sensitivity\_recall = metrics.recall\_score(actual, predicted)

## Specificity

How well the model is at prediciting negative results?

Specificity is similar to sensitivity, but looks at it from the persepctive of negative results.

### **How to Calculate**

True Negative / (True Negative + False Positive)

Since it is just the opposite of Recall, we use the recall\_score function, taking the opposite position label:

### **Example**

Specificity = metrics.recall\_score(actual, predicted, pos\_label=0)

## F-score

F-score is the "harmonic mean" of precision and sensitivity.

It considers both false positive and false negative cases and is good for imbalanced datasets.

### **How to Calculate**

2 \* ((Precision \* Sensitivity) / (Precision + Sensitivity))

This score does not take into consideration the True Negative values:

### **Example**

F1\_score = metrics.f1\_score(actual, predicted)

All calulations in one:

### **Example**

#metrics  
print({"Accuracy":Accuracy,"Precision":Precision,"Sensitivity\_recall":Sensitivity\_recall,"Specificity":Specificity,"F1\_score":F1\_score})

# **Machine Learning - Hierarchical Clustering**
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## Hierarchical Clustering

Hierarchical clustering is an unsupervised learning method for clustering data points. The algorithm builds clusters by measuring the dissimilarities between data. Unsupervised learning means that a model does not have to be trained, and we do not need a "target" variable. This method can be used on any data to visualize and interpret the relationship between individual data points.

Here we will use hierarchical clustering to group data points and visualize the clusters using both a dendrogram and scatter plot.

## How does it work?

We will use Agglomerative Clustering, a type of hierarchical clustering that follows a bottom up approach. We begin by treating each data point as its own cluster. Then, we join clusters together that have the shortest distance between them to create larger clusters. This step is repeated until one large cluster is formed containing all of the data points.

Hierarchical clustering requires us to decide on both a distance and linkage method. We will use euclidean distance and the Ward linkage method, which attempts to minimize the variance between clusters.

### **Example**

Start by visualizing some data points:

import numpy as np  
import matplotlib.pyplot as plt  
x = [4, 5, 10, 4, 3, 11, 14 , 6, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]  
plt.scatter(x, y)  
plt.show()

### **Result**
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Now we compute the ward linkage using euclidean distance, and visualize it using a dendrogram:

### **Example**

import numpy as np  
import matplotlib.pyplot as plt  
from scipy.cluster.hierarchy import dendrogram, linkage  
  
x = [4, 5, 10, 4, 3, 11, 14 , 6, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]  
  
data = list(zip(x, y))  
  
linkage\_data = linkage(data, method='ward', metric='euclidean')  
dendrogram(linkage\_data)  
  
plt.show()

### **Result**
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Here, we do the same thing with Python's scikit-learn library. Then, visualize on a 2-dimensional plot:

### **Example**

import numpy as np  
import matplotlib.pyplot as plt  
from sklearn.cluster import AgglomerativeClustering  
  
x = [4, 5, 10, 4, 3, 11, 14 , 6, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]  
  
data = list(zip(x, y))  
  
hierarchical\_cluster = AgglomerativeClustering(n\_clusters=2, affinity='euclidean', linkage='ward')  
labels = hierarchical\_cluster.fit\_predict(data)  
  
plt.scatter(x, y, c=labels)  
plt.show()

### **Result**
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## Example Explained

Import the modules you need.

import numpy as np  
import matplotlib.pyplot as plt  
from scipy.cluster.hierarchy import dendrogram, linkage  
from sklearn.cluster import AgglomerativeClustering

You can learn about the Matplotlib module in our ["Matplotlib Tutorial](https://www.w3schools.com/python/matplotlib_intro.asp).

You can learn about the SciPy module in our [SciPy Tutorial](https://www.w3schools.com/python/scipy/index.php).

NumPy is a library for working with arrays and matricies in Python, you can learn about the NumPy module in our [NumPy Tutorial](https://www.w3schools.com/python/numpy/default.asp).

scikit-learn is a popular library for machine learning.

Create arrays that resemble two variables in a dataset. Note that while we only use two variables here, this method will work with any number of variables:

x = [4, 5, 10, 4, 3, 11, 14 , 6, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]

Turn the data into a set of points:

data = list(zip(x, y))  
print(data)

Result:

[(4, 21), (5, 19), (10, 24), (4, 17), (3, 16), (11, 25), (14, 24), (6, 22), (10, 21), (12, 21)]

Compute the linkage between all of the different points. Here we use a simple euclidean distance measure and Ward's linkage, which seeks to minimize the variance between clusters.

linkage\_data = linkage(data, method='ward', metric='euclidean')

Finally, plot the results in a dendrogram. This plot will show us the hierarchy of clusters from the bottom (individual points) to the top (a single cluster consisting of all data points).

plt.show() lets us visualize the dendrogram instead of just the raw linkage data.

dendrogram(linkage\_data)  
plt.show()

Result:
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The scikit-learn library allows us to use hierarchichal clustering in a different manner. First, we initialize the AgglomerativeClustering class with 2 clusters, using the same euclidean distance and Ward linkage.

hierarchical\_cluster = AgglomerativeClustering(n\_clusters=2, affinity='euclidean', linkage='ward')

The .fit\_predict method can be called on our data to compute the clusters using the defined parameters across our chosen number of clusters.

labels = hierarchical\_cluster.fit\_predict(data) print(labels)

Result:

[0 0 1 0 0 1 1 0 1 1]

Finally, if we plot the same data and color the points using the labels assigned to each index by the hierarchical clustering method, we can see the cluster each point was assigned to:

plt.scatter(x, y, c=labels)  
plt.show()

Result:
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# **Machine Learning - Logistic Regression**
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## Logistic Regression

Logistic regression aims to solve classification problems. It does this by predicting categorical outcomes, unlike linear regression that predicts a continuous outcome.

In the simplest case there are two outcomes, which is called binomial, an example of which is predicting if a tumor is malignant or benign. Other cases have more than two outcomes to classify, in this case it is called multinomial. A common example for multinomial logistic regression would be predicting the class of an iris flower between 3 different species.

Here we will be using basic logistic regression to predict a binomial variable. This means it has only two possible outcomes.

## How does it work?

In Python we have modules that will do the work for us. Start by importing the NumPy module.

import numpy

Store the independent variables in X.

Store the dependent variable in y.

Below is a sample dataset:

#X represents the size of a tumor in centimeters.  
X = numpy.array([3.78, 2.44, 2.09, 0.14, 1.72, 1.65, 4.92, 4.37, 4.96, 4.52, 3.69, 5.88]).reshape(-1,1)  
  
#Note: X has to be reshaped into a column from a row for the LogisticRegression() function to work.  
#y represents whether or not the tumor is cancerous (0 for "No", 1 for "Yes").  
y = numpy.array([0, 0, 0, 0, 0, 0, 1, 1, 1, 1, 1, 1])

We will use a method from the sklearn module, so we will have to import that module as well:

from sklearn import linear\_model

From the sklearn module we will use the LogisticRegression() method to create a logistic regression object.

This object has a method called fit() that takes the independent and dependent values as parameters and fills the regression object with data that describes the relationship:

logr = linear\_model.LogisticRegression()  
logr.fit(X,y)

Now we have a logistic regression object that is ready to whether a tumor is cancerous based on the tumor size:

#predict if tumor is cancerous where the size is 3.46mm:  
predicted = logr.predict(numpy.array([3.46]).reshape(-1,1))

### **Example**

See the whole example in action:

import numpy  
from sklearn import linear\_model  
  
#Reshaped for Logistic function.  
X = numpy.array([3.78, 2.44, 2.09, 0.14, 1.72, 1.65, 4.92, 4.37, 4.96, 4.52, 3.69, 5.88]).reshape(-1,1)  
y = numpy.array([0, 0, 0, 0, 0, 0, 1, 1, 1, 1, 1, 1])  
  
logr = linear\_model.LogisticRegression()  
logr.fit(X,y)  
  
#predict if tumor is cancerous where the size is 3.46mm:  
predicted = logr.predict(numpy.array([3.46]).reshape(-1,1))  
print(predicted)

### **Result**

We have predicted that a tumor with a size of 3.46mm will not be cancerous.

## Coefficient

In logistic regression the coefficient is the expected change in log-odds of having the outcome per unit change in X.

This does not have the most intuitive understanding so let's use it to create something that makes more sense, odds.

### **Example**

See the whole example in action:

import numpy  
from sklearn import linear\_model  
  
#Reshaped for Logistic function.  
X = numpy.array([3.78, 2.44, 2.09, 0.14, 1.72, 1.65, 4.92, 4.37, 4.96, 4.52, 3.69, 5.88]).reshape(-1,1)  
y = numpy.array([0, 0, 0, 0, 0, 0, 1, 1, 1, 1, 1, 1])  
  
logr = linear\_model.LogisticRegression()  
logr.fit(X,y)  
  
log\_odds = logr.coef\_  
odds = numpy.exp(log\_odds)  
  
print(odds)

### **Result**

[4.03541657]

This tells us that as the size of a tumor increases by 1mm the odds of it being a cancerous tumor increases by 4x.

## Probability

The coefficient and intercept values can be used to find the probability that each tumor is cancerous.

Create a function that uses the model's coefficient and intercept values to return a new value. This new value represents probability that the given observation is a tumor:

def logit2prob(logr,x):  
  log\_odds = logr.coef\_ \* x + logr.intercept\_  
  odds = numpy.exp(log\_odds)  
  probability = odds / (1 + odds)  
  return(probability)

## Function Explained

To find the log-odds for each observation, we must first create a formula that looks similar to the one from linear regression, extracting the coefficient and the intercept.

log\_odds = logr.coef\_ \* x + logr.intercept\_

To then convert the log-odds to odds we must exponentiate the log-odds.

odds = numpy.exp(log\_odds)

Now that we have the odds, we can convert it to probability by dividing it by 1 plus the odds.

probability = odds / (1 + odds)

Let us now use the function with what we have learned to find out the probability that each tumor is cancerous.

### **Example**

See the whole example in action:

import numpy  
from sklearn import linear\_model  
  
X = numpy.array([3.78, 2.44, 2.09, 0.14, 1.72, 1.65, 4.92, 4.37, 4.96, 4.52, 3.69, 5.88]).reshape(-1,1)  
y = numpy.array([0, 0, 0, 0, 0, 0, 1, 1, 1, 1, 1, 1])  
  
logr = linear\_model.LogisticRegression()  
logr.fit(X,y)  
  
def logit2prob(logr, X):  
  log\_odds = logr.coef\_ \* X + logr.intercept\_  
  odds = numpy.exp(log\_odds)  
  probability = odds / (1 + odds)  
  return(probability)  
  
print(logit2prob(logr, X))

### **Result**

[[0.60749955]

[0.19268876]

[0.12775886]

[0.00955221]

[0.08038616]

[0.07345637]

[0.88362743]

[0.77901378]

[0.88924409]

[0.81293497]

[0.57719129]

[0.96664243]]

## Results Explained

3.78 0.61 The probability that a tumor with the size 3.78cm is cancerous is 61%.

2.44 0.19 The probability that a tumor with the size 2.44cm is cancerous is 19%.

2.09 0.13 The probability that a tumor with the size 2.09cm is cancerous is 13%.

# **Machine Learning - Grid Search**
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## Grid Search

The majority of machine learning models contain parameters that can be adjusted to vary how the model learns. For example, the logistic regression model, from sklearn, has a parameter C that controls regularization,which affects the complexity of the model.

How do we pick the best value for C? The best value is dependent on the data used to train the model.

## How does it work?

One method is to try out different values and then pick the value that gives the best score. This technique is known as a **grid search**. If we had to select the values for two or more parameters, we would evaluate all combinations of the sets of values thus forming a grid of values.

Before we get into the example it is good to know what the parameter we are changing does. Higher values of C tell the model, the training data resembles real world information, place a greater weight on the training data. While lower values of C do the opposite.

## Using Default Parameters

First let's see what kind of results we can generate without a grid search using only the base parameters.

To get started we must first load in the dataset we will be working with.

from sklearn import datasets  
iris = datasets.load\_iris()

Next in order to create the model we must have a set of independent variables X and a dependant variable y.

X = iris['data']  
y = iris['target']

Now we will load the logistic model for classifying the iris flowers.

from sklearn.linear\_model import LogisticRegression

Creating the model, setting max\_iter to a higher value to ensure that the model finds a result.

Keep in mind the default value for C in a logistic regression model is 1, we will compare this later.

In the example below, we look at the iris data set and try to train a model with varying values for C in logistic regression.

logit = LogisticRegression(max\_iter = 10000)

After we create the model, we must fit the model to the data.

print(logit.fit(X,y))

To evaluate the model we run the score method.

print(logit.score(X,y))

### **Example**

from sklearn import datasets  
from sklearn.linear\_model import LogisticRegression  
  
iris = datasets.load\_iris()  
  
X = iris['data']  
y = iris['target']  
  
logit = LogisticRegression(max\_iter = 10000)  
  
print(logit.fit(X,y))  
  
print(logit.score(X,y))

With the default setting of C = 1, we achieved a score of 0.973.

Let's see if we can do any better by implementing a grid search with difference values of 0.973.

## Implementing Grid Search

We will follow the same steps of before except this time we will set a range of values for C.

Knowing which values to set for the searched parameters will take a combination of domain knowledge and practice.

Since the default value for C is 1, we will set a range of values surrounding it.

C = [0.25, 0.5, 0.75, 1, 1.25, 1.5, 1.75, 2]

Next we will create a for loop to change out the values of C and evaluate the model with each change.

First we will create an empty list to store the score within.

scores = []

To change the values of C we must loop over the range of values and update the parameter each time.

for choice in C:  
  logit.set\_params(C=choice)  
  logit.fit(X, y)  
  scores.append(logit.score(X, y))

With the scores stored in a list, we can evaluate what the best choice of C is.

print(scores)

### **Example**

from sklearn import datasets  
from sklearn.linear\_model import LogisticRegression  
  
iris = datasets.load\_iris()  
  
X = iris['data']  
y = iris['target']  
  
logit = LogisticRegression(max\_iter = 10000)  
  
C = [0.25, 0.5, 0.75, 1, 1.25, 1.5, 1.75, 2]  
  
scores = []  
  
for choice in C:  
  logit.set\_params(C=choice)  
  logit.fit(X, y)  
  scores.append(logit.score(X, y))  
  
print(scores)

## Results Explained

We can see that the lower values of C performed worse than the base parameter of 1. However, as we increased the value of C to 1.75 the model experienced increased accuracy.

It seems that increasing C beyond this amount does not help increase model accuracy.

## Note on Best Practices

We scored our logistic regression model by using the same data that was used to train it. If the model corresponds too closely to that data, it may not be great at predicting unseen data. This statistical error is known as **over fitting**.

To avoid being misled by the scores on the training data, we can put aside a portion of our data and use it specifically for the purpose of testing the model. Refer to the lecture on train/test splitting to avoid being misled and overfitting.

# **Preprocessing - Categorical Data**

On this page, W3schools.com collaborates with [NYC Data Science Academy](https://t.sidekickopen01.com/s3t/c/5/f18dQhb0S7kv8c7RP2W1z75qk59hl3kW7_k2847tBZxCVvfv0f1GTV9PW2RxlDT2bzNMYdZ8s8G01?te=W3R5hFj4cm2zwW41-DxM3zhrr_W3F7ZBj3F6bSSW43T4N94hMnzcW3F4Fvd3zbTMqW2fgYK73F7y_5W3Zp0KM3_Qh5fW4hLxLG2f1Dw_W3F7y_53Zp0KMW3_QgzD3H6xvkW2dTzCR3SYMmGW1mp5CL3ZWTYrW4cbSf23_Qh9QW49NMw73HdlCPW3Hbzjf4fKWwkW43TDjD41YtR1W3zbVlf1S1tRf38WL2&si=6321147182055424&pi=566c78b2-d5c2-45ad-ad0c-74291c07630b), to deliver digital training content to our students.

## Categorical Data

When your data has categories represented by strings, it will be difficult to use them to train machine learning models which often only accepts numeric data.

Instead of ignoring the categorical data and excluding the information from our model, you can tranform the data so it can be used in your models.

Take a look at the table below, it is the same data set that we used in the [multiple regression](https://www.w3schools.com/python/python_ml_multiple_regression.asp) chapter.

### **Example**

import pandas as pd  
  
cars = pd.read\_csv('data.csv')  
print(cars.to\_string())

### **Result**

Car Model Volume Weight CO2

0 Toyoty Aygo 1000 790 99

1 Mitsubishi Space Star 1200 1160 95

2 Skoda Citigo 1000 929 95

3 Fiat 500 900 865 90

4 Mini Cooper 1500 1140 105

5 VW Up! 1000 929 105

6 Skoda Fabia 1400 1109 90

7 Mercedes A-Class 1500 1365 92

8 Ford Fiesta 1500 1112 98

9 Audi A1 1600 1150 99

10 Hyundai I20 1100 980 99

11 Suzuki Swift 1300 990 101

12 Ford Fiesta 1000 1112 99

13 Honda Civic 1600 1252 94

14 Hundai I30 1600 1326 97

15 Opel Astra 1600 1330 97

16 BMW 1 1600 1365 99

17 Mazda 3 2200 1280 104

18 Skoda Rapid 1600 1119 104

19 Ford Focus 2000 1328 105

20 Ford Mondeo 1600 1584 94

21 Opel Insignia 2000 1428 99

22 Mercedes C-Class 2100 1365 99

23 Skoda Octavia 1600 1415 99

24 Volvo S60 2000 1415 99

25 Mercedes CLA 1500 1465 102

26 Audi A4 2000 1490 104

27 Audi A6 2000 1725 114

28 Volvo V70 1600 1523 109

29 BMW 5 2000 1705 114

30 Mercedes E-Class 2100 1605 115

31 Volvo XC70 2000 1746 117

32 Ford B-Max 1600 1235 104

33 BMW 216 1600 1390 108

34 Opel Zafira 1600 1405 109

35 Mercedes SLK 2500 1395 120

In the multiple regression chapter, we tried to predict the CO2 emitted based on the volume of the engine and the weight of the car but we excluded information about the car brand and model.

The information about the car brand or the car model might help us make a better prediction of the CO2 emitted.

## One Hot Encoding

We cannot make use of the Car or Model column in our data since they are not numeric. A linear relationship between a categorical variable, Car or Model, and a numeric variable, CO2, cannot be determined.

To fix this issue, we must have a numeric representation of the categorical variable. One way to do this is to have a column representing each group in the category.

For each column, the values will be 1 or 0 where 1 represents the inclusion of the group and 0 represents the exclusion. This transformation is called one hot encoding.

You do not have to do this manually, the Python Pandas module has a function that called get\_dummies() which does one hot encoding.

Learn about the Pandas module in our [Pandas Tutorial](https://www.w3schools.com/python/pandas/default.asp).

### **Example**

One Hot Encode the Car column:

import pandas as pd  
  
cars = pd.read\_csv('data.csv')  
ohe\_cars = pd.get\_dummies(cars[['Car']])  
  
print(ohe\_cars.to\_string())

### **Result**

Car\_Audi Car\_BMW Car\_Fiat Car\_Ford Car\_Honda Car\_Hundai Car\_Hyundai Car\_Mazda Car\_Mercedes Car\_Mini Car\_Mitsubishi Car\_Opel Car\_Skoda Car\_Suzuki Car\_Toyoty Car\_VW Car\_Volvo

0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0

1 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0

2 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0

3 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0

4 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0

5 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0

6 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0

7 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0

8 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0

9 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

10 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0

11 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0

12 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0

13 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0

14 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0

15 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0

16 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

17 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0

18 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0

19 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0

20 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0

21 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0

22 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0

23 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0

24 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1

25 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0

26 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

27 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

28 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1

29 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

30 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0

31 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1

32 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0

33 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

34 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0

35 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0

## Results

A column was created for every car brand in the Car column.

## Predict CO2

We can use this additional information alongside the volume and weight to predict CO2

To combine the information, we can use the concat() function from pandas.

First we will need to import a couple modules.

We will start with importing the Pandas.

import pandas

The pandas module allows us to read csv files and manipulate DataFrame objects:

cars = pandas.read\_csv("data.csv")

It also allows us to create the dummy variables:

ohe\_cars = pandas.get\_dummies(cars[['Car']])

Then we must select the independent variables (X) and add the dummy variables columnwise.

Also store the dependent variable in y.

X = pandas.concat([cars[['Volume', 'Weight']], ohe\_cars], axis=1)  
y = cars['CO2']

We also need to import a method from sklearn to create a linear model

Learn about [linear regression](https://www.w3schools.com/python/python_ml_linear_regression.asp).

from sklearn import linear\_model

Now we can fit the data to a linear regression:

regr = linear\_model.LinearRegression()  
regr.fit(X,y)

Finally we can predict the CO2 emissions based on the car's weight, volume, and manufacturer.

##predict the CO2 emission of a Volvo where the weight is 2300kg, and the volume is 1300cm3:  
predictedCO2 = regr.predict([[2300, 1300,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,1,0]])

### **Example**

import pandas  
from sklearn import linear\_model  
  
cars = pandas.read\_csv("data.csv")  
ohe\_cars = pandas.get\_dummies(cars[['Car']])  
  
X = pandas.concat([cars[['Volume', 'Weight']], ohe\_cars], axis=1)  
y = cars['CO2']  
  
regr = linear\_model.LinearRegression()  
regr.fit(X,y)  
  
##predict the CO2 emission of a Volvo where the weight is 2300kg, and the volume is 1300cm3:  
predictedCO2 = regr.predict([[2300, 1300,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,1,0]])  
  
print(predictedCO2)

### **Result**

[122.45153299]

We now have a coefficient for the volume, the weight, and each car brand in the data set

## Dummifying

It is not necessary to create one column for each group in your category. The information can be retained using 1 column less than the number of groups you have.

For example, you have a column representing colors and in that column, you have two colors, red and blue.

### **Example**

import pandas as pd  
  
colors = pd.DataFrame({'color': ['blue', 'red']})  
  
print(colors)

### **Result**

color

0 blue

1 red

You can create 1 column called red where 1 represents red and 0 represents not red, which means it is blue.

To do this, we can use the same function that we used for one hot encoding, get\_dummies, and then drop one of the columns. There is an argument, drop\_first, which allows us to exclude the first column from the resulting table.

### **Example**

import pandas as pd  
  
colors = pd.DataFrame({'color': ['blue', 'red']})  
dummies = pd.get\_dummies(colors, drop\_first=True)  
  
print(dummies)

### **Result**

color\_red

0 0

1 1

What if you have more than 2 groups? How can the multiple groups be represented by 1 less column?

Let's say we have three colors this time, red, blue and green. When we get\_dummies while dropping the first column, we get the following table.

### **Example**

import pandas as pd  
  
colors = pd.DataFrame({'color': ['blue', 'red', 'green']})  
dummies = pd.get\_dummies(colors, drop\_first=True)  
dummies['color'] = colors['color']  
  
print(dummies)

### **Result**

color\_green color\_red color

0 0 0 blue

1 0 1 red

2 1 0 green

# **Machine Learning - K-means**
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## K-means

K-means is an unsupervised learning method for clustering data points. The algorithm iteratively divides data points into K clusters by minimizing the variance in each cluster.

Here, we will show you how to estimate the best value for K using the elbow method, then use K-means clustering to group the data points into clusters.

## How does it work?

First, each data point is randomly assigned to one of the K clusters. Then, we compute the centroid (functionally the center) of each cluster, and reassign each data point to the cluster with the closest centroid. We repeat this process until the cluster assignments for each data point are no longer changing.

K-means clustering requires us to select K, the number of clusters we want to group the data into. The elbow method lets us graph the inertia (a distance-based metric) and visualize the point at which it starts decreasing linearly. This point is referred to as the "eblow" and is a good estimate for the best value for K based on our data.

### **Example**

Start by visualizing some data points:

import matplotlib.pyplot as plt  
  
x = [4, 5, 10, 4, 3, 11, 14 , 6, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]  
  
plt.scatter(x, y)  
plt.show()

### **Result**
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Now we utilize the elbow method to visualize the intertia for different values of K:

### **Example**

from sklearn.cluster import KMeans  
  
data = list(zip(x, y))  
inertias = []  
  
for i in range(1,11):  
    kmeans = KMeans(n\_clusters=i)  
    kmeans.fit(data)  
    inertias.append(kmeans.inertia\_)  
  
plt.plot(range(1,11), inertias, marker='o')  
plt.title('Elbow method')  
plt.xlabel('Number of clusters')  
plt.ylabel('Inertia')  
plt.show()

### **Result**
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The elbow method shows that 2 is a good value for K, so we retrain and visualize the result:**Example**

kmeans = KMeans(n\_clusters=2)  
kmeans.fit(data)  
plt.scatter(x, y, c=kmeans.labels\_)  
plt.show()

### **Result**
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## Example Explained

Import the modules you need.

import matplotlib.pyplot as plt  
from sklearn.cluster import KMeans

You can learn about the Matplotlib module in our ["Matplotlib Tutorial](https://www.w3schools.com/python/matplotlib_intro.asp).

scikit-learn is a popular library for machine learning.

Create arrays that resemble two variables in a dataset. Note that while we only use two variables here, this method will work with any number of variables:

x = [4, 5, 10, 4, 3, 11, 14 , 6, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]

Turn the data into a set of points:

data = list(zip(x, y))  
print(data)

Result:

[(4, 21), (5, 19), (10, 24), (4, 17), (3, 16), (11, 25), (14, 24), (6, 22), (10, 21), (12, 21)]

In order to find the best value for K, we need to run K-means across our data for a range of possible values. We only have 10 data points, so the maximum number of clusters is 10. So for each value K in range(1,11), we train a K-means model and plot the intertia at that number of clusters:

inertias = []  
  
for i in range(1,11):  
    kmeans = KMeans(n\_clusters=i)  
    kmeans.fit(data)  
    inertias.append(kmeans.inertia\_)  
  
plt.plot(range(1,11), inertias, marker='o')  
plt.title('Elbow method')  
plt.xlabel('Number of clusters')  
plt.ylabel('Inertia')  
plt.show()

Result:
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We can see that the "elbow" on the graph above (where the interia becomes more linear) is at K=2. We can then fit our K-means algorithm one more time and plot the different clusters assigned to the data:

kmeans = KMeans(n\_clusters=2)  
kmeans.fit(data)  
  
plt.scatter(x, y, c=kmeans.labels\_)  
plt.show()

Result:
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# **Machine Learning - Bootstrap Aggregation (Bagging)**

On this page, W3schools.com collaborates with [NYC Data Science Academy](https://t.sidekickopen01.com/s3t/c/5/f18dQhb0S7kv8c7RP2W1z75qk59hl3kW7_k2847tBZxCVvfv0f1GTV9PW2RxlDT2bzNMYdZ8s8G01?te=W3R5hFj4cm2zwW41-DxM3zhrr_W3F7ZBj3F6bSSW43T4N94hMnzcW3F4Fvd3zbTMqW2fgYK73F7y_5W3Zp0KM3_Qh5fW4hLxLG2f1Dw_W3F7y_53Zp0KMW3_QgzD3H6xvkW2dTzCR3SYMmGW1mp5CL3ZWTYrW4cbSf23_Qh9QW49NMw73HdlCPW3Hbzjf4fKWwkW43TDjD41YtR1W3zbVlf1S1tRf38WL2&si=6321147182055424&pi=566c78b2-d5c2-45ad-ad0c-74291c07630b), to deliver digital training content to our students.

## Bagging

Methods such as Decision Trees, can be prone to overfitting on the training set which can lead to wrong predictions on new data.

Bootstrap Aggregation (bagging) is a ensembling method that attempts to resolve overfitting for classification or regression problems. Bagging aims to improve the accuracy and performance of machine learning algorithms. It does this by taking random subsets of an original dataset, with replacement, and fits either a classifier (for classification) or regressor (for regression) to each subset. The predictions for each subset are then aggregated through majority vote for classification or averaging for regression, increasing prediction accuracy.

## Evaluating a Base Classifier

To see how bagging can improve model performance, we must start by evaluating how the base classifier performs on the dataset. If you do not know what decision trees are review the lesson on decision trees before moving forward, as bagging is an continuation of the concept.

We will be looking to identify different classes of wines found in Sklearn's wine dataset.

Let's start by importing the necessary modules.

from sklearn import datasets  
from sklearn.model\_selection import train\_test\_split  
from sklearn.metrics import accuracy\_score  
from sklearn.tree import DecisionTreeClassifier

Next we need to load in the data and store it into X (input features) and y (target). The parameter as\_frame is set equal to True so we do not lose the feature names when loading the data. (sklearn version older than 0.23 must skip the as\_frame argument as it is not supported)

data = datasets.load\_wine(as\_frame = True)  
  
X = data.data  
y = data.target

In order to properly evaluate our model on unseen data, we need to split X and y into train and test sets. For information on splitting data, see the Train/Test lesson.

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.25, random\_state = 22)

With our data prepared, we can now instantiate a base classifier and fit it to the training data.

dtree = DecisionTreeClassifier(random\_state = 22)  
dtree.fit(X\_train,y\_train)

Result:

DecisionTreeClassifier(random\_state=22)

We can now predict the class of wine the unseen test set and evaluate the model performance.

y\_pred = dtree.predict(X\_test)  
  
print("Train data accuracy:",accuracy\_score(y\_true = y\_train, y\_pred = dtree.predict(X\_train)))  
print("Test data accuracy:",accuracy\_score(y\_true = y\_test, y\_pred = y\_pred))

Result:

Train data accuracy: 1.0  
Test data accuracy: 0.8222222222222222

### **Example**

Import the necessary data and evaluate base classifier performance.

from sklearn import datasets  
from sklearn.model\_selection import train\_test\_split  
from sklearn.metrics import accuracy\_score  
from sklearn.tree import DecisionTreeClassifier  
  
data = datasets.load\_wine(as\_frame = True)  
  
X = data.data  
y = data.target  
  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.25, random\_state = 22)  
  
dtree = DecisionTreeClassifier(random\_state = 22)  
dtree.fit(X\_train,y\_train)  
  
y\_pred = dtree.predict(X\_test)  
  
print("Train data accuracy:",accuracy\_score(y\_true = y\_train, y\_pred = dtree.predict(X\_train)))  
print("Test data accuracy:",accuracy\_score(y\_true = y\_test, y\_pred = y\_pred))

The base classifier performs reasonably well on the dataset achieving 82% accuracy on the test dataset with the current parameters (Different results may occur if you do not have the random\_state parameter set).

Now that we have a baseline accuracy for the test dataset, we can see how the Bagging Classifier out performs a single Decision Tree Classifier.

## Creating a Bagging Classifier

For bagging we need to set the parameter n\_estimators, this is the number of base classifiers that our model is going to aggregate together.

For this sample dataset the number of estimators is relatively low, it is often the case that much larger ranges are explored. Hyperparameter tuning is usually done with a [grid search](https://www.w3schools.com/python/python_ml_grid_search.asp), but for now we will use a select set of values for the number of estimators.

We start by importing the necessary model.

from sklearn.ensemble import BaggingClassifier

Now lets create a range of values that represent the number of estimators we want to use in each ensemble.

estimator\_range = [2,4,6,8,10,12,14,16]

To see how the Bagging Classifier performs with differing values of n\_estimators we need a way to iterate over the range of values and store the results from each ensemble. To do this we will create a for loop, storing the models and scores in separate lists for later vizualizations.

Note: The default parameter for the base classifier in BaggingClassifier is the DicisionTreeClassifier therefore we do not need to set it when instantiating the bagging model.

models = []  
scores = []  
  
for n\_estimators in estimator\_range:  
  
    # Create bagging classifier  
    clf = BaggingClassifier(n\_estimators = n\_estimators, random\_state = 22)  
  
    # Fit the model  
    clf.fit(X\_train, y\_train)  
  
    # Append the model and score to their respective list  
    models.append(clf)  
    scores.append(accuracy\_score(y\_true = y\_test, y\_pred = clf.predict(X\_test)))

With the models and scores stored, we can now visualize the improvement in model performance.

import matplotlib.pyplot as plt  
  
# Generate the plot of scores against number of estimators  
plt.figure(figsize=(9,6))  
plt.plot(estimator\_range, scores)  
  
# Adjust labels and font (to make visable)  
plt.xlabel("n\_estimators", fontsize = 18)  
plt.ylabel("score", fontsize = 18)  
plt.tick\_params(labelsize = 16)  
  
# Visualize plot  
plt.show()
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### **Example**

Import the necessary data and evaluate the BaggingClassifier performance.

import matplotlib.pyplot as plt  
from sklearn import datasets  
from sklearn.model\_selection import train\_test\_split  
from sklearn.metrics import accuracy\_score  
from sklearn.ensemble import BaggingClassifier  
  
data = datasets.load\_wine(as\_frame = True)  
  
X = data.data  
y = data.target  
  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.25, random\_state = 22)  
  
estimator\_range = [2,4,6,8,10,12,14,16]  
  
models = []  
scores = []  
  
for n\_estimators in estimator\_range:  
  
    # Create bagging classifier  
    clf = BaggingClassifier(n\_estimators = n\_estimators, random\_state = 22)  
  
    # Fit the model  
    clf.fit(X\_train, y\_train)  
  
    # Append the model and score to their respective list  
    models.append(clf)  
    scores.append(accuracy\_score(y\_true = y\_test, y\_pred = clf.predict(X\_test)))  
  
# Generate the plot of scores against number of estimators  
plt.figure(figsize=(9,6))  
plt.plot(estimator\_range, scores)  
  
# Adjust labels and font (to make visable)  
plt.xlabel("n\_estimators", fontsize = 18)  
plt.ylabel("score", fontsize = 18)  
plt.tick\_params(labelsize = 16)  
  
# Visualize plot  
plt.show()

### **Result**
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## Results Explained

By iterating through different values for the number of estimators we can see an increase in model performance from 82.2% to 95.5%. After 14 estimators the accuracy begins to drop, again if you set a different random\_state the values you see will vary. That is why it is best practice to use [cross validation](https://www.w3schools.com/python/python_ml_cross_validation.asp) to ensure stable results.

In this case, we see a 13.3% increase in accuracy when it comes to identifying the type of the wine.

## Another Form of Evaluation

As bootstrapping chooses random subsets of observations to create classifiers, there are observations that are left out in the selection process. These "out-of-bag" observations can then be used to evaluate the model, similarly to that of a test set. Keep in mind, that out-of-bag estimation can overestimate error in binary classification problems and should only be used as a compliment to other metrics.

We saw in the last exercise that 12 estimators yielded the highest accuracy, so we will use that to create our model. This time setting the parameter oob\_score to true to evaluate the model with out-of-bag score.

### **Example**

Create a model with out-of-bag metric.

from sklearn import datasets  
from sklearn.model\_selection import train\_test\_split  
from sklearn.ensemble import BaggingClassifier  
  
data = datasets.load\_wine(as\_frame = True)  
  
X = data.data  
y = data.target  
  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.25, random\_state = 22)  
  
oob\_model = BaggingClassifier(n\_estimators = 12, oob\_score = True,random\_state = 22)  
  
oob\_model.fit(X\_train, y\_train)  
  
print(oob\_model.oob\_score\_)

Since the samples used in OOB and the test set are different, and the dataset is relatively small, there is a difference in the accuracy. It is rare that they would be exactly the same, again OOB should be used quick means for estimating error, but is not the only evaluation metric.

## Generating Decision Trees from Bagging Classifier

As was seen in the [Decision Tree](https://www.w3schools.com/python/python_ml_decision_tree.asp) lesson, it is possible to graph the decision tree the model created. It is also possible to see the individual decision trees that went into the aggregated classifier. This helps us to gain a more intuitive understanding on how the bagging model arrives at its predictions.

Note: This is only functional with smaller datasets, where the trees are relatively shallow and narrow making them easy to visualize.

We will need to import plot\_tree function from sklearn.tree. The different trees can be graphed by changing the estimator you wish to visualize.

### **Example**

Generate Decision Trees from Bagging Classifier

from sklearn import datasets  
from sklearn.model\_selection import train\_test\_split  
from sklearn.ensemble import BaggingClassifier  
from sklearn.tree import plot\_tree  
  
X = data.data  
y = data.target  
  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.25, random\_state = 22)  
  
clf = BaggingClassifier(n\_estimators = 12, oob\_score = True,random\_state = 22)  
  
clf.fit(X\_train, y\_train)  
  
plt.figure(figsize=(30, 20))  
  
plot\_tree(clf.estimators\_[0], feature\_names = X.columns)

### **Result**
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Here we can see just the first decision tree that was used to vote on the final prediction. Again, by changing the index of the classifier you can see each of the trees that have been aggregated.

# **Machine Learning - Cross Validation**
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## Cross Validation

When adjusting models we are aiming to increase overall model performance on unseen data. Hyperparameter tuning can lead to much better performance on test sets. However, optimizing parameters to the test set can lead information leakage causing the model to preform worse on unseen data. To correct for this we can perform cross validation.

To better understand CV, we will be performing different methods on the iris dataset. Let us first load in and separate the data.

from sklearn import datasets  
  
X, y = datasets.load\_iris(return\_X\_y=True)

There are many methods to cross validation, we will start by looking at k-fold cross validation.

## K-Fold

The training data used in the model is split, into k number of smaller sets, to be used to validate the model. The model is then trained on k-1 folds of training set. The remaining fold is then used as a validation set to evaluate the model.

As we will be trying to classify different species of iris flowers we will need to import a classifier model, for this exercise we will be using a DecisionTreeClassifier. We will also need to import CV modules from sklearn.

from sklearn.tree import DecisionTreeClassifier  
from sklearn.model\_selection import KFold, cross\_val\_score

With the data loaded we can now create and fit a model for evaluation.

clf = DecisionTreeClassifier(random\_state=42)

Now let's evaluate our model and see how it performs on each k-fold.

k\_folds = KFold(n\_splits = 5)  
  
scores = cross\_val\_score(clf, X, y, cv = k\_folds)

It is also good pratice to see how CV performed overall by averaging the scores for all folds.

### **Example**

Run k-fold CV:

from sklearn import datasets  
from sklearn.tree import DecisionTreeClassifier  
from sklearn.model\_selection import KFold, cross\_val\_score  
  
X, y = datasets.load\_iris(return\_X\_y=True)  
  
clf = DecisionTreeClassifier(random\_state=42)  
  
k\_folds = KFold(n\_splits = 5)  
  
scores = cross\_val\_score(clf, X, y, cv = k\_folds)  
  
print("Cross Validation Scores: ", scores)  
print("Average CV Score: ", scores.mean())  
print("Number of CV Scores used in Average: ", len(scores))

## Stratified K-Fold

In cases where classes are imbalanced we need a way to account for the imbalance in both the train and validation sets. To do so we can stratify the target classes, meaning that both sets will have an equal proportion of all classes.

### **Example**

from sklearn import datasets  
from sklearn.tree import DecisionTreeClassifier  
from sklearn.model\_selection import StratifiedKFold, cross\_val\_score  
  
X, y = datasets.load\_iris(return\_X\_y=True)  
  
clf = DecisionTreeClassifier(random\_state=42)  
  
sk\_folds = StratifiedKFold(n\_splits = 5)  
  
scores = cross\_val\_score(clf, X, y, cv = sk\_folds)  
  
print("Cross Validation Scores: ", scores)  
print("Average CV Score: ", scores.mean())  
print("Number of CV Scores used in Average: ", len(scores))

While the number of folds is the same, the average CV increases from the basic k-fold when making sure there is stratified classes.

## Leave-One-Out (LOO)

Instead of selecting the number of splits in the training data set like k-fold LeaveOneOut, utilize 1 observation to validate and n-1 observations to train. This method is an exaustive technique.

### **Example**

Run LOO CV:

from sklearn import datasets  
from sklearn.tree import DecisionTreeClassifier  
from sklearn.model\_selection import LeaveOneOut, cross\_val\_score  
  
X, y = datasets.load\_iris(return\_X\_y=True)  
  
clf = DecisionTreeClassifier(random\_state=42)  
  
loo = LeaveOneOut()  
  
scores = cross\_val\_score(clf, X, y, cv = loo)  
  
print("Cross Validation Scores: ", scores)  
print("Average CV Score: ", scores.mean())  
print("Number of CV Scores used in Average: ", len(scores))

We can observe that the number of cross validation scores performed is equal to the number of observations in the dataset. In this case there are 150 observations in the iris dataset.

The average CV score is 94%.

## Leave-P-Out (LPO)

Leave-P-Out is simply a nuanced diffence to the Leave-One-Out idea, in that we can select the number of p to use in our validation set.

### **Example**

Run LPO CV:

from sklearn import datasets  
from sklearn.tree import DecisionTreeClassifier  
from sklearn.model\_selection import LeavePOut, cross\_val\_score  
  
X, y = datasets.load\_iris(return\_X\_y=True)  
  
clf = DecisionTreeClassifier(random\_state=42)  
  
lpo = LeavePOut(p=2)  
  
scores = cross\_val\_score(clf, X, y, cv = lpo)  
  
print("Cross Validation Scores: ", scores)  
print("Average CV Score: ", scores.mean())  
print("Number of CV Scores used in Average: ", len(scores))

As we can see this is an exhaustive method we many more scores being calculated than Leave-One-Out, even with a p = 2, yet it achieves roughly the same average CV score.

## Shuffle Split

Unlike KFold, ShuffleSplit leaves out a percentage of the data, not to be used in the train or validation sets. To do so we must decide what the train and test sizes are, as well as the number of splits.

### **Example**

Run Shuffle Split CV:

from sklearn import datasets  
from sklearn.tree import DecisionTreeClassifier  
from sklearn.model\_selection import ShuffleSplit, cross\_val\_score  
  
X, y = datasets.load\_iris(return\_X\_y=True)  
  
clf = DecisionTreeClassifier(random\_state=42)  
  
ss = ShuffleSplit(train\_size=0.6, test\_size=0.3, n\_splits = 5)  
  
scores = cross\_val\_score(clf, X, y, cv = ss)  
  
print("Cross Validation Scores: ", scores)  
print("Average CV Score: ", scores.mean())  
print("Number of CV Scores used in Average: ", len(scores))

## Ending Notes

These are just a few of the CV methods that can be applied to models. There are many more cross validation classes, with most models having their own class. Check out sklearns cross validation for more CV options.

# **Machine Learning - AUC - ROC Curve**
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## AUC - ROC Curve

In classification, there are many different evaluation metrics. The most popular is **accuracy**, which measures how often the model is correct. This is a great metric because it is easy to understand and getting the most correct guesses is often desired. There are some cases where you might consider using another evaluation metric.

Another common metric is **AUC**, area under the receiver operating characteristic (**ROC**) curve. The Reciever operating characteristic curve plots the true positive (**TP**) rate versus the false positive (**FP**) rate at different classification thresholds. The thresholds are different probability cutoffs that separate the two classes in binary classification. It uses probability to tell us how well a model separates the classes.

## Imbalanced Data

Suppose we have an imbalanced data set where the majority of our data is of one value. We can obtain high accuracy for the model by predicting the majority class.

### **Example**

import numpy as np  
from sklearn.metrics import accuracy\_score, confusion\_matrix, roc\_auc\_score, roc\_curve  
  
n = 10000  
ratio = .95  
n\_0 = int((1-ratio) \* n)  
n\_1 = int(ratio \* n)  
  
y = np.array([0] \* n\_0 + [1] \* n\_1)  
# below are the probabilities obtained from a hypothetical model that always predicts the majority class  
# probability of predicting class 1 is going to be 100%  
y\_proba = np.array([1]\*n)  
y\_pred = y\_proba > .5  
  
print(f'accuracy score: {accuracy\_score(y, y\_pred)}')  
cf\_mat = confusion\_matrix(y, y\_pred)  
print('Confusion matrix')  
print(cf\_mat)  
print(f'class 0 accuracy: {cf\_mat[0][0]/n\_0}')  
print(f'class 1 accuracy: {cf\_mat[1][1]/n\_1}')

Although we obtain a very high accuracy, the model provided no information about the data so it's not useful. We accurately predict class 1 100% of the time while inaccurately predict class 0 0% of the time. At the expense of accuracy, it might be better to have a model that can somewhat separate the two classes.

### **Example**

# below are the probabilities obtained from a hypothetical model that doesn't always predict the mode  
y\_proba\_2 = np.array(  
    np.random.uniform(0, .7, n\_0).tolist() +  
    np.random.uniform(.3, 1, n\_1).tolist()  
)  
y\_pred\_2 = y\_proba\_2 > .5  
  
print(f'accuracy score: {accuracy\_score(y, y\_pred\_2)}')  
cf\_mat = confusion\_matrix(y, y\_pred\_2)  
print('Confusion matrix')  
print(cf\_mat)  
print(f'class 0 accuracy: {cf\_mat[0][0]/n\_0}')  
print(f'class 1 accuracy: {cf\_mat[1][1]/n\_1}')

For the second set of predictions, we do not have as high of an accuracy score as the first but the accuracy for each class is more balanced. Using accuracy as an evaluation metric we would rate the first model higher than the second even though it doesn't tell us anything about the data.

In cases like this, using another evaluation metric like AUC would be preferred.

import matplotlib.pyplot as plt  
  
def plot\_roc\_curve(true\_y, y\_prob):  
    """  
    plots the roc curve based of the probabilities  
    """  
  
    fpr, tpr, thresholds = roc\_curve(true\_y, y\_prob)  
    plt.plot(fpr, tpr)  
    plt.xlabel('False Positive Rate')  
    plt.ylabel('True Positive Rate')

### **Example**

Model 1:

plot\_roc\_curve(y, y\_proba)  
print(f'model 1 AUC score: {roc\_auc\_score(y, y\_proba)}')

### **Result**
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model 1 AUC score: 0.5

### **Example**

Model 2:

plot\_roc\_curve(y, y\_proba\_2)  
print(f'model 2 AUC score: {roc\_auc\_score(y, y\_proba\_2)}')

### **Result**
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model 2 AUC score: 0.8270551578947367

An AUC score of around .5 would mean that the model is unable to make a distinction between the two classes and the curve would look like a line with a slope of 1. An AUC score closer to 1 means that the model has the ability to separate the two classes and the curve would come closer to the top left corner of the graph.

## Probabilities

Because AUC is a metric that utilizes probabilities of the class predictions, we can be more confident in a model that has a higher AUC score than one with a lower score even if they have similar accuracies.

In the data below, we have two sets of probabilites from hypothetical models. The first has probabilities that are not as "confident" when predicting the two classes (the probabilities are close to .5). The second has probabilities that are more "confident" when predicting the two classes (the probabilities are close to the extremes of 0 or 1).

### **Example**

import numpy as np  
  
n = 10000  
y = np.array([0] \* n + [1] \* n)  
#  
y\_prob\_1 = np.array(  
    np.random.uniform(.25, .5, n//2).tolist() +  
    np.random.uniform(.3, .7, n).tolist() +  
    np.random.uniform(.5, .75, n//2).tolist()  
)  
y\_prob\_2 = np.array(  
    np.random.uniform(0, .4, n//2).tolist() +  
    np.random.uniform(.3, .7, n).tolist() +  
    np.random.uniform(.6, 1, n//2).tolist()  
)  
  
print(f'model 1 accuracy score: {accuracy\_score(y, y\_prob\_1>.5)}')  
print(f'model 2 accuracy score: {accuracy\_score(y, y\_prob\_2>.5)}')  
  
print(f'model 1 AUC score: {roc\_auc\_score(y, y\_prob\_1)}')  
print(f'model 2 AUC score: {roc\_auc\_score(y, y\_prob\_2)}')

### **Example**

Plot model 1:

plot\_roc\_curve(y, y\_prob\_1)

### **Result**
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### **Example**

Plot model 2:

fpr, tpr, thresholds = roc\_curve(y, y\_prob\_2)  
plt.plot(fpr, tpr)

### **Result**
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Even though the accuracies for the two models are similar, the model with the higher AUC score will be more reliable because it takes into account the predicted probability. It is more likely to give you higher accuracy when predicting future data.

# **Machine Learning - K-nearest neighbors (KNN)**

On this page, W3schools.com collaborates with [NYC Data Science Academy](https://t.sidekickopen01.com/s3t/c/5/f18dQhb0S7kv8c7RP2W1z75qk59hl3kW7_k2847tBZxCVvfv0f1GTV9PW2RxlDT2bzNMYdZ8s8G01?te=W3R5hFj4cm2zwW41-DxM3zhrr_W3F7ZBj3F6bSSW43T4N94hMnzcW3F4Fvd3zbTMqW2fgYK73F7y_5W3Zp0KM3_Qh5fW4hLxLG2f1Dw_W3F7y_53Zp0KMW3_QgzD3H6xvkW2dTzCR3SYMmGW1mp5CL3ZWTYrW4cbSf23_Qh9QW49NMw73HdlCPW3Hbzjf4fKWwkW43TDjD41YtR1W3zbVlf1S1tRf38WL2&si=6321147182055424&pi=566c78b2-d5c2-45ad-ad0c-74291c07630b), to deliver digital training content to our students.

## KNN

KNN is a simple, supervised machine learning (ML) algorithm that can be used for classification or regression tasks - and is also frequently used in missing value imputation. It is based on the idea that the observations closest to a given data point are the most "similar" observations in a data set, and we can therefore classify unforeseen points based on the values of the closest existing points. By choosing K, the user can select the number of nearby observations to use in the algorithm.

Here, we will show you how to implement the KNN algorithm for classification, and show how different values of K affect the results.

## How does it work?

K is the number of nearest neighbors to use. For classification, a majority vote is used to determined which class a new observation should fall into. Larger values of K are often more robust to outliers and produce more stable decision boundaries than very small values (K=3 would be better than K=1, which might produce undesirable results.

### **Example**

Start by visualizing some data points:

import matplotlib.pyplot as plt  
  
x = [4, 5, 10, 4, 3, 11, 14 , 8, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]  
classes = [0, 0, 1, 0, 0, 1, 1, 0, 1, 1]  
  
plt.scatter(x, y, c=classes)  
plt.show()

### **Result**
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Now we fit the KNN algorithm with K=1:

from sklearn.neighbors import KNeighborsClassifier  
  
data = list(zip(x, y))  
knn = KNeighborsClassifier(n\_neighbors=1)  
  
knn.fit(data, classes)

And use it to classify a new data point:

### **Example**

new\_x = 8  
new\_y = 21  
new\_point = [(new\_x, new\_y)]  
  
prediction = knn.predict(new\_point)  
  
plt.scatter(x + [new\_x], y + [new\_y], c=classes + [prediction[0]])  
plt.text(x=new\_x-1.7, y=new\_y-0.7, s=f"new point, class: {prediction[0]}")  
plt.show()

### **Result**
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Now we do the same thing, but with a higher K value which changes the prediction:

### **Example**

knn = KNeighborsClassifier(n\_neighbors=5)  
  
knn.fit(data, classes)  
  
prediction = knn.predict(new\_point)  
  
plt.scatter(x + [new\_x], y + [new\_y], c=classes + [prediction[0]])  
plt.text(x=new\_x-1.7, y=new\_y-0.7, s=f"new point, class: {prediction[0]}")  
plt.show()

### **Result**

![](data:image/png;base64,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)

## Example Explained

Import the modules you need.

You can learn about the Matplotlib module in our ["Matplotlib Tutorial](https://www.w3schools.com/python/matplotlib_intro.asp).

scikit-learn is a popular library for machine learning in Python.

import matplotlib.pyplot as plt  
from sklearn.neighbors import KNeighborsClassifier

Create arrays that resemble variables in a dataset. We have two input features (x and y) and then a target class (class). The input features that are pre-labeled with our target class will be used to predict the class of new data. Note that while we only use two input features here, this method will work with any number of variables:

x = [4, 5, 10, 4, 3, 11, 14 , 8, 10, 12]  
y = [21, 19, 24, 17, 16, 25, 24, 22, 21, 21]  
classes = [0, 0, 1, 0, 0, 1, 1, 0, 1, 1]

Turn the input features into a set of points:

data = list(zip(x, y))  
print(data)

### **Result:**

[(4, 21), (5, 19), (10, 24), (4, 17), (3, 16), (11, 25), (14, 24), (8, 22), (10, 21), (12, 21)]

Using the input features and target class, we fit a KNN model on the model using 1 nearest neighbor:

knn = KNeighborsClassifier(n\_neighbors=1)  
knn.fit(data, classes)

Then, we can use the same KNN object to predict the class of new, unforeseen data points. First we create new x and y features, and then call knn.predict() on the new data point to get a class of 0 or 1:

new\_x = 8  
new\_y = 21  
new\_point = [(new\_x, new\_y)]  
prediction = knn.predict(new\_point)  
print(prediction)

### **Result:**

[0]

When we plot all the data along with the new point and class, we can see it's been labeled blue with the 1 class. The text annotation is just to highlight the location of the new point:

plt.scatter(x + [new\_x], y + [new\_y], c=classes + [prediction[0]])  
plt.text(x=new\_x-1.7, y=new\_y-0.7, s=f"new point, class: {prediction[0]}")  
plt.show()

### **Result:**
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However, when we changes the number of neighbors to 5, the number of points used to classify our new point changes. As a result, so does the classification of the new point:

knn = KNeighborsClassifier(n\_neighbors=5)  
knn.fit(data, classes)  
prediction = knn.predict(new\_point)  
print(prediction)

### **Result:**

[1]

When we plot the class of the new point along with the older points, we note that the color has changed based on the associated class label:

plt.scatter(x + [new\_x], y + [new\_y], c=classes + [prediction[0]])  
plt.text(x=new\_x-1.7, y=new\_y-0.7, s=f"new point, class: {prediction[0]}")  
plt.show()

### **Result:**
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# **Python MySQL**

Python can be used in database applications.

One of the most popular databases is MySQL.

## MySQL Database

To be able to experiment with the code examples in this tutorial, you should have MySQL installed on your computer.

You can download a MySQL database at <https://www.mysql.com/downloads/>.

## Install MySQL Driver

Python needs a MySQL driver to access the MySQL database.

In this tutorial we will use the driver "MySQL Connector".

We recommend that you use PIP to install "MySQL Connector".

PIP is most likely already installed in your Python environment.

Navigate your command line to the location of PIP, and type the following:

Download and install "MySQL Connector":

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>python -m pip install mysql-connector-python

Now you have downloaded and installed a MySQL driver.

## Test MySQL Connector

To test if the installation was successful, or if you already have "MySQL Connector" installed, create a Python page with the following content:

demo\_mysql\_test.py:

import mysql.connector

If the above code was executed with no errors, "MySQL Connector" is installed and ready to be used.

## Create Connection

Start by creating a connection to the database.

Use the username and password from your MySQL database:

demo\_mysql\_connection.py:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword"  
)  
  
print(mydb)

Now you can start querying the database using SQL statements.

# **Python MySQL Create Database**

## Creating a Database

To create a database in MySQL, use the "CREATE DATABASE" statement:

### **Example**

create a database named "mydatabase":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("CREATE DATABASE mydatabase")

If the above code was executed with no errors, you have successfully created a database.

## Check if Database Exists

You can check if a database exist by listing all databases in your system by using the "SHOW DATABASES" statement:

### **Example**

Return a list of your system's databases:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SHOW DATABASES")  
  
for x in mycursor:  
  print(x)

Or you can try to access the database when making the connection:

### **Example**

Try connecting to the database "mydatabase":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
**database="mydatabase"**  
)

If the database does not exist, you will get an error.

# **Python MySQL Create Table**

## Creating a Table

To create a table in MySQL, use the "CREATE TABLE" statement.

Make sure you define the name of the database when you create the connection

### **Example**

Create a table named "customers":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("CREATE TABLE customers (name VARCHAR(255), address VARCHAR(255))")

If the above code was executed with no errors, you have now successfully created a table.

## Check if Table Exists

You can check if a table exist by listing all tables in your database with the "SHOW TABLES" statement:

### **Example**

Return a list of your system's databases:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SHOW TABLES")  
  
for x in mycursor:  
  print(x)

## Primary Key

When creating a table, you should also create a column with a unique key for each record.

This can be done by defining a PRIMARY KEY.

We use the statement "INT AUTO\_INCREMENT PRIMARY KEY" which will insert a unique number for each record. Starting at 1, and increased by one for each record.

### **Example**

Create primary key when creating the table:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("CREATE TABLE customers (id INT AUTO\_INCREMENT PRIMARY KEY, name VARCHAR(255), address VARCHAR(255))")

If the table already exists, use the ALTER TABLE keyword:

### **Example**

Create primary key on an existing table:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("ALTER TABLE customers ADD COLUMN id INT AUTO\_INCREMENT PRIMARY KEY")

# **Python MySQL Insert Into Table**

## Insert Into Table

To fill a table in MySQL, use the "INSERT INTO" statement.

### **Example**

Insert a record in the "customers" table:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "INSERT INTO customers (name, address) VALUES (%s, %s)"  
val = ("John", "Highway 21")  
mycursor.execute(sql, val)  
 **mydb.commit()**  
print(mycursor.rowcount, "record inserted.")

**Important!:** Notice the statement: mydb.commit(). It is required to make the changes, otherwise no changes are made to the table.

## Insert Multiple Rows

To insert multiple rows into a table, use the executemany() method.

The second parameter of the executemany() method is a list of tuples, containing the data you want to insert:

### **Example**

Fill the "customers" table with data:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "INSERT INTO customers (name, address) VALUES (%s, %s)"  
val = [  
  ('Peter', 'Lowstreet 4'),  
  ('Amy', 'Apple st 652'),  
  ('Hannah', 'Mountain 21'),  
  ('Michael', 'Valley 345'),  
  ('Sandy', 'Ocean blvd 2'),  
  ('Betty', 'Green Grass 1'),  
  ('Richard', 'Sky st 331'),  
  ('Susan', 'One way 98'),  
  ('Vicky', 'Yellow Garden 2'),  
  ('Ben', 'Park Lane 38'),  
  ('William', 'Central st 954'),  
  ('Chuck', 'Main Road 989'),  
  ('Viola', 'Sideway 1633')  
]  
  
mycursor.executemany(sql, val)  
  
mydb.commit()  
  
print(mycursor.rowcount, "was inserted.")

## Get Inserted ID

You can get the id of the row you just inserted by asking the cursor object.

**Note:** If you insert more than one row, the id of the last inserted row is returned.

### **Example**

Insert one row, and return the ID:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "INSERT INTO customers (name, address) VALUES (%s, %s)"  
val = ("Michelle", "Blue Village")  
mycursor.execute(sql, val)  
  
mydb.commit()  
  
print("1 record inserted, ID:", mycursor.lastrowid)

# **Python MySQL Select From**

## Select From a Table

To select from a table in MySQL, use the "SELECT" statement:

### **Example**

Select all records from the "customers" table, and display the result:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SELECT \* FROM customers")  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

**Note:** We use the fetchall() method, which fetches all rows from the last executed statement.

## Selecting Columns

To select only some of the columns in a table, use the "SELECT" statement followed by the column name(s):

### **Example**

Select only the name and address columns:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SELECT name, address FROM customers")  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## Using the fetchone() Method

If you are only interested in one row, you can use the fetchone() method.

The fetchone() method will return the first row of the result:

### **Example**

Fetch only one row:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SELECT \* FROM customers")  
  
myresult = mycursor.fetchone()  
  
print(myresult)

# **Python MySQL Where**

## Select With a Filter

When selecting records from a table, you can filter the selection by using the "WHERE" statement:

### **Example**

Select record(s) where the address is "Park Lane 38": result:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "SELECT \* FROM customers WHERE address ='Park Lane 38'"  
  
mycursor.execute(sql)  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## Wildcard Characters

You can also select the records that starts, includes, or ends with a given letter or phrase.

Use the %  to represent wildcard characters:

### **Example**

Select records where the address contains the word "way":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "SELECT \* FROM customers WHERE address LIKE '%way%'"  
  
mycursor.execute(sql)  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## Prevent SQL Injection

When query values are provided by the user, you should escape the values.

This is to prevent SQL injections, which is a common web hacking technique to destroy or misuse your database.

The mysql.connector module has methods to escape query values:

### **Example**

Escape query values by using the placholder %s method:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "SELECT \* FROM customers WHERE address = %s"  
adr = ("Yellow Garden 2", )  
  
mycursor.execute(sql, adr)  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

# **Python MySQL Order By**

## Sort the Result

Use the ORDER BY statement to sort the result in ascending or descending order.

The ORDER BY keyword sorts the result ascending by default. To sort the result in descending order, use the DESC keyword.

### **Example**

Sort the result alphabetically by name: result:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "SELECT \* FROM customers ORDER BY name"  
  
mycursor.execute(sql)  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## ORDER BY DESC

Use the DESC keyword to sort the result in a descending order.

### **Example**

Sort the result reverse alphabetically by name:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "SELECT \* FROM customers ORDER BY name DESC"  
  
mycursor.execute(sql)  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

# **Python MySQL Delete From By**

## Delete Record

You can delete records from an existing table by using the "DELETE FROM" statement:

### **Example**

Delete any record where the address is "Mountain 21":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "DELETE FROM customers WHERE address = 'Mountain 21'"  
  
mycursor.execute(sql)  
  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) deleted")

**Important!:** Notice the statement: mydb.commit(). It is required to make the changes, otherwise no changes are made to the table.

**Notice the WHERE clause in the DELETE syntax:** The WHERE clause specifies which record(s) that should be deleted. If you omit the WHERE clause, all records will be deleted!

## Prevent SQL Injection

It is considered a good practice to escape the values of any query, also in delete statements.

This is to prevent SQL injections, which is a common web hacking technique to destroy or misuse your database.

The mysql.connector module uses the placeholder %s to escape values in the delete statement:

### **Example**

Escape values by using the placeholder %s method:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "DELETE FROM customers WHERE address = %s"  
adr = ("Yellow Garden 2", )  
  
mycursor.execute(sql, adr)  
  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) deleted")

# **Python MySQL Drop Table**

## Delete a Table

You can delete an existing table by using the "DROP TABLE" statement:

### **Example**

Delete the table "customers":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "DROP TABLE customers"  
  
mycursor.execute(sql)

## Drop Only if Exist

If the table you want to delete is already deleted, or for any other reason does not exist, you can use the IF EXISTS keyword to avoid getting an error.

### **Example**

Delete the table "customers" if it exists:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "DROP TABLE IF EXISTS customers"  
  
mycursor.execute(sql)

# **Python MySQL Update Table**

## Update Table

You can update existing records in a table by using the "UPDATE" statement:

### **Example**

Overwrite the address column from "Valley 345" to "Canyon 123":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "UPDATE customers SET address = 'Canyon 123' WHERE address = 'Valley 345'"  
  
mycursor.execute(sql)  
  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) affected")

**Important!:** Notice the statement: mydb.commit(). It is required to make the changes, otherwise no changes are made to the table.

**Notice the WHERE clause in the UPDATE syntax:** The WHERE clause specifies which record or records that should be updated. If you omit the WHERE clause, all records will be updated!

## Prevent SQL Injection

It is considered a good practice to escape the values of any query, also in update statements.

This is to prevent SQL injections, which is a common web hacking technique to destroy or misuse your database.

The mysql.connector module uses the placeholder %s to escape values in the delete statement:

### **Example**

Escape values by using the placeholder %s method:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "UPDATE customers SET address = %s WHERE address = %s"  
val = ("Valley 345", "Canyon 123")  
  
mycursor.execute(sql, val)  
  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) affected")

# **Python MySQL Limit**

## Limit the Result

You can limit the number of records returned from the query, by using the "LIMIT" statement:

### **Example**

Select the 5 first records in the "customers" table:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SELECT \* FROM customers LIMIT 5")  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## Start From Another Position

If you want to return five records, starting from the third record, you can use the "OFFSET" keyword:

### **Example**

Start from position 3, and return 5 records:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
mycursor = mydb.cursor()  
  
mycursor.execute("SELECT \* FROM customers LIMIT 5 OFFSET 2")  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

# **Python MySQL Join**

## Join Two or More Tables

You can combine rows from two or more tables, based on a related column between them, by using a JOIN statement.

Consider you have a "users" table and a "products" table:

### **users**

{ id: 1, name: 'John', fav: 154},  
{ id: 2, name: 'Peter', fav: 154},  
{ id: 3, name: 'Amy', fav: 155},  
{ id: 4, name: 'Hannah', fav:},  
{ id: 5, name: 'Michael', fav:}

### **products**

{ id: 154, name: 'Chocolate Heaven' },  
{ id: 155, name: 'Tasty Lemons' },  
{ id: 156, name: 'Vanilla Dreams' }

These two tables can be combined by using users' fav field and products' id field.

### **Example**

Join users and products to see the name of the users favorite product:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  password="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "SELECT \  
  users.name AS user, \  
  products.name AS favorite \  
  FROM users \  
  INNER JOIN products ON users.fav = products.id"  
  
mycursor.execute(sql)  
  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

**Note:** You can use JOIN instead of INNER JOIN. They will both give you the same result.

## LEFT JOIN

In the example above, Hannah, and Michael were excluded from the result, that is because INNER JOIN only shows the records where there is a match.

If you want to show all users, even if they do not have a favorite product, use the LEFT JOIN statement:

### **Example**

Select all users and their favorite product:

sql = "SELECT \  
  users.name AS user, \  
  products.name AS favorite \  
  FROM users \  
  LEFT JOIN products ON users.fav = products.id"

## RIGHT JOIN

If you want to return all products, and the users who have them as their favorite, even if no user have them as their favorite, use the RIGHT JOIN statement:

### **Example**

Select all products, and the user(s) who have them as their favorite:

sql = "SELECT \  
  users.name AS user, \  
  products.name AS favorite \  
  FROM users \  
  RIGHT JOIN products ON users.fav = products.id"

**Note:** Hannah and Michael, who have no favorite product, are not included in the result.

# **Python MongoDB**

Python can be used in database applications.

One of the most popular NoSQL database is MongoDB.

## MongoDB

MongoDB stores data in JSON-like documents, which makes the database very flexible and scalable.

To be able to experiment with the code examples in this tutorial, you will need access to a MongoDB database.

You can download a free MongoDB database at [https://www.mongodb.com](https://www.mongodb.com/).

Or get started right away with a MongoDB cloud service at <https://www.mongodb.com/cloud/atlas>.

## PyMongo

Python needs a MongoDB driver to access the MongoDB database.

In this tutorial we will use the MongoDB driver "PyMongo".

We recommend that you use PIP to install "PyMongo".

PIP is most likely already installed in your Python environment.

Navigate your command line to the location of PIP, and type the following:

Download and install "PyMongo":

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>python -m pip install pymongo

Now you have downloaded and installed a mongoDB driver.

## Test PyMongo

To test if the installation was successful, or if you already have "pymongo" installed, create a Python page with the following content:

demo\_mongodb\_test.py:

import pymongo

If the above code was executed with no errors, "pymongo" is installed and ready to be used.

# **Python MongoDB Create Database**

## Creating a Database

To create a database in MongoDB, start by creating a MongoClient object, then specify a connection URL with the correct ip address and the name of the database you want to create.

MongoDB will create the database if it does not exist, and make a connection to it.

### **Example**

Create a database called "mydatabase":

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
  
mydb = myclient["mydatabase"]

**Important:** In MongoDB, a database is not created until it gets content!

MongoDB waits until you have created a collection (table), with at least one document (record) before it actually creates the database (and collection).

## Check if Database Exists

**Remember:** In MongoDB, a database is not created until it gets content, so if this is your first time creating a database, you should complete the next two chapters (create collection and create document) before you check if the database exists!

You can check if a database exist by listing all databases in you system:

### **Example**

Return a list of your system's databases:

print(myclient.list\_database\_names())

['admin', 'local', 'mydatabase']

Or you can check a specific database by name:

### **Example**

Check if "mydatabase" exists:

dblist = myclient.list\_database\_names()  
if "mydatabase" in dblist:  
  print("The database exists.")

The database exists.

# **Python MongoDB Create Collection**

A **collection** in MongoDB is the same as a **table** in SQL databases.

## Creating a Collection

To create a collection in MongoDB, use database object and specify the name of the collection you want to create.

MongoDB will create the collection if it does not exist.

### **Example**

Create a collection called "customers":

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
  
mycol = mydb["customers"]

**Important:** In MongoDB, a collection is not created until it gets content!

MongoDB waits until you have inserted a document before it actually creates the collection.

## Check if Collection Exists

**Remember:** In MongoDB, a collection is not created until it gets content, so if this is your first time creating a collection, you should complete the next chapter (create document) before you check if the collection exists!

You can check if a collection exist in a database by listing all collections:

### **Example**

Return a list of all collections in your database:

print(mydb.list\_collection\_names())

['customers']

Or you can check a specific collection by name:

### **Example**

Check if the "customers" collection exists:

collist = mydb.list\_collection\_names()  
if "customers" in collist:  
  print("The collection exists.")

The collection exists.

# **Python MongoDB Insert Document**

A **document** in MongoDB is the same as a **record** in SQL databases.

## Insert Into Collection

To insert a record, or document as it is called in MongoDB, into a collection, we use the insert\_one() method.

The first parameter of the insert\_one() method is a dictionary containing the name(s) and value(s) of each field in the document you want to insert.

### **Example**

Insert a record in the "customers" collection:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
mydict = { "name": "John", "address": "Highway 37" }  
  
x = mycol.insert\_one(mydict)

<pymongo.results.InsertOneResult object at 0x03D62918>

## Return the \_id Field

The insert\_one() method returns a InsertOneResult object, which has a property, inserted\_id, that holds the id of the inserted document.

### **Example**

Insert another record in the "customers" collection, and return the value of the \_id field:

mydict = { "name": "Peter", "address": "Lowstreet 27" }  
  
x = mycol.insert\_one(mydict)  
  
print(x.inserted\_id)

5b1910482ddb101b7042fcd7

If you do not specify an \_id field, then MongoDB will add one for you and assign a unique id for each document.

In the example above no \_id field was specified, so MongoDB assigned a unique \_id for the record (document).

## Insert Multiple Documents

To insert multiple documents into a collection in MongoDB, we use the insert\_many() method.

The first parameter of the insert\_many() method is a list containing dictionaries with the data you want to insert:

### **Example**

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
mylist = [  
  { "name": "Amy", "address": "Apple st 652"},  
  { "name": "Hannah", "address": "Mountain 21"},  
  { "name": "Michael", "address": "Valley 345"},  
  { "name": "Sandy", "address": "Ocean blvd 2"},  
  { "name": "Betty", "address": "Green Grass 1"},  
  { "name": "Richard", "address": "Sky st 331"},  
  { "name": "Susan", "address": "One way 98"},  
  { "name": "Vicky", "address": "Yellow Garden 2"},  
  { "name": "Ben", "address": "Park Lane 38"},  
  { "name": "William", "address": "Central st 954"},  
  { "name": "Chuck", "address": "Main Road 989"},  
  { "name": "Viola", "address": "Sideway 1633"}  
]  
  
x = mycol.insert\_many(mylist)  
  
#print list of the \_id values of the inserted documents:  
print(x.inserted\_ids)

[ObjectId('5b19112f2ddb101964065487'), ObjectId('5b19112f2ddb101964065488'), ObjectId('5b19112f2ddb101964065489'), ObjectId('5b19112f2ddb10196406548a'), ObjectId('5b19112f2ddb10196406548b'), ObjectId('5b19112f2ddb10196406548c'), ObjectId('5b19112f2ddb10196406548d'), ObjectId('5b19112f2ddb10196406548e'), ObjectId('5b19112f2ddb10196406548f'), ObjectId('5b19112f2ddb101964065490'), ObjectId('5b19112f2ddb101964065491'), ObjectId('5b19112f2ddb101964065492')]

The insert\_many() method returns a InsertManyResult object, which has a property, inserted\_ids, that holds the ids of the inserted documents.

## Insert Multiple Documents, with Specified IDs

If you do not want MongoDB to assign unique ids for you document, you can specify the \_id field when you insert the document(s).

Remember that the values has to be unique. Two documents cannot have the same \_id.

### **Example**

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
mylist = [  
  { "\_id": 1, "name": "John", "address": "Highway 37"},  
  { "\_id": 2, "name": "Peter", "address": "Lowstreet 27"},  
  { "\_id": 3, "name": "Amy", "address": "Apple st 652"},  
  { "\_id": 4, "name": "Hannah", "address": "Mountain 21"},  
  { "\_id": 5, "name": "Michael", "address": "Valley 345"},  
  { "\_id": 6, "name": "Sandy", "address": "Ocean blvd 2"},  
  { "\_id": 7, "name": "Betty", "address": "Green Grass 1"},  
  { "\_id": 8, "name": "Richard", "address": "Sky st 331"},  
  { "\_id": 9, "name": "Susan", "address": "One way 98"},  
  { "\_id": 10, "name": "Vicky", "address": "Yellow Garden 2"},  
  { "\_id": 11, "name": "Ben", "address": "Park Lane 38"},  
  { "\_id": 12, "name": "William", "address": "Central st 954"},  
  { "\_id": 13, "name": "Chuck", "address": "Main Road 989"},  
  { "\_id": 14, "name": "Viola", "address": "Sideway 1633"}  
]  
  
x = mycol.insert\_many(mylist)  
  
#print list of the \_id values of the inserted documents:  
print(x.inserted\_ids)

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14]

# **Python MongoDB Find**

In MongoDB we use the find() and find\_one() methods to find data in a collection.

Just like the **SELECT** statement is used to find data in a table in a MySQL database.

## Find One

To select data from a collection in MongoDB, we can use the find\_one() method.

The find\_one() method returns the first occurrence in the selection.

### **Example**

Find the first document in the customers collection:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
x = mycol.find\_one()  
  
print(x)

{'\_id': 1, 'name': 'John', 'address': 'Highway37'}

## Find All

To select data from a table in MongoDB, we can also use the find() method.

The find() method returns all occurrences in the selection.

The first parameter of the find() method is a query object. In this example we use an empty query object, which selects all documents in the collection.

No parameters in the find() method gives you the same result as **SELECT \*** in MySQL.

### **Example**

Return all documents in the "customers" collection, and print each document:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
for x in mycol.find():  
  print(x)

{'\_id': 1, 'name': 'John', 'address': 'Highway37'}  
{'\_id': 2, 'name': 'Peter', 'address': 'Lowstreet 27'}  
{'\_id': 3, 'name': 'Amy', 'address': 'Apple st 652'}  
{'\_id': 4, 'name': 'Hannah', 'address': 'Mountain 21'}  
{'\_id': 5, 'name': 'Michael', 'address': 'Valley 345'}  
{'\_id': 6, 'name': 'Sandy', 'address': 'Ocean blvd 2'}  
{'\_id': 7, 'name': 'Betty', 'address': 'Green Grass 1'}  
{'\_id': 8, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 9, 'name': 'Susan', 'address': 'One way 98'}  
{'\_id': 10, 'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}  
{'\_id': 12, 'name': 'William', 'address': 'Central st 954'}  
{'\_id': 13, 'name': 'Chuck', 'address': 'Main Road 989'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}

## Return Only Some Fields

The second parameter of the find() method is an object describing which fields to include in the result.

This parameter is optional, and if omitted, all fields will be included in the result.

### **Example**

Return only the names and addresses, not the \_ids:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
for x in mycol.find({},{ "\_id": 0, "name": 1, "address": 1 }):  
  print(x)

{'name': 'John', 'address': 'Highway37'}  
{'name': 'Peter', 'address': 'Lowstreet 27'}  
{'name': 'Amy', 'address': 'Apple st 652'}  
{'name': 'Hannah', 'address': 'Mountain 21'}  
{'name': 'Michael', 'address': 'Valley 345'}  
{'name': 'Sandy', 'address': 'Ocean blvd 2'}  
{'name': 'Betty', 'address': 'Green Grass 1'}  
{'name': 'Richard', 'address': 'Sky st 331'}  
{'name': 'Susan', 'address': 'One way 98'}  
{'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'name': 'Ben', 'address': 'Park Lane 38'}  
{'name': 'William', 'address': 'Central st 954'}  
{'name': 'Chuck', 'address': 'Main Road 989'}  
{'name': 'Viola', 'address': 'Sideway 1633'}

You are not allowed to specify both 0 and 1 values in the same object (except if one of the fields is the \_id field). If you specify a field with the value 0, all other fields get the value 1, and vice versa:

### **Example**

This example will exclude "address" from the result:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
for x in mycol.find({},{ "address": 0 }):  
  print(x)

{'\_id': 1, 'name': 'John'}  
{'\_id': 2, 'name': 'Peter'}  
{'\_id': 3, 'name': 'Amy'}  
{'\_id': 4, 'name': 'Hannah'}  
{'\_id': 5, 'name': 'Michael'}  
{'\_id': 6, 'name': 'Sandy'}  
{'\_id': 7, 'name': 'Betty'}  
{'\_id': 8, 'name': 'Richard'}  
{'\_id': 9, 'name': 'Susan'}  
{'\_id': 10, 'name': 'Vicky'}  
{'\_id': 11, 'name': 'Ben'}  
{'\_id': 12, 'name': 'William'}  
{'\_id': 13, 'name': 'Chuck'}  
{'\_id': 14, 'name': 'Viola'}

### **Example**

You get an error if you specify both 0 and 1 values in the same object (except if one of the fields is the \_id field):

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
for x in mycol.find({},{ "name": 1, "address": 0 }):  
  print(x)

{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}

# **Python MongoDB Query**

## Filter the Result

When finding documents in a collection, you can filter the result by using a query object.

The first argument of the find() method is a query object, and is used to limit the search.

### **Example**

Find document(s) with the address "Park Lane 38":

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myquery = { "address": "Park Lane 38" }  
  
mydoc = mycol.find(myquery)  
  
for x in mydoc:  
  print(x)

{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}

## Advanced Query

To make advanced queries you can use modifiers as values in the query object.

E.g. to find the documents where the "address" field starts with the letter "S" or higher (alphabetically), use the greater than modifier: {"$gt": "S"}:

### **Example**

Find documents where the address starts with the letter "S" or higher:

import pymongo  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myquery = { "address": { "$gt": "S" } }  
  
mydoc = mycol.find(myquery)  
  
for x in mydoc:  
  print(x)

{'\_id': 5, 'name': 'Michael', 'address': 'Valley 345'}  
{'\_id': 8, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 10, 'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}

## Filter With Regular Expressions

You can also use regular expressions as a modifier.

**Regular expressions can only be used to query strings.**

To find only the documents where the "address" field starts with the letter "S", use the regular expression {"$regex": "^S"}:

### **Example**

Find documents where the address starts with the letter "S":

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myquery = { "address": { "$regex": "^S" } }  
  
mydoc = mycol.find(myquery)  
  
for x in mydoc:  
  print(x)

{'\_id': 10, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}

# **Python MongoDB Sort**

## Sort the Result

Use the sort() method to sort the result in ascending or descending order.

The sort() method takes one parameter for "fieldname" and one parameter for "direction" (ascending is the default direction).

### **Example**

Sort the result alphabetically by name:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
mydoc = mycol.find().sort("name")  
  
for x in mydoc:  
  print(x)

{'\_id': 3, 'name': 'Amy', 'address': 'Apple st 652'}  
{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}  
{'\_id': 7, 'name': 'Betty', 'address': 'Green Grass 1'}  
{'\_id': 13, 'name': 'Chuck', 'address': 'Main Road 989'}  
{'\_id': 4, 'name': 'Hannah', 'address': 'Mountain 21'}  
{'\_id': 1, 'name': 'John', 'address': 'Highway37'}  
{'\_id': 5, 'name': 'Michael', 'address': 'Valley 345'}  
{'\_id': 2, 'name': 'Peter', 'address': 'Lowstreet 27'}  
{'\_id': 8, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 6, 'name': 'Sandy', 'address': 'Ocean blvd 2'}  
{'\_id': 9, 'name': 'Susan', 'address': 'One way 98'}  
{'\_id': 10, 'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}  
{'\_id': 12, 'name': 'William', 'address': 'Central st 954'}

## Sort Descending

Use the value -1 as the second parameter to sort descending.

sort("name", 1) #ascending  
sort("name", -1) #descending

### **Example**

Sort the result reverse alphabetically by name:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
mydoc = mycol.find().sort("name", -1)  
  
for x in mydoc:  
  print(x)

{'\_id': 12, 'name': 'William', 'address': 'Central st 954'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}  
{'\_id': 10, 'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'\_id': 9, 'name': 'Susan', 'address': 'One way 98'}  
{'\_id': 6, 'name': 'Sandy', 'address': 'Ocean blvd 2'}  
{'\_id': 8, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 2, 'name': 'Peter', 'address': 'Lowstreet 27'}  
{'\_id': 5, 'name': 'Michael', 'address': 'Valley 345'}  
{'\_id': 1, 'name': 'John', 'address': 'Highway37'}  
{'\_id': 4, 'name': 'Hannah', 'address': 'Mountain 21'}  
{'\_id': 13, 'name': 'Chuck', 'address': 'Main Road 989'}  
{'\_id': 7, 'name': 'Betty', 'address': 'Green Grass 1'}  
{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}  
{'\_id': 3, 'name': 'Amy', 'address': 'Apple st 652'}

# **Python MongoDB Delete Document**

## Delete Document

To delete one document, we use the delete\_one() method.

The first parameter of the delete\_one() method is a query object defining which document to delete.

**Note:** If the query finds more than one document, only the first occurrence is deleted.

### **Example**

Delete the document with the address "Mountain 21":

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myquery = { "address": "Mountain 21" }  
  
mycol.delete\_one(myquery)

{'\_id': 1, 'name': 'John', 'address': 'Highway37'}  
{'\_id': 2, 'name': 'Peter', 'address': 'Lowstreet 27'}  
{'\_id': 3, 'name': 'Amy', 'address': 'Apple st 652'}  
{'\_id': 5, 'name': 'Michael', 'address': 'Valley 345'}  
{'\_id': 6, 'name': 'Sandy', 'address': 'Ocean blvd 2'}  
{'\_id': 7, 'name': 'Betty', 'address': 'Green Grass 1'}  
{'\_id': 8, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 9, 'name': 'Susan', 'address': 'One way 98'}  
{'\_id': 10, 'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}  
{'\_id': 12, 'name': 'William', 'address': 'Central st 954'}  
{'\_id': 13, 'name': 'Chuck', 'address': 'Main Road 989'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}

## Delete Many Documents

To delete more than one document, use the delete\_many() method.

The first parameter of the delete\_many() method is a query object defining which documents to delete.

### **Example**

Delete all documents were the address starts with the letter S:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myquery = { "address": {"$regex": "^S"} }  
  
x = mycol.delete\_many(myquery)  
  
print(x.deleted\_count, " documents deleted.")

2 documents deleted.

## Delete All Documents in a Collection

To delete all documents in a collection, pass an empty query object to the delete\_many() method:

### **Example**

Delete all documents in the "customers" collection:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
x = mycol.delete\_many({})  
  
print(x.deleted\_count, " documents deleted.")

11 documents deleted.

# **Python MongoDB Drop Collection**

## Delete Collection

You can delete a table, or collection as it is called in MongoDB, by using the drop() method.

### **Example**

Delete the "customers" collection

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
mycol.drop()

The drop() method returns true if the collection was dropped successfully, and false if the collection does not exist.

# **Python MongoDB Update**

**Update Collection**

You can update a record, or document as it is called in MongoDB, by using the update\_one() method.

The first parameter of the update\_one() method is a query object defining which document to update.

**Note:** If the query finds more than one record, only the first occurrence is updated.

The second parameter is an object defining the new values of the document.

### **Example**

Change the address from "Valley 345" to "Canyon 123":

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myquery = { "address": "Valley 345" }  
newvalues = { "$set": { "address": "Canyon 123" } }  
  
mycol.update\_one(myquery, newvalues)  
  
#print "customers" after the update:  
for x in mycol.find():  
  print(x)

{'\_id': 1, 'name': 'John', 'address': 'Highway37'}  
{'\_id': 2, 'name': 'Peter', 'address': 'Lowstreet 27'}  
{'\_id': 3, 'name': 'Amy', 'address': 'Apple st 652'}  
{'\_id': 4, 'name': 'Hannah', 'address': 'Mountain 21'}  
{'\_id': 5, 'name': 'Michael', 'address': 'Canyon 123'}  
{'\_id': 6, 'name': 'Sandy', 'address': 'Ocean blvd 2'}  
{'\_id': 7, 'name': 'Betty', 'address': 'Green Grass 1'}  
{'\_id': 8, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 9, 'name': 'Susan', 'address': 'One way 98'}  
{'\_id': 10, 'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}  
{'\_id': 12, 'name': 'William', 'address': 'Central st 954'}  
{'\_id': 13, 'name': 'Chuck', 'address': 'Main Road 989'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}

## Update Many

To update all documents that meets the criteria of the query, use the update\_many() method.

### **Example**

Update all documents where the address starts with the letter "S":

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myquery = { "address": { "$regex": "^S" } }  
newvalues = { "$set": { "name": "Minnie" } }  
  
x = mycol.update\_many(myquery, newvalues)  
  
print(x.modified\_count, "documents updated.")

2 documents updated.

# **Python MongoDB Limit**

## Limit the Result

To limit the result in MongoDB, we use the limit() method.

The limit() method takes one parameter, a number defining how many documents to return.

Consider you have a "customers" collection:

### **Customers**

{'\_id': 1, 'name': 'John', 'address': 'Highway37'}  
{'\_id': 2, 'name': 'Peter', 'address': 'Lowstreet 27'}  
{'\_id': 3, 'name': 'Amy', 'address': 'Apple st 652'}  
{'\_id': 4, 'name': 'Hannah', 'address': 'Mountain 21'}  
{'\_id': 5, 'name': 'Michael', 'address': 'Valley 345'}  
{'\_id': 6, 'name': 'Sandy', 'address': 'Ocean blvd 2'}  
{'\_id': 7, 'name': 'Betty', 'address': 'Green Grass 1'}  
{'\_id': 8, 'name': 'Richard', 'address': 'Sky st 331'}  
{'\_id': 9, 'name': 'Susan', 'address': 'One way 98'}  
{'\_id': 10, 'name': 'Vicky', 'address': 'Yellow Garden 2'}  
{'\_id': 11, 'name': 'Ben', 'address': 'Park Lane 38'}  
{'\_id': 12, 'name': 'William', 'address': 'Central st 954'}  
{'\_id': 13, 'name': 'Chuck', 'address': 'Main Road 989'}  
{'\_id': 14, 'name': 'Viola', 'address': 'Sideway 1633'}

### **Example**

Limit the result to only return 5 documents:

import pymongo  
  
myclient = pymongo.MongoClient("mongodb://localhost:27017/")  
mydb = myclient["mydatabase"]  
mycol = mydb["customers"]  
  
myresult = mycol.find().limit(5)  
  
#print the result:  
for x in myresult:  
  print(x)

{'\_id': 1, 'name': 'John', 'address': 'Highway37'}  
{'\_id': 2, 'name': 'Peter', 'address': 'Lowstreet 27'}  
{'\_id': 3, 'name': 'Amy', 'address': 'Apple st 652'}  
{'\_id': 4, 'name': 'Hannah', 'address': 'Mountain 21'}  
{'\_id': 5, 'name': 'Michael', 'address': 'Valley 345'}