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**Цель работы.**

Реализовать умный указатель разделяемого владения объектом. Поведение реализованных функций должно быть аналогично функциям std::shared\_ptr

**Задание.**

Реализовать базовые методы умного указателя разделяемого владения объектом, после чего модифицировать созданный shared\_ptr так, чтобы он был пригоден для полиморфного использования. Должны быть обеспечены следующие возможности:

* копирование указателей на полиморфные объекты
* сравнение shared\_ptr как указателей на хранимые объекты.

**Ход работы.**

Реализация shared\_ptr.

В качестве полей были созданы: указатель на объект типа T, и счетчик для подсчета количества умных указателей, которые ссылаются на один объект.

Также была написана функция count\_dec(), осуществляющая уменьшение счетчика, и при необходимости удаляющая поля указателя.

Был реализованы: конструктор, принимающий указатель, и деструктор. В конструкторе поле, отвечающее за указатель, задается переданным указателем, а счетчик инициализируется значением 1. Деструктор вызывает функцию count\_dec(), которая удалит данные при разрушении умного указателя только в том случае, если данный умный указатель – единственный.

Реализованные операторы: оператор присваивания, оператор bool(), который проверяет, указывает ли указатель на объект, методы get(), use\_count(), операторы \* и ->, swap() и reset() (для замены объекта, которым владеет умный указатель).

Для полиморфного использования внутри класса был объявлен friend- класс shared\_ptr другого типа, связанного с типом реализуемого указателя посредством наследования. Были переписаны конструктор копирования и оператор присваивания с использованием template. Также были добавлены операторы != и ==, чтобы умные указатели можно было сравнивать как указатели на хранимые объекты.

**Вывод.**

При выполнении лабораторной работы были реализованы основные функции для умного указателя разделяемого владения объектом, также класс был изменён для полиморфного использования.

**Приложение А.**

**Файл list.cpp.**

#include <assert.h>

#include <algorithm>

#include <stdexcept>

#include <cstddef>

#include <utility>

namespace stepik {

template <class Type>

struct node {

Type value;

node\* next;

node\* prev;

node(const Type& value, node<Type>\* next, node<Type>\* prev)

: value(value), next(next), prev(prev) {

}

};

template <class Type>

class list; //forward declaration

template <class Type>

class list\_iterator {

public:

typedef ptrdiff\_t difference\_type;

typedef Type value\_type;

typedef Type\* pointer;

typedef Type& reference;

typedef size\_t size\_type;

typedef std::forward\_iterator\_tag iterator\_category;

list\_iterator()

: m\_node(NULL) {

}

list\_iterator(const list\_iterator& other)

: m\_node(other.m\_node) {

}

list\_iterator& operator = (const list\_iterator& other) {

m\_node = other.m\_node;

return \*this;

}

bool operator == (const list\_iterator& other) const {

return m\_node == other.m\_node;

}

bool operator != (const list\_iterator& other) const {

return m\_node != other.m\_node;

}

reference operator \* () {

return m\_node->value;

}

pointer operator -> () {

return &(m\_node->value);

}

list\_iterator& operator ++ () {

m\_node = m\_node->next;

return \*this;

}

list\_iterator operator ++ (int) {

list\_iterator temp(\*this);

++(\*this);

return temp;

}

private:

friend class list<Type>;

list\_iterator(node<Type>\* p)

: m\_node(p) {

}

node<Type>\* m\_node;

};

template <class Type>

class list {

public:

typedef Type value\_type;

typedef value\_type& reference;

typedef const value\_type& const\_reference;

typedef list\_iterator<Type> iterator;

list()

: m\_head(nullptr), m\_tail(nullptr) {

}

list::iterator begin() {

return iterator(m\_head);

}

list::iterator end() {

return iterator();

}

~list() {

clear();

}

list(const list& other)

: m\_head(nullptr), m\_tail(nullptr) {

auto tmp = other.m\_head;

while (tmp != nullptr) {

push\_back(tmp->value);

tmp = tmp->next;

}

}

list(list&& other): m\_head(other.m\_head), m\_tail(other.m\_tail) {

other.m\_head = nullptr;

other.m\_tail = nullptr;

}

list& operator= (const list& other) {

clear();

auto tmp = other.m\_head;

while (tmp != nullptr) {

push\_back(tmp->value);

tmp = tmp->next;

}

return \*this;

}

void push\_back(const value\_type& value) {

if(empty()) {

m\_head = new node<Type>(value, nullptr, nullptr);

m\_tail = m\_head;

return;

}

m\_tail->next = new node<Type>(value, nullptr, m\_tail);

m\_tail=m\_tail->next;

}

void push\_front(const value\_type& value) {

if(empty()) {

m\_head = new node<Type>(value, nullptr, nullptr);

m\_tail = m\_head;

return;

}

m\_head = new node<Type>(value, m\_head, nullptr);

m\_head->next->prev = m\_head;

}

reference front() {

return m\_head->value;

}

const\_reference front() const {

return m\_head->value;

}

reference back() {

return m\_tail->value;

}

const\_reference back() const {

return m\_tail->value;

}

void pop\_front() {

if(m\_head == m\_tail) {

delete m\_head;

m\_head = nullptr;

m\_tail = nullptr;

return;

}

m\_head = m\_head->next;

delete m\_head->prev;

m\_head->prev= nullptr;

}

void pop\_back() {

if(m\_head == m\_tail) {

delete m\_head;

m\_head = nullptr;

m\_tail = nullptr;

return;

}

m\_tail = m\_tail->prev;

delete m\_tail->next;

m\_tail->next = nullptr;

}

void clear() {

while(!empty())

pop\_back();

}

bool empty() const {

return m\_head == nullptr;

}

size\_t size() const {

size\_t size = 0;

for(node<Type>\* currentNode = m\_head; currentNode; currentNode = currentNode->next, ++size);

return size;

}

iterator insert(iterator pos, const Type& value) {

if (pos.m\_node == nullptr) {

push\_back(value);

return iterator(m\_tail);

}

if (pos.m\_node->prev == nullptr) {

push\_front(value);

return iterator(m\_head);

}

node<Type>\* temp = new node<Type>(value, pos.m\_node, pos.m\_node->prev);

pos.m\_node->prev->next = temp;

pos.m\_node->prev = temp;

return iterator(temp);

}

iterator erase(iterator pos) {

if (pos.m\_node == nullptr)

return pos;

if (pos.m\_node->next == nullptr) {

pop\_back();

return nullptr;

}

if (pos.m\_node->prev == nullptr) {

pop\_front();

return iterator(m\_head);

}

node<Type>\* temp = pos.m\_node->next;

pos.m\_node->prev->next = temp;

temp->prev = pos.m\_node->prev;

delete pos.m\_node;

return temp;

}

private:

node<Type>\* m\_head;

node<Type>\* m\_tail;

};

}// namespace stepik

**Приложение Б.**

**Файл vector.cpp.**

#include <assert.h>

#include <algorithm> // std::copy, std::rotate

#include <cstddef> // size\_t

#include <initializer\_list>

#include <stdexcept>

namespace stepik {

template <typename Type>

class vector {

public:

typedef Type\* iterator;

typedef const Type\* const\_iterator;

typedef Type value\_type;

typedef value\_type& reference;

typedef const value\_type& const\_reference;

typedef std::ptrdiff\_t difference\_type;

explicit vector(size\_t count = 0) {

m\_first = new Type[count];

m\_last = m\_first + count;

}

template <typename InputIterator>

vector(InputIterator first, InputIterator last) {

size\_t vectorSize;

vectorSize = last - first;

m\_first = new Type[vectorSize];

m\_last = m\_first + vectorSize;

std::copy(first, last, m\_first);

}

vector(std::initializer\_list <Type> init) : vector(init.begin(), init.end()) {}

vector(const vector& other) : vector(other.begin(), other.end()) {}

vector(vector&& other) noexcept {

m\_first = other.m\_first;

m\_last = other.m\_last;

other.m\_first = nullptr;

other.m\_last = nullptr;

}

~vector() {

delete[] m\_first;

}

//assignment operators

vector& operator=(const vector& other) {

if(this != &other) {

delete[] m\_first;

size\_t vectorSize = other.m\_last - other.m\_first;

m\_first = new Type[vectorSize];

m\_last = m\_first + vectorSize;

std::copy(other.m\_first, other.m\_last, m\_first);

return \*this;

}

}

vector& operator=(vector&& other) noexcept {

if (this != &other) {

delete[] m\_first;

m\_first = other.m\_first;

m\_last = other.m\_last;

other.m\_first = nullptr;

other.m\_last = nullptr;

return \*this;

}

}

// assign method

template <typename InputIterator>

void assign(InputIterator first, InputIterator last) {

\*this = std::move(vector(first, last));

}

void resize(size\_t count) {

iterator end = (count > size()) ? m\_last : m\_first + count;

vector tempVector(count);

std::move(m\_first, end, tempVector.m\_first);

std::swap(m\_first, tempVector.m\_first);

std::swap(m\_last, tempVector.m\_last);

}

//erase methods

iterator erase(const\_iterator pos) {

size\_t posNum = pos - m\_first;

std::rotate(const\_cast<iterator>(pos), const\_cast<iterator>(pos) + 1, m\_last);

resize(size() - 1);

return m\_first + posNum;

}

iterator erase(const\_iterator first, const\_iterator last) {

iterator it = const\_cast<iterator>(first);

for(size\_t i = 0, count = last - first; i < count; ++i) {

it = erase(it);

}

return it;

}

iterator insert(const\_iterator pos, const Type& value) {

vector tempVector(size() + 1);

size\_t diff = pos - m\_first;

std::copy(m\_first, m\_first + diff, tempVector.m\_first);

\*(tempVector.begin() + diff) = value;

std::copy(m\_first + diff, m\_last, tempVector.begin() + diff + 1);

\*this = std::move(tempVector);

return m\_first + diff;

}

template <typename InputIterator>

iterator insert(const\_iterator pos, InputIterator first, InputIterator last) {

vector tempVector(size() + (last - first));

size\_t diff = pos - m\_first;

std::copy(m\_first, m\_first + diff, tempVector.m\_first);

std::copy(first, last, tempVector.begin() + diff);

std::copy(m\_first + diff, m\_last, tempVector.begin() + diff + (last - first));

\*this = std::move(tempVector);

return m\_first + diff;

}

void push\_back(const value\_type& value) {

insert(this->end(), value);

}

//at methods

reference at(size\_t pos) {

return checkIndexAndGet(pos);

}

const\_reference at(size\_t pos) const {

return checkIndexAndGet(pos);

}

//[] operators

reference operator[](size\_t pos) {

return m\_first[pos];

}

const\_reference operator[](size\_t pos) const {

return m\_first[pos];

}

//\*begin methods

iterator begin() {

return m\_first;

}

const\_iterator begin() const {

return m\_first;

}

//\*end methods

iterator end() {

return m\_last;

}

const\_iterator end() const {

return m\_last;

}

//size method

size\_t size() const {

return m\_last - m\_first;

}

//empty method

bool empty() const {

return m\_first == m\_last;

}

private:

reference checkIndexAndGet(size\_t pos) const {

if (pos >= size()) {

throw std::out\_of\_range("Index out of range");

}

return m\_first[pos];

}

private:

iterator m\_first;

iterator m\_last;

};

}// namespace stepik