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# Program for array rotation

Write a function rotate(ar[], d, n) that rotates arr[] of size n by d elements.  
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Rotation of the above array by 2 will make array
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**METHOD 1 (Use temp array)**

Input arr[] = [1, 2, 3, 4, 5, 6, 7], d = 2, n =7  
1) Store d elements in a temp array  
 temp[] = [1, 2]  
2) Shift rest of the arr[]  
 arr[] = [3, 4, 5, 6, 7, 6, 7]  
3) Store back the d elements  
 arr[] = [3, 4, 5, 6, 7, 1, 2]

**Time complexity** O(n)  
 **Auxiliary Space:** O(d)

**METHOD 2 (Rotate one by one)**

leftRotate(arr[], d, n)  
start  
 For i = 0 to i   
To rotate by one, store arr[0] in a temporary variable temp, move arr[1] to arr[0], arr[2] to arr[1] …and finally temp to arr[n-1]  
Let us take the same example arr[] = [1, 2, 3, 4, 5, 6, 7], d = 2  
  
Rotate arr[] by one 2 times  
  
We get [2, 3, 4, 5, 6, 7, 1] after first rotation and [ 3, 4, 5, 6, 7, 1, 2] after second rotation.  
   
/\*Function to left Rotate arr[] of size n by 1\*/  
void leftRotatebyOne(int arr[], int n);  
  
/\*Function to left rotate arr[] of size n by d\*/  
void leftRotate(int arr[], int d, int n)  
{  
 int i;  
 for (i = 0; i < d; i++)  
 leftRotatebyOne(arr, n);  
}  
  
void leftRotatebyOne(int arr[], int n)  
{  
 int i, temp;  
 temp = arr[0];  
 for (i = 0; i < n-1; i++)  
 arr[i] = arr[i+1];  
 arr[i] = temp;  
}  
  
/\* utility function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Time complexity:** O(n\*d)  
 **Auxiliary Space:** O(1)

**METHOD 3 (A Juggling Algorithm)**  
 This is an extension of method 2. Instead of moving one by one, divide the array in different sets  
 where number of sets is equal to GCD of n and d and move the elements within sets.  
 If GCD is 1 as is for the above example array (n = 7 and d =2), then elements will be moved within one set only, we just start with temp = arr[0] and keep moving arr[I+d] to arr[I] and finally store temp at the right place.

Here is an example for n =12 and d = 3. GCD is 3 and

Let arr[] be {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12}  
  
a) Elements are first moved in first set – (See below diagram for this movement)  
  
  
  
 arr[] after this step --> {4 2 3 7 5 6 10 8 9 1 11 12}  
  
b) Then in second set.  
 arr[] after this step --> {4 5 3 7 8 6 10 11 9 1 2 12}  
  
c) Finally in third set.  
 arr[] after this step --> {4 5 6 7 8 9 10 11 12 1 2 3}

/\* function to print an array \*/  
void printArray(int arr[], int size);  
  
/\*Fuction to get gcd of a and b\*/  
int gcd(int a,int b);  
  
/\*Function to left rotate arr[] of siz n by d\*/  
void leftRotate(int arr[], int d, int n)  
{  
 int i, j, k, temp;  
 for (i = 0; i < gcd(d, n); i++)  
 {  
 /\* move i-th values of blocks \*/  
 temp = arr[i];  
 j = i;  
 while(1)  
 {  
 k = j + d;  
 if (k >= n)  
 k = k - n;  
 if (k == i)  
 break;  
 arr[j] = arr[k];  
 j = k;  
 }  
 arr[j] = temp;  
 }  
}  
  
/\*UTILITY FUNCTIONS\*/  
/\* function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
}  
  
/\*Fuction to get gcd of a and b\*/  
int gcd(int a,int b)  
{  
 if(b==0)  
 return a;  
 else  
 return gcd(b, a%b);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Time complexity:** O(n)  
 **Auxiliary Space:** O(1)

Please see following posts for other methods of array rotation:  
 [Block swap algorithm for array rotation](http://geeksforgeeks.org/?p=2878)  
 [Reversal algorithm for array rotation](http://geeksforgeeks.org/?p=2838)

**References:**  
 <http://www.cs.bell-labs.com/cm/cs/pearls/s02b.pdf>

Please write comments if you find any bug in above programs/algorithms.

### Source

<http://www.geeksforgeeks.org/array-rotation/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)

Post navigation

[← Program to count leaf nodes in a binary tree](http://www.geeksforgeeks.org/write-a-c-program-to-get-count-of-leaf-nodes-in-a-binary-tree/) [Reversal algorithm for array rotation →](http://www.geeksforgeeks.org/program-for-array-rotation-continued-reversal-algorithm/)

# Block swap algorithm for array rotation

Write a function rotate(ar[], d, n) that rotates arr[] of size n by d elements.  
   
 ![Array](data:image/gif;base64,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)

Rotation of the above array by 2 will make array

![ArrayRotation1](data:image/gif;base64,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)

**Algorithm:**

Initialize A = arr[0..d-1] and B = arr[d..n-1]  
1) Do following until size of A is equal to size of B  
  
 a) If A is shorter, divide B into Bl and Br such that Br is of same   
 length as A. Swap A and Br to change ABlBr into BrBlA. Now A  
 is at its final place, so recur on pieces of B.   
  
 b) If A is longer, divide A into Al and Ar such that Al is of same   
 length as B Swap Al and B to change AlArB into BArAl. Now B  
 is at its final place, so recur on pieces of A.  
  
2) Finally when A and B are of equal size, block swap them.

**Recursive Implementation:**

#include<stdio.h>  
  
/\*Prototype for utility functions \*/  
void printArray(int arr[], int size);  
void swap(int arr[], int fi, int si, int d);  
  
void leftRotate(int arr[], int d, int n)  
{   
 /\* Return If number of elements to be rotated is   
 zero or equal to array size \*/   
 if(d == 0 || d == n)  
 return;  
   
 /\*If number of elements to be rotated is exactly   
 half of array size \*/   
 if(n-d == d)  
 {  
 swap(arr, 0, n-d, d);   
 return;  
 }   
   
 /\* If A is shorter\*/   
 if(d < n-d)  
 {   
 swap(arr, 0, n-d, d);  
 leftRotate(arr, d, n-d);   
 }   
 else /\* If B is shorter\*/   
 {  
 swap(arr, 0, d, n-d);  
 leftRotate(arr+n-d, 2\*d-n, d); /\*This is tricky\*/  
 }  
}  
  
/\*UTILITY FUNCTIONS\*/  
/\* function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
 printf("%\n ");  
}   
  
/\*This function swaps d elements starting at index fi  
 with d elements starting at index si \*/  
void swap(int arr[], int fi, int si, int d)  
{  
 int i, temp;  
 for(i = 0; i<d; i++)   
 {  
 temp = arr[fi + i];  
 arr[fi + i] = arr[si + i];  
 arr[si + i] = temp;  
 }   
}   
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Iterative Implementation:**  
 Here is iterative implementation of the same algorithm. Same utility function swap() is used here.

void leftRotate(int arr[], int d, int n)  
{  
 int i, j;  
 if(d == 0 || d == n)  
 return;  
 i = d;  
 j = n - d;  
 while (i != j)  
 {  
 if(i < j) /\*A is shorter\*/  
 {  
 swap(arr, d-i, d+j-i, i);  
 j -= i;  
 }  
 else /\*B is shorter\*/  
 {  
 swap(arr, d-i, d, j);  
 i -= j;  
 }  
 // printArray(arr, 7);  
 }  
 /\*Finally, block swap A and B\*/  
 swap(arr, d-i, d, i);  
}

**Time Complexity:** O(n)

Please see following posts for other methods of array rotation:  
 <http://geeksforgeeks.org/?p=2398>  
 <http://geeksforgeeks.org/?p=2838>

**References:**  
 <http://www.cs.bell-labs.com/cm/cs/pearls/s02b.pdf>

Please write comments if you find any bug in the above programs/algorithms or want to share any additional information about the block swap algorithm.

### Source

<http://www.geeksforgeeks.org/block-swap-algorithm-for-array-rotation/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)
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[← Reversal algorithm for array rotation](http://www.geeksforgeeks.org/program-for-array-rotation-continued-reversal-algorithm/) [Data Structures and Algorithms | Set 3 →](http://www.geeksforgeeks.org/data-structures-and-algorithms-set-3-2/)

# k largest(or smallest) elements in an array | added Min Heap method

**Question:** Write an efficient program for printing k largest elements in an array. Elements in array can be in any order.

For example, if given array is [1, 23, 12, 9, 30, 2, 50] and you are asked for the largest 3 elements i.e., k = 3 then your program should print 50, 30 and 23.

**Method 1 (Use Bubble k times)**  
 Thanks to Shailendra for suggesting this approach.  
 1) Modify [Bubble Sort](http://en.wikipedia.org/wiki/Bubble_sort) to run the outer loop at most k times.  
 2) Print the last k elements of the array obtained in step 1.

Time Complexity: O(nk)

Like Bubble sort, other sorting algorithms like [Selection Sort](http://en.wikipedia.org/wiki/Selection_sort) can also be modified to get the k largest elements.

**Method 2 (Use temporary array)**  
 K largest elements from arr[0..n-1]

1) Store the first k elements in a temporary array temp[0..k-1].  
 2) Find the smallest element in temp[], let the smallest element be *min*.  
 3) For each element *x* in arr[k] to arr[n-1]  
 If *x* is greater than the min then remove *min* from temp[] and insert *x*.  
 4) Print final k elements of *temp[]*

Time Complexity: O((n-k)\*k). If we want the output sorted then O((n-k)\*k + klogk)

Thanks to nesamani1822 for suggesting this method.

**Method 3(Use Sorting)**  
 1) Sort the elements in descending order in O(nLogn)  
 2) Print the first k numbers of the sorted array O(k).

Time complexity: O(nlogn)

**Method 4 (Use Max Heap)**  
 1) Build a Max Heap tree in O(n)  
 2) Use [Extract Max](http://www.cs.utsa.edu/~dj/cs3343/lecture7.html) k times to get k maximum elements from the Max Heap O(klogn)

Time complexity: O(n + klogn)

**Method 5(Use Oder Statistics)**  
 1) Use order statistic algorithm to find the kth largest element. Please [see the topic selection in worst-case linear time](http://www.cse.ust.hk/~dekai/271/notes/L05/L05.pdf) O(n)  
 2) Use [QuickSort](http://en.wikipedia.org/wiki/Quicksort) Partition algorithm to partition around the kth largest number O(n).  
 3) Sort the k-1 elements (elements greater than the kth largest element) O(kLogk). This step is needed only if sorted output is required.

Time complexity: O(n) if we don’t need the sorted output, otherwise O(n+kLogk)

Thanks to [Shilpi](http://geeksforgeeks.org/forum/topic/print-k-largest-numbers)for suggesting the first two approaches.

**Method 6 (Use Min Heap)**  
 This method is mainly an optimization of method 1. Instead of using temp[] array, use Min Heap.

Thanks to [geek4u](http://geeksforgeeks.org/forum/topic/kth-largest-element)for suggesting this method.

1) Build a Min Heap MH of the first k elements (arr[0] to arr[k-1]) of the given array. O(k)

2) For each element, after the kth element (arr[k] to arr[n-1]), compare it with root of MH.  
 ……a) If the element is greater than the root then make it root and call [heapify](http://www.personal.kent.edu/~rmuhamma/Algorithms/MyAlgorithms/Sorting/heapSort.htm)for MH  
 ……b) Else ignore it.  
 // The step 2 is O((n-k)\*logk)

3) Finally, MH has k largest elements and root of the MH is the kth largest element.

Time Complexity: O(k + (n-k)Logk) without sorted output. If sorted output is needed then O(k + (n-k)Logk + kLogk)

All of the above methods can also be used to find the kth largest (or smallest) element.

Please write comments if you find any of the above explanations/algorithms incorrect, or find better ways to solve the same problem.

**References:**  
 <http://en.wikipedia.org/wiki/Selection_algorithm>

Asked by [geek4u](http://geeksforgeeks.org/forum/topic/print-k-largest-numbers)

### Source

<http://www.geeksforgeeks.org/k-largestor-smallest-elements-in-an-array/>

# Leaders in an array

Write a program to print all the LEADERS in the array. An element is leader if it is greater than all the elements to its right side. And the rightmost element is always a leader. For example int the array {16, 17, 4, 3, 5, 2}, leaders are 17, 5 and 2.

Let the input array be arr[] and size of the array be *size*.

**Method 1 (Simple)**  
 Use two loops. The outer loop runs from 0 to size – 1 and one by one picks all elements from left to right. The inner loop compares the picked element to all the elements to its right side. If the picked element is greater than all the elements to its right side, then the picked element is the leader.

/\*Function to print leaders in an array \*/  
void printLeaders(int arr[], int size)  
{  
 int i, j;  
  
 for (i = 0; i < size; i++)  
 {  
 for (j = i+1; j < size; j++)  
 {  
 if(arr[i] <= arr[j])  
 break;  
 }   
 if(j == size) // the loop didn't break  
 {  
 printf("%d ", arr[i]);  
 }  
 }  
}  
  
/\*Driver program to test above function\*/  
int main()  
{  
 int arr[] = {16, 17, 4, 3, 5, 2};  
 printLeaders(arr, 6);  
 getchar();  
}  
// Output: 17 5 2

**Time Complexity:** O(n\*n)

**Method 2 (Scan from right)**  
 Scan all the elements from right to left in array and keep track of maximum till now. When maximum changes it’s value, print it.

/\*Function to print leaders in an array \*/  
void printLeaders(int arr[], int size)  
{  
 int max\_from\_right = arr[size-1];  
 int i;  
  
 /\* Rightmost element is always leader \*/  
 printf("%d ", max\_from\_right);  
   
 for(i = size-2; i >= 0; i--)  
 {  
 if(max\_from\_right < arr[i])  
 {  
 printf("%d ", arr[i]);  
 max\_from\_right = arr[i];  
 }  
 }   
}  
  
/\*Driver program to test above function\*/  
int main()  
{  
 int arr[] = {16, 17, 4, 3, 5, 2};  
 printLeaders(arr, 6);  
 getchar();   
}   
// Output: 2 5 17

**Time Complexity:** O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/leaders-in-an-array/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)

# Maximum sum such that no two elements are adjacent

**Question:** Given an array of positive numbers, find the maximum sum of a subsequence with the constraint that no 2 numbers in the sequence should be adjacent in the array. So 3 2 7 10 should return 13 (sum of 3 and 10) or 3 2 5 10 7 should return 15 (sum of 3, 5 and 7).Answer the question in most efficient way.

**Algorithm:**  
 Loop for all elements in arr[] and maintain two sums incl and excl where incl = Max sum including the previous element and excl = Max sum excluding the previous element.

Max sum excluding the current element will be max(incl, excl) and max sum including the current element will be excl + current element (Note that only excl is considered because elements cannot be adjacent).

At the end of the loop return max of incl and excl.

**Example:**

arr[] = {5, 5, 10, 40, 50, 35}  
  
 inc = 5   
 exc = 0  
  
 For i = 1 (current element is 5)  
 incl = (excl + arr[i]) = 5  
 excl = max(5, 0) = 5  
  
 For i = 2 (current element is 10)  
 incl = (excl + arr[i]) = 15  
 excl = max(5, 5) = 5  
  
 For i = 3 (current element is 40)  
 incl = (excl + arr[i]) = 45  
 excl = max(5, 15) = 15  
  
 For i = 4 (current element is 50)  
 incl = (excl + arr[i]) = 65  
 excl = max(45, 15) = 45  
  
 For i = 5 (current element is 35)  
 incl = (excl + arr[i]) = 80  
 excl = max(5, 15) = 65  
  
And 35 is the last element. So, answer is max(incl, excl) = 80

Thanks to [Debanjan](http://groups.google.co.in/group/algogeeks/browse_thread/thread/eb90efd8f8d4a040/6700a1c909841637?lnk=gst&q=Given+an+array+all+of+whose+elements+are+positive+numbers%2C+find+the+maximum+sum+of+a+subsequence+with+the+constraint+that+no+2+numbers+in+the+sequence+should+be+adjacent+in+the+array#6700a1c909841637) for providing code.

**Implementation:**

#include<stdio.h>  
  
/\*Function to return max sum such that no two elements  
 are adjacent \*/  
int FindMaxSum(int arr[], int n)  
{  
 int incl = arr[0];  
 int excl = 0;  
 int excl\_new;  
 int i;  
  
 for (i = 1; i < n; i++)  
 {  
 /\* current max excluding i \*/  
 excl\_new = (incl > excl)? incl: excl;  
  
 /\* current max including i \*/  
 incl = excl + arr[i];  
 excl = excl\_new;  
 }  
  
 /\* return max of incl and excl \*/  
 return ((incl > excl)? incl : excl);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {5, 5, 10, 100, 10, 5};  
 printf("%d \n", FindMaxSum(arr, 6));  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

Now try the same problem for array with negative numbers also.

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/maximum-sum-such-that-no-two-elements-are-adjacent/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)

# Merge an array of size n into another array of size m+n

Asked by Binod  
 **Question:**  
 There are two sorted arrays. First one is of size m+n containing only m elements. Another one is of size n and contains n elements. Merge these two arrays into the first array of size m+n such that the output is sorted.  
   
 Input: array with m+n elements (mPlusN[]).  
 ![MergemPlusN](data:image/gif;base64,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)NA => Value is not filled/available in array mPlusN[]. There should be n such array blocks.

Input: array with n elements (N[]).  
 ![MergeN](data:image/gif;base64,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)

Output: N[] merged into mPlusN[] (Modified mPlusN[])  
 ![MergemPlusN_Res](data:image/gif;base64,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)

**Algorithm:**

Let first array be mPlusN[] and other array be N[]  
1) Move m elements of mPlusN[] to end.  
2) Start from nth element of mPlusN[] and 0th element of N[] and merge them   
 into mPlusN[].

**Implementation:**

#include <stdio.h>  
  
/\* Assuming -1 is filled for the places where element  
 is not available \*/  
#define NA -1  
  
/\* Function to move m elements at the end of array mPlusN[] \*/  
void moveToEnd(int mPlusN[], int size)  
{  
 int i = 0, j = size - 1;  
 for (i = size-1; i >= 0; i--)  
 if (mPlusN[i] != NA)  
 {  
 mPlusN[j] = mPlusN[i];  
 j--;  
 }  
}  
  
/\* Merges array N[] of size n into array mPlusN[]  
 of size m+n\*/  
int merge(int mPlusN[], int N[], int m, int n)  
{  
 int i = n; /\* Current index of i/p part of mPlusN[]\*/  
 int j = 0; /\* Current index of N[]\*/  
 int k = 0; /\* Current index of of output mPlusN[]\*/  
 while (k < (m+n))  
 {  
 /\* Take an element from mPlusN[] if  
 a) value of the picked element is smaller and we have  
 not reached end of it  
 b) We have reached end of N[] \*/  
 if ((i < (m+n) && mPlusN[i] <= N[j]) || (j == n))  
 {  
 mPlusN[k] = mPlusN[i];  
 k++;  
 i++;  
 }  
 else // Otherwise take emenet from N[]  
 {  
 mPlusN[k] = N[j];  
 k++;  
 j++;  
 }  
 }  
}  
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
  
 printf("\n");  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 /\* Initialize arrays \*/  
 int mPlusN[] = {2, 8, NA, NA, NA, 13, NA, 15, 20};  
 int N[] = {5, 7, 9, 25};  
 int n = sizeof(N)/sizeof(N[0]);  
 int m = sizeof(mPlusN)/sizeof(mPlusN[0]) - n;  
  
 /\*Move the m elements at the end of mPlusN\*/  
 moveToEnd(mPlusN, m+n);  
  
 /\*Merge N[] into mPlusN[] \*/  
 merge(mPlusN, N, m, n);  
  
 /\* Print the resultant mPlusN \*/  
 printArray(mPlusN, m+n);  
  
 return 0;  
}

Output:

2 5 7 8 9 13 15 20 25

**Time Complexity:** O(m+n)

Please write comment if you find any bug in the above program or a better way to solve the same problem.

### Source

<http://www.geeksforgeeks.org/merge-one-array-of-size-n-into-another-one-of-size-mn/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)

# Reversal algorithm for array rotation

Write a function rotate(arr[], d, n) that rotates arr[] of size n by d elements.
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Rotation of the above array by 2 will make array
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**Method 4(The Reversal Algorithm)**  
 Please read [this](http://geeksforgeeks.org/?p=2398)for first three methods of array rotation.

**Algorithm:**

rotate(arr[], d, n)  
 reverse(arr[], 1, d) ;  
 reverse(arr[], d + 1, n);  
 reverse(arr[], l, n);

Let AB are the two parts of the input array where A = arr[0..d-1] and B = arr[d..n-1]. The idea of the algorithm is:  
 Reverse A to get ArB. /\* Ar is reverse of A \*/  
 Reverse B to get ArBr. /\* Br is reverse of B \*/  
 Reverse all to get (ArBr) r = BA.

For arr[] = [1, 2, 3, 4, 5, 6, 7], d =2 and n = 7  
 A = [1, 2] and B = [3, 4, 5, 6, 7]  
 Reverse A, we get ArB = [2, 1, 3, 4, 5, 6, 7]  
 Reverse B, we get ArBr = [2, 1, 7, 6, 5, 4, 3]  
 Reverse all, we get (ArBr)r = [3, 4, 5, 6, 7, 1, 2]

**Implementation:**

/\*Utility function to print an array \*/  
void printArray(int arr[], int size);  
  
/\* Utility function to reverse arr[] from start to end \*/  
void rvereseArray(int arr[], int start, int end);  
  
/\* Function to left rotate arr[] of size n by d \*/  
void leftRotate(int arr[], int d, int n)  
{  
 rvereseArray(arr, 0, d-1);  
 rvereseArray(arr, d, n-1);  
 rvereseArray(arr, 0, n-1);  
}  
  
/\*UTILITY FUNCTIONS\*/  
/\* function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
 printf("%\n ");  
}  
  
/\*Function to reverse arr[] from index start to end\*/  
void rvereseArray(int arr[], int start, int end)  
{  
 int i;  
 int temp;  
 while(start < end)  
 {  
 temp = arr[start];  
 arr[start] = arr[end];  
 arr[end] = temp;  
 start++;  
 end--;  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

**References:**  
 <http://www.cs.bell-labs.com/cm/cs/pearls/s02b.pdf>

### Source

<http://www.geeksforgeeks.org/program-for-array-rotation-continued-reversal-algorithm/>

# Search an element in a sorted and pivoted array

**Question:**  
 An element in a sorted array can be found in O(log n) time via binary search. But suppose I rotate the sorted array at some pivot unknown to you beforehand. So for instance, 1 2 3 4 5 might become 3 4 5 1 2. Devise a way to find an element in the rotated array in O(log n) time.
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**Solution:**  
 Thanks to Ajay Mishra for initial solution.

**Algorithm:**  
 Find the pivot point, divide the array in two sub-arrays and call binary search.  
 The main idea for finding pivot is – for a sorted (in increasing order) and pivoted array, pivot element is the only only element for which next element to it is smaller than it.  
 Using above criteria and binary search methodology we can get pivot element in O(logn) time

Input arr[] = {3, 4, 5, 1, 2}  
Element to Search = 1  
 1) Find out pivot point and divide the array in two   
 sub-arrays. (pivot = 2) /\*Index of 5\*/  
 2) Now call binary search for one of the two sub-arrays.  
 (a) If element is greater than 0th element then   
 search in left array  
 (b) Else Search in right array   
 (1 will go in else as 1 If element is found in selected sub-array then return index   
 Else return -1.

**Implementation:**

/\* Program to search an element in a sorted and pivoted array\*/  
#include <stdio.h>  
  
int findPivot(int[], int, int);  
int binarySearch(int[], int, int, int);  
  
/\* Searches an element no in a pivoted sorted array arrp[]  
 of size arr\_size \*/  
int pivotedBinarySearch(int arr[], int arr\_size, int no)  
{  
 int pivot = findPivot(arr, 0, arr\_size-1);  
  
 // If we didn't find a pivot, then array is not rotated at all  
 if (pivot == -1)  
 return binarySearch(arr, 0, arr\_size-1, no);  
  
 // If we found a pivot, then first compare with pivot and then  
 // search in two subarrays around pivot  
 if (arr[pivot] == no)  
 return pivot;  
 if (arr[0] <= no)  
 return binarySearch(arr, 0, pivot-1, no);  
 else  
 return binarySearch(arr, pivot+1, arr\_size-1, no);  
}  
  
/\* Function to get pivot. For array 3, 4, 5, 6, 1, 2 it will  
 return 3. If array is not rotated at all, then it returns -1 \*/  
int findPivot(int arr[], int low, int high)  
{  
 // base cases  
 if (high < low) return -1;  
 if (high == low) return low;  
  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if (mid < high && arr[mid] > arr[mid + 1])  
 return mid;  
 if (mid > low && arr[mid] < arr[mid - 1])  
 return (mid-1);  
 if (arr[low] >= arr[mid])  
 return findPivot(arr, low, mid-1);  
 else  
 return findPivot(arr, mid + 1, high);  
}  
  
/\* Standard Binary Search function\*/  
int binarySearch(int arr[], int low, int high, int no)  
{  
 if (high < low)  
 return -1;  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if (no == arr[mid])  
 return mid;  
 if (no > arr[mid])  
 return binarySearch(arr, (mid + 1), high, no);  
 else  
 return binarySearch(arr, low, (mid -1), no);  
}  
  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 // Let us search 3 in below array  
 int arr1[] = {5, 6, 7, 8, 9, 10, 1, 2, 3};  
 int arr\_size = sizeof(arr1)/sizeof(arr1[0]);  
 int no = 3;  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr1, arr\_size, no));  
  
 // Let us search 3 in below array  
 int arr2[] = {3, 4, 5, 1, 2};  
 arr\_size = sizeof(arr2)/sizeof(arr2[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr2, arr\_size, no));  
  
 // Let us search for 4 in above array  
 no = 4;  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr2, arr\_size, no));  
  
 // Let us search 0 in below array  
 int arr3[] = {1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1};  
 no = 0;  
 arr\_size = sizeof(arr3)/sizeof(arr3[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr3, arr\_size, no));  
  
 // Let us search 3 in below array  
 int arr4[] = {2, 3, 0, 2, 2, 2, 2, 2, 2, 2};  
 no = 3;  
 arr\_size = sizeof(arr4)/sizeof(arr4[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr4, arr\_size, no));  
  
 // Let us search 2 in above array  
 no = 2;  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr4, arr\_size, no));  
  
 // Let us search 3 in below array  
 int arr5[] = {1, 2, 3, 4};  
 no = 3;  
 arr\_size = sizeof(arr5)/sizeof(arr5[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr5, arr\_size, no));  
  
 return 0;  
}

Output:

Index of the element is 8  
Index of the element is 0  
Index of the element is 1  
Index of the element is 3  
Index of the element is 1  
Index of the element is 0  
Index of the element is 2

Please note that the solution may not work for cases where the input array has duplicates.

**Time Complexity** O(logn)

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/search-an-element-in-a-sorted-and-pivoted-array/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)

Post navigation

[← Function to check if a singly linked list is palindrome](http://www.geeksforgeeks.org/function-to-check-if-a-singly-linked-list-is-palindrome/) [The Great Tree-List Recursion Problem. →](http://www.geeksforgeeks.org/the-great-tree-list-recursion-problem/)

# Sort elements by frequency | Set 1

Asked By Binod  
   
 **Question:**  
 Print the elements of an array in the decreasing frequency if 2 numbers have same frequency then print the one which came 1st  
 E.g. 2 5 2 8 5 6 8 8 output: 8 8 8 2 2 5 5 6.

**METHOD 1 (Use Sorting)**

1) Use a sorting algorithm to sort the elements O(nlogn)   
 2) Scan the sorted array and construct a 2D array of element and count O(n).  
 3) Sort the 2D array according to count O(nlogn).

**Example:**

Input 2 5 2 8 5 6 8 8  
  
 After sorting we get  
 2 2 5 5 6 8 8 8  
  
 Now construct the 2D array as  
 2, 2  
 5, 2  
 6, 1  
 8, 3  
  
 Sort by count  
 8, 3  
 2, 2  
 5, 2  
 6, 1

There is one issue with above approach (thanks to ankit for pointing this out). If we modify the input to 5 2 2 8 5 6 8 8, then we should get 8 8 8 5 5 2 2 6 and not 8 8 8 2 2 5 5 6 as will be the case.  
 To handle this, we should use indexes in step 3, if two counts are same then we should first process(or print) the element with lower index. In step 1, we should store the indexes instead of elements.

Input 5 2 2 8 5 6 8 8  
  
 After sorting we get  
 Element 2 2 5 5 6 8 8 8  
 Index 1 2 0 4 5 3 6 7  
  
 Now construct the 2D array as  
 Index, Count  
 1, 2  
 0, 2  
 5, 1  
 3, 3  
  
 Sort by count (consider indexes in case of tie)  
 3, 3  
 0, 2  
 1, 2  
 5, 1  
   
 Print the elements using indexes in the above 2D array.

**METHOD 2(Use BST and Sorting)**  
 1. Insert elements in BST one by one and if an element is already present then increment the count of the node. Node of the Binary Search Tree (used in this approach) will be as follows.

struct tree  
{  
 int element;  
 int first\_index /\*To handle ties in counts\*/  
 int count;  
}BST;

2.Store the first indexes and corresponding counts of BST in a 2D array.  
 3 Sort the 2D array according to counts (and use indexes in case of tie).

**Time Complexity:** O(nlogn) if a[Self Balancing Binary Search Tree](http://en.wikipedia.org/wiki/Self-balancing_binary_search_tree) is used.

**METHOD 3(Use Hashing and Sorting)**  
 Using a hashing mechanism, we can store the elements (also first index) and their counts in a hash. Finally, sort the hash elements according to their counts.

These are just our thoughts about solving the problem and may not be the optimal way of solving. We are open for better solutions.

**Related Links**  
 http://www.trunix.org/programlama/c/kandr2/krx604.html  
 <http://drhanson.s3.amazonaws.com/storage/documents/common.pdf>  
 http://www.cc.gatech.edu/classes/semantics/misc/pp2.pdf

### Source

<http://www.geeksforgeeks.org/sort-elements-by-frequency/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)

# Find the smallest and second smallest element in an array

**Question:** Write an efficient C program to find smallest and second smallest element in an array.

**Difficulty Level:** Rookie

**Algorithm:**

1) Initialize both first and second smallest as INT\_MAX  
 first = second = INT\_MAX  
2) Loop through all the elements.  
 a) If the current element is smaller than first, then update first   
 and second.   
 b) Else if the current element is smaller than second then update   
 second

**Implementation:**

#include <stdio.h>  
#include <limits.h> /\* For INT\_MAX \*/  
  
/\* Function to print first smallest and second smallest elements \*/  
void print2Smallest(int arr[], int arr\_size)  
{  
 int i, first, second;  
  
 /\* There should be atleast two elements \*/  
 if (arr\_size < 2)  
 {  
 printf(" Invalid Input ");  
 return;  
 }  
  
 first = second = INT\_MAX;  
 for (i = 0; i < arr\_size ; i ++)  
 {  
 /\* If current element is smaller than first then update both  
 first and second \*/  
 if (arr[i] < first)  
 {  
 second = first;  
 first = arr[i];  
 }  
  
 /\* If arr[i] is in between first and second then update second \*/  
 else if (arr[i] < second && arr[i] != first)  
 second = arr[i];  
 }  
 if (second == INT\_MAX)  
 printf("There is no second smallest element\n");  
 else  
 printf("The smallest element is %d and second Smallest element is %d\n",  
 first, second);  
}  
  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {12, 13, 1, 10, 34, 1};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 print2Smallest(arr, n);  
 return 0;  
}

Output:

The smallest element is 1 and second Smallest element is 10

The same approach can be used to find the largest and second largest elements in an array.

**Time Complexity:** O(n)

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/to-find-smallest-and-second-smallest-element-in-an-array/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)

# Two elements whose sum is closest to zero

**Question:** An Array of integers is given, both +ve and -ve. You need to find the two elements such that their sum is closest to zero.

For the below array, program should print -80 and 85.

[![Array_1](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/2010/01/Array_1.gif)

**METHOD 1 (Simple)**  
 For each element, find the sum of it with every other element in the array and compare sums. Finally, return the minimum sum.

**Implementation**

# include <stdio.h>  
# include <stdlib.h> /\* for abs() \*/  
# include <math.h>  
void minAbsSumPair(int arr[], int arr\_size)  
{  
 int inv\_count = 0;  
 int l, r, min\_sum, sum, min\_l, min\_r;  
  
 /\* Array should have at least two elements\*/  
 if(arr\_size < 2)  
 {  
 printf("Invalid Input");  
 return;  
 }  
  
 /\* Initialization of values \*/  
 min\_l = 0;  
 min\_r = 1;  
 min\_sum = arr[0] + arr[1];  
  
 for(l = 0; l < arr\_size - 1; l++)  
 {  
 for(r = l+1; r < arr\_size; r++)  
 {  
 sum = arr[l] + arr[r];  
 if(abs(min\_sum) > abs(sum))  
 {  
 min\_sum = sum;  
 min\_l = l;  
 min\_r = r;  
 }  
 }  
 }  
  
 printf(" The two elements whose sum is minimum are %d and %d",  
 arr[min\_l], arr[min\_r]);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 60, -10, 70, -80, 85};  
 minAbsSumPair(arr, 6);  
 getchar();  
 return 0;  
}

**Time complexity:** O(n^2)

**METHOD 2 (Use Sorting)**  
 Thanks to baskin for suggesting this approach. We recommend to read [this post](http://geeksforgeeks.org/?p=484) for background of this approach.

**Algorithm**  
 1) Sort all the elements of the input array.  
 2) Use two index variables l and r to traverse from left and right ends respectively. Initialize l as 0 and r as n-1.  
 3) sum = a[l] + a[r]  
 4) If sum is -ve, then l++  
 5) If sum is +ve, then r–  
 6) Keep track of abs min sum.  
 7) Repeat steps 3, 4, 5 and 6 while l Implementation

# include <stdio.h>  
# include <math.h>  
# include <limits.h>  
  
void quickSort(int \*, int, int);  
  
/\* Function to print pair of elements having minimum sum \*/  
void minAbsSumPair(int arr[], int n)  
{  
 // Variables to keep track of current sum and minimum sum  
 int sum, min\_sum = INT\_MAX;  
  
 // left and right index variables  
 int l = 0, r = n-1;  
  
 // variable to keep track of the left and right pair for min\_sum  
 int min\_l = l, min\_r = n-1;  
  
 /\* Array should have at least two elements\*/  
 if(n < 2)  
 {  
 printf("Invalid Input");  
 return;  
 }  
  
 /\* Sort the elements \*/  
 quickSort(arr, l, r);  
  
 while(l < r)  
 {  
 sum = arr[l] + arr[r];  
  
 /\*If abs(sum) is less then update the result items\*/  
 if(abs(sum) < abs(min\_sum))  
 {  
 min\_sum = sum;  
 min\_l = l;  
 min\_r = r;  
 }  
 if(sum < 0)  
 l++;  
 else  
 r--;  
 }  
  
 printf(" The two elements whose sum is minimum are %d and %d",  
 arr[min\_l], arr[min\_r]);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 60, -10, 70, -80, 85};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 minAbsSumPair(arr, n);  
 getchar();  
 return 0;  
}  
  
/\* FOLLOWING FUNCTIONS ARE ONLY FOR SORTING  
 PURPOSE \*/  
void exchange(int \*a, int \*b)  
{  
 int temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
int partition(int arr[], int si, int ei)  
{  
 int x = arr[ei];  
 int i = (si - 1);  
 int j;  
  
 for (j = si; j <= ei - 1; j++)  
 {  
 if(arr[j] <= x)  
 {  
 i++;  
 exchange(&arr[i], &arr[j]);  
 }  
 }  
  
 exchange (&arr[i + 1], &arr[ei]);  
 return (i + 1);  
}  
  
/\* Implementation of Quick Sort  
arr[] --> Array to be sorted  
si --> Starting index  
ei --> Ending index  
\*/  
void quickSort(int arr[], int si, int ei)  
{  
 int pi; /\* Partitioning index \*/  
 if(si < ei)  
 {  
 pi = partition(arr, si, ei);  
 quickSort(arr, si, pi - 1);  
 quickSort(arr, pi + 1, ei);  
 }  
}

**Time Complexity:** complexity to sort + complexity of finding the optimum pair = O(nlogn) + O(n) = O(nlogn)

Asked by Vineet

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/two-elements-whose-sum-is-closest-to-zero/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)
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[← Why C treats array parameters as pointers?](http://www.geeksforgeeks.org/why-c-treats-array-parameters-as-pointers/) [C Language | Set 4 →](http://www.geeksforgeeks.org/c-language-set-4/)

# Write a program to reverse an array

**Iterative way:**  
 1) Initialize start and end indexes.   
 start = 0, end = n-1  
 2) In a loop, swap arr[start] with arr[end] and change start and end as follows.  
 start = start +1; end = end – 1

/\* Function to reverse arr[] from start to end\*/  
void rvereseArray(int arr[], int start, int end)  
{  
 int temp;  
 while(start < end)  
 {  
 temp = arr[start];   
 arr[start] = arr[end];  
 arr[end] = temp;  
 start++;  
 end--;  
 }   
}   
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
  
 printf("\n");  
}   
  
/\* Driver function to test above functions \*/  
int main()   
{  
 int arr[] = {1, 2, 3, 4, 5, 6};  
 printArray(arr, 6);  
 rvereseArray(arr, 0, 5);  
 printf("Reversed array is \n");  
 printArray(arr, 6);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Recursive Way:**  
 1) Initialize start and end indexes  
 start = 0, end = n-1  
 2) Swap arr[start] with arr[end]  
 3) Recursively call reverse for rest of the array.

/\* Function to reverse arr[] from start to end\*/  
void rvereseArray(int arr[], int start, int end)  
{  
 int temp;  
 if(start >= end)  
 return;  
 temp = arr[start];   
 arr[start] = arr[end];  
 arr[end] = temp;  
 rvereseArray(arr, start+1, end-1);   
}   
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
  
 printf("\n");  
}   
  
/\* Driver function to test above functions \*/  
int main()   
{  
 int arr[] = {1, 2, 3, 4, 5};  
 printArray(arr, 5);  
 rvereseArray(arr, 0, 4);  
 printf("Reversed array is \n");  
 printArray(arr, 5);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find any bug in the above programs or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/write-a-program-to-reverse-an-array/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [array](http://www.geeksforgeeks.org/tag/array/)