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# Average of a stream of numbers

Difficulty Level: Rookie  
 Given a stream of numbers, print average (or mean) of the stream at every point. For example, let us consider the stream as 10, 20, 30, 40, 50, 60, …

Average of 1 numbers is 10.00  
 Average of 2 numbers is 15.00  
 Average of 3 numbers is 20.00  
 Average of 4 numbers is 25.00  
 Average of 5 numbers is 30.00  
 Average of 6 numbers is 35.00  
 ..................

To print mean of a stream, we need to find out how to find average when a new number is being added to the stream. To do this, all we need is count of numbers seen so far in the stream, previous average and new number. Let *n* be the count, *prev\_avg* be the previous average and x be the new number being added. The average after including *x* number can be written as *(prev\_avg\*n + x)/(n+1)*.

#include <stdio.h>  
  
// Returns the new average after including x  
float getAvg(float prev\_avg, int x, int n)  
{  
 return (prev\_avg\*n + x)/(n+1);  
}  
  
// Prints average of a stream of numbers  
void streamAvg(float arr[], int n)  
{  
 float avg = 0;  
 for(int i = 0; i < n; i++)  
 {  
 avg = getAvg(avg, arr[i], i);  
 printf("Average of %d numbers is %f \n", i+1, avg);  
 }  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 float arr[] = {10, 20, 30, 40, 50, 60};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 streamAvg(arr, n);  
  
 return 0;  
}

The above function getAvg() can be optimized using following changes. We can avoid the use of prev\_avg and number of elements by using static variables (Assuming that only this function is called for average of stream). Following is the oprimnized version.

#include <stdio.h>  
  
// Returns the new average after including x  
float getAvg (int x)  
{  
 static int sum, n;  
  
 sum += x;  
 return (((float)sum)/++n);  
}  
  
// Prints average of a stream of numbers  
void streamAvg(float arr[], int n)  
{  
 float avg = 0;  
 for(int i = 0; i < n; i++)  
 {  
 avg = getAvg(arr[i]);  
 printf("Average of %d numbers is %f \n", i+1, avg);  
 }  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 float arr[] = {10, 20, 30, 40, 50, 60};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 streamAvg(arr, n);  
  
 return 0;  
}

Thanks to [Abhijeet Deshpande](http://www.geeksforgeeks.org/archives/15658/comment-page-1#comment-7333) for suggesting this optimized version.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Basic and Extended Euclidean algorithms

**Basic Euclidean Algorithm** is used to find GCD of two numbers say a and b. Below is a recursive C function to evaluate gcd using Euclid’s algorithm.

// C program to demonstrate Basic Euclidean Algorithm  
#include <stdio.h>  
  
// Function to return gcd of a and b  
int gcd(int a, int b)  
{  
 if (a == 0)  
 return b;  
 return gcd(b%a, a);  
}  
  
// Driver program to test above function  
int main()  
{  
 int a = 10, b = 15;  
 printf("GCD(%d, %d) = %d\n", a, b, gcd(a, b));  
 a = 35, b = 10;  
 printf("GCD(%d, %d) = %d\n", a, b, gcd(a, b));  
 a = 31, b = 2;  
 printf("GCD(%d, %d) = %d\n", a, b, gcd(a, b));  
 return 0;  
}

Output:

GCD(10, 15) = 5  
GCD(35, 10) = 5  
GCD(31, 2) = 1

**Extended Euclidean Algorithm:**  
 Extended Euclidean algorithm also finds integer coefficients x and y such that:

ax + by = gcd(a, b)

Examples:

Input: a = 30, b = 20  
Output: gcd = 10  
 x = 1, y = -1  
(Note that 30\*1 + 20\*(-1) = 10)  
  
Input: a = 35, b = 15  
Output: gcd = 5  
 x = 1, y = -2  
(Note that 10\*0 + 5\*1 = 5)

The extended Euclidean algorithm updates results of gcd(a, b) using the results calculated by recursive call gcd(b%a, a). Let values of x and y calculated by the recursive call be x1 and y1. x and y are updated using below expressions.

x = y1 - ⌊b/a⌋ \* x1  
y = x1

Below is C implementation based on above formulas.

// C program to demonstrate working of extended  
// Euclidean Algorithm  
#include <stdio.h>  
  
// C function for extended Euclidean Algorithm  
int gcdExtended(int a, int b, int \*x, int \*y)  
{  
 // Base Case  
 if (a == 0)  
 {  
 \*x = 0;  
 \*y = 1;  
 return b;  
 }  
  
 int x1, y1; // To store results of recursive call  
 int gcd = gcdExtended(b%a, a, &x1, &y1);  
  
 // Update x and y using results of recursive  
 // call  
 \*x = y1 - (b/a) \* x1;  
 \*y = x1;  
  
 return gcd;  
}  
  
// Driver Program  
int main()  
{  
 int x, y;  
 int a = 35, b = 15;  
 int g = gcdExtended(a, b, &x, &y);  
 printf("gcd(%d, %d) = %d, x = %d, y = %d",  
 a, b, g, x, y);  
 return 0;  
}

Output:

gcd(35, 15) = 5, x = 1, y = -2

**How does Extended Algorithm Work?**

As seen above, x and y are results for inputs a and b,  
 a.x + b.y = gcd ----(1)   
  
And x1 and y1 are results for inputs b%a and a  
 (b%a).x1 + a.y1 = gcd   
   
When we put b%a = (b - (⌊b/a⌋).a) in above,   
we get following. Note that ⌊b/a⌋ is floor(a/b)  
  
 (b - (⌊b/a⌋).a).x1 + a.y1 = gcd  
  
Above equation can also be written as below  
 b.x1 + a.(y1 - (⌊b/a⌋).x1) = gcd ---(2)  
  
After comparing coefficients of 'a' and 'b' in (1) and   
(2), we get following  
 x = y1 - ⌊b/a⌋ \* x1  
 y = x1

**How is Extended Algorithm Useful?**  
 The extended Euclidean algorithm is particularly useful when a and b are coprime (or gcd is 1). Since x is the modular multiplicative inverse of “a modulo b”, and y is the modular multiplicative inverse of “b modulo a”. In particular, the computation of the modular multiplicative inverse is an essential step in RSA public-key encryption method.

**References:**  
 <http://e-maxx.ru/algo/extended_euclid_algorithm>  
 <http://en.wikipedia.org/wiki/Euclidean_algorithm>  
 <http://en.wikipedia.org/wiki/Extended_Euclidean_algorithm>
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# Birthday Paradox

*How many people must be there in a room to make the probability 100% that two people in the room have same birthday?*  
 Answer: 367 (since there are 366 possible birthdays, including February 29).  
 The above question was simple. Try the below question yourself.

***How many people must be there in a room to make the probability 50% that two people in the room have same birthday?***  
 Answer: 23  
 The number is surprisingly very low. In fact, we need only 70 people to make the probability 99.9 %.

Let us discuss the generalized formula.

**What is the probability that two persons among n have same birthday?**  
 Let the probability that two people in a room with n have same birthday be P(same). P(Same) can be easily evaluated in terms of P(different) where P(different) is the probability that all of them have different birthday.

P(same) = 1 – P(different)

P(different) can be written as 1 x (364/365) x (363/365) x (362/365) x …. x (1 – (n-1)/365)

*How did we get the above expression?*  
 Persons from first to last can get birthdays in following order for all birthdays to be distinct:  
 The first person can have any birthday among 365  
 The second person should have a birthday which is not same as first person  
 The third person should have a birthday which is not same as first two persons.  
 …………….  
 ……………  
 The n’th person should have a birthday which is not same as any of the earlier considered (n-1) persons.

**Approximation of above expression**  
 The above expression can be approximated using Taylor’s Series.  
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To apply this approximation to the first expression derived for p(different), set x = -a / 365. Thus,
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The above expression derived for p(different) can be written as  
 1 x (1 – 1/365) x (1 – 2/365) x (1 – 3/365) x …. x (1 – (n-1)/365)

By putting the value of 1 – a/365 as e-a/365, we get following.
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Therefore,
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An even coarser approximation is given by
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By taking Log on both sides, we get the reverse formula.

[![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/bp7.png)

Using the above approximate formula, we can approximate number of people for a given probability. For example the following C++ function find() returns the smallest n for which the probability is greater than the given p.

**C++ Implementation of approximate formula.**  
 The following is C++ program to approximate number of people for a given probability.

// C++ program to approximate number of people in Birthday Paradox   
// problem  
#include <cmath>  
#include <iostream>  
using namespace std;  
  
// Returns approximate number of people for a given probability  
int find(double p)  
{  
 return ceil(sqrt(2\*365\*log(1/(1-p))));  
}  
  
int main()  
{  
 cout << find(0.70);  
}

Output:

30

**Source:**  
 <http://en.wikipedia.org/wiki/Birthday_problem>

**Applications:**  
 1) Birthday Paradox is generally discussed with hashing to show importance of collision handling even for a small set of keys.  
 2) [Birthday Attack](http://en.wikipedia.org/wiki/Birthday_attack)

This article is contributed by **Shubham**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/birthday-paradox/>

# Calculate the angle between hour hand and minute hand

This problem is know as [Clock angle problem](http://en.wikipedia.org/wiki/Clock_angle_problem) where we need to find angle between hands of an analog clock at .

Examples:

Input: h = 12:00, m = 30.00  
Output: 165 degree  
  
Input: h = 3.00, m = 30.00  
Output: 75 degree

The idea is to take 12:00 (h = 12, m = 0) as a reference. Following are detailed steps.

**1)** Calculate the angle made by hour hand with respect to 12:00 in h hours and m minutes.  
 **2)** Calculate the angle made by minute hand with respect to 12:00 in h hours and m minutes.  
 **3)** The difference between two angles is the angle between two hands.

**How to calculate the two angles with respect to 12:00?**  
 The minute hand moves 360 degree in 60 minute(or 6 degree in one minute) and hour hand moves 360 degree in 12 hours(or 0.5 degree in 1 minute). In h hours and m minutes, the minute hand would move (h\*60 + m)\*6 and hour hand would move (h\*60 + m)\*0.5.

// C program to find angle between hour and minute hands  
#include <stdio.h>  
#include <stdlib.h>  
  
// Utility function to find minimum of two integers  
int min(int x, int y) { return (x < y)? x: y; }  
  
int calcAngle(double h, double m)  
{  
 // validate the input  
 if (h <0 || m < 0 || h >12 || m > 60)  
 printf("Wrong input");  
  
 if (h == 12) h = 0;  
 if (m == 60) m = 0;  
  
 // Calculate the angles moved by hour and minute hands  
 // with reference to 12:00  
 int hour\_angle = 0.5 \* (h\*60 + m);  
 int minute\_angle = 6\*m;  
  
 // Find the difference between two angles  
 int angle = abs(hour\_angle - minute\_angle);  
  
 // Return the smaller angle of two possible angles  
 angle = min(360-angle, angle);  
  
 return angle;  
}  
  
// Driver program to test above function  
int main()  
{  
 printf("%d \n", calcAngle(9, 60));  
 printf("%d \n", calcAngle(3, 30));  
 return 0;  
}

Output:

90  
75

**Exercise:** Find all times when hour and minute hands get superimposed.

This article is contributed by **Ashish Bansal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/calculate-angle-hour-hand-minute-hand/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# How to check if two given line segments intersect?

Given two line segments (p1, q1) and (p2, q2), find if the given line segments intersect with each other.

Before we discuss solution, let us define notion of **orientation**. Orientation of an ordered triplet of points in the plane can be  
 –counterclockwise  
 –clockwise  
 –colinear  
 The following diagram shows different possible orientations of (a, b, c)
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Note the word ‘ordered’ here. Orientation of (a, b, c) may be different from orientation of (c, b, a).

**How is Orientation useful here?**  
 Two segments (p1,q1) and (p2,q2) intersect if and only if one of the following two conditions is verified

**1. *General Case:***  
 – (p1, q1, p2) and (p1, q1, q2) have different orientations and  
 – (p2, q2, p1) and (p2, q2, q1) have different orientations

**2. *Special Case***  
 – (p1, q1, p2), (p1, q1, q2), (p2, q2, p1), and (p2, q2, q1) are all collinear and  
 – the x-projections of (p1, q1) and (p2, q2) intersect  
 – the y-projections of (p1, q1) and (p2, q2) intersect

***Examples of General Case:***  
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***Examples of Special Case:***  
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Following is C++ implementation based on above idea.

// A C++ program to check if two given line segments intersect  
#include <iostream>  
using namespace std;  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// Given three colinear points p, q, r, the function checks if  
// point q lies on line segment 'pr'  
bool onSegment(Point p, Point q, Point r)  
{  
 if (q.x <= max(p.x, r.x) && q.x >= min(p.x, r.x) &&  
 q.y <= max(p.y, r.y) && q.y >= min(p.y, r.y))  
 return true;  
  
 return false;  
}  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 // See 10th slides from following link for derivation of the formula  
 // http://www.dcs.gla.ac.uk/~pat/52233/slides/Geometry1x1.pdf  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// The main function that returns true if line segment 'p1q1'  
// and 'p2q2' intersect.  
bool doIntersect(Point p1, Point q1, Point p2, Point q2)  
{  
 // Find the four orientations needed for general and  
 // special cases  
 int o1 = orientation(p1, q1, p2);  
 int o2 = orientation(p1, q1, q2);  
 int o3 = orientation(p2, q2, p1);  
 int o4 = orientation(p2, q2, q1);  
  
 // General case  
 if (o1 != o2 && o3 != o4)  
 return true;  
  
 // Special Cases  
 // p1, q1 and p2 are colinear and p2 lies on segment p1q1  
 if (o1 == 0 && onSegment(p1, p2, q1)) return true;  
  
 // p1, q1 and p2 are colinear and q2 lies on segment p1q1  
 if (o2 == 0 && onSegment(p1, q2, q1)) return true;  
  
 // p2, q2 and p1 are colinear and p1 lies on segment p2q2  
 if (o3 == 0 && onSegment(p2, p1, q2)) return true;  
  
 // p2, q2 and q1 are colinear and q1 lies on segment p2q2  
 if (o4 == 0 && onSegment(p2, q1, q2)) return true;  
  
 return false; // Doesn't fall in any of the above cases  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct Point p1 = {1, 1}, q1 = {10, 1};  
 struct Point p2 = {1, 2}, q2 = {10, 2};  
  
 doIntersect(p1, q1, p2, q2)? cout << "Yes\n": cout << "No\n";  
  
 p1 = {10, 0}, q1 = {0, 10};  
 p2 = {0, 0}, q2 = {10, 10};  
 doIntersect(p1, q1, p2, q2)? cout << "Yes\n": cout << "No\n";  
  
 p1 = {-5, -5}, q1 = {0, 0};  
 p2 = {1, 1}, q2 = {10, 10};  
 doIntersect(p1, q1, p2, q2)? cout << "Yes\n": cout << "No\n";  
  
 return 0;  
}

Output:

No  
Yes  
No

**Sources:**  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Geometry1x1.pdf>  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

Post navigation

[← Dynamic Programming | Set 35 (Longest Arithmetic Progression)](http://www.geeksforgeeks.org/length-of-the-longest-arithmatic-progression-in-a-sorted-array/) [How to check if a given point lies inside or outside a polygon? →](http://www.geeksforgeeks.org/how-to-check-if-a-given-point-lies-inside-a-polygon/)

# How to check if an instance of 8 puzzle is solvable?

**What is 8 puzzle?**  
 Given a 3×3 board with 8 tiles (every tile has one number from 1 to 8) and one empty space. The objective is to place the numbers on tiles in order using the empty space. We can slide four adjacent (left, right, above and below) tiles into the empty space.
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**How to find if given state is solvable?**  
 Following are two examples, the first example can reach goal state by a series of slides. The second example cannot.  
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Following is simple rule to check if a 8 puzzle is solvable.  
 *It is not possible to solve an instance of 8 puzzle if number of inversions is odd in the input state.* In the examples given in above figure, the first example has 10 inversions, therefore solvable. The second example has 11 inversions, therefore unsolvable.

**What is inversion?**  
 A pair of tiles form an inversion if the the values on tiles are in reverse order of their appearance in goal state. For example, the following instance of 8 puzzle has two inversions, (8, 6) and (8, 7).

1 2 3  
 4 \_ 5  
 8 6 7

Following is a simple C++ program to check whether a given instance of 8 puzzle is solvable or not. The idea is simple, we count inversions in the given 8 puzzle.

// C++ program to check if a given instance of 8 puzzle is solvable or not  
#include <iostream>  
using namespace std;  
  
// A utility function to count inversions in given array 'arr[]'  
int getInvCount(int arr[])  
{  
 int inv\_count = 0;  
 for (int i = 0; i < 9 - 1; i++)  
 for (int j = i+1; j < 9; j++)  
 // Value 0 is used for empty space  
 if (arr[j] && arr[i] && arr[i] > arr[j])  
 inv\_count++;  
 return inv\_count;  
}  
  
// This function returns true if given 8 puzzle is solvable.  
bool isSolvable(int puzzle[3][3])  
{  
 // Count inversions in given 8 puzzle  
 int invCount = getInvCount((int \*)puzzle);  
  
 // return true if inversion count is even.  
 return (invCount%2 == 0);  
}  
  
/\* Driver progra to test above functions \*/  
int main(int argv, int\*\* args)  
{  
 int puzzle[3][3] = {{1, 8, 2},  
 {0, 4, 3}, // Value 0 is used for empty space  
 {7, 6, 5}};  
 isSolvable(puzzle)? cout << "Solvable":  
 cout << "Not Solvable";  
 return 0;  
}

Output:

Solvable

Note that the above implementation uses simple algorithm for inversion count. It is done this way for simplicity. The code can be optimized to O(nLogn) using the [merge sort based algorithm for inversion count](http://www.geeksforgeeks.org/counting-inversions/).

**How does this work?**  
 The idea is based on the fact the parity of inversions remains same after a set of moves, i.e., if the inversion count is odd in initial stage, then it remain odd after any sequence of moves and if the inversion count is even, then it remains even after any sequence of moves. In the goal state, there are 0 inversions. So we can reach goal state only from a state which has even inversion count.

How parity of inversion count is invariant?  
 When we slide a tile, we either make a row move (moving a left or right tile into the blank space), or make a column move (moving a up or down tile to the blank space).  
 **a)** A row move doesn’t change the inversion count. See following example

1 2 3 Row Move 1 2 3  
 4 \_ 5 ----------> \_ 4 5   
 8 6 7 8 6 7  
 Inversion count remains 2 after the move  
  
 1 2 3 Row Move 1 2 3  
 4 \_ 5 ----------> 4 5 \_  
 8 6 7 8 6 7  
 Inversion count remains 2 after the move

**b)** A column move does one of the following three.  
 …..(i) Increases inversion count by 2. See following example.

1 2 3 Column Move 1 \_ 3  
 4 \_ 5 -----------> 4 2 5   
 8 6 7 8 6 7  
 Inversion count increases by 2 (changes from 2 to 4)

…..(ii) Decreases inversion count by 2

1 3 4 Column Move 1 3 4  
 5 \_ 6 ------------> 5 2 6  
 7 2 8 7 \_ 8  
 Inversion count decreases by 2 (changes from 5 to 3)

…..(iii) Keeps the inversion count same.

1 2 3 Column Move 1 2 3  
 4 \_ 5 ------------> 4 6 5  
 7 6 8 7 \_ 8  
 Inversion count remains 1 after the move

So if a move either increases/decreases inversion count by 2, or keeps the inversion count same, then it is not possible to change parity of a state by any sequence of row/column moves.

**Exercise:** How to check if a given instance of 15 puzzle is solvable or not. In a 15 puzzle, we have 4×4 board where 15 tiles have a number and one empty space. Note that the above simple rules of inversion count don’t directly work for 15 puzzle, the rules need to be modified for 15 puzzle.

This article is contributed by Ishan. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-instance-8-puzzle-solvable/>

# How to check if a given number is Fibonacci number?

Given a number ‘n’, how to check if n is a Fibonacci number.

A simple way is to [generate Fibonacci numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/) until the generated number is greater than or equal to ‘n’. Following is an interesting property about Fibonacci numbers that can also be used to check if a given number is Fibonacci or not.  
 *A number is Fibonacci if and only if one or both of (5\*n2 + 4) or (5\*n2 – 4) is a perfect square* (Source: [Wiki](http://en.wikipedia.org/wiki/Fibonacci_number#Recognizing_Fibonacci_numbers)). Following is a simple program based on this concept.

// C++ program to check if x is a perfect square  
#include <iostream>  
#include <math.h>  
using namespace std;  
  
// A utility function that returns true if x is perfect square  
bool isPerfectSquare(int x)  
{  
 int s = sqrt(x);  
 return (s\*s == x);  
}  
  
// Returns true if n is a Fibinacci Number, else false  
bool isFibonacci(int n)  
{  
 // n is Fibinacci if one of 5\*n\*n + 4 or 5\*n\*n - 4 or both  
 // is a perferct square  
 return isPerfectSquare(5\*n\*n + 4) ||  
 isPerfectSquare(5\*n\*n - 4);  
}  
  
// A utility function to test above functions  
int main()  
{  
 for (int i = 1; i <= 10; i++)  
 isFibonacci(i)? cout << i << " is a Fibonacci Number \n":  
 cout << i << " is a not Fibonacci Number \n" ;  
 return 0;  
}

Output:

1 is a Fibonacci Number  
2 is a Fibonacci Number  
3 is a Fibonacci Number  
4 is a not Fibonacci Number  
5 is a Fibonacci Number  
6 is a not Fibonacci Number  
7 is a not Fibonacci Number  
8 is a Fibonacci Number  
9 is a not Fibonacci Number  
10 is a not Fibonacci Number

This article is contributed by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-number-fibonacci-number/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Check whether a given point lies inside a triangle or not

Given three corner points of a triangle, and one more point P. Write a function to check whether P lies within the triangle or not.

For example, consider the following program, the function should return true for P(10, 15) and false for P'(30, 15)

B(10,30)  
 / \  
 / \  
 / \  
 / P \ P'  
 / \  
 A(0,0) ----------- C(20,0)

Source: [Microsoft Interview Question](http://geeksforgeeks.org/forum/topic/microsoft-interview-question-8)

**Solution:**  
 Let the coordinates of three corners be (x1, y1), (x2, y2) and (x3, y3). And coordinates of the given point P be (x, y)

1) Calculate area of the given triangle, i.e., area of the triangle ABC in the above diagram. Area A = [ x1(y2 – y3) + x2(y3 – y1) + x3(y1-y2)]/2  
 2) Calculate area of the triangle PAB. We can use the same formula for this. Let this area be A1.  
 3) Calculate area of the triangle PBC. Let this area be A2.  
 4) Calculate area of the triangle PAC. Let this area be A3.  
 5) If P lies inside the triangle, then A1 + A2 + A3 must be equal to A.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A utility function to calculate area of triangle formed by (x1, y1),   
 (x2, y2) and (x3, y3) \*/   
float area(int x1, int y1, int x2, int y2, int x3, int y3)  
{  
 return abs((x1\*(y2-y3) + x2\*(y3-y1)+ x3\*(y1-y2))/2.0);  
}  
  
/\* A function to check whether point P(x, y) lies inside the triangle formed   
 by A(x1, y1), B(x2, y2) and C(x3, y3) \*/   
bool isInside(int x1, int y1, int x2, int y2, int x3, int y3, int x, int y)  
{   
 /\* Calculate area of triangle ABC \*/  
 float A = area (x1, y1, x2, y2, x3, y3);  
  
 /\* Calculate area of triangle PBC \*/   
 float A1 = area (x, y, x2, y2, x3, y3);  
  
 /\* Calculate area of triangle PAC \*/   
 float A2 = area (x1, y1, x, y, x3, y3);  
  
 /\* Calculate area of triangle PAB \*/   
 float A3 = area (x1, y1, x2, y2, x, y);  
   
 /\* Check if sum of A1, A2 and A3 is same as A \*/   
 return (A == A1 + A2 + A3);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 /\* Let us check whether the point P(10, 15) lies inside the triangle   
 formed by A(0, 0), B(20, 0) and C(10, 30) \*/  
 if (isInside(0, 0, 20, 0, 10, 30, 10, 15))  
 printf ("Inside");  
 else  
 printf ("Not Inside");  
  
 return 0;  
}

Ouptut:

Inside

**Exercise:** Given coordinates of four corners of a rectangle, and a point P. Write a function to check whether P lies inside the given rectangle or not.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-whether-a-given-point-lies-inside-a-triangle-or-not/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

Post navigation

[← Copy elision in C++](http://www.geeksforgeeks.org/copy-elision-in-c/) [Count numbers that don’t contain 3 →](http://www.geeksforgeeks.org/count-numbers-that-dont-contain-3/)

# Convex Hull | Set 1 (Jarvis's Algorithm or Wrapping)

Given a set of points in the plane. the convex hull of the set is the smallest convex polygon that contains all the points of it.
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We strongly recommend to see the following post first.  
 [How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)

The idea of Jarvis’s Algorithm is simple, we start from the leftmost point (or point with minimum x coordinate value) and we keep wrapping points in counterclockwise direction. The big question is, given a point p as current point, how to find the next point in output? The idea is to use [orientation()](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/) here. Next point is selected as the point that beats all other points at counterclockwise orientation, i.e., next point is q if for any other point r, we have “orientation(p, r, q) = counterclockwise”. Following is the detailed algorithm.

**1)** Initialize p as leftmost point.  
 **2)** Do following while we don’t come back to the first (or leftmost) point.  
 …..**a)** The next point q is the point such that the triplet (p, q, r) is counterclockwise for any other point r.  
 …..**b)** next[p] = q (Store q as next of p in the output convex hull).  
 …..**c)** p = q (Set p as q for next iteration).

// A C++ program to find convex hull of a set of points  
// Refer http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/  
// for explanation of orientation()  
#include <iostream>  
using namespace std;  
  
// Define Infinite (Using INT\_MAX caused overflow problems)  
#define INF 10000  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// Prints convex hull of a set of n points.  
void convexHull(Point points[], int n)  
{  
 // There must be at least 3 points  
 if (n < 3) return;  
  
 // Initialize Result  
 int next[n];  
 for (int i = 0; i < n; i++)  
 next[i] = -1;  
  
 // Find the leftmost point  
 int l = 0;  
 for (int i = 1; i < n; i++)  
 if (points[i].x < points[l].x)  
 l = i;  
  
 // Start from leftmost point, keep moving counterclockwise  
 // until reach the start point again  
 int p = l, q;  
 do  
 {  
 // Search for a point 'q' such that orientation(p, i, q) is  
 // counterclockwise for all points 'i'  
 q = (p+1)%n;  
 for (int i = 0; i < n; i++)  
 if (orientation(points[p], points[i], points[q]) == 2)  
 q = i;  
  
 next[p] = q; // Add q to result as a next point of p  
 p = q; // Set p as q for next iteration  
 } while (p != l);  
  
 // Print Result  
 for (int i = 0; i < n; i++)  
 {  
 if (next[i] != -1)  
 cout << "(" << points[i].x << ", " << points[i].y << ")\n";  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 3}, {2, 2}, {1, 1}, {2, 1},  
 {3, 0}, {0, 0}, {3, 3}};  
 int n = sizeof(points)/sizeof(points[0]);  
 convexHull(points, n);  
 return 0;  
}

**Output:** The output is points of the convex hull.

(0, 3)  
(3, 0)  
(0, 0)  
(3, 3)

**Time Complexity:** For every point on the hull we examine all the other points to determine the next point. Time complexity is Θ(m \* n) where n is number of input points and m is number of output or hull points (m 2). The worst case occurs when all the points are on the hull (m = n)

We will soon be discussing other algorithms for finding convex hulls.

**Sources:**  
 <http://www.cs.uiuc.edu/~jeffe/teaching/373/notes/x05-convexhull.pdf>  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Hull1x1.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convex-hull-set-1-jarviss-algorithm-or-wrapping/>

# Convex Hull | Set 2 (Graham Scan)

Given a set of points in the plane. the convex hull of the set is the smallest convex polygon that contains all the points of it.
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We strongly recommend to see the following post first.  
 [How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)

We have discussed [Jarvis’s Algorithm](http://www.geeksforgeeks.org/convex-hull-set-1-jarviss-algorithm-or-wrapping/) for Convex Hull. Worst case time complexity of Jarvis’s Algorithm is O(n^2). Using Graham’s scan algorithm, we can find Convex Hull in O(nLogn) time. Following is Graham’s algorithm

Let points[0..n-1] be the input array.

**1)** Find the bottom-most point by comparing y coordinate of all points. If there are two points with same y value, then the point with smaller x coordinate value is considered. Put the bottom-most point at first position.

**2)** Consider the remaining n-1 points and sort them by polor angle in counterclockwise order around points[0]. If polor angle of two points is same, then put the nearest point first.

**3)** Create an empty stack ‘S’ and push points[0], points[1] and points[2] to S.

**4)** Process remaining n-3 points one by one. Do following for every point ‘points[i]’  
         **4.1)** Keep removing points from stack while [orientation](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)of following 3 points is not counterclockwise (or they don’t make a left turn).  
             a) Point next to top in stack  
             b) Point at the top of stack  
             c) points[i]  
          **4.2)** Push points[i] to S

**5)** Print contents of S

The above algorithm can be divided in two phases.

**Phase 1 (Sort points):** We first find the bottom-most point. The idea is to pre-process points be sorting them with respect to the bottom-most point. Once the points are sorted, they form a simple closed path (See following diagram).  
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 What should be the sorting criteria? computation of actual angles would be inefficient since trigonometric functions are not simple to evaluate. The idea is to use the orientation to compare angles without actually computing them (See the compare() function below)

**Phase 2 (Accept or Reject Points):** Once we have the closed path, the next step is to traverse the path and remove concave points on this path. How to decide which point to remove and which to keep? Again, [orientation](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)helps here. The first two points in sorted array are always part of Convex Hull. For remaining points, we keep track of recent three points, and find the angle formed by them. Let the three points be prev(p), curr(c) and next(n). If orientation of these points (considering them in same order) is not counterclockwise, we discard c, otherwise we keep it. Following diagram shows step by step process of this phase (Source of these diagrams is [Ref 2](http://www.dcs.gla.ac.uk/~pat/52233/slides/Hull1x1.pdf)).  
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Following is C++ implementation of the above algorithm.

// A C++ program to find convex hull of a set of points  
// Refer http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/  
// for explanation of orientation()  
#include <iostream>  
#include <stack>  
#include <stdlib.h>  
using namespace std;  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// A globle point needed for sorting points with reference to the first point  
// Used in compare function of qsort()  
Point p0;  
  
// A utility function to find next to top in a stack  
Point nextToTop(stack<Point> &S)  
{  
 Point p = S.top();  
 S.pop();  
 Point res = S.top();  
 S.push(p);  
 return res;  
}  
  
// A utility function to swap two points  
int swap(Point &p1, Point &p2)  
{  
 Point temp = p1;  
 p1 = p2;  
 p2 = temp;  
}  
  
// A utility function to return square of distance between p1 and p2  
int dist(Point p1, Point p2)  
{  
 return (p1.x - p2.x)\*(p1.x - p2.x) + (p1.y - p2.y)\*(p1.y - p2.y);  
}  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// A function used by library function qsort() to sort an array of  
// points with respect to the first point  
int compare(const void \*vp1, const void \*vp2)  
{  
 Point \*p1 = (Point \*)vp1;  
 Point \*p2 = (Point \*)vp2;  
  
 // Find orientation  
 int o = orientation(p0, \*p1, \*p2);  
 if (o == 0)  
 return (dist(p0, \*p2) >= dist(p0, \*p1))? -1 : 1;  
  
 return (o == 2)? -1: 1;  
}  
  
// Prints convex hull of a set of n points.  
void convexHull(Point points[], int n)  
{  
 // Find the bottommost point  
 int ymin = points[0].y, min = 0;  
 for (int i = 1; i < n; i++)  
 {  
 int y = points[i].y;  
  
 // Pick the bottom-most or chose the left most point in case of tie  
 if ((y < ymin) || (ymin == y && points[i].x < points[min].x))  
 ymin = points[i].y, min = i;  
 }  
  
 // Place the bottom-most point at first position  
 swap(points[0], points[min]);  
  
 // Sort n-1 points with respect to the first point. A point p1 comes  
 // before p2 in sorted ouput if p2 has larger polar angle (in   
 // counterclockwise direction) than p1  
 p0 = points[0];  
 qsort(&points[1], n-1, sizeof(Point), compare);  
  
 // Create an empty stack and push first three points to it.  
 stack<Point> S;  
 S.push(points[0]);  
 S.push(points[1]);  
 S.push(points[2]);  
  
 // Process remaining n-3 points  
 for (int i = 3; i < n; i++)  
 {  
 // Keep removing top while the angle formed by points next-to-top,   
 // top, and points[i] makes a non-left turn  
 while (orientation(nextToTop(S), S.top(), points[i]) != 2)  
 S.pop();  
 S.push(points[i]);  
 }  
  
 // Now stack has the output points, print contents of stack  
 while (!S.empty())  
 {  
 Point p = S.top();  
 cout << "(" << p.x << ", " << p.y <<")" << endl;  
 S.pop();  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 3}, {1, 1}, {2, 2}, {4, 4},  
 {0, 0}, {1, 2}, {3, 1}, {3, 3}};  
 int n = sizeof(points)/sizeof(points[0]);  
 convexHull(points, n);  
 return 0;  
}

Output:

(0, 3)  
(4, 4)  
(3, 1)  
(0, 0)

**Time Complexity:** Let n be the number of input points. The algorithm takes O(nLogn) time if we use a O(nLogn) sorting algorithm.  
 The first step (finding the bottom-most point) takes O(n) time. The second step (sorting points) takes O(nLogn) time. In third step, every element is pushed and popped at most one time. So the third step to process points one by one takes O(n) time, assuming that the stack operations take O(1) time. Overall complexity is O(n) + O(nLogn) + O(n) which is O(nLogn)

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Hull1x1.pdf>  
 Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convex-hull-set-2-graham-scan/>

# Count Distinct Non-Negative Integer Pairs (x, y) that Satisfy the Inequality x\*x + y\*y

Given a positive number n, count all distinct Non-Negative Integer pairs (x, y) that satisfy the inequality x\*x + y\*y

Examples:

Input: n = 5  
Output: 6  
The pairs are (0, 0), (0, 1), (1, 0), (1, 1), (2, 0), (0, 2)  
  
Input: n = 6  
Output: 8  
The pairs are (0, 0), (0, 1), (1, 0), (1, 1), (2, 0), (0, 2),  
 (1, 2), (2, 1)

A **Simple Solution** is to run two loops. The outer loop goes for all possible values of x (from 0 to √n). The inner loops picks all possible values of y for current value of x (picked by outer loop). Following is C++ implementation of simple solution.

#include <iostream>  
using namespace std;  
  
// This function counts number of pairs (x, y) that satisfy  
// the inequality x\*x + y\*y < n.  
int countSolutions(int n)  
{  
 int res = 0;  
 for (int x = 0; x\*x < n; x++)  
 for (int y = 0; x\*x + y\*y < n; y++)  
 res++;  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << "Total Number of distinct Non-Negative pairs is "  
 << countSolutions(6) << endl;  
 return 0;  
}

Output:

Total Number of distinct Non-Negative pairs is 8

An upper bound for time complexity of the above solution is O(n). The outer loop runs √n times. The inner loop runs at most √n times.

Using an **Efficient Solution**, we can find the count in O(√n) time. The idea is to first find the count of all y values corresponding the 0 value of x. Let count of distinct y values be yCount. We can find yCount by running a loop and comparing yCount\*yCount with n.  
 After we have initial yCount, we can one by one increase value of x and find the next value of yCount by reducing yCount.

// An efficient C program to find different (x, y) pairs that  
// satisfy x\*x + y\*y < n.  
#include <iostream>  
using namespace std;  
  
// This function counts number of pairs (x, y) that satisfy  
// the inequality x\*x + y\*y < n.  
int countSolutions(int n)  
{  
 int x = 0, yCount, res = 0;  
  
 // Find the count of different y values for x = 0.  
 for (yCount = 0; yCount\*yCount < n; yCount++) ;  
  
 // One by one increase value of x, and find yCount for  
 // current x. If yCount becomes 0, then we have reached  
 // maximum possible value of x.  
 while (yCount != 0)  
 {  
 // Add yCount (count of different possible values of y  
 // for current x) to result  
 res += yCount;  
  
 // Increment x  
 x++;  
  
 // Update yCount for current x. Keep reducing yCount while  
 // the inequality is not satisfied.  
 while (yCount != 0 && (x\*x + (yCount-1)\*(yCount-1) >= n))  
 yCount--;  
 }  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << "Total Number of distinct Non-Negative pairs is "  
 << countSolutions(6) << endl;  
 return 0;  
}

Output:

Total Number of distinct Non-Negative pairs is 8

**Time Complexity** of the above solution seems more but if we take a closer look, we can see that it is O(√n). In every step inside the inner loop, value of yCount is decremented by 1. The value yCount can decrement at most O(√n) times as yCount is count y values for x = 0. In the outer loop, the value of x is incremented. The value of x can also increment at most O(√n) times as the last x is for yCount equals to 1.

This article is contributed by **Sachin Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-distinct-non-negative-pairs-x-y-satisfy-inequality-xx-yy-n-2/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count factorial numbers in a given range

A number F is a factorial number if there exists some integer I >= 0 such that F = I! (that is, F is factorial of I). Examples of factorial numbers are 1, 2, 6, 24, 120, ….   
 Write a program that takes as input two long integers ‘low’ and ‘high’ where 0 Input: 0 1 Output: 1 //Reason: Only factorial number is 1 Input: 12 122 Output: 2 // Reason: factorial numbers are 24, 120 Input: 2 720 Output: 5 // Factorial numbers are: 2, 6, 24, 120, 720

Source: <http://qa.geeksforgeeks.org/1137/counting-factorial-numbers-in-c>

**We strongly recommend you to minimize your browser and try this yourself first.**  
 Below is an algorithm to count factorial numbers in a given closed range **[low, high]**.

1) Find the first factorial that is greater than or equal to **low**. Let this factorial be x! (factorial of x) and value of this factorial be ‘fact’

2) Keep incrementing x, and keep updating ‘fact’ while fact is smaller than or equal to **high**. Count the number of times, this loop runs.

3) Return the count computed in step 2.

Below is C++ implementation of above algorithm. Thanks to Kartik for suggesting below solution [here](http://qa.geeksforgeeks.org/1137/counting-factorial-numbers-in-c).

// Program to count factorial numbers in given range  
#include <iostream>  
using namespace std;  
  
int countFact(int low, int high)  
{  
 // Find the first factorial number 'fact' greater than or  
 // equal to 'low'  
 int fact = 1, x = 1;  
 while (fact < low)  
 {  
 fact = fact\*x;  
 x++;  
 }  
  
 // Count factorial numbers in range [low, high]  
 int res = 0;  
 while (fact <= high)  
 {  
 res++;  
 fact = fact\*x;  
 x++;  
 }  
  
 // Return the count  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << "Count is " << countFact(2, 720);  
 return 0;  
}

Output:

Count is 5

This article is contributed by Shivam. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-factorial-numbers-in-a-given-range/>

# Count numbers from 1 to n that have 4 as a a digit

Given a number n, find count of all numbers from 1 to n that have 4 as a a digit.

Examples:

Input: n = 5  
Output: 1  
Only 4 has '4' as digit  
  
Input: n = 50  
Output: 14  
  
Input: n = 328  
Output: 60

This problem is mainly a variation of previous article on [Compute sum of digits in all numbers from 1 to n](http://www.geeksforgeeks.org/count-sum-of-digits-in-numbers-from-1-to-n/).

**We strongly recommend you to minimize your browser and try this yourself first.**

**Naive Solution:**  
 A naive solution is to go through every number x from 1 to n, and check if x has 4. To check if x has or not, we can traverse all digits of x. Below is C++ implementation of this idea.

// A Simple C++ program to compute sum of digits in numbers from 1 to n  
#include<iostream>  
using namespace std;  
  
bool has4(int x);  
  
// Returns sum of all digits in numbers from 1 to n  
int countNumbersWith4(int n)  
{  
 int result = 0; // initialize result  
  
 // One by one compute sum of digits in every number from  
 // 1 to n  
 for (int x=1; x<=n; x++)  
 result += has4(x)? 1 : 0;  
  
 return result;  
}  
  
// A utility function to compute sum of digits in a  
// given number x  
bool has4(int x)  
{  
 while (x != 0)  
 {  
 if (x%10 == 4)  
 return true;  
 x = x /10;  
 }  
 return false;  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Count of numbers from 1 to " << n   
 << " that have 4 as a a digit is "   
 << countNumbersWith4(n) << endl;  
 return 0;  
}

Output:

Count of numbers from 1 to 328 that have 4 as a a digit is 60

**Efficient Solution:**  
 Above is a naive solution. We can do it more efficiently by finding a pattern.  
 Let us take few examples.

Count of numbers from 0 to 9 = 1  
Count of numbers from 0 to 99 = 1\*9 + 10 = 19  
Count of numbers from 0 to 999 = 19\*9 + 100 = 271   
  
In general, we can write   
 count(10d) = 9 \* count(10d - 1) + 10d - 1

In below implementation, the above formula is implemented using [dynamic programming](http://www.geeksforgeeks.org/tag/dynamic-programming/) as there are overlapping subproblems.  
 The above formula is one core step of the idea. Below is complete algorithm.

1) Find number of digits minus one in n. Let this value be 'd'.   
 For 328, d is 2.  
  
2) Compute some of digits in numbers from 1 to 10d - 1.   
 Let this sum be w. For 328, we compute sum of digits from 1 to   
 99 using above formula.  
  
3) Find Most significant digit (msd) in n. For 328, msd is 3.  
  
4.a) If MSD is 4. For example if n = 428, then count of  
 numbers is sum of following.  
 1) Count of numbers from 1 to 399  
 2) Count of numbers from 400 to 428 which is 29.  
  
4.b) IF MSD > 4. For example if n is 728, then count of  
 numbers is sum of following.  
 1) Count of numbers from 1 to 399 and count of numbers  
 from 500 to 699, i.e., "a[2] \* 6"  
 2) Count of numbers from 400 to 499, i.e. 100  
 3) Count of numbers from 700 to 728, recur for 28  
4.c) IF MSD   
Below is C++ implementation of above algorithm.  
   
// C++ program to count numbers having 4 as a digit  
#include<bits/stdc++.h>  
using namespace std;  
  
// Function to count numbers from 1 to n that have  
// 4 as a digit  
int countNumbersWith4(int n)  
{  
 // Base case  
 if (n < 4)  
 return 0;  
  
 // d = number of digits minus one in n. For 328, d is 2  
 int d = log10(n);  
  
 // computing count of numbers from 1 to 10^d-1,  
 // d=0 a[0] = 0;  
 // d=1 a[1] = count of numbers from 0 to 9 = 1  
 // d=2 a[2] = count of numbers from 0 to 99 = a[1]\*9 + 10 = 19  
 // d=3 a[3] = count of numbers from 0 to 999 = a[2]\*19 + 100 = 171  
 int \*a = new int[d+1];  
 a[0] = 0, a[1] = 1;  
 for (int i=2; i<=d; i++)  
 a[i] = a[i-1]\*9 + ceil(pow(10,i-1));  
  
 // Computing 10^d  
 int p = ceil(pow(10, d));  
  
 // Most significant digit (msd) of n,  
 // For 328, msd is 3 which can be obtained using 328/100  
 int msd = n/p;  
  
 // If MSD is 4. For example if n = 428, then count of  
 // numbers is sum of following.  
 // 1) Count of numbers from 1 to 399  
 // 2) Count of numbers from 400 to 428 which is 29.  
 if (msd == 4)  
 return (msd)\*a[d] + (n%p) + 1;  
  
 // IF MSD > 4. For example if n is 728, then count of  
 // numbers is sum of following.  
 // 1) Count of numbers from 1 to 399 and count of numbers  
 // from 500 to 699, i.e., "a[2] \* 6"  
 // 2) Count of numbers from 400 to 499, i.e. 100  
 // 3) Count of numbers from 700 to 728, recur for 28  
 if (msd > 4)  
 return (msd-1)\*a[d] + p + countNumbersWith4(n%p);  
  
 // IF MSD < 4. For example if n is 328, then count of  
 // numbers is sum of following.  
 // 1) Count of numbers from 1 to 299 a  
 // 2) Count of numbers from 300 to 328, recur for 28  
 return (msd)\*a[d] + countNumbersWith4(n%p);  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Count of numbers from 1 to " << n   
 << " that have 4 as a a digit is "   
 << countNumbersWith4(n) << endl;  
 return 0;  
}

Output:

Count of numbers from 1 to 328 that have 4 as a a digit is 60

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-numbers-from-1-to-n-that-have-4-as-a-a-digit/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count numbers that don't contain 3

Given a number n, write a function that returns count of numbers from 1 to n that don’t contain digit 3 in their decimal representation.

Examples:

Input: n = 10  
Output: 9   
  
Input: n = 45  
Output: 31   
// Numbers 3, 13, 23, 30, 31, 32, 33, 34, 35, 36, 37, 38, 39, 43 contain digit 3.   
  
Input: n = 578  
Ouput: 385

**Solution:**  
 We can solve it recursively. Let count(n) be the function that counts such numbers.

'msd' --> the most significant digit in n   
'd' --> number of digits in n.  
  
count(n) = n if n 10 and msd is not 3  
  
count(n) = count( msd \* (10^(d-1)) - 1)   
 if n > 10 and msd is 3

Let us understand the solution with n = 578.   
count(578) = 4\*count(99) + 4 + count(78)  
The middle term 4 is added to include numbers 100, 200, 400 and 500.  
  
Let us take n = 35 as another example.   
count(35) = count (3\*10 - 1) = count(29)

#include <stdio.h>  
  
/\* returns count of numbers which are in range from 1 to n and don't contain 3   
 as a digit \*/  
int count(int n)  
{  
 // Base cases (Assuming n is not negative)  
 if (n < 3)  
 return n;  
 if (n >= 3 && n < 10)  
 return n-1;  
  
 // Calculate 10^(d-1) (10 raise to the power d-1) where d is  
 // number of digits in n. po will be 100 for n = 578  
 int po = 1;  
 while (n/po > 9)  
 po = po\*10;  
  
 // find the most significant digit (msd is 5 for 578)  
 int msd = n/po;  
  
 if (msd != 3)  
 // For 578, total will be 4\*count(10^2 - 1) + 4 + count(78)  
 return count(msd)\*count(po - 1) + count(msd) + count(n%po);  
 else  
 // For 35, total will be equal to count(29)  
 return count(msd\*po - 1);  
}  
  
// Driver program to test above function  
int main()  
{  
 printf ("%d ", count(578));  
 return 0;  
}

Output:

385

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-numbers-that-dont-contain-3/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count Possible Decodings of a given Digit Sequence

Let 1 represent ‘A’, 2 represents ‘B’, etc. Given a digit sequence, count the number of possible decodings of the given digit sequence.

Examples:

Input: digits[] = "121"  
Output: 3  
// The possible decodings are "ABA", "AU", "LA"  
  
Input: digits[] = "1234"  
Output: 3  
// The possible decodings are "ABCD", "LCD", "AWD"

An empty digit sequence is considered to have one decoding. It may be assumed that the input contains valid digits from 0 to 9 and there are no leading 0’s, no extra trailing 0’s and no two or more consecutive 0’s.

**We strongly recommend to minimize the browser and try this yourself first.**

This problem is recursive and can be broken in sub-problems. We start from end of the given digit sequence. We initialize the total count of decodings as 0. We recur for two subproblems.  
 1) If the last digit is non-zero, recur for remaining (n-1) digits and add the result to total count.  
 2) If the last two digits form a valid character (or smaller than 27), recur for remaining (n-2) digits and add the result to total count.

Following is C++ implementation of the above approach.

// A naive recursive C++ implementation to count number of decodings  
// that can be formed from a given digit sequence  
#include <iostream>  
#include <cstring>  
using namespace std;  
  
// Given a digit sequence of length n, returns count of possible  
// decodings by replacing 1 with A, 2 woth B, ... 26 with Z  
int countDecoding(char \*digits, int n)  
{  
 // base cases  
 if (n == 0 || n == 1)  
 return 1;  
  
 int count = 0; // Initialize count  
  
 // If the last digit is not 0, then last digit must add to  
 // the number of words  
 if (digits[n-1] > '0')  
 count = countDecoding(digits, n-1);  
  
 // If the last two digits form a number smaller than or equal to 26,  
 // then consider last two digits and recur  
 if (digits[n-2] < '2' || (digits[n-2] == '2' && digits[n-1] < '7') )  
 count += countDecoding(digits, n-2);  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "1234";  
 int n = strlen(digits);  
 cout << "Count is " << countDecoding(digits, n);  
 return 0;  
}

Output:

Count is 3

The time complexity of above the code is exponential. If we take a closer look at the above program, we can observe that the recursive solution is similar to [Fibonacci Numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/). Therefore, we can optimize the above solution to work in O(n) time using [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/). Following is C++ implementation for the same.

// A Dynamic Programming based C++ implementation to count decodings  
#include <iostream>  
#include <cstring>  
using namespace std;  
  
// A Dynamic Programming based function to count decodings  
int countDecodingDP(char \*digits, int n)  
{  
 int count[n+1]; // A table to store results of subproblems  
 count[0] = 1;  
 count[1] = 1;  
  
 for (int i = 2; i <= n; i++)  
 {  
 count[i] = 0;  
  
 // If the last digit is not 0, then last digit must add to  
 // the number of words  
 if (digits[i-1] > '0')  
 count[i] = count[i-1];  
  
 // If second last digit is smaller than 2 and last digit is  
 // smaller than 7, then last two digits form a valid character  
 if (digits[i-2] < '2' || (digits[i-2] == '2' && digits[i-1] < '7') )  
 count[i] += count[i-2];  
 }  
 return count[n];  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "1234";  
 int n = strlen(digits);  
 cout << "Count is " << countDecodingDP(digits, n);  
 return 0;  
}

Output:

Count is 3

Time Complexity of the above solution is O(n) and it requires O(n) auxiliary space. We can reduce auxiliary space to O(1) by using space optimized version discussed in the [Fibonacci Number Post](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-possible-decodings-given-digit-sequence/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Fibonacci numbers](http://www.geeksforgeeks.org/tag/fibonacci-numbers/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Compute sum of digits in all numbers from 1 to n

Given a number x, find sum of digits in all numbers from 1 to n.  
 Examples:

Input: n = 5  
Output: Sum of digits in numbers from 1 to 5 = 15  
  
Input: n = 12  
Output: Sum of digits in numbers from 1 to 12 = 51  
  
Input: n = 328  
Output: Sum of digits in numbers from 1 to 328 = 3241

**Naive Solution:**  
 A naive solution is to go through every number x from 1 to n, and compute sum in x by traversing all digits of x. Below is C++ implementation of this idea.

// A Simple C++ program to compute sum of digits in numbers from 1 to n  
#include<iostream>  
using namespace std;  
  
int sumOfDigits(int );  
  
// Returns sum of all digits in numbers from 1 to n  
int sumOfDigitsFrom1ToN(int n)  
{  
 int result = 0; // initialize result  
  
 // One by one compute sum of digits in every number from  
 // 1 to n  
 for (int x=1; x<=n; x++)  
 result += sumOfDigits(x);  
  
 return result;  
}  
  
// A utility function to compute sum of digits in a  
// given number x  
int sumOfDigits(int x)  
{  
 int sum = 0;  
 while (x != 0)  
 {  
 sum += x %10;  
 x = x /10;  
 }  
 return sum;  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Sum of digits in numbers from 1 to " << n << " is "  
 << sumOfDigitsFrom1ToN(n);  
 return 0;  
}

Output

Sum of digits in numbers from 1 to 328 is 3241

**Efficient Solution:**  
 Above is a naive solution. We can do it more efficiently by finding a pattern.

Let us take few examples.

sum(9) = 1 + 2 + 3 + 4 ........... + 9  
 = 9\*10/2   
 = 45  
  
sum(99) = 45 + (10 + 45) + (20 + 45) + ..... (90 + 45)  
 = 45\*10 + (10 + 20 + 30 ... 90)  
 = 45\*10 + 10(1 + 2 + ... 9)  
 = 45\*10 + 45\*10  
 = sum(9)\*10 + 45\*10   
  
sum(999) = sum(99)\*10 + 45\*100

In general, we can compute sum(10d – 1) using below formula

sum(10d - 1) = sum(10d-1 - 1) \* 10 + 45\*(10d-1)

In below implementation, the above formula is implemented using [dynamic programming](http://www.geeksforgeeks.org/tag/dynamic-programming/) as there are overlapping subproblems.  
 The above formula is one core step of the idea. Below is complete algorithm

**Algorithm: sum(n)**

1) Find number of digits minus one in n. Let this value be 'd'.   
 For 328, d is 2.  
  
2) Compute some of digits in numbers from 1 to 10d - 1.   
 Let this sum be w. For 328, we compute sum of digits from 1 to   
 99 using above formula.  
  
3) Find Most significant digit (msd) in n. For 328, msd is 3.  
  
4) Overall sum is sum of following terms  
  
 a) Sum of digits in 1 to "msd \* 10d - 1". For 328, sum of   
 digits in numbers from 1 to 299.  
 For 328, we compute 3\*sum(99) + (1 + 2)\*100. Note that sum of  
 sum(299) is sum(99) + sum of digits from 100 to 199 + sum of digits  
 from 200 to 299.   
 Sum of 100 to 199 is sum(99) + 1\*100 and sum of 299 is sum(99) + 2\*100.  
 In general, this sum can be computed as w\*msd + (msd\*(msd-1)/2)\*10d  
  
 b) Sum of digits in msd \* 10d to n. For 328, sum of digits in   
 300 to 328.  
 For 328, this sum is computed as 3\*29 + recursive call "sum(28)"  
 In general, this sum can be computed as msd \* (n % (msd\*10d) + 1)   
 + sum(n % (10d))

Below is C++ implementation of above aglorithm.

// C++ program to compute sum of digits in numbers from 1 to n  
#include<bits/stdc++.h>  
using namespace std;  
  
// Function to computer sum of digits in numbers from 1 to n  
// Comments use example of 328 to explain the code  
int sumOfDigitsFrom1ToN(int n)  
{  
 // base case: if n<10 return sum of  
 // first n natural numbers  
 if (n<10)  
 return n\*(n+1)/2;  
  
 // d = number of digits minus one in n. For 328, d is 2  
 int d = log10(n);  
  
 // computing sum of digits from 1 to 10^d-1,  
 // d=1 a[0]=0;  
 // d=2 a[1]=sum of digit from 1 to 9 = 45  
 // d=3 a[2]=sum of digit from 1 to 99 = a[1]\*10 + 45\*10^1 = 900  
 // d=4 a[3]=sum of digit from 1 to 999 = a[2]\*10 + 45\*10^2 = 13500  
 int \*a = new int[d+1];  
 a[0] = 0, a[1] = 45;  
 for (int i=2; i<=d; i++)  
 a[i] = a[i-1]\*10 + 45\*ceil(pow(10,i-1));  
  
 // computing 10^d  
 int p = ceil(pow(10, d));  
  
 // Most significant digit (msd) of n,  
 // For 328, msd is 3 which can be obtained using 328/100  
 int msd = n/p;  
  
 // EXPLANATION FOR FIRST and SECOND TERMS IN BELOW LINE OF CODE  
 // First two terms compute sum of digits from 1 to 299  
 // (sum of digits in range 1-99 stored in a[d]) +  
 // (sum of digits in range 100-199, can be calculated as 1\*100 + a[d]  
 // (sum of digits in range 200-299, can be calculated as 2\*100 + a[d]  
 // The above sum can be written as 3\*a[d] + (1+2)\*100  
  
 // EXPLANATION FOR THIRD AND FOURTH TERMS IN BELOW LINE OF CODE  
 // The last two terms compute sum of digits in number from 300 to 328  
 // The third term adds 3\*29 to sum as digit 3 occurs in all numbers   
 // from 300 to 328  
 // The fourth term recursively calls for 28  
 return msd\*a[d] + (msd\*(msd-1)/2)\*p +   
 msd\*(1+n%p) + sumOfDigitsFrom1ToN(n%p);  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Sum of digits in numbers from 1 to " << n << " is "  
 << sumOfDigitsFrom1ToN(n);  
 return 0;  
}

Output

Sum of digits in numbers from 1 to 328 is 3241

The efficient algorithm has one more advantage that we need to compute the array ‘a[]’ only once even when we are given multiple inputs.

This article is computed by **Shubham Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-sum-of-digits-in-numbers-from-1-to-n/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count trailing zeroes in factorial of a number

Given an integer n, write a function that returns count of trailing zeroes in n!.

Examples:  
Input: n = 5  
Output: 1   
Factorial of 5 is 20 which has one trailing 0.  
  
Input: n = 20  
Output: 4  
Factorial of 20 is 2432902008176640000 which has  
4 trailing zeroes.  
  
Input: n = 100  
Output: 24

A simple method is to first calculate factorial of n, then count trailing 0s in the result (We can count trailing 0s by repeatedly dividing the factorial by 10 till the remainder is 0).

The above method can cause overflow for a slightly bigger numbers as factorial of a number is a big number (See factorial of 20 given in above examples). The idea is to consider [prime factors](http://en.wikipedia.org/wiki/Prime_factor) of a factorial n. A trailing zero is always produced by prime factors 2 and 5. If we can count the number of 5s and 2s, our task is done. Consider the following examples.

**n = 5:** There is one 5 and 3 2s in prime factors of 5! (2 \* 2 \* 2 \* 3 \* 5). So count of trailing 0s is 1.

**n = 11:** There are two 5s and three 2s in prime factors of 11! (2 8 \* 34 \* 52 \* 7). So count of trailing 0s is 2.

We can easily observe that the number of 2s in prime factors is always more than or equal to the number of 5s. So if we count 5s in prime factors, we are done. *How to count total number of 5s in prime factors of n!?* A simple way is to calculate floor(n/5). For example, 7! has one 5, 10! has two 5s. It is done yet, there is one more thing to consider. Numbers like 25, 125, etc have more than one 5. For example if we consider 28!, we get one extra 5 and number of 0s become 6. Handling this is simple, first divide n by 5 and remove all single 5s, then divide by 25 to remove extra 5s and so on. Following is the summarized formula for counting trailing 0s.

Trailing 0s in n! = Count of 5s in prime factors of n!  
 = floor(n/5) + floor(n/25) + floor(n/125) + ....

Following is C++ program based on above formula.

// C++ program to count trailing 0s in n!  
#include <iostream>  
using namespace std;  
  
// Function to return trailing 0s in factorial of n  
int findTrailingZeros(int n)  
{  
 // Initialize result  
 int count = 0;  
  
 // Keep dividing n by powers of 5 and update count  
 for (int i=5; n/i>=1; i \*= 5)  
 count += n/i;  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 100;  
 cout << "Count of trailing 0s in " << 100  
 << "! is " << findTrailingZeros(n);  
 return 0;  
}

Output:

Count of trailing 0s in 100! is 24

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-trailing-zeroes-factorial-number/>

# DFA based division

[Deterministic Finite Automaton (DFA)](http://en.wikipedia.org/wiki/Deterministic_finite_automaton) can be used to check whether a number “num” is divisible by “k” or not. If the number is not divisible, remainder can also be obtained using DFA.

We consider the binary representation of ‘num’ and build a DFA with k states. The DFA has transition function for both 0 and 1. Once the DFA is built, we process ‘num’ over the DFA to get remainder.

Let us walk through an example. Suppose we want to check whether a given number ‘num’ is divisible by 3 or not. Any number can be written in the form: num = 3\*a + b where ‘a’ is the quotient and ‘b’ is the remainder.  
 For 3, there can be 3 states in DFA, each corresponding to remainder 0, 1 and 2. And each state can have two transitions corresponding 0 and 1 (considering the binary representation of given ‘num’).  
 The transition function F(p, x) = q tells that on reading alphabet x, we move from state p to state q. Let us name the states as 0, 1 and 2. The initial state will always be 0. The final state indicates the remainder. If the final state is 0, the number is divisible.

[![DFA](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAB8AWcDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAqahqunaTCk2pX9rZRO2xXuZljVm9AWIyfarSsGUMpBUjII71yviW+0/S/E2lXuszwQab9hvIWe4wEMrGAqvPcosoA78jvWn4SiuIPBmhQ3astzHp9usobqHEag5985oA2KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAK2oG9FjJ/ZywG7OBH9oJCDJAJOOTgZOOM4xkZyKPhS+uNU8HaHqF2/mXN1p8E8zhQNztGrMcDgck9Kv39/a6ZZSXl5MIoI8bmIJ6nAAA5JJIAA5JIArP8LPpq+HbOy0qeaW2sIkswLhGSZPLUKBIrKpVsYOCo65xg0AbFFFFABRRRQAUUUUAFFFFABRRTXdY42d2CooJYnoBQBh3+pandatJpehmzSW2jWW6uLuNpEQtnZGFVlO4gEk5+UY4O4Vd0TVRq9gZmi8i5ikaC5g3Z8qVThlz3HcHuCD3rP8GRs+gDU5VIn1WVr989QJP9WD/uxiNf8AgNJF/wAS3x7NEOIdXtPPA7edCQjH6lHj/wC/ZoA6KiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiq8l9bxX8Fi8mLmeN5Y0wfmVCoY56cb1/OgDEuAdW8bQWp5tNJhF1IvZriTcsf/fKq5x6up7UagP7J8X6dqCHbBqYNjcjt5gBeFz+Tp7719KZ4SuIZ/wC0L55U+0anfTzxoW+ZoYmEKED02xqf+BVY8ZwSTeE7+WBd1xaKt7AB1MkLCVR+JQD8aAN6io7eeO6toriFt0UqB0b1BGQakoAKKKKACiiqOr6xY6Fpr6jqU4gtI3jR5W6KXdUBPoMsMntQBeopFZXUMrBlYZBByCKWgArjPEmr3NxpfibSvljl8yCxtWTIbFyqIGPuHd+fQD0NdnXk3xFuZrLxnZWsEyQf2ksDGaRgqxeV54MhJ4G0yRt/wCgD0XQtQj1Czla3txFZwzNb2zA5EiJ8u4egyGA9hmqPir/RpNE1QcfZNSiVz/sTZgOfbMqn/gNV9P8AFXhqw0+3stNku7m1gjWONrLT7i5TAGPvRxsD9c1W8ReIdH1zwzqmn2l+qag9q729vcI0ErSKNyYSQKx+YDoKlTi3ZMDs6KgsrqO+sLe7iOY54llX6MAR/Op6oAooooAKKKKACiormV4bWWWKB7iRELLDGVDSEDhQWIGT05IHvWZ4X1S81jQ1u9Qhhguhc3EMkULFkUxzvHgE9eEHOBnrgdKANiiiigAooooAKKKKACis3Vte0/RVjF3MTPNkQ20SGSaY+iouSfc9B3xWYNc8Q3PzWfhqOJO39o6gIWI+kaS4/E1lUrU6fxuw0mzpaK5sa/rVr82o+HGMf8T6ddC42++1ljY/8BBPtWvpmrWOsWxuLC5WZAdrjBVo2/uspwVb2IBp06sKnwO4NNF2iiitBBRRRQAUUUhOASBmgBaK4PwXJPFNoDteXlydX0L7dc/abqSUecph+ZAxITPnNkLgcLgDFd5QAUUUUAFFFFABXH+OdQGhSaXrh+7a/akb6G3kcf8Aj0Sj8a7CuC8cRnxnby+GNLUvJFMrXV9nEVqR/Dn+NyD90dAeSuRmJ1IwjzSdkFrlj4eacV0xNQk5C28djak8/uYhgv8A8Dfc2e4212jKroVYAqwwQehFcja+E2S0ht7vW9VmSJFRIre4NpGigYAUQ7Wx9WJ96n/4RryPmsNb1q1kHILXz3I/ET7xiuH+06N7al8jLHghmHhGxtXJL2O+xbPXMDtFz/3xmugritIu7vwpdXFtrpjktL68aWLUYV2RI74GyRSSUJbJDZKktj5TgHta7qdSNSPNB3RLVgoooqxBXPeNFV9Bt1YBlOq6cCCMgj7bDXQ1z/jL/kB23/YV03/0thoAo/vPA8v8T+GHb6nTSf5wf+gf7v3etVldQysGUjIIOQRQyq6lWUMpGCCMgiuS+fwPL/E/hhz9TppP/tH/ANA/3fugG5rmsw6Hp32mSN5pXcQ29vH9+eVvuov19egAJPArg49P1DxHq7XUhtbu7gco97PGZLWzYdYraLjzHB4MjdD9CgteJ7ya/wDEMq2sxV4FhsLKRSD5c9zzJKPdIQCPq3rXYWNlb6bYwWVpGI7eBBHGg7AV4+PxLT5ImkImQPCkUvzXusa3dSHqw1CS3H/fMJQfpVTUPCVy1o8Vnqcl1CR81jq4+1wSexZv3in3DHHoa6kkKCSQAOSTVXT9U0/VoWm06/tbyJW2s9vMsig+hKk815aqT3LschoOvP4ekaznWaLTLZkhuLS4ffJpmeEZX/5aWx6BjyvfgEL6NXG+MLaKG3g1ooGNm3lXKnpNayELKjeoAIce6e5pND8U6bpGlnStW1NBfWE8losRYyTyoh/dsEXLMShTOAec17uBxDqxtLoZyVjs6K53/hIdUvP+QX4avXU9Jr91tE/I7pB/3xS/ZfFl3/r9U0zT0P8ABa2rTOPpI7Af+OV3kHQ0Vz48LPKc33iHW7r1AuRbj/yCqH9aVvBXh6Q/6RYG67n7XPJPn672OaANma8tbc4nuYYj/tuF/nWNpF1o+j2UtqdbsZC11c3GTMi482Z5duN3bfjPfGeOlSw+EPDNuMQ+HdJj/wByyjH8lqyNA0YDA0iwA/69k/woAkj1jTJf9XqNo/8Auzqf61cVlZQykEHoQazZPDehSjEmi6c4/wBq1Q/0qqfBXhbduXw7pcbf3orVEb81ANAG7QTgZrAHg/S4m3Wsup2pAwBBqU6r/wB8b9v6VX1Cx1TSLR7uDxLqLxx4/dTaet71IAwkKLI3Xnk+vAFAG3puq2OrQGaxuFlVW2uBwyN6Mp5U+xqt4h1htG00Swwi4vZ5FgtLfdjzZW6AnsAAWJ7KpPavOtU1rVPtX9oQaXePqCgAXmn6Rf28jgfwvDJCyOvsXBHY1peFtfv/ABf4jjn1XR7vTJtJtCfIuoGiLvM2BKFbkDbE69+rDJrHEVfZUnPsNK7Om0bRE04yXdzJ9r1W4A+03jj5n/2VH8KDso4Huck61FU/7W077ebD+0LX7YGCm385fMyVLAbc5ztVj9AT2r5eUpTbk9Wb7FysTV9Im+0/2xo+yHWIlxycJdIP+WUvqPRuqnkcZBsaNr9hr63j6dI0sVrcfZ2kxhXbYj5U91w4we/bIwTp1UJzpT5lo0LcTSdTh1jS4L+AMqSryjfejYHDI3oykEH3Bq7XE2mo3mj+Jtb0uw0m5vzMYr+NY3SOOLzAyNuZiMAtEzcBjknitUWniq/5udSstKjPWOxi8+Qf9tJBt/8AIdfUUp+0gp9zFqzOhrLv/Emh6W/l32r2NvJnAjknUOT6Bc5Jqp/wiGmzc6jLe6mx6i9undD/ANswRH/47WrZaZYabH5dhY21qmMbYIlQfkBWgjI/4TPS5P8Aj1g1W79Db6ZcMp/4Fs2/rTx4ju5OYPC+tyj1KwR/+jJVNb1FAHE6bBLos8txpngfUY5JV2Yl1CFgi5J2IDMwjXJJ2rge3ArUXXdewS/g+9+iXlsT+riuiooA5/8A4SO/T/XeEtbjHqDbSD/x2Yn9Kd/wltjGubqy1e24yfM02cgfVlUqPzreooAxbXxf4cvJRDDrlgZv+eLTqsn/AHwSD+lQz67daPdv/bNug052Ji1C3BKICeBKvVf97lfpWrqVjHqFjLA8NrI7Iwj+1QCaNWI4LLkbhnqMjPqK4h/h3qIDfYtT0fTSwx/xLtNubZfxRLsKfoQRQB0niXVJoNJgh0yVPtupSrbWkowwUsCzSe+1FZ/faB3qfTNNttI06GxtFKwxDALHLMTyWY92JySe5Jrg/DvhW/8ADPjixsr7xCuqQtaXV1DAtqIFtnDRJkKHb7wkb0+6evNej14WZ1G6ih0RrBaXCiua1HxRPZ30scGmrcWsF9bWE8xuNjJLM0WDt2nKhZkOc5JOMYyRI41a08S2Q/tRrqC6ll820MCKkEARirqQN24N5anLEHeSAMcef7N2uyrm7cW8N3bS29xEksMqlJI3GVZTwQR6Vm+F5pbV7zw/cyvLJp2xoJJGy0ls+fLJPcgq6E99me9a1Yp/d/EKw2/8t9KufM/4BLBt/wDRj125bUca3J0ZM1odNRRRX0BkFc/4y/5Adt/2FdN/9LYa6Cuf8Zf8gO2/7Cum/wDpbDQB0FZmuaxbaPYh543nkmbyYLWMBnuJD0RQfxyTwACTgCl1rWrfRLRZZVeaeV/LtraIZknkPRVH6kngAEkgCqei6LcLdtrOssk2ryrtVUOY7SM8+VHn/wAebqxHYAAAHn+j6dNoOpx214kMTxeIo7loYWJjhjnsmijRSeSqudo6D5eAOlepVyvjnTY0Y6jK7xWdxCtpezIMm32vvguPpHITn0D5PCmtDQNbOopJZXqLBq9qALmAdD6SJ6xt1B/A8g14GYUmqjkawehwBu7q+tZrSDU7u41S48MX739mbhnWG9xAMBScIwLMAoxgYwBuyew8OXun6p4l1W90iaCfTjZWcQkgxs81TMWXjuEaIEduB2roXsreTUIb5o83MMUkMb5PCOULDHTkxp+XuasVyzqqSsl/VyrHP+OSD4F1uLjfPaPbx/78g2L/AOPMK4+TxnqvhzxXrq2XhVL23vtRAS9a9EILJBFGU+42SChOOuWOBWvruuJqd5F9kQ3FjY3ICKv/AC/3oP7uFD3VGG926AqP7rY67S9BhtfDkelXyx3e9Wa6Lp8s0rsXkbB9WYn2r08tpNXk/wCtv8iJs5YfELUEYLeafounOeNupalc2vPpmS0UH8DXc2t9aX0fmWd1BcR/3oZA4/MVlWGkX+k3iwW12LnR3yDBdEtJBxwEfncvbDdPXtT7rwj4dvZPNn0PT2m/56i3VXH0YDI/OvWMzZornx4M0qM5tptUtcdBBqlwqj/gO/b+lPHhuaMEQ+Itaj+s0cn/AKGjUAbtFYDeH9SPI8Y62o9orL+tvWVoQfxHFeS2HjPX5oLa4+zmQwWarIdiPuQi3BKkOMHoeoyCCQDtKKwR4YZsefr+tzD/AK+Vjz/37VaG8HaPJ/x8LfXXfFzqNxKv5M5H6UAad7qunaau6/v7W1XGczzKg/U1ljxjpE3Fg11qLdvsNrJMp/4GBsH4sKtWXhjQdNbfZaLp9u/XfHbIrE+pOMmtWgDn/wC0/Ed5/wAeWgR2aH/lpqV0oYD1CRb8/QstZtlDqNh43kOrXcFxNqOnKEeCAxIvkSMSgBZif9fnJPPPpXZVjeI9LuNQsop7Aoup2UouLQucKzAEFGI/hZSyn0yD2FYYml7Wk4IadmXa4KSzurHxP4etriwJVdbvZ0vy6EOJobqQIADu4BAOQB8i4z263SNXt9YtDNCHjljby57eQYkgkHVHHYj8iMEZBBrQr5pN024tG25kaNYz2mp6/LNHsjur9JoDkHcgtoEzx0+ZGGD6emK16Kyta1g6dHHb2sQudUusraWoP327s391F6s3YepIBIxlUkoxWobHGa/aeL7zxRq2qeFdVa1htkt7K5jjtopXl2Bpfl8wYJHn4xkde+MVPpcvi2+thOmualqEana5sJ7FZUPcNFNapsb2LGu80PSxo+kxWhlM02WknmIwZZWJZ29ssTgdhgdqbdaFaXGpxalGZLa9QjdNA20yqP4HHRh9Rx2xX1FKHs4KHYxbuzPtfFEdtBHDqGn69FIiBWln09pC5AwWYwKyAnqcYHpipv8AhNPDI/1uuWNuc4xcyiE/k+DW7QQCMEZFaCM2LxDok+PJ1jT5M9Nlyh/kasjULJgCLy3IPQiVf8ajm0bS7kkz6bZyk93gVv5iqT+D/DEhy/hzSGPq1jGf/ZaANFtRsUGWvbdR6mVR/WqNz4q8O2YJute0uDH/AD0vI1/ma4rR9IsItXsbtrKwe2v9TvtPFmNOt0jgETTbGUrGHziDB3MclyeMAV6Jb2Fna/8AHvaQQ/8AXOML/IUAY/8Awm3h9/8Aj3vXu/QWVtLcZ+nlq1PbxHcSg/YfD2r3Pozxpbj8fNZW/Qmt2igDnjL4uvOI7bSdMQ/xTSPdOPqiiMA/8CNJ/wAIxc3fOreINTuwesMEgtI//IQD4+rmuiooA4zV9E0zwxLp2tadYQWsVtcbL14kAZoZBsLO3U7W8tiSTgA109WJ4Irq3lt541khlQo6MMhlIwQR6Yrkop7jwfiy1LzZ9FQYttRwXNug6Rz9wB0EnQj72DyfKzHCyn+8gr9y4StoLrnhZtQuEubO8mhY31pdzW+4CGVopYyWb5S27y49oGQpIXI4yLdpoMtprU+ojW9RlWdyz2sogMeMEKoPl7wq5yBu69c5OdWCeG5hSaCVJYnGVeNgysPUEdaezBVLMQFAySegFePzytymlhaxtJH9o+LdR1Fcm3sohp8TdmkzvlI9QP3a/VWHaq82r3GuubHw2+5CSs+qgboYB0IQ9JJPQDKg/ePG09FpmnW2kabBYWiFYIV2rk5J7kknqSSST3JJr1suwsov2s1bsROXQt0UUV65mFc544M6+GRJbWk13NFf2MqwQjLvsu4mIGeOgPJ4HeujooAwdF0W4W8bWdadJtXlTYqocx2kZOfKj/Tc3ViOwAA3qKKAGuiSxtHIqujAqysMgg9QRXDan4LntRH/AGbH9stICTbQeeYLmyz1EE393/pm/HbOMCu7oqJ041FaSBOx5sNV1+z/AHbXuqRnptv/AA1LduP+B2rBD9aRrfXNeUwzJqt/EwwY5IP7LtD/AL+czsP9kZB716VRXMsDSTv/AJf5FczOf0PwymnTpe3kkdxepH5UIiiEcNrH/chT+EcDJOScDnAAHQUUV1xioqyJCiiimAUUUUAFZGjWVxaan4gmnj2x3eoLNAdwO5BbQITx0+ZHGD6e4rXooAKKKKACiiigAooooAxtU8OW2oXf2+3mmsNTChBeWxAZlHIV1IKuvswOMnGOtUvJ8XWvyqmi6iB0dpZbQke4CyjNdNRWNXD0qus43Gm0c0LXxXeHbLLpWmIfvNAXun/4CWWNQfcq30rR0nQLPSHlnjMtxezACe8uG3yy46AnoAOyqAo7CtSinToU6XwKwNt7hRRRWogooooAKKKKAMK08K2lprH9oLd3jxpNLcQ2buphhllz5jqAu7J3P1Ygb2wBmt2iigAooooAKKKKACiiigDCn8G6BNM8yWJtZXOXksZ5LVmPqTEykmmL4K0DcrT2k17tOQL+7mulB+krsK6Cilyq97ANRFjRURQqqMBVGABTqKKYBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH//Z)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/DFA.jpg)

In the above diagram, double circled state is final state.

1. When we are at state 0 and read 0, we remain at state 0.  
 2. When we are at state 0 and read 1, we move to state 1, why? The number so formed(1) in decimal gives remainder 1.  
 3. When we are at state 1 and read 0, we move to state 2, why? The number so formed(10) in decimal gives remainder 2.  
 4. When we are at state 1 and read 1, we move to state 0, why? The number so formed(11) in decimal gives remainder 0.  
 5. When we are at state 2 and read 0, we move to state 1, why? The number so formed(100) in decimal gives remainder 1.  
 6. When we are at state 2 and read 1, we remain at state 2, why? The number so formed(101) in decimal gves remainder 2.

The transition table looks like following:

state 0 1  
\_\_\_\_\_\_\_\_\_\_\_\_\_  
 0 0 1  
 1 2 0  
 2 1 2

Let us check whether 6 is divisible by 3?  
 Binary representation of 6 is 110  
 state = 0  
 1. state=0, we read 1, new state=1  
 2. state=1, we read 1, new state=0  
 3. state=0, we read 0, new state=0  
 Since the final state is 0, the number is divisible by 3.

Let us take another example number as 4  
 state=0  
 1. state=0, we read 1, new state=1  
 2. state=1, we read 0, new state=2  
 3. state=2, we read 0, new state=1  
 Since, the final state is not 0, the number is not divisible by 3. The remainder is 1.

*Note that the final state gives the remainder.*

We can extend the above solution for any value of k. For a value k, the states would be 0, 1, …. , k-1. How to calculate the transition if the decimal equivalent of the binary bits seen so far, crosses the range k? If we are at state p, we have read p (in decimal). Now we read 0, new read number becomes 2\*p. If we read 1, new read number becomes 2\*p+1. The new state can be obtained by subtracting k from these values (2p or 2p+1) where 0 #include <stdio.h> #include <stdlib.h> // Function to build DFA for divisor k void preprocess(int k, int Table[][2]) { int trans0, trans1; // The following loop calculates the two transitions for each state, // starting from state 0 for (int state=0; state<k; ++state) { // Calculate next state for bit 0 trans0 = state<<1; Table[state][0] = (trans0 < k)? trans0: trans0-k; // Calculate next state for bit 1 trans1 = (state<<1) + 1; Table[state][1] = (trans1 < k)? trans1: trans1-k; } } // A recursive utility function that takes a ‘num’ and DFA (transition // table) as input and process ‘num’ bit by bit over DFA void isDivisibleUtil(int num, int\* state, int Table[][2]) { // process "num" bit by bit from MSB to LSB if (num != 0) { isDivisibleUtil(num>>1, state, Table); \*state = Table[\*state][num&1]; } } // The main function that divides ‘num’ by k and returns the remainder int isDivisible (int num, int k) { // Allocate memory for transition table. The table will have k\*2 entries int (\*Table)[2] = (int (\*)[2])malloc(k\*sizeof(\*Table)); // Fill the transition table preprocess(k, Table); // Process ‘num’ over DFA and get the remainder int state = 0; isDivisibleUtil(num, &state, Table); // Note that the final value of state is the remainder return state; } // Driver program to test above functions int main() { int num = 47; // Number to be divided int k = 5; // Divisor int remainder = isDivisible (num, k); if (remainder == 0) printf("Divisible\n"); else printf("Not Divisible: Remainder is %d\n", remainder); return 0; }

Output:

Not Divisible: Remainder is 2

DFA based division can be useful if we have a binary stream as input and we want to check for divisibility of the decimal value of stream at any time.

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dfa-based-division/>

# Check divisibility by 7

Given a number, check if it is divisible by 7. You are not allowed to use modulo operator, floating point arithmetic is also not allowed.

A simple method is repeated subtraction. Following is another interesting method.

Divisibility by 7 can be checked by a recursive method. A number of the form 10a + b is divisible by 7 if and only if a – 2b is divisible by 7. In other words, subtract twice the last digit from the number formed by the remaining digits. Continue to do this until a small number.

**Example:** the number 371: 37 – (2×1) = 37 – 2 = 35; 3 – (2 × 5) = 3 – 10 = -7; thus, since -7 is divisible by 7, 371 is divisible by 7.

Following is C implementation of the above method

// A Program to check whether a number is divisible by 7  
#include <stdio.h>  
  
int isDivisibleBy7( int num )  
{  
 // If number is negative, make it positive  
 if( num < 0 )  
 return isDivisibleBy7( -num );  
  
 // Base cases  
 if( num == 0 || num == 7 )  
 return 1;  
 if( num < 10 )  
 return 0;  
  
 // Recur for ( num / 10 - 2 \* num % 10 )   
 return isDivisibleBy7( num / 10 - 2 \* ( num - num / 10 \* 10 ) );  
}  
  
// Driver program to test above function  
int main()  
{  
 int num = 616;  
 if( isDivisibleBy7(num ) )  
 printf( "Divisible" );  
 else  
 printf( "Not Divisible" );  
 return 0;  
}

Output:

Divisible

**How does this work?** Let ‘b’ be the last digit of a number ‘n’ and let ‘a’ be the number we get when we split off ‘b’.  
 The representation of the number may also be multiplied by any number relatively prime to the divisor without changing its divisibility. After observing that 7 divides 21, we can perform the following:

10.a + b

after multiplying by 2, this becomes

20.a + 2.b

and then

21.a - a + 2.b

Eliminating the multiple of 21 gives

-a + 2b

and multiplying by -1 gives

a - 2b

There are other interesting methods to check divisibility by 7 and other numbers. See following Wiki page for details.

**References:**  
 <http://en.wikipedia.org/wiki/Divisibility_rule>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/divisibility-by-7/>

# Efficient way to multiply with 7

We can multiply a number by 7 using bitwise operator. First left shift the number by 3 bits (you will get 8n) then subtract the original numberfrom the shifted number and return the difference (8n – n).  
   
   
 **Program:**

# include<stdio.h>  
  
int multiplyBySeven(unsigned int n)  
{   
 /\* Note the inner bracket here. This is needed   
 because precedence of '-' operator is higher   
 than '<<' \*/  
 return ((n<<3) - n);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 unsigned int n = 4;  
 printf("%u", multiplyBySeven(n));  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(1)  
 **Space Complexity:** O(1)

Note: Works only for positive integers.  
 Same concept can be used for fast multiplication by 9 or other numbers.

### Source

<http://www.geeksforgeeks.org/efficient-way-to-multiply-with-7/>

Category: [Bit Magic](http://www.geeksforgeeks.org/category/bit-magic/) Tags: [Bit Magic](http://www.geeksforgeeks.org/tag/bit-magic/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Euler's Totient Function

Euler’s Totient function Φ(n) for an input n is count of numbers in {1, 2, 3, …, n} that are relatively prime to n, i.e., the numbers whose GCD (Greatest Common Divisor) with n is 1.

Examples:

Φ(1) = 1   
gcd(1, 1) is 1  
  
Φ(2) = 1  
gcd(1, 2) is 1, but gcd(2, 2) is 2.  
  
Φ(3) = 2  
gcd(1, 3) is 1 and gcd(2, 3) is 1  
  
Φ(4) = 2  
gcd(1, 4) is 1 and gcd(3, 4) is 1  
  
Φ(5) = 4  
gcd(1, 5) is 1, gcd(2, 5) is 1,   
gcd(3, 5) is 1 and gcd(4, 5) is 1  
  
Φ(6) = 2  
gcd(1, 6) is 1 and gcd(5, 6) is 1,

**How to compute Φ(n) for an input n?**

A **simple solution** is to iterate through all numbers from 1 to n-1 and count numbers with gcd with n as 1. Below is C implementation of the simple method to compute Euler’s Totient function for an input integer n.

// A simple C program to calculate Euler's Totient Function  
#include <stdio.h>  
  
// Function to return gcd of a and b  
int gcd(int a, int b)  
{  
 if (a == 0)  
 return b;  
 return gcd(b%a, a);  
}  
  
// A simple method to evaluate Euler Totient Function  
int phi(unsigned int n)  
{  
 unsigned int result = 1;  
 for (int i=2; i<n; i++)  
 if (gcd(i, n) == 1)  
 result++;  
 return result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n;  
 for (n=1; n<=10; n++)  
 printf("phi(%d) = %d\n", n, phi(n));  
 return 0;  
}

Output:

phi(1) = 1  
phi(2) = 1  
phi(3) = 2  
phi(4) = 2  
phi(5) = 4  
phi(6) = 2  
phi(7) = 6  
phi(8) = 4   
phi(9) = 6  
phi(10) = 4

The above code calls gcd function O(n) times. Time complexity of the gcd function is O(h) where h is number of digits in smaller number of given two numbers. Therefore, an upper bound on time complexity of above solution is O(nLogn) [How? there can be at most Log10n digits in all numbers from 1 to n]

Below is a **Better Solution**. The idea is based on Euler’s product formula which states that value of totient functions is below product over all prime factors p of n.  
 [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALsAAAA2BAMAAABtkPVfAAAAMFBMVEX///8wMDBQUFCenp4WFhaKiorMzMxiYmIiIiK2trYMDAwEBARAQEDm5uZ0dHQAAAB23GKkAAAAAXRSTlMAQObYZgAABF5JREFUWAm1V02IHEUUft2T6fntmVFBFBUHWYmHqONFD4IZJGI8pXGCmksyAckt7mwOySFCBiEBk0sfPOVgRjCiICEeAoqKA4I/eHByUjbgjkdNzO5GkhA1ju9VVfd01bya7d7gg6167/ve+7r2VXd1D8CmLdeylJYCC5EJft2a/baVyUB8YM1dHlmp1ITT41L9IaL5Nkdlw06z6af7BL/AcpnAs1z2xYU+wc/ScEdWG7DlTp/gIts4tsAClscsIeVzayyZAdw+YpOlPFxgyQzgfXyukv+OZ9Oj1/lUJX+G/9/4GgbN3WZAhJR8/Q73tjqYK19s8HRatGypV6t3z6cVUnn+ZPL352iTyS1C6mOFG5OSz90wcDisgN9MQsXeLqE7+UzEZ0I+zWkL3P/XoPOBApyRwUThqpQfinhVZIkDLOJpdh9ef1zE15Io+vuj2GtEnjHvk/JNAf8oRnmAGXkifM8A74/je2JPdzT5U8RdXOjTxNkOA2zH8VOxpzuavCxXG6nniegBHasN47gee7qjyX8iOLu8bB4m/QHww0dQDABebez9FXdsS0uTzS/lrz5EiCa/LnLs8k+iEJk/huLh3bAlBBh/ETpNfK7HCFd3kO1Er1b5Hu7GWZf/h5DoCBC+PkTyNYAOuFAZQe7gdSg28ebCv4Q9vRLAWxRrq99I/lhXShRw1VAAaji+BCoBQGEomWjcDvL4Tsr78r6WzfEOkFE36hO0NSpc7dKIYlDq4urryLp9WMTJlH8MPHE8WuX330XWk3pqXA2l4wK2Zw9UurinPVhAsEqJ097Di+C2Edlcc5zQhXwTyni1egjnsFdOQGJTuwXlMV0xuXpI23v/40Pv4s7R7YJNvvELiCtNxWlH6geR1eXVjdlOJGquuHOWx9jxrz7FldNjdQVgKy6zrOUR4x4hSFu9eKziA0yvoEjIX2qjN8A/8MVIHrwsxtlBk/9wltcQ+dSOAbyBwL+O2ROxpzua/Emdm4kkj7tYaAju5yijNIw8Y9bk4zPFSIrC98nxWvGNksOuC3PUPDNp8sdmaB0Qe5NPYK8oH4843rS31b4unxShNyMn7eztWh/hfabetYsBW/dcY++jRJT+ZGk7iF8Kk7/AwVG8EytNNrW3s1vpIlOzfGWxRQyovggMxgsv4COOoDMwmIxhYY0twMNPfP+VmyydGvREi2bS8UfFYgvRFRoy22ha8fzUTXjOEI5SeDmBpXc701ReoBLAOcrhLz6t5r2EfJ399xd74hDwZj4xeT0DTchXGwYnwt+fuUozvvc2Ywl5n13gg1L1UphZ/afjV8KOv/TGIVW5xCmIxgNs47j5WHC21O7kyz36piCj16dpquf+lyaRIj6fG3RgBaIf+6X2bM3udXFN+uTLarm+O+zAa/BIVIjvTou9acHnwW5zedSBb+GlnsqqtizpXt9CzIOLT3yDn4v3wlab6rzijbkKpiRuzI0LsmW887/K+yexKXuyrQjgP1lnFlJIEQbXAAAAAElFTkSuQmCC)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/eulersproduct.png)

We can find all prime factors using the idea used in [this](http://www.geeksforgeeks.org/print-all-prime-factors-of-a-given-number/)post.

Below is C implementation of Euler’s product formula.

// C program to calculate Euler's Totient Function  
// using Euler's product formula  
#include <stdio.h>  
  
int phi(int n)  
{  
 float result = n; // Initialize result as n  
  
 // Consider all prime factors of n and for every prime  
 // factor p, multiply result with (1 - 1/p)  
 for (int p=2; p\*p<=n; ++p)  
 {  
 // Check if i is a prime factor.  
 if (n % p == 0)  
 {  
 // If yes, then update n and result  
 while (n % p == 0)  
 n /= p;  
 result \*= (1 - (1 / (float) p));  
 }  
 }  
  
 // If n has a prime factor greater than sqrt(n)  
 // (There can be at-most one such prime factor)  
 if (n > 1)  
 result \*= (1 - (1 / (float) n));  
  
 return (int)result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n;  
 for (n=1; n<=10; n++)  
 printf("phi(%d) = %d\n", n, phi(n));  
 return 0;  
}

Output:

phi(1) = 1  
phi(2) = 1  
phi(3) = 2  
phi(4) = 2  
phi(5) = 4  
phi(6) = 2  
phi(7) = 6  
phi(8) = 4  
phi(9) = 6  
phi(10) = 4

We can avoid floating point calculations in above method. The idea is to count all prime factors and their multiples and subtract this count from n to get the totient function value (Prime factors and multiples of prime factors won’t have gcd as 1)

1) Initialize result as n  
2) Consider every number 'p' (where 'p' varies from 2 to √n).   
 If p divides n, then do following  
 a) Subtract all multiples of p from 1 to n [all multiples of p  
 will have gcd more than 1 (at least p) with n]  
 b) Update n by repeatedly dividing it by p.  
3) If the reduced n is more than 1, then remove all multiples  
 of n from result.

Below is C implementation of above algorithm.

// C program to calculate Euler's Totient Function  
#include <stdio.h>  
  
int phi(int n)  
{   
 int result = n; // Initialize result as n  
  
 // Consider all prime factors of n and subtract their  
 // multiples from result  
 for (int p=2; p\*p<=n; ++p)  
 {  
 // Check if i is a prime factor.  
 if (n % p == 0)  
 {  
 // If yes, then update n and result   
 while (n % p == 0)  
 n /= p;  
 result -= result / p;  
 }  
 }  
  
 // If n has a prime factor greater than sqrt(n)  
 // (There can be at-most one such prime factor)  
 if (n > 1)  
 result -= result / n;  
 return result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n;  
 for (n=1; n<=10; n++)  
 printf("phi(%d) = %d\n", n, phi(n));  
 return 0;  
}

Output:

phi(1) = 1  
phi(2) = 1  
phi(3) = 2  
phi(4) = 2  
phi(5) = 4  
phi(6) = 2  
phi(7) = 6  
phi(8) = 4  
phi(9) = 6  
phi(10) = 4

Let us take an example to understand the above algorithm.

n = 10.   
Initialize: result = 10  
  
2 is a prime factor, so n = n/i = 5, result = 5  
3 is not a prime factor.  
  
The for loop stops after 3 as 4\*4 is not less than or equal  
to 10.  
  
After for loop, result = 5, n = 5  
Since n > 1, result = result - n/result = 4

**Some Interesting Properties of Euler’s Totient Function**  
 **1)** For a prime number p, Φ(p) is p-1. For example Φ(5) is 4, Φ(7) is 6 and Φ(13) is 12. This is obvious, gcd of all numbers from 1 to p-1 will be 1 because p is a prime.

**2)** For two numbers a and b, if gcd(a, b) is 1, then Φ(ab) = Φ(a) \* Φ(b). For example Φ(5) is 4 and Φ(6) is 2, so Φ(30) must be 8 as 5 and 6 are relatively prime.

**3)** For any two prime numbers p and q, Φ(pq) = (p-1)\*(q-1). This property is used in RSA algorithm.

**4)** If p is a prime number, then Φ(pk) = pk – pk-1. This can be proved using Euler’s product formula.

**5)** Sum of values of totient functions of all divisors of n is equal to n.  
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 For example, n = 6, the divisors of n are 1, 2, 3 and 6. According to Gauss, sum of Φ(1) + Φ(2) + Φ(3) + Φ(6) should be 6. We can verify the same by putting values, we get (1 + 1 + 2 + 2) = 6.

**6)** The most famous and important feature is expressed in [***Euler’s theorem***](http://en.wikipedia.org/wiki/Euler%27s_theorem) :

The theorem states that if n and a are coprime  
(or relatively prime) positive integers, then  
  
aΦ(n) ≡ 1 (mod n)

The [RSA cryptosystem](http://en.wikipedia.org/wiki/RSA_%28algorithm%29) is based on this theorem:

In the particular case when m is prime say p, Euler’s theorem turns into the so-called [***Fermat’s little theorem***](http://en.wikipedia.org/wiki/Fermat%27s_little_theorem) :

ap-1 ≡ 1 (mod p)

**References:**  
 <http://e-maxx.ru/algo/euler_function>

<http://en.wikipedia.org/wiki/Euler%27s_totient_function>

This article is contributed by **Ankur**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/eulers-totient-function/>

# Expected Number of Trials until Success

Consider the following famous puzzle.

*In a country, all families want a boy. They keep having babies till a boy is born. What is the expected ratio of boys and girls in the country?*

This puzzle can be easily solved if we know following interesting result in probability and expectation.

**If probability of success is p in every trial, then expected number of trials until success is 1/p**

**Proof:** Let R be a random variable that indicates number of trials until success.

The expected value of R is sum of following infinite series  
E[R] = 1\*p + 2\*(1-p)\*p + 3\*(1-p)2\*p + 4\*(1-p)3\*p + ........   
  
Taking 'p' out  
E[R] = p[1 + 2\*(1-p) + 3\*(1-p)2 + 4\*(1-p)3 + .......] ---->(1)  
  
Multiplying both sides with '(1-p)' and subtracting   
(1-p)\*E[R] = p[1\*(1-p) + 2\*(1-p)2 + 3\*(1-p)3 + .......] --->(2)  
  
Subtracting (2) from (1), we get  
  
p\*E[R] = p[1 + (1-p) + (1-p)2 + (1-p)3 + ........]   
  
Canceling p from both sides  
E[R] = [1 + (1-p) + (1-p)2 + (1-p)3 + ........]   
  
Above is an infinite geometric progression with ratio (1-p).   
Since (1-p) is less than, we can apply sum formula.  
 E[R] = 1/[1 - (1-p)]  
 = 1/p

***Solution of Boys/Girls ratio puzzle:***  
 Let us use the above result to solve the puzzle. In the given puzzle, probability of success in every trial is 1/2 (assuming that girls and boys are equally likely).

Let p be probability of having a baby boy.  
Number of kids until a baby boy is born = 1/p   
 = 1/(1/2)  
 = 2   
Since expected number of kids in a family is 2,  
ratio of boys and girls is 50:50.

Let us discuss another problem that uses above result.

**Coupon Collector Problem:**  
 *Suppose there are n types of coupons in a lottery and each lot contains one coupon (with probability 1 = n each). How many lots have to be bought (in expectation) until we have at least one coupon of each type.*

The solution of this problem is also based on above result.

Let Xi be the number of lots bought before i’th new coupon is collected.

Note that X1 is 1 as the first coupon is always a new coupon (not collected before).

Let ‘p’ be probability that 2nd coupon is collected in next buy. The value of p is (n-1)/n. So the number of trials needed before 2nd new coupon is picked is 1/p which means n/(n-1). [This is where we use above result]

Similarly, the number of trials needed before 3rd new coupon is collected is n/(n-2)

Using Linearity of expectation,   
we can say that the total number of expected trials =   
 1 + n/(n-1) + n/(n-2) + n/(n-3) + .... + n/2 + n/1  
 = n[1/n + 1/(n-1) + 1/(n-2) + 1/(n-3) + ....+ 1/2 + 1/1]  
 = n \* Hn  
Here Hn is n-th Harmonic number  
  
Since Logn n   
Exercise:  
  
1) A 6 faced fair dice is thrown until a '5' is seen as result of dice throw. What is the expected number of throws?  
2) What is the ratio of boys and girls in above puzzle if probability of a baby boy is 1/3?  
Reference:  
  
http://www.cse.iitd.ac.in/~mohanty/col106/Resources/linearity\_expectation.pdf  
http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-042j-mathematics-for-computer-science-fall-2010/video-lectures/lecture-22-expectation-i/  
Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/expected-number-of-trials-before-success/>

# Factorial of a large number

**How to compute factorial of 100 using a C/C++ program?**  
 Factorial of 100 has 158 digits. It is not possible to store these many digits even if we use long long int. Following is a simple solution where we use an array to store individual digits of the result. The idea is to use basic mathematics for multiplication.

The following is detailed algorithm for finding factorial.

***factorial(n)***  
 1) Create an array ‘res[]’ of MAX size where MAX is number of maximum digits in output.  
 2) Initialize value stored in ‘res[]’ as 1 and initialize ‘res\_size’ (size of ‘res[]’) as 1.  
 3) Do following for all numbers from x = 2 to n.  
 ……a) Multiply x with res[] and update res[] and res\_size to store the multiplication result.

***How to multiply a number ‘x’ with the number stored in res[]?***  
 The idea is to use simple school mathematics. We one by one multiply x with every digit of res[]. The important point to note here is digits are multiplied from rightmost digit to leftmost digit. If we store digits in same order in res[], then it becomes difficult to update res[] without extra space. That is why res[] is maintained in reverse way, i.e., digits from right to left are stored.

***multiply(res[], x)***  
 1) Initialize carry as 0.  
 2) Do following for i = 0 to res\_size – 1  
 ….a) Find value of res[i] \* x + carry. Let this value be prod.  
 ….b) Update res[i] by storing last digit of prod in it.  
 ….c) Update carry by storing remaining digits in carry.  
 3) Put all digits of carry in res[] and increase res\_size by number of digits in carry.

Example to show working of multiply(res[], x)  
A number 5189 is stored in res[] as following.  
res[] = {9, 8, 1, 5}  
x = 10  
  
Initialize carry = 0;  
  
i = 0, prod = res[0]\*x + carry = 9\*10 + 0 = 90.  
res[0] = 0, carry = 9  
  
i = 1, prod = res[1]\*x + carry = 8\*10 + 9 = 89  
res[1] = 9, carry = 8  
  
i = 2, prod = res[2]\*x + carry = 1\*10 + 8 = 18  
res[2] = 8, carry = 1  
  
i = 3, prod = res[3]\*x + carry = 5\*10 + 1 = 51  
res[3] = 1, carry = 5  
  
res[4] = carry = 5  
  
res[] = {0, 9, 8, 1, 5}

Below is C++ implementation of above algorithm.

// C++ program to compute factorial of big numbers  
#include<iostream>  
using namespace std;  
  
// Maximum number of digits in output  
#define MAX 500  
  
int multiply(int x, int res[], int res\_size)  
  
// This function finds factorial of large numbers and prints them  
void factorial(int n)  
{  
 int res[MAX];  
  
 // Initialize result  
 res[0] = 1;  
 int res\_size = 1;  
  
 // Apply simple factorial formula n! = 1 \* 2 \* 3 \* 4...\*n  
 for (int x=2; x<=n; x++)  
 res\_size = multiply(x, res, res\_size);  
  
 cout << "Factorial of given number is \n";  
 for (int i=res\_size-1; i>=0; i--)  
 cout << res[i];  
}  
  
// This function multiplies x with the number represented by res[].  
// res\_size is size of res[] or number of digits in the number represented  
// by res[]. This function uses simple school mathematics for multiplication.  
// This function may value of res\_size and returns the new value of res\_size  
int multiply(int x, int res[], int res\_size)  
{  
 int carry = 0; // Initialize carry  
  
 // One by one multiply n with individual digits of res[]  
 for (int i=0; i<res\_size; i++)  
 {  
 int prod = res[i] \* x + carry;  
 res[i] = prod % 10; // Store last digit of 'prod' in res[]  
 carry = prod/10; // Put rest in carry  
 }  
  
 // Put carry in res and increase result size  
 while (carry)  
 {  
 res[res\_size] = carry%10;  
 carry = carry/10;  
 res\_size++;  
 }  
 return res\_size;  
}  
  
// Driver program  
int main()  
{  
 factorial(100);  
 return 0;  
}

Output:

Factorial of given number is  
9332621544394415268169923885626670049071596826438162146859296389  
5217599993229915608941463976156518286253697920827223758251185210  
916864000000000000000000000000

The above approach can be optimized in many ways. We will soon be discussing optimized solution for same.

This article is contributed by **Harshit Agrawal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/factorial-large-number/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Russian Peasant Multiplication

Given two integers, write a function to multiply them without using multiplication operator.

There are many other ways to multiply two numbers (For example, see [this](http://www.geeksforgeeks.org/multiply-two-numbers-without-using-multiply-division-bitwise-operators-and-no-loops/)). One interesting method is the [Russian peasant algorithm](http://en.wikipedia.org/wiki/Ancient_Egyptian_multiplication#Russian_peasant_multiplication). The idea is to double the first number and halve the second number repeatedly till the second number doesn’t become 1. In the process, whenever the second number become odd, we add the first number to result (result is initialized as 0)  
 The following is simple algorithm.

Let the two given numbers be 'a' and 'b'  
1) Initialize result 'res' as 0.  
2) Do following while 'b' is greater than 0  
 a) If 'b' is odd, add 'a' to 'res'  
 b) Double 'a' and halve 'b'  
3) Return 'res'.

#include <iostream>  
using namespace std;  
  
// A method to multiply two numbers using Russian Peasant method  
unsigned int russianPeasant(unsigned int a, unsigned int b)  
{  
 int res = 0; // initialize result  
  
 // While second number doesn't become 1  
 while (b > 0)  
 {  
 // If second number becomes odd, add the first number to result  
 if (b & 1)  
 res = res + a;  
  
 // Double the first number and halve the second number  
 a = a << 1;  
 b = b >> 1;  
 }  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << russianPeasant(18, 1) << endl;  
 cout << russianPeasant(20, 12) << endl;  
 return 0;  
}

Output:

18  
240

**How does this work?**  
 The value of a\*b is same as (a\*2)\*(b/2) if b is even, otherwise the value is same as ((a\*2)\*(b/2) + a). In the while loop, we keep multiplying ‘a’ with 2 and keep dividing ‘b’ by 2. If ‘b’ becomes odd in loop, we add ‘a’ to ‘res’. When value of ‘b’ becomes 1, the value of ‘res’ + ‘a’, gives us the result.  
 Note that when ‘b’ is a power of 2, the ‘res’ would remain 0 and ‘a’ would have the multiplication. See the reference for more information.

**Reference:**  
 <http://mathforum.org/dr.math/faq/faq.peasant.html>

This article is compiled by **Shalki Agarwal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/fast-multiplication-method-without-using-multiplication-operator-russian-peasants-algorithm/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find day of the week for a given date

Write a function that calculates the day of the week for any particular date in the past or future. A typical application is to calculate the day of the week on which someone was born or some other special event occurred.

Following is a simple C function suggested by [Sakamoto, Lachman, Keith and Craver](http://en.wikipedia.org/wiki/Determination_of_the_day_of_the_week#Implementation-dependent_methods_of_Sakamoto.2C_Lachman.2C_Keith_and_Craver) to calculate day. The following function returns 0 for Sunday, 1 for Monday, etc.

/\* A program to find day of a given date \*/  
#include<stdio.h>  
  
int dayofweek(int d, int m, int y)  
{  
 static int t[] = { 0, 3, 2, 5, 0, 3, 5, 1, 4, 6, 2, 4 };  
 y -= m < 3;  
 return ( y + y/4 - y/100 + y/400 + t[m-1] + d) % 7;  
}  
  
/\* Driver function to test above function \*/  
int main()  
{  
 int day = dayofweek(30, 8, 2010);  
 printf ("%d", day);  
  
 return 0;  
}

Output: 1 (Monday)

See [this](http://stackoverflow.com/questions/6385190/correctness-of-sakamotos-algorithm-to-find-the-day-of-week/6385934#6385934)for explanation of the above function.

References:  
 <http://en.wikipedia.org/wiki/Determination_of_the_day_of_the_week>

This article is compiled by **Dheeraj Jain** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-day-of-the-week-for-a-given-date/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find length of period in decimal value of 1/n

Given a positive integer n, find the period in decimal value of 1/n. Period in decimal value is number of digits (somewhere after decimal point) that keep repeating.

Examples:

Input: n = 3  
Output: 1  
The value of 1/3 is 0.333333...  
  
Input: n = 7  
Output: 6  
The value of 1/7 is 0.142857142857142857.....  
  
Input: n = 210  
Output: 6  
The value of 1/210 is 0.0047619047619048.....

Let us first discuss a simpler problem of finding individual digits in value of 1/n.

**How to find individual digits in value of 1/n?**  
 Let us take an example to understand the process. For example for n = 7. The first digit can be obtained by doing 10/7. Second digit can be obtained by 30/7 (3 is remainder in previous division). Third digit can be obtained by 20/7 (2 is remainder of previous division). So the idea is to get the first digit, then keep taking value of (remainder \* 10)/n as next digit and keep updating remainder as (remainder \* 10) % 10. The complete program is discussed [here](http://geeksquiz.com/print-first-k-digits-1n-n-positive-integer/).

**How to find the period?**  
 The period of 1/n is equal to the period in sequence of remainders used in the above process. This can be easily proved from the fact that digits are directly derived from remainders.  
 One interesting fact about sequence of remainders is, all terns in period of this remainder sequence are distinct. The reason for this is simple, if a remainder repeats, then it’s beginning of new period.

The following is C++ implementation of above idea.

// C++ program to find length of period of 1/n  
#include <iostream>  
#include <map>  
using namespace std;  
  
// Function to find length of period in 1/n  
int getPeriod(int n)  
{  
 // Create a map to store mapping from remainder  
 // its position  
 map<int, int> mymap;  
 map<int, int>::iterator it;  
  
 // Initialize remainder and position of remainder  
 int rem = 1, i = 1;  
  
 // Keep finding remainders till a repeating remainder  
 // is found  
 while (true)  
 {  
 // Find next remainder  
 rem = (10\*rem) % n;  
  
 // If remainder exists in mymap, then the difference  
 // between current and previous position is length of  
 // period  
 it = mymap.find(rem);  
 if (it != mymap.end())  
 return (i - it->second);  
  
 // If doesn't exist, then add 'i' to mymap  
 mymap[rem] = i;  
 i++;  
 }  
  
 // This code should never be reached  
 return INT\_MAX;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << getPeriod(3) << endl;  
 cout << getPeriod(7) << endl;  
 return 0;  
}

Output:

1  
6

We can avoid the use of map or hash using the following fact. For a number n, there can be at most n distinct remainders. Also, the period may not begin from the first remainder as some initial remainders may be non-repetitive (not part of any period). So to make sure that a remainder from a period is picked, start from the (n+1)th remainder and keep looking for its next occurrence. The distance between (n+1)’th remainder and its next occurrence is the length of the period.

// C++ program to find length of period of 1/n without   
// using map or hash  
#include <iostream>  
using namespace std;  
  
// Function to find length of period in 1/n  
int getPeriod(int n)  
{  
 // Find the (n+1)th remainder after decimal point  
 // in value of 1/n  
 int rem = 1; // Initialize remainder  
 for (int i = 1; i <= n+1; i++)  
 rem = (10\*rem) % n;  
  
 // Store (n+1)th remainder  
 int d = rem;  
  
 // Count the number of remainders before next  
 // occurrence of (n+1)'th remainder 'd'  
 int count = 0;  
 do {  
 rem = (10\*rem) % n;  
 count++;  
 } while(rem != d);  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << getPeriod(3) << endl;  
 cout << getPeriod(7) << endl;  
 return 0;  
}

Output:

1  
6

**Reference:**  
 [Algorithms And Programming: Problems And Solutions by Alexander Shen](http://www.flipkart.com/algorithms-programming-problems-solutions-english-first/p/itmdwjdzydjcdmmp?pid=9780817638474&affid=sandeepgfg)

This article is contributed by **Sachin**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-length-period-decimal-value-1n/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find next greater number with same set of digits

Given a number n, find the smallest number that has same set of digits as n and is greater than n. If x is the greatest possible number with its set of digits, then print “not possible”.

Examples:  
 For simplicity of implementation, we have considered input number as a string.

Input: n = "218765"  
Output: "251678"  
  
Input: n = "1234"  
Output: "1243"  
  
Input: n = "4321"  
Output: "Not Possible"  
  
Input: n = "534976"  
Output: "536479"

**We strongly recommend to minimize the browser and try this yourself first.**

Following are few observations about the next greater number.  
 1) If all digits sorted in descending order, then output is always “Not Possible”. For example, 4321.  
 2) If all digits are sorted in ascending order, then we need to swap last two digits. For example, 1234.  
 3) For other cases, we need to process the number from rightmost side (why? because we need to find the smallest of all greater numbers)

You can now try developing an algorithm yourself.

Following is the algorithm for finding the next greater number.  
 **I)** Traverse the given number from rightmost digit, keep traversing till you find a digit which is smaller than the previously traversed digit. For example, if the input number is “534976”, we stop at **4** because 4 is smaller than next digit 9. If we do not find such a digit, then output is “Not Possible”.

**II)** Now search the right side of above found digit ‘d’ for the smallest digit greater than ‘d’. For “53**4**976″, the right side of 4 contains “976”. The smallest digit greater than 4 is **6**.

**III)** Swap the above found two digits, we get 53**6**97**4** in above example.

**IV)** Now sort all digits from position next to ‘d’ to the end of number. The number that we get after sorting is the output. For above example, we sort digits in bold 536**974**. We get “536**479**” which is the next greater number for input 534976.

Following is C++ implementation of above approach.

// C++ program to find the smallest number which greater than a given number  
// and has same set of digits as given number  
#include <iostream>  
#include <cstring>  
#include <algorithm>  
using namespace std;  
  
// Utility function to swap two digits  
void swap(char \*a, char \*b)  
{  
 char temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// Given a number as a char array number[], this function finds the  
// next greater number. It modifies the same array to store the result  
void findNext(char number[], int n)  
{  
 int i, j;  
  
 // I) Start from the right most digit and find the first digit that is  
 // smaller than the digit next to it.  
 for (i = n-1; i > 0; i--)  
 if (number[i] > number[i-1])  
 break;  
  
 // If no such digit is found, then all digits are in descending order  
 // means there cannot be a greater number with same set of digits  
 if (i==0)  
 {  
 cout << "Next number is not possible";  
 return;  
 }  
  
 // II) Find the smallest digit on right side of (i-1)'th digit that is  
 // greater than number[i-1]  
 int x = number[i-1], smallest = i;  
 for (j = i+1; j < n; j++)  
 if (number[j] > x && number[j] < number[smallest])  
 smallest = j;  
  
 // III) Swap the above found smallest digit with number[i-1]  
 swap(&number[smallest], &number[i-1]);  
  
 // IV) Sort the digits after (i-1) in ascending order  
 sort(number + i, number + n);  
  
 cout << "Next number with same set of digits is " << number;  
  
 return;  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "534976";  
 int n = strlen(digits);  
 findNext(digits, n);  
 return 0;  
}

Output:

Next number with same set of digits is 536479

The above implementation can be optimized in following ways.  
 1) We can use binary search in step II instead of linear search.  
 2) In step IV, instead of doing simple sort, we can apply some clever technique to do it in linear time. Hint: We know that all digits are linearly sorted in reverse order except one digit which was swapped.

With above optimizations, we can say that the time complexity of this method is O(n).

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-next-greater-number-set-digits/>

# Find n'th number in a number system with only 3 and 4

Given a number system with only 3 and 4. Find the nth number in the number system. First few numbers in the number system are: 3, 4, 33, 34, 43, 44, 333, 334, 343, 344, 433, 434, 443, 444, 3333, 3334, 3343, 3344, 3433, 3434, 3443, 3444, …

Source: [Zoho Interview](http://www.geeksforgeeks.org/zoho-interview-set-2-campus/)

**We strongly recommend to minimize the browser and try this yourself first.**

We can generate all numbers with i digits using the numbers with (i-1) digits. The idea is to first add a ‘3’ as prefix in all numbers with (i-1) digit, then add a ‘4’. For example, the numbers with 2 digits are 33, 34, 43 and 44. The numbers with 3 digits are 333, 334, 343, 344, 433, 434, 443 and 444 which can be generated by first adding a 3 as prefix, then 4.

Following are detailed steps.

1) Create an array 'arr[]' of strings size n+1.   
2) Initialize arr[0] as empty string. (Number with 0 digits)  
3) Do following while array size is smaller than or equal to n  
.....a) Generate numbers by adding a 3 as prefix to the numbers generated   
 in previous iteration. Add these numbers to arr[]  
.....a) Generate numbers by adding a 4 as prefix to the numbers generated   
 in previous iteration. Add these numbers to arr[]

Thanks to kaushik Lele for suggesting this idea in a comment [here](http://www.geeksforgeeks.org/zoho-interview-set-2-campus/). Following is C++ implementation for the same.

// C++ program to find n'th number in a number system with only 3 and 4  
#include <iostream>  
using namespace std;  
  
// Function to find n'th number in a number system with only 3 and 4  
void find(int n)  
{  
 // An array of strings to store first n numbers. arr[i] stores i'th number  
 string arr[n+1];  
 arr[0] = ""; // arr[0] stores the empty string (String with 0 digits)  
  
 // size indicates number of current elements in arr[]. m indicates  
 // number of elements added to arr[] in previous iteration.  
 int size = 1, m = 1;  
  
 // Every iteration of following loop generates and adds 2\*m numbers to  
 // arr[] using the m numbers generated in previous iteration.  
 while (size <= n)  
 {  
 // Consider all numbers added in previous iteration, add a prefix  
 // "3" to them and add new numbers to arr[]  
 for (int i=0; i<m && (size+i)<=n; i++)  
 arr[size + i] = "3" + arr[size - m + i];  
  
 // Add prefix "4" to numbers of previous iteration and add new  
 // numbers to arr[]  
 for (int i=0; i<m && (size + m + i)<=n; i++)  
 arr[size + m + i] = "4" + arr[size - m + i];  
  
 // Update no. of elements added in previous iteration  
 m = m<<1; // Or m = m\*2;  
  
 // Update size  
 size = size + m;  
 }  
 cout << arr[n] << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 for (int i = 1; i < 16; i++)  
 find(i);  
 return 0;  
}

Output:

3  
4  
33  
34  
43  
44  
333  
334  
343  
344  
433  
434  
443  
444  
3333

This article is contributed by **Raman**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-nth-number-number-system-3-4/>

# Find the smallest number whose digits multiply to a given number n

Given a number ‘n’, find the smallest number ‘p’ such that if we multiply all digits of ‘p’, we get ‘n’. The result ‘p’ should have minimum two digits.

Examples:

Input: n = 36  
Output: p = 49   
// Note that 4\*9 = 36 and 49 is the smallest such number  
  
Input: n = 100  
Output: p = 455  
// Note that 4\*5\*5 = 100 and 455 is the smallest such number  
  
Input: n = 1  
Output:p = 11  
// Note that 1\*1 = 1  
  
Input: n = 13  
Output: Not Possible

For a given n, following are the two cases to be considered.  
 **Case 1: n When n is smaller than n, the output is always n+10. For example for n = 7, output is 17. For n = 9, output is 19.**

**Case 2: n >= 10** Find all factors of n which are between 2 and 9 (both inclusive). The idea is to start searching from 9 so that the number of digits in result are minimized. For example 9 is preferred over 33 and 8 is preferred over 24.  
 Store all found factors in an array. The array would contain digits in non-increasing order, so finally print the array in reverse order.

Following is C implementation of above concept.

#include<stdio.h>  
  
// Maximum number of digits in output  
#define MAX 50  
  
// prints the smallest number whose digits multiply to n  
void findSmallest(int n)  
{  
 int i, j=0;  
 int res[MAX]; // To sore digits of result in reverse order  
  
 // Case 1: If number is smaller than 10  
 if (n < 10)  
 {  
 printf("%d", n+10);  
 return;  
 }  
  
 // Case 2: Start with 9 and try every possible digit  
 for (i=9; i>1; i--)  
 {  
 // If current digit divides n, then store all  
 // occurrences of current digit in res  
 while (n%i == 0)  
 {  
 n = n/i;  
 res[j] = i;  
 j++;  
 }  
 }  
  
 // If n could not be broken in form of digits (prime factors of n  
 // are greater than 9)  
 if (n > 10)  
 {  
 printf("Not possible");  
 return;  
 }  
  
 // Print the result array in reverse order  
 for (i=j-1; i>=0; i--)  
 printf("%d", res[i]);  
}  
  
// Driver program to test above function  
int main()  
{  
 findSmallest(7);  
 printf("\n");  
  
 findSmallest(36);  
 printf("\n");  
  
 findSmallest(13);  
 printf("\n");  
  
 findSmallest(100);  
 return 0;  
}

Output:

17  
49  
Not possible  
455

This article is contributed by **Ashish Bansal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-smallest-number-whose-digits-multiply-given-number-n/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find the largest multiple of 2, 3 and 5

An array of size n is given. The array contains digits from 0 to 9. Generate the largest number using the digits in the array such that the number is divisible by 2, 3 and 5.  
 For example, if the arrays is {1, 8, 7, 6, 0}, output must be: 8760. And if the arrays is {7, 7, 7, 6}, output must be: “no number can be formed”.

Source: [Amazon Interview | Set 7](http://www.geeksforgeeks.org/archives/24148#comment-11141)

This problem is a variation of “[Find the largest multiple of 3](http://www.geeksforgeeks.org/archives/24460)“.

Since the number has to be divisible by 2 and 5, it has to have last digit as 0. So if the given array doesn’t contain any zero, then no solution exists.

Once a 0 is available, extract 0 from the given array. Only thing left is, the number should be is divisible by 3 and the largest of all. Which has been discussed [here](http://www.geeksforgeeks.org/archives/24460).

Thanks to [shashank](http://www.geeksforgeeks.org/archives/24148#comment-11141) for suggesting this solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-largest-multiple-of-2-3-and-5/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find the largest multiple of 3

Given an array of non-negative integers. Find the largest multiple of 3 that can be formed from array elements.

For example, if the input array is {8, 1, 9}, the output should be “9 8 1″, and if the input array is {8, 1, 7, 6, 0}, output should be “8 7 6 0″.

**Method 1 (Brute Force)**  
 The simple & straight forward approach is to generate all the combinations of the elements and keep track of the largest number formed which is divisible by 3.

Time Complexity: O(n x 2^n). There will be 2^n combinations of array elements. To compare each combination with the largest number so far may take O(n) time.  
 Auxiliary Space: O(n) // to avoid integer overflow, the largest number is assumed to be stored in the form of array.

**Method 2 (Tricky)**  
 This problem can be solved efficiently with the help of O(n) extra space. This method is based on the following facts about numbers which are multiple of 3.

**1)** A number is multiple of 3 if and only if the sum of digits of number is multiple of 3. For example, let us consider 8760, it is a multiple of 3 because sum of digits is 8 + 7+ 6+ 0 = 21, which is a multiple of 3.

**2)** If a number is multiple of 3, then all permutations of it are also multiple of 3. For example, since 6078 is a multiple of 3, the numbers 8760, 7608, 7068, ….. are also multiples of 3.

**3)** We get the same remainder when we divide the number and sum of digits of the number. For example, if divide number 151 and sum of it digits 7, by 3, we get the same remainder 1.

*What is the idea behind above facts?*  
 The value of 10%3 and 100%3 is 1. The same is true for all the higher powers of 10, because 3 divides 9, 99, 999, … etc.  
 Let us consider a 3 digit number n to prove above facts. Let the first, second and third digits of n be ‘a’, ‘b’ and ‘c’ respectively. n can be written as

n = 100.a + 10.b + c

Since (10^x)%3 is 1 for any x, the above expression gives the same remainder as following expression

1.a + 1.b + c

So the remainder obtained by sum of digits and ‘n’ is same.

Following is a solution based on the above observation.

**1.** Sort the array in non-decreasing order.

**2.** Take three queues. One for storing elements which on dividing by 3 gives remainder as 0.The second queue stores digits which on dividing by 3 gives remainder as 1. The third queue stores digits which on dividing by 3 gives remainder as 2. Call them as queue0, queue1 and queue2

**3.** Find the sum of all the digits.

**4.** Three cases arise:  
 ……**4.1** The sum of digits is divisible by 3. Dequeue all the digits from the three queues. Sort them in non-increasing order. Output the array.

……**4.2** The sum of digits produces remainder 1 when divided by 3.  
 Remove one item from queue1. If queue1 is empty, remove two items from queue2. If queue2 contains less than two items, the number is not possible.

……**4.3** The sum of digits produces remainder 2 when divided by 3.  
 Remove one item from queue2. If queue2 is empty, remove two items from queue1. If queue1 contains less than two items, the number is not possible.

**5.** Finally empty all the queues into an auxiliary array. Sort the auxiliary array in non-increasing order. Output the auxiliary array.

Based on the above, below is C implementation:

**The below code works only if the input arrays has numbers from 0 to 9. It can be easily extended for any positive integer array. We just have to modify the part where we sort the array in decreasing order, at the end of code.**

/\* A program to find the largest multiple of 3 from an array of elements \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
// A queue node  
typedef struct Queue  
{  
 int front;  
 int rear;  
 int capacity;  
 int\* array;  
} Queue;  
  
// A utility function to create a queue with given capacity  
Queue\* createQueue( int capacity )  
{  
 Queue\* queue = (Queue \*) malloc (sizeof(Queue));  
 queue->capacity = capacity;  
 queue->front = queue->rear = -1;  
 queue->array = (int \*) malloc (queue->capacity \* sizeof(int));  
 return queue;  
}  
  
// A utility function to check if queue is empty  
int isEmpty (Queue\* queue)  
{  
 return queue->front == -1;  
}  
  
// A function to add an item to queue  
void Enqueue (Queue\* queue, int item)  
{  
 queue->array[ ++queue->rear ] = item;  
 if ( isEmpty(queue) )  
 ++queue->front;  
}  
  
// A function to remove an item from queue  
int Dequeue (Queue\* queue)  
{  
 int item = queue->array[ queue->front ];  
 if( queue->front == queue->rear )  
 queue->front = queue->rear = -1;  
 else  
 queue->front++;  
  
 return item;  
}  
  
// A utility function to print array contents  
void printArr (int\* arr, int size)  
{  
 int i;  
 for (i = 0; i< size; ++i)  
 printf ("%d ", arr[i]);  
}  
  
/\* Following two functions are needed for library function qsort().  
 Refer following link for help of qsort()  
 http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
int compareAsc( const void\* a, const void\* b )  
{  
 return \*(int\*)a > \*(int\*)b;  
}  
int compareDesc( const void\* a, const void\* b )  
{  
 return \*(int\*)a < \*(int\*)b;  
}  
  
// This function puts all elements of 3 queues in the auxiliary array  
void populateAux (int\* aux, Queue\* queue0, Queue\* queue1,  
 Queue\* queue2, int\* top )  
{  
 // Put all items of first queue in aux[]  
 while ( !isEmpty(queue0) )  
 aux[ (\*top)++ ] = Dequeue( queue0 );  
  
 // Put all items of second queue in aux[]  
 while ( !isEmpty(queue1) )  
 aux[ (\*top)++ ] = Dequeue( queue1 );  
  
 // Put all items of third queue in aux[]  
 while ( !isEmpty(queue2) )  
 aux[ (\*top)++ ] = Dequeue( queue2 );  
}  
  
// The main function that finds the largest possible multiple of  
// 3 that can be formed by arr[] elements  
int findMaxMultupleOf3( int\* arr, int size )  
{  
 // Step 1: sort the array in non-decreasing order  
 qsort( arr, size, sizeof( int ), compareAsc );  
  
 // Create 3 queues to store numbers with remainder 0, 1  
 // and 2 respectively  
 Queue\* queue0 = createQueue( size );  
 Queue\* queue1 = createQueue( size );  
 Queue\* queue2 = createQueue( size );  
  
 // Step 2 and 3 get the sum of numbers and place them in  
 // corresponding queues  
 int i, sum;  
 for ( i = 0, sum = 0; i < size; ++i )  
 {  
 sum += arr[i];  
 if ( (arr[i] % 3) == 0 )  
 Enqueue( queue0, arr[i] );  
 else if ( (arr[i] % 3) == 1 )  
 Enqueue( queue1, arr[i] );  
 else  
 Enqueue( queue2, arr[i] );  
 }  
  
 // Step 4.2: The sum produces remainder 1  
 if ( (sum % 3) == 1 )  
 {  
 // either remove one item from queue1  
 if ( !isEmpty( queue1 ) )  
 Dequeue( queue1 );  
  
 // or remove two items from queue2  
 else  
 {  
 if ( !isEmpty( queue2 ) )  
 Dequeue( queue2 );  
 else  
 return 0;  
  
 if ( !isEmpty( queue2 ) )  
 Dequeue( queue2 );  
 else  
 return 0;  
 }  
 }  
  
 // Step 4.3: The sum produces remainder 2  
 else if ((sum % 3) == 2)  
 {  
 // either remove one item from queue2  
 if ( !isEmpty( queue2 ) )  
 Dequeue( queue2 );  
  
 // or remove two items from queue1  
 else  
 {  
 if ( !isEmpty( queue1 ) )  
 Dequeue( queue1 );  
 else  
 return 0;  
  
 if ( !isEmpty( queue1 ) )  
 Dequeue( queue1 );  
 else  
 return 0;  
 }  
 }  
  
 int aux[size], top = 0;  
  
 // Empty all the queues into an auxiliary array.  
 populateAux (aux, queue0, queue1, queue2, &top);  
  
 // sort the array in non-increasing order  
 qsort (aux, top, sizeof( int ), compareDesc);  
  
 // print the result  
 printArr (aux, top);  
  
 return top;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {8, 1, 7, 6, 0};  
 int size = sizeof(arr)/sizeof(arr[0]);  
  
 if (findMaxMultupleOf3( arr, size ) == 0)  
 printf( "Not Possible" );  
  
 return 0;  
}

The above method can be optimized in following ways.  
 1) We can use Heap Sort or Merge Sort to make the time complexity O(nLogn).

2) We can avoid extra space for queues. We know at most two items will be removed from the input array. So we can keep track of two items in two variables.

3) At the end, instead of sorting the array again in descending order, we can print the ascending sorted array in reverse order. While printing in reverse order, we can skip the two elements to be removed.

Time Complexity: O(nLogn), assuming a O(nLogn) algorithm is used for sorting.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-largest-number-multiple-of-3/>

# Generate integer from 1 to 7 with equal probability

Given a function foo() that returns integers from 1 to 5 with equal probability, write a function that returns integers from 1 to 7 with equal probability using foo() only. Minimize the number of calls to foo() method. Also, use of any other library function is not allowed and no floating point arithmetic allowed.

**Solution:**  
 We know foo() returns integers from 1 to 5. How we can ensure that integers from 1 to 7 occur with equal probability?  
 If we somehow generate integers from 1 to a-multiple-of-7 (like 7, 14, 21, …) with equal probability, we can use modulo division by 7 followed by adding 1 to get the numbers from 1 to 7 with equal probability.

We can generate from 1 to 21 with equal probability using the following expression.

5\*foo() + foo() -5

Let us see how above expression can be used.  
 1. For each value of first foo(), there can be 5 possible combinations for values of second foo(). So, there are total 25 combinations possible.  
 2. The range of values returned by the above equation is 1 to 25, each integer occurring exactly once.  
 3. If the value of the equation comes out to be less than 22, return modulo division by 7 followed by adding 1. Else, again call the method recursively. The probability of returning each integer thus becomes 1/7.

The below program shows that the expression returns each integer from 1 to 25 exactly once.

#include <stdio.h>  
  
int main()  
{  
 int first, second;  
 for ( first=1; first<=5; ++first )  
 for ( second=1; second<=5; ++second )  
 printf ("%d \n", 5\*first + second - 5);  
 return 0;  
}

Output:

1  
2  
.  
.  
24  
25

The below program depicts how we can use foo() to return 1 to 7 with equal probability.

#include <stdio.h>  
  
int foo() // given method that returns 1 to 5 with equal probability  
{  
 // some code here  
}  
  
int my\_rand() // returns 1 to 7 with equal probability  
{  
 int i;  
 i = 5\*foo() + foo() - 5;  
 if (i < 22)  
 return i%7 + 1;  
 return my\_rand();  
}  
  
int main()  
{  
 printf ("%d ", my\_rand());  
 return 0;  
}

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/generate-integer-from-1-to-7-with-equal-probability/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Given a number, find the next smallest palindrome

Given a number, find the next smallest palindrome larger than this number. For example, if the input number is “2 3 5 4 5″, the output should be “2 3 6 3 2″. And if the input number is “9 9 9″, the output should be “1 0 0 1″.

The input is assumed to be an array. Every entry in array represents a digit in input number. Let the array be ‘num[]’ and size of array be ‘n’

There can be three different types of inputs that need to be handled separately.  
 **1)** The input number is palindrome and has all 9s. For example “9 9 9″. Output should be “1 0 0 1″  
 **2)** The input number is not palindrome. For example “1 2 3 4″. Output should be “1 3 3 1″  
 **3)** The input number is palindrome and doesn’t have all 9s. For example “1 2 2 1″. Output should be “1 3 3 1″.

Solution for input type 1 is easy. The output contains n + 1 digits where the corner digits are 1, and all digits between corner digits are 0.

Now let us first talk about input type 2 and 3. How to convert a given number to a greater palindrome? To understand the solution, let us first define the following two terms:  
 *Left Side:* The left half of given number. Left side of “1 2 3 4 5 6″ is “1 2 3″ and left side of “1 2 3 4 5″ is “1 2″  
 *Right Side:* The right half of given number. Right side of “1 2 3 4 5 6″ is “4 5 6″ and right side of “1 2 3 4 5″ is “4 5″  
 To convert to palindrome, we can either take the mirror of its left side or take mirror of its right side. However, if we take the mirror of the right side, then the palindrome so formed is not guaranteed to be next larger palindrome. So, we must take the mirror of left side and copy it to right side. But there are some cases that must be handled in different ways. See the following steps.

We will start with two indices i and j. i pointing to the two middle elements (or pointing to two elements around the middle element in case of n being odd). We one by one move i and j away from each other.

**Step 1.** Initially, ignore the part of left side which is same as the corresponding part of right side. For example, if the number is “8 3 **4 2 2 4** 6 9″, we ignore the middle four elements. i now points to element 3 and j now points to element 6.

**Step 2.** After step 1, following cases arise:

**Case 1:** Indices i & j cross the boundary.  
 This case occurs when the input number is palindrome. In this case, we just add 1 to the middle digit (or digits in case n is even) propagate the carry towards MSB digit of left side and simultaneously copy mirror of the left side to the right side.  
 For example, if the given number is “1 2 9 2 1″, we increment 9 to 10 and propagate the carry. So the number becomes “1 3 0 3 1″

**Case 2:** There are digits left between left side and right side which are not same. So, we just mirror the left side to the right side & try to minimize the number formed to guarantee the next smallest palindrome.  
 In this case, there can be **two sub-cases**.

**2.1)** Copying the left side to the right side is sufficient, we don’t need to increment any digits and the result is just mirror of left side. Following are some examples of this sub-case.  
 Next palindrome for “7 **8** 3 3 2 2″ is “7 8 3 3 8 7″  
 Next palindrome for “1 2 **5** 3 2 2″ is “1 2 5 5 2 1″  
 Next palindrome for “1 4 **5** 8 7 6 7 8 3 2 2″ is “1 4 5 8 7 6 7 8 5 4 1″  
 How do we check for this sub-case? All we need to check is the digit just after the ignored part in step 1. This digit is highlighted in above examples. If this digit is greater than the corresponding digit in right side digit, then copying the left side to the right side is sufficient and we don’t need to do anything else.

**2.2)** Copying the left side to the right side is NOT sufficient. This happens when the above defined digit of left side is smaller. Following are some examples of this case.  
 Next palindrome for “7 **1** 3 3 2 2″ is “7 1 4 4 1 7″  
 Next palindrome for “1 2 **3** 4 6 2 8″ is “1 2 3 5 3 2 1″  
 Next palindrome for “9 4 **1** 8 7 9 7 8 3 2 2″ is “9 4 1 8 8 0 8 8 1 4 9″  
 We handle this subcase like Case 1. We just add 1 to the middle digit (or digits in ase n is even) propagate the carry towards MSB digit of left side and simultaneously copy mirror of the left side to the right side.

#include <stdio.h>  
  
// A utility function to print an array  
void printArray (int arr[], int n);  
  
// A utility function to check if num has all 9s  
int AreAll9s (int num[], int n );  
  
// Returns next palindrome of a given number num[].  
// This function is for input type 2 and 3  
void generateNextPalindromeUtil (int num[], int n )  
{  
 // find the index of mid digit  
 int mid = n/2;  
  
 // A bool variable to check if copy of left side to right is sufficient or not  
 bool leftsmaller = false;  
  
 // end of left side is always 'mid -1'  
 int i = mid - 1;  
  
 // Begining of right side depends if n is odd or even  
 int j = (n % 2)? mid + 1 : mid;  
  
 // Initially, ignore the middle same digits   
 while (i >= 0 && num[i] == num[j])  
 i--,j++;  
  
 // Find if the middle digit(s) need to be incremented or not (or copying left   
 // side is not sufficient)  
 if ( i < 0 || num[i] < num[j])  
 leftsmaller = true;  
  
 // Copy the mirror of left to tight  
 while (i >= 0)  
 {  
 num[j] = num[i];  
 j++;  
 i--;  
 }  
  
 // Handle the case where middle digit(s) must be incremented.   
 // This part of code is for CASE 1 and CASE 2.2  
 if (leftsmaller == true)  
 {  
 int carry = 1;  
 i = mid - 1;  
  
 // If there are odd digits, then increment  
 // the middle digit and store the carry  
 if (n%2 == 1)  
 {  
 num[mid] += carry;  
 carry = num[mid] / 10;  
 num[mid] %= 10;  
 j = mid + 1;  
 }  
 else  
 j = mid;  
  
 // Add 1 to the rightmost digit of the left side, propagate the carry   
 // towards MSB digit and simultaneously copying mirror of the left side   
 // to the right side.  
 while (i >= 0)  
 {  
 num[i] += carry;  
 carry = num[i] / 10;  
 num[i] %= 10;  
 num[j++] = num[i--]; // copy mirror to right  
 }  
 }  
}  
  
// The function that prints next palindrome of a given number num[]  
// with n digits.  
void generateNextPalindrome( int num[], int n )  
{  
 int i;  
  
 printf("\nNext palindrome is:\n");  
  
 // Input type 1: All the digits are 9, simply o/p 1  
 // followed by n-1 0's followed by 1.  
 if( AreAll9s( num, n ) )  
 {  
 printf( "1 ");  
 for( i = 1; i < n; i++ )  
 printf( "0 " );  
 printf( "1" );  
 }  
  
 // Input type 2 and 3  
 else  
 {  
 generateNextPalindromeUtil ( num, n );  
  
 // print the result  
 printArray (num, n);  
 }  
}  
  
// A utility function to check if num has all 9s  
int AreAll9s( int\* num, int n )  
{  
 int i;  
 for( i = 0; i < n; ++i )  
 if( num[i] != 9 )  
 return 0;  
 return 1;  
}  
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int n)  
{  
 int i;  
 for (i=0; i < n; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
// Driver Program to test above function  
int main()  
{  
 int num[] = {9, 4, 1, 8, 7, 9, 7, 8, 3, 2, 2};  
  
 int n = sizeof (num)/ sizeof(num[0]);  
  
 generateNextPalindrome( num, n );  
  
 return 0;  
}

Output:

Next palindrome is:  
9 4 1 8 8 0 8 8 1 4 9

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-a-number-find-next-smallest-palindrome-larger-than-this-number/>

# Given p and n, find the largest x such that p^x divides n!

Given an integer n and a prime number p, find the largest x such that px (p raised to power x) divides n! (factorial)

Examples:

Input: n = 7, p = 3  
Output: x = 2  
32 divides 7! and 2 is the largest such power of 3.  
  
Input: n = 10, p = 3  
Output: x = 4  
34 divides 10! and 4 is the largest such power of 3.

**We strongly recommend to minimize your browser and try this yourself first.**

n! is multiplication of {1, 2, 3, 4, …n}.

*How many numbers in {1, 2, 3, 4, ….. n} are divisible by p?*  
 Every p’th number is divisible by p in {1, 2, 3, 4, ….. n}. Therefore in n!, there are ⌊n/p⌋ numbers divisible by p. So we know that the value of x (largest power of p that divides n!) is at-least ⌊n/p⌋.

*Can x be larger than ⌊n/p⌋ ?*  
 Yes, there may be numbers which are divisible by p2, p3, …

*How many numbers in {1, 2, 3, 4, ….. n} are divisible by p2, p3, …?*  
 There are ⌊n/(p2)⌋ numbers divisible by p2 (Every p2‘th number would be divisible). Similarly, there are ⌊n/(p3)⌋ numbers divisible by p3 and so on.

*What is the largest possible value of x?*  
 So the largest possible power is ⌊n/p⌋ + ⌊n/(p2)⌋ + ⌊n/(p3)⌋ + ……  
 Note that we add only ⌊n/(p2)⌋ only once (not twice) as one p is already considered by expression ⌊n/p⌋. Similarly, we consider ⌊n/(p3)⌋ (not thrice).

Following is C implementation based on above idea.

// C program to find largest x such that p\*x divides n!  
#include <stdio.h>  
  
// Returns largest power of p that divides n!  
int largestPower(int n, int p)  
{  
 // Initialize result  
 int x = 0;  
  
 // Calculate x = n/p + n/(p^2) + n/(p^3) + ....  
 while (n)  
 {  
 n /= p;  
 x += n;  
 }  
 return x;  
}  
  
// Driver program  
int main()  
{  
 int n = 10, p = 3;  
 printf("The largest power of %d that divides %d! is %d\n",  
 p, n, largestPower(n, p));  
 return 0;  
}

Output:

The largest power of 3 that divides 10! is 4

Time complexity of the above solution is Logpn.

**Source:**  
 <http://e-maxx.ru/algo/factorial_divisors>

This article is contributed by **Ankur**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-p-and-n-find-the-largest-x-such-that-px-divides-n-2/>

# Greedy Algorithm for Egyptian Fraction

Every positive fraction can be represented as sum of unique unit fractions. A fraction is unit fraction if numerator is 1 and denominator is a positive integer, for example 1/3 is a unit fraction. Such a representation is called Egyptial Fraction as it was used by ancient Egyptians.

Following are few examples:

Egyptian Fraction Representation of 2/3 is 1/2 + 1/6  
Egyptian Fraction Representation of 6/14 is 1/3 + 1/11 + 1/231  
Egyptian Fraction Representation of 12/13 is 1/2 + 1/3 + 1/12 + 1/156

We can generate Egyptian Fractions using [Greedy Algorithm](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/). For a given number of the form ‘nr/dr’ where dr > nr, first find the greatest possible unit fraction, then recur for the remaining part. For example, consider 6/14, we first find ceiling of 14/6, i.e., 3. So the first unit fraction becomes 1/3, then recur for (6/14 – 1/3) i.e., 4/42.

Below is C++ implementation of above idea.

// C++ program to print a fraction in Egyptian Form using Greedy  
// Algorithm  
#include <iostream>  
using namespace std;  
  
void printEgyptian(int nr, int dr)  
{  
 // If either numerator or denominator is 0  
 if (dr == 0 || nr == 0)  
 return;  
  
 // If numerator divides denominator, then simple division  
 // makes the fraction in 1/n form  
 if (dr%nr == 0)  
 {  
 cout << "1/" << dr/nr;  
 return;  
 }  
  
 // If denominator divides numerator, then the given number  
 // is not fraction  
 if (nr%dr == 0)  
 {  
 cout << nr/dr;  
 return;  
 }  
  
 // If numerator is more than denominator  
 if (nr > dr)  
 {  
 cout << nr/dr << " + ";  
 printEgyptian(nr%dr, dr);  
 return;  
 }  
  
 // We reach here dr > nr and dr%nr is non-zero  
 // Find ceiling of dr/nr and print it as first  
 // fraction  
 int n = dr/nr + 1;  
 cout << "1/" << n << " + ";  
  
 // Recur for remaining part  
 printEgyptian(nr\*n-dr, dr\*n);  
 }  
  
// Driver Program  
int main()  
{  
 int nr = 6, dr = 14;  
 cout << "Egyptian Fraction Representation of "  
 << nr << "/" << dr << " is\n ";  
 printEgyptian(nr, dr);  
 return 0;  
}

Output:

Egyptian Fraction Representation of 6/14 is  
 1/3 + 1/11 + 1/231

The Greedy algorithm works because a fraction is always reduced to a form where denominator is greater than numerator and numerator doesn’t divide denominator. For such reduced forms, the highlighted recursive call is made for reduced numerator. So the recursive calls keep on reducing the numerator till it reaches 1.

References:  
 <http://www.maths.surrey.ac.uk/hosted-sites/R.Knott/Fractions/egyptian.html>

This article is contributed by **Shubham**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/greedy-algorithm-egyptian-fraction/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Horner's Method for Polynomial Evaluation

Given a polynomial of the form cnxn + cn-1xn-1 + cn-2xn-2 + … + c1x + c0 and a value of x, find the value of polynomial for a given value of x. Here cn, cn-1, .. are integers (may be negative) and n is a positive integer.

Input is in the form of an array say *poly[]* where poly[0] represents coefficient for xn and poly[1] represents coefficient for xn-1 and so on.

Examples:

// Evaluate value of 2x3 - 6x2 + 2x - 1 for x = 3  
Input: poly[] = {2, -6, 2, -1}, x = 3  
Output: 5  
  
// Evaluate value of 2x3 + 3x + 1 for x = 2  
Input: poly[] = {2, 0, 3, 1}, x = 2  
Output: 23

A naive way to evaluate a polynomial is to one by one evaluate all terms. First calculate xn, multiply the value with cn, repeat the same steps for other terms and return the sum. Time complexity of this approach is O(n2) if we use a simple loop for evaluation of xn. Time complexity can be improved to O(nLogn) if we use [O(Logn) approach for evaluation of xn](http://www.geeksforgeeks.org/write-a-c-program-to-calculate-powxn/).

[**Horner’s method**](http://en.wikipedia.org/wiki/Horner%27s_method) can be used to evaluate polynomial in O(n) time. To understand the method, let us consider the example of 2x3 – 6x2 + 2x – 1. The polynomial can be evaluated as ((2x – 6)x + 2)x – 1. The idea is to initialize result as coefficient of xn which is 2 in this case, repeatedly multiply result with x and add next coefficient to result. Finally return result.

Following is C++ implementation of Horner’s Method.

#include <iostream>  
using namespace std;  
  
// returns value of poly[0]x(n-1) + poly[1]x(n-2) + .. + poly[n-1]  
int horner(int poly[], int n, int x)  
{  
 int result = poly[0]; // Initialize result  
  
 // Evaluate value of polynomial using Horner's method  
 for (int i=1; i<n; i++)  
 result = result\*x + poly[i];  
  
 return result;  
}  
  
// Driver program to test above function.  
int main()  
{  
 // Let us evaluate value of 2x3 - 6x2 + 2x - 1 for x = 3  
 int poly[] = {2, -6, 2, -1};  
 int x = 3;  
 int n = sizeof(poly)/sizeof(poly[0]);  
 cout << "Value of polynomial is " << horner(poly, n, x);  
 return 0;  
}

Output:

Value of polynomial is 5

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/horners-method-polynomial-evaluation/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# How to check if a given point lies inside or outside a polygon?

Given a polygon and a point ‘p’, find if ‘p’ lies inside the polygon or not. The points lying on the border are considered inside.
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We strongly recommend to see the following post first.  
 [How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)

Following is a simple idea to check whether a point is inside or outside.

1) Draw a horizontal line to the right of each point and extend it to infinity  
  
1) Count the number of times the line intersects with polygon edges.  
  
2) A point is inside the polygon if either count of intersections is odd or  
 point lies on an edge of polygon. If none of the conditions is true, then   
 point lies outside.
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**How to handle point ‘g’ in the above figure?**  
 Note that we should returns true if the point lies on the line or same as one of the vertices of the given polygon. To handle this, after checking if the line from ‘p’ to extreme intersects, we check whether ‘p’ is colinear with vertices of current line of polygon. If it is coliear, then we check if the point ‘p’ lies on current side of polygon, if it lies, we return true, else false.

Following is C++ implementation of the above idea.

// A C++ program to check if a given point lies inside a given polygon  
// Refer http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/  
// for explanation of functions onSegment(), orientation() and doIntersect()  
#include <iostream>  
using namespace std;  
  
// Define Infinite (Using INT\_MAX caused overflow problems)  
#define INF 10000  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// Given three colinear points p, q, r, the function checks if  
// point q lies on line segment 'pr'  
bool onSegment(Point p, Point q, Point r)  
{  
 if (q.x <= max(p.x, r.x) && q.x >= min(p.x, r.x) &&  
 q.y <= max(p.y, r.y) && q.y >= min(p.y, r.y))  
 return true;  
 return false;  
}  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// The function that returns true if line segment 'p1q1'  
// and 'p2q2' intersect.  
bool doIntersect(Point p1, Point q1, Point p2, Point q2)  
{  
 // Find the four orientations needed for general and  
 // special cases  
 int o1 = orientation(p1, q1, p2);  
 int o2 = orientation(p1, q1, q2);  
 int o3 = orientation(p2, q2, p1);  
 int o4 = orientation(p2, q2, q1);  
  
 // General case  
 if (o1 != o2 && o3 != o4)  
 return true;  
  
 // Special Cases  
 // p1, q1 and p2 are colinear and p2 lies on segment p1q1  
 if (o1 == 0 && onSegment(p1, p2, q1)) return true;  
  
 // p1, q1 and p2 are colinear and q2 lies on segment p1q1  
 if (o2 == 0 && onSegment(p1, q2, q1)) return true;  
  
 // p2, q2 and p1 are colinear and p1 lies on segment p2q2  
 if (o3 == 0 && onSegment(p2, p1, q2)) return true;  
  
 // p2, q2 and q1 are colinear and q1 lies on segment p2q2  
 if (o4 == 0 && onSegment(p2, q1, q2)) return true;  
  
 return false; // Doesn't fall in any of the above cases  
}  
  
// Returns true if the point p lies inside the polygon[] with n vertices  
bool isInside(Point polygon[], int n, Point p)  
{  
 // There must be at least 3 vertices in polygon[]  
 if (n < 3) return false;  
  
 // Create a point for line segment from p to infinite  
 Point extreme = {INF, p.y};  
  
 // Count intersections of the above line with sides of polygon  
 int count = 0, i = 0;  
 do  
 {  
 int next = (i+1)%n;  
  
 // Check if the line segment from 'p' to 'extreme' intersects  
 // with the line segment from 'polygon[i]' to 'polygon[next]'  
 if (doIntersect(polygon[i], polygon[next], p, extreme))  
 {  
 // If the point 'p' is colinear with line segment 'i-next',  
 // then check if it lies on segment. If it lies, return true,  
 // otherwise false  
 if (orientation(polygon[i], p, polygon[next]) == 0)  
 return onSegment(polygon[i], p, polygon[next]);  
  
 count++;  
 }  
 i = next;  
 } while (i != 0);  
  
 // Return true if count is odd, false otherwise  
 return count&1; // Same as (count%2 == 1)  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point polygon1[] = {{0, 0}, {10, 0}, {10, 10}, {0, 10}};  
 int n = sizeof(polygon1)/sizeof(polygon1[0]);  
 Point p = {20, 20};  
 isInside(polygon1, n, p)? cout << "Yes \n": cout << "No \n";  
  
 p = {5, 5};  
 isInside(polygon1, n, p)? cout << "Yes \n": cout << "No \n";  
  
 Point polygon2[] = {{0, 0}, {5, 5}, {5, 0}};  
 p = {3, 3};  
 n = sizeof(polygon2)/sizeof(polygon2[0]);  
 isInside(polygon2, n, p)? cout << "Yes \n": cout << "No \n";  
  
 p = {5, 1};  
 isInside(polygon2, n, p)? cout << "Yes \n": cout << "No \n";  
  
 p = {8, 1};  
 isInside(polygon2, n, p)? cout << "Yes \n": cout << "No \n";  
  
 Point polygon3[] = {{0, 0}, {10, 0}, {10, 10}, {0, 10}};  
 p = {-1,10};  
 n = sizeof(polygon3)/sizeof(polygon3[0]);  
 isInside(polygon3, n, p)? cout << "Yes \n": cout << "No \n";  
  
 return 0;  
}

Output:

No  
Yes  
Yes  
Yes  
No  
No

**Time Complexity:** O(n) where n is the number of vertices in the given polygon.

**Source:**  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Geometry1x1.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/how-to-check-if-a-given-point-lies-inside-a-polygon/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

Post navigation

[← How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/) [Convex Hull | Set 1 (Jarvis’s Algorithm or Wrapping) →](http://www.geeksforgeeks.org/convex-hull-set-1-jarviss-algorithm-or-wrapping/)

# Print all permutations in sorted (lexicographic) order

Given a string, print all permutations of it in sorted order. For example, if the input string is “ABC”, then output should be “ABC, ACB, BAC, BCA, CAB, CBA”.

We have discussed a program to print all permutations in [this](http://www.geeksforgeeks.org/archives/767) post, but here we must print the permutations in increasing order.

Following are the steps to print the permutations lexicographic-ally

**1.** Sort the given string in non-decreasing order and print it. The first permutation is always the string sorted in non-decreasing order.

**2.** Start generating next higher permutation. Do it until next higher permutation is not possible. If we reach a permutation where all characters are sorted in non-increasing order, then that permutation is the last permutation.

**Steps to generate the next higher permutation:**  
 **1.** Take the previously printed permutation and find the rightmost character in it, which is smaller than its next character. Let us call this character as ‘first character’.

**2.** Now find the ceiling of the ‘first character’. Ceiling is the smallest character on right of ‘first character’, which is greater than ‘first character’. Let us call the ceil character as ‘second character’.

**3.** Swap the two characters found in above 2 steps.

**4.** Sort the substring (in non-decreasing order) after the original index of ‘first character’.

Let us consider the string “ABCDEF”. Let previously printed permutation be “DCFEBA”. The next permutation in sorted order should be “DEABCF”. Let us understand above steps to find next permutation. The ‘first character’ will be ‘C’. The ‘second character’ will be ‘E’. After swapping these two, we get “DEFCBA”. The final step is to sort the substring after the character original index of ‘first character’. Finally, we get “DEABCF”.

Following is C++ implementation of the algorithm.

// Program to print all permutations of a string in sorted order.  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
/\* Following function is needed for library function qsort(). Refer  
 http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
int compare (const void \*a, const void \* b)  
{ return ( \*(char \*)a - \*(char \*)b ); }  
  
// A utility function two swap two characters a and b  
void swap (char\* a, char\* b)  
{  
 char t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
// This function finds the index of the smallest character  
// which is greater than 'first' and is present in str[l..h]  
int findCeil (char str[], char first, int l, int h)  
{  
 // initialize index of ceiling element  
 int ceilIndex = l;  
  
 // Now iterate through rest of the elements and find  
 // the smallest character greater than 'first'  
 for (int i = l+1; i <= h; i++)  
 if (str[i] > first && str[i] < str[ceilIndex])  
 ceilIndex = i;  
  
 return ceilIndex;  
}  
  
// Print all permutations of str in sorted order  
void sortedPermutations ( char str[] )  
{  
 // Get size of string  
 int size = strlen(str);  
  
 // Sort the string in increasing order  
 qsort( str, size, sizeof( str[0] ), compare );  
  
 // Print permutations one by one  
 bool isFinished = false;  
 while ( ! isFinished )  
 {  
 // print this permutation  
 printf ("%s \n", str);  
  
 // Find the rightmost character which is smaller than its next  
 // character. Let us call it 'first char'  
 int i;  
 for ( i = size - 2; i >= 0; --i )  
 if (str[i] < str[i+1])  
 break;  
  
 // If there is no such chracter, all are sorted in decreasing order,  
 // means we just printed the last permutation and we are done.  
 if ( i == -1 )  
 isFinished = true;  
 else  
 {  
 // Find the ceil of 'first char' in right of first character.  
 // Ceil of a character is the smallest character greater than it  
 int ceilIndex = findCeil( str, str[i], i + 1, size - 1 );  
  
 // Swap first and second characters  
 swap( &str[i], &str[ceilIndex] );  
  
 // Sort the string on right of 'first char'  
 qsort( str + i + 1, size - i - 1, sizeof(str[0]), compare );  
 }  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "ABCD";  
 sortedPermutations( str );  
 return 0;  
}

Output:

ABCD  
ABDC  
....  
....  
DCAB  
DCBA

The upper bound on time complexity of the above program is O(n^2 x n!). We can optimize step 4 of the above algorithm for finding next permutation. Instead of sorting the subarray after the ‘first character’, we can reverse the subarray, because the subarray we get after swapping is always sorted in non-increasing order. This optimization makes the time complexity as O(n x n!). See following optimized code.

// An optimized version that uses reverse instead of sort for  
// finding the next permutation  
  
// A utility function to reverse a string str[l..h]  
void reverse(char str[], int l, int h)  
{  
 while (l < h)  
 {  
 swap(&str[l], &str[h]);  
 l++;  
 h--;  
 }  
}  
  
// Print all permutations of str in sorted order  
void sortedPermutations ( char str[] )  
{  
 // Get size of string  
 int size = strlen(str);  
  
 // Sort the string in increasing order  
 qsort( str, size, sizeof( str[0] ), compare );  
  
 // Print permutations one by one  
 bool isFinished = false;  
 while ( ! isFinished )  
 {  
 // print this permutation  
 printf ("%s \n", str);  
  
 // Find the rightmost character which is smaller than its next  
 // character. Let us call it 'first char'  
 int i;  
 for ( i = size - 2; i >= 0; --i )  
 if (str[i] < str[i+1])  
 break;  
  
 // If there is no such chracter, all are sorted in decreasing order,  
 // means we just printed the last permutation and we are done.  
 if ( i == -1 )  
 isFinished = true;  
 else  
 {  
 // Find the ceil of 'first char' in right of first character.  
 // Ceil of a character is the smallest character greater than it  
 int ceilIndex = findCeil( str, str[i], i + 1, size - 1 );  
  
 // Swap first and second characters  
 swap( &str[i], &str[ceilIndex] );  
  
 // reverse the string on right of 'first char'  
 reverse( str, i + 1, size - 1 );  
 }  
 }  
}

The above programs print duplicate permutation when characters are repeated. We can avoid it by keeping track of the previous permutation. While printing, if the current permutation is same as previous permutation, we won’t print it.

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/lexicographic-permutations-of-string/>

# Lexicographic rank of a string

Given a string, find its rank among all its permutations sorted lexicographically. For example, rank of “abc” is 1, rank of “acb” is 2, and rank of “cba” is 6.

For simplicity, let us assume that the string does not contain any duplicated characters.

One simple solution is to initialize rank as 1, [generate all permutations in lexicographic order](http://www.geeksforgeeks.org/archives/24927). After generating a permutation, check if the generated permutation is same as given string, if same, then return rank, if not, then increment the rank by 1. The time complexity of this solution will be exponential in worst case. Following is an efficient solution.

Let the given string be “STRING”. In the input string, ‘S’ is the first character. There are total 6 characters and 4 of them are smaller than ‘S’. So there can be 4 \* 5! smaller strings where first character is smaller than ‘S’, like following

R X X X X X  
 I X X X X X  
 N X X X X X  
 G X X X X X

Now let us Fix S’ and find the smaller strings staring with ‘S’.

Repeat the same process for T, rank is 4\*5! + 4\*4! +…

Now fix T and repeat the same process for R, rank is 4\*5! + 4\*4! + 3\*3! +…

Now fix R and repeat the same process for I, rank is 4\*5! + 4\*4! + 3\*3! + 1\*2! +…

Now fix I and repeat the same process for N, rank is 4\*5! + 4\*4! + 3\*3! + 1\*2! + 1\*1! +…

Now fix N and repeat the same process for G, rank is 4\*5! + 4\*4 + 3\*3! + 1\*2! + 1\*1! + 0\*0!

Rank = 4\*5! + 4\*4! + 3\*3! + 1\*2! + 1\*1! + 0\*0! = 597

Since the value of rank starts from 1, the final rank = 1 + 597 = 598

#include <stdio.h>  
#include <string.h>  
  
// A utility function to find factorial of n  
int fact(int n)  
{  
 return (n <= 1)? 1 :n \* fact(n-1);  
}  
  
// A utility function to count smaller characters on right  
// of arr[low]  
int findSmallerInRight(char\* str, int low, int high)  
{  
 int countRight = 0, i;  
  
 for (i = low+1; i <= high; ++i)  
 if (str[i] < str[low])  
 ++countRight;  
  
 return countRight;  
}  
  
// A function to find rank of a string in all permutations  
// of characters  
int findRank (char\* str)  
{  
 int len = strlen(str);  
 int mul = fact(len);  
 int rank = 1;  
 int countRight;  
  
 int i;  
 for (i = 0; i < len; ++i)  
 {  
 mul /= len - i;  
  
 // count number of chars smaller than str[i]  
 // fron str[i+1] to str[len-1]  
 countRight = findSmallerInRight(str, i, len-1);  
  
 rank += countRight \* mul ;  
 }  
  
 return rank;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "string";  
 printf ("%d", findRank(str));  
 return 0;  
}

Output

598

The time complexity of the above solution is O(n^2). We can reduce the time complexity to O(n) by creating an auxiliary array of size 256. See following code.

// A O(n) solution for finding rank of string  
#include <stdio.h>  
#include <string.h>  
#define MAX\_CHAR 256  
  
// A utility function to find factorial of n  
int fact(int n)  
{  
 return (n <= 1)? 1 :n \* fact(n-1);  
}  
  
// Construct a count array where value at every index  
// contains count of smaller characters in whole string  
void populateAndIncreaseCount (int\* count, char\* str)  
{  
 int i;  
  
 for( i = 0; str[i]; ++i )  
 ++count[ str[i] ];  
  
 for( i = 1; i < 256; ++i )  
 count[i] += count[i-1];  
}  
  
// Removes a character ch from count[] array  
// constructed by populateAndIncreaseCount()  
void updatecount (int\* count, char ch)  
{  
 int i;  
 for( i = ch; i < MAX\_CHAR; ++i )  
 --count[i];  
}  
  
// A function to find rank of a string in all permutations  
// of characters  
int findRank (char\* str)  
{  
 int len = strlen(str);  
 int mul = fact(len);  
 int rank = 1, i;  
 int count[MAX\_CHAR] = {0}; // all elements of count[] are initialized with 0  
  
 // Populate the count array such that count[i] contains count of   
 // characters which are present in str and are smaller than i  
 populateAndIncreaseCount( count, str );  
  
 for (i = 0; i < len; ++i)  
 {  
 mul /= len - i;  
  
 // count number of chars smaller than str[i]  
 // fron str[i+1] to str[len-1]  
 rank += count[ str[i] - 1] \* mul;  
  
 // Reduce count of characters greater than str[i]  
 updatecount (count, str[i]);  
 }  
  
 return rank;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "string";  
 printf ("%d", findRank(str));  
 return 0;  
}

The above programs don’t work for duplicate characters. To make them work for duplicate characters, find all the characters that are smaller (include equal this time also), do the same as above but, this time divide the rank so formed by p! where p is the count of occurrences of the repeating character.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/lexicographic-rank-of-a-string/>

# Lucky Numbers

Lucky numbers are subset of integers. Rather than going into much theory, let us see the process of arriving at lucky numbers,  
   
 Take the set of integers  
 1,2,3,4,5,6,7,8,9,10,11,12,14,15,16,17,18,19,……

First, delete every second number, we get following reduced set.  
 1,3,5,7,9,11,13,15,17,19,…………

Now, delete every third number, we get  
 1, 3, 7, 9, 13, 15, 19,….….

Continue this process indefinitely……  
 Any number that does NOT get deleted due to above process is called “lucky”.

Therefore, set of lucky numbers is 1, 3, 7, 13,………

Now, given an integer ‘n’, write a function to say whether this number is lucky or not.

bool isLucky(int n)

**Algorithm:**  
 Before every iteration, if we calculate position of the given no, then in a given iteration, we can determine if the no will be deleted. Suppose calculated position for the given no. is P before some iteration, and each Ith no. is going to be removed in this iteration, if P Recursive Way:

#include <stdio.h>  
#define bool int  
  
/\* Returns 1 if n is a lucky no. ohterwise returns 0\*/  
bool isLucky(int n)  
{  
 static int counter = 2;  
  
 /\*variable next\_position is just for readability of  
 the program we can remove it and use n only \*/  
 int next\_position = n;  
 if(counter > n)  
 return 1;  
 if(n%counter == 0)  
 return 0;   
  
 /\*calculate next position of input no\*/  
 next\_position -= next\_position/counter;  
   
 counter++;  
 return isLucky(next\_position);  
}  
  
/\*Driver function to test above function\*/  
int main()  
{  
 int x = 5;  
 if( isLucky(x) )  
 printf("%d is a lucky no.", x);  
 else  
 printf("%d is not a lucky no.", x);  
 getchar();  
}

**Example:**  
 Let’s us take an example of 19

1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,15,17,18,19,20,21,……  
 1,3,5,7,9,11,13,15,17,19,…..  
 1,3,7,9,13,15,19,……….  
 1,3,7,13,15,19,………  
 1,3,7,13,19,………

In next step every 6th no .in sequence will be deleted. 19 will not be deleted after this step because position of 19 is 5th after this step. Therefore, 19 is lucky. Let’s see how above C code finds out:

|  |  |  |  |
| --- | --- | --- | --- |
| **Current function call** | **Position after this call** | **Counter for next call** | **Next Call** |
| isLucky(19 ) | 10 | 3 | isLucky(10) |
| isLucky(10) | 7 | 4 | isLucky(7) |
| isLucky(7) | 6 | 5 | isLucky(6) |
| isLucky(6) | 5 | 6 | isLucky(5) |

When isLucky(6) is called, it returns 1 (because counter > n).

**Iterative Way:**  
 Please see [this](http://geeksforgeeks.org/?p=542#comment-203) comment for another simple and elegant implementation of the above algorithm.

Please write comments if you find any bug in the given programs or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/lucky-numbers/>

# Magic Square

A [magic square](http://en.wikipedia.org/wiki/Magic_square) of order n is an arrangement of n^2 numbers, usually distinct integers, in a square, such that the n numbers in all rows, all columns, and both diagonals sum to the same constant. A magic square contains the integers from 1 to n^2.

The constant sum in every row, column and diagonal is called the [magic constant or magic sum](http://en.wikipedia.org/wiki/Magic_constant), M. The magic constant of a normal magic square depends only on n and has the following value:  
 M = n(n^2+1)/2

For normal magic squares of order n = 3, 4, 5, …, the magic constants are: 15, 34, 65, 111, 175, 260, …

In this post, we will discuss how programmatically we can generate a magic square of size n. Before we go further, consider the below examples:

Magic Square of size 3  
-----------------------  
 2 7 6  
 9 5 1  
 4 3 8  
Sum in each row & each column = 3\*(3^2+1)/2 = 15  
  
  
Magic Square of size 5  
----------------------  
 9 3 22 16 15  
 2 21 20 14 8  
 25 19 13 7 1  
 18 12 6 5 24  
 11 10 4 23 17  
Sum in each row & each column = 5\*(5^2+1)/2 = 65  
  
  
Magic Square of size 7  
----------------------  
 20 12 4 45 37 29 28  
 11 3 44 36 35 27 19  
 2 43 42 34 26 18 10  
 49 41 33 25 17 9 1  
 40 32 24 16 8 7 48  
 31 23 15 14 6 47 39  
 22 21 13 5 46 38 30  
Sum in each row & each column = 7\*(7^2+1)/2 = 175

Did you find any pattern in which the numbers are stored?  
 In any magic square, the first number i.e. 1 is stored at position (n/2, n-1). Let this position be (i,j). The next number is stored at position (i-1, j+1) where we can consider each row & column as circular array i.e. they wrap around.

Three conditions hold:

1. The position of next number is calculated by decrementing row number of previous number by 1, and incrementing the column number of previous number by 1. At any time, if the calculated row position becomes -1, it will wrap around to n-1. Similarly, if the calculated column position becomes n, it will wrap around to 0.

2. If the magic square already contains a number at the calculated position, calculated column position will be decremented by 2, and calculated row position will be incremented by 1.

3. If the calculated row position is -1 & calculated column position is n, the new position would be: (0, n-2).

Example:  
Magic Square of size 3  
----------------------  
 2 7 6  
 9 5 1  
 4 3 8   
  
Steps:  
1. position of number 1 = (3/2, 3-1) = (1, 2)  
2. position of number 2 = (1-1, 2+1) = (0, 0)  
3. position of number 3 = (0-1, 0+1) = (3-1, 1) = (2, 1)  
4. position of number 4 = (2-1, 1+1) = (1, 2)  
 Since, at this position, 1 is there. So, apply condition 2.  
 new position=(1+1,2-2)=(2,0)  
5. position of number 5=(2-1,0+1)=(1,1)  
6. position of number 6=(1-1,1+1)=(0,2)  
7. position of number 7 = (0-1, 2+1) = (-1,3) // this is tricky, see condition 3   
 new position = (0, 3-2) = (0,1)  
8. position of number 8=(0-1,1+1)=(-1,2)=(2,2) //wrap around  
9. position of number 9=(2-1,2+1)=(1,3)=(1,0) //wrap around

Based on the above approach, following is the working code:

#include<stdio.h>  
#include<string.h>  
  
// A function to generate odd sized magic squares  
void generateSquare(int n)  
{  
 int magicSquare[n][n];  
  
 // set all slots as 0  
 memset(magicSquare, 0, sizeof(magicSquare));  
  
 // Initialize position for 1  
 int i = n/2;  
 int j = n-1;  
  
 // One by one put all values in magic square  
 for (int num=1; num <= n\*n; )  
 {  
 if (i==-1 && j==n) //3rd condition  
 {  
 j = n-2;  
 i = 0;  
 }  
 else  
 {  
 //1st condition helper if next number goes to out of square's right side  
 if (j == n)  
 j = 0;  
 //1st condition helper if next number is goes to out of square's upper side  
 if (i < 0)  
 i=n-1;  
 }  
 if (magicSquare[i][j]) //2nd condition  
 {  
 j -= 2;  
 i++;  
 continue;  
 }  
 else  
 magicSquare[i][j] = num++; //set number  
  
 j++; i--; //1st condition  
 }  
  
  
 // print magic square  
 printf("The Magic Square for n=%d:\nSum of each row or column %d:\n\n",  
 n, n\*(n\*n+1)/2);  
 for(i=0; i<n; i++)  
 {  
 for(j=0; j<n; j++)  
 printf("%3d ", magicSquare[i][j]);  
 printf("\n");  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 7; // Works only when n is odd  
 generateSquare (n);  
 return 0;  
}

Output:

The Magic Square for n=7:  
Sum of each row or column 175:  
  
 20 12 4 45 37 29 28  
 11 3 44 36 35 27 19  
 2 43 42 34 26 18 10  
 49 41 33 25 17 9 1  
 40 32 24 16 8 7 48  
 31 23 15 14 6 47 39  
 22 21 13 5 46 38 30

NOTE: This approach works only for odd values of n.

References:  
 <http://en.wikipedia.org/wiki/Magic_square>

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/magic-square/>

# Measure one litre using two vessels and infinite water suppl

There are two vessels of capacities ‘a’ and ‘b’ respectively. We have infinite water supply. Give an efficient algorithm to make exactly 1 litre of water in one of the vessels. You can throw all the water from any vessel any point of time. Assume that ‘a’ and ‘b’ are [Coprimes](http://en.wikipedia.org/wiki/Coprime_integers).

Following are the steps:  
 Let V1 be the vessel of capacity ‘a’ and V2 be the vessel of capacity ‘b’ and ‘a’ is smaller than ‘b’.  
 **1)** Do following while the amount of water in V1 is not 1.  
 ….**a)** If V1 is empty, then completely fill V1  
 ….**b)** Transfer water from V1 to V2. If V2 becomes full, then keep the remaining water in V1 and empty V2  
 **2)** V1 will have 1 litre after termination of loop in step 1. Return.

Following is C++ implementation of the above algorithm.

/\* Sample run of the Algo for V1 with capacity 3 and V2 with capacity 7  
1. Fill V1: V1 = 3, V2 = 0  
2. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 3  
2. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 6  
3. Transfer from V1 to V2, and empty V2: V1 = 2, V2 = 0  
4. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 2  
5. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 5  
6. Transfer from V1 to V2, and empty V2: V1 = 1, V2 = 0  
7. Stop as V1 now contains 1 litre.  
  
Note that V2 was made empty in steps 3 and 6 because it became full \*/  
  
#include <iostream>  
using namespace std;  
  
// A utility function to get GCD of two numbers  
int gcd(int a, int b) { return b? gcd(b, a % b) : a; }  
  
// Class to represent a Vessel  
class Vessel  
{  
 // A vessel has capacity, and current amount of water in it  
 int capacity, current;  
public:  
 // Constructor: initializes capacity as given, and current as 0  
 Vessel(int capacity) { this->capacity = capacity; current = 0; }  
  
 // The main function to fill one litre in this vessel. Capacity of V2  
 // must be greater than this vessel and two capacities must be co-prime  
 void makeOneLitre(Vessel &V2);  
  
 // Fills vessel with given amount and returns the amount of water   
 // transferred to it. If the vessel becomes full, then the vessel   
 // is made empty.  
 int transfer(int amount);  
};  
  
// The main function to fill one litre in this vessel. Capacity   
// of V2 must be greater than this vessel and two capacities   
// must be coprime  
void Vessel:: makeOneLitre(Vessel &V2)  
{  
 // solution exists iff a and b are co-prime  
 if (gcd(capacity, V2.capacity) != 1)  
 return;  
  
 while (current != 1)  
 {  
 // fill A (smaller vessel)  
 if (current == 0)  
 current = capacity;  
  
 cout << "Vessel 1: " << current << " Vessel 2: "   
 << V2.current << endl;  
  
 // Transfer water from V1 to V2 and reduce current of V1 by  
 // the amount equal to transferred water  
 current = current - V2.transfer(current);  
 }  
  
 // Finally, there will be 1 litre in vessel 1  
 cout << "Vessel 1: " << current << " Vessel 2: "   
 << V2.current << endl;  
}  
  
// Fills vessel with given amount and returns the amount of water   
// transferred to it. If the vessel becomes full, then the vessel   
// is made empty  
int Vessel::transfer(int amount)  
{  
 // If the vessel can accommodate the given amount  
 if (current + amount < capacity)  
 {  
 current += amount;  
 return amount;  
 }  
  
 // If the vessel cannot accommodate the given amount, then  
 // store the amount of water transferred  
 int transferred = capacity - current;  
  
 // Since the vessel becomes full, make the vessel  
 // empty so that it can be filled again  
 current = 0;  
  
 return transferred;  
}  
  
// Driver program to test above function  
int main()  
{  
 int a = 3, b = 7; // a must be smaller than b  
  
 // Create two vessels of capacities a and b  
 Vessel V1(a), V2(b);  
  
 // Get 1 litre in first vessel  
 V1.makeOneLitre(V2);  
  
 return 0;  
}

Output:

Vessel 1: 3 Vessel 2: 0  
Vessel 1: 3 Vessel 2: 3  
Vessel 1: 3 Vessel 2: 6  
Vessel 1: 2 Vessel 2: 0  
Vessel 1: 3 Vessel 2: 2  
Vessel 1: 3 Vessel 2: 5  
Vessel 1: 1 Vessel 2: 0

**How does this work?**

To prove that the algorithm works, we need to proof that after certain number of iterations in the while loop, we will get 1 litre in V1.  
 Let ‘a’ be the capacity of vessel V1 and ‘b’ be the capacity of V2. Since we repeatedly transfer water from V1 to V2 until V2 becomes full, we will have ‘a – b (mod a)’ water in V1 when V2 becomes full first time . Once V2 becomes full, it is emptied. We will have ‘a – 2b (mod a)’ water in V1 when V2 is full second time. We repeat the above steps, and get ‘a – nb (mod a)’ water in V1 after the vessel V2 is filled and emptied ‘n’ times. We need to prove that the value of ‘a – nb (mod a)’ will be 1 for a finite integer ‘n’. To prove this, let us consider the following property of coprime numbers.  
 For any two [coprime integers](http://en.wikipedia.org/wiki/Coprime_integers) ‘a’ and ‘b’, the integer ‘b’ has a [multiplicative inverse](http://en.wikipedia.org/wiki/Modular_multiplicative_inverse) modulo ‘a’. In other words, there exists an integer ‘y’ such that ‘b\*y ≡ 1(mod)a’ (See 3rd point [here](http://en.wikipedia.org/wiki/Coprime_integers#Properties)). After ‘(a – 1)\*y’ iterations, we will have ‘a – [(a-1)\*y\*b (mod a)]’ water in V1, the value of this expression is ‘a – [(a – 1) \* 1] mod a’ which is 1. So the algorithm converges and we get 1 litre in V1.

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/measure-1-litre-from-two-vessels-infinite-water-supply/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

Post navigation

[← Dynamic Programming | Set 25 (Subset Sum Problem)](http://www.geeksforgeeks.org/dynamic-programming-subset-sum-problem/) [Efficient program to print all prime factors of a given number →](http://www.geeksforgeeks.org/print-all-prime-factors-of-a-given-number/)

# Minimum number of squares whose sum equals to given number n

A number can always be represented as a sum of squares of other numbers. Note that 1 is a square and we can always break a number as (1\*1 + 1\*1 + 1\*1 + …). Given a number n, find the minimum number of squares that sum to X.

Examples:

Input: n = 100  
Output: 1  
100 can be written as 102. Note that 100 can also be   
written as 52 + 52 + 52 + 52, but this  
representation requires 4 squares.  
  
Input: n = 6  
Output: 3

**We strongly recommend you to minimize your browser and try this yourself first.**  
 The idea is simple, we start from 1 and go till a number whose square is smaller than or equals to n. For every number x, we recur for n-x. Below is the recursive formula.

If n = 1 and x\*x   
Below is a simple recursive solution based on above recursive formula.  
   
// A naive recursive C++ program to find minimum  
// number of squares whose sum is equal to a given number  
#include<bits/stdc++.h>  
using namespace std;  
  
// Returns count of minimum squares that sum to n  
int getMinSquares(unsigned int n)  
{  
 // base cases  
 if (n <= 3)  
 return n;  
  
 // getMinSquares rest of the table using recursive  
 // formula  
 int res = n; // Maximum squares required is n (1\*1 + 1\*1 + ..)  
  
 // Go through all smaller numbers  
 // to recursively find minimum  
 for (int x = 1; x <= n; x++)  
 {  
 int temp = x\*x;  
 if (temp > n)  
 break;  
 else  
 res = min(res, 1+getMinSquares(n - temp));  
 }  
 return res;  
}  
  
// Driver program  
int main()  
{  
 cout << getMinSquares(6);  
 return 0;  
}

Output:

3

The time complexity of above solution is exponential. If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. For example, when we start from n = 6, we can reach 4 by subtracting one 2 times and by subtracting 2 one times. So the subproblem for 4 is called twice.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So min square sum problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner. Below is Dynamic Programming based solution

// A dynamic programming based C++ program to find minimum  
// number of squares whose sum is equal to a given number  
#include<bits/stdc++.h>  
using namespace std;  
  
// Returns count of minimum squares that sum to n  
int getMinSquares(int n)  
{  
 // Create a dynamic programming table  
 // to store sq  
 int \*dp = new int[n+1];  
  
 // getMinSquares table for base case entries  
 dp[0] = 0;  
 dp[1] = 1;  
 dp[2] = 2;  
 dp[3] = 3;  
  
 // getMinSquares rest of the table using recursive  
 // formula  
 for (int i = 4; i <= n; i++)  
 {  
 // max value is i as i can always be represented  
 // as 1\*1 + 1\*1 + ...  
 dp[i] = i;  
  
 // Go through all smaller numbers to  
 // to recursively find minimum  
 for (int x = 1; x <= i; x++) {  
 int temp = x\*x;  
 if (temp > i)  
 break;  
 else dp[i] = min(dp[i], 1+dp[i-temp]);  
 }  
 }  
  
 // Store result and free dp[]  
 int res = dp[n];  
 delete [] dp;  
  
 return res;  
}  
  
// Driver program  
int main()  
{  
 cout << getMinSquares(6);  
 return 0;  
}

Output:

3

Thanks to Gaurav Ahirwar for suggesting this solution in a comment [here](http://qa.geeksforgeeks.org/1565/print-minimum-number-squares-whose-sum-equals-given-number?show=1565#q1565).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/minimum-number-of-squares-whose-sum-equals-to-given-number-n/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Modular multiplicative inverse

Given two integers ‘a’ and ‘m’, find modular multiplicative inverse of ‘a’ under modulo ‘m’.

The modular multiplicative inverse is an integer ‘x’ such that.

a x ≡ 1 (mod m)

The value of x should be in {0, 1, 2, … m-1}, i.e., in the ring of integer modulo m.

The multiplicative inverse of “a modulo m” exists if and only if a and m are relatively prime (i.e., if gcd(a, m) = 1).

Examples:

Input: a = 3, m = 11  
Output: 4  
Since (4\*3) mod 11 = 1, 4 is modulo inverse of 3  
One might think, 15 also as a valid output as "(15\*3) mod 11"   
is also 1, but 15 is not in ring {0, 1, 2, ... 10}, so not   
valid.  
  
Input: a = 10, m = 17  
Output: 12  
Since (10\*12) mod 17 = 1, 12 is modulo inverse of 3

**We strongly recommend you to minimize your browser and try this yourself first.**

The idea is to use [**Extended Euclidean algorithms**](http://www.geeksforgeeks.org/basic-and-extended-euclidean-algorithms/) that takes two integers ‘a’ and ‘b’, finds their gcd and also find ‘x’ and ‘y’ such that

ax + by = gcd(a, b)

To find multiplicative inverse of ‘a’ under ‘m’, we put b = m in above formula. Since we know that a and m are relatively prime, we can put value of gcd as 1.

ax + my = 1

If we take modulo m on both sides, we get

ax + my ≡ 1 (mod m)

We can remove the second term on left side as ‘my (mod m)’ would always be 0 for an integer y.

ax ≡ 1 (mod m)

So the ‘x’ that we can find using [Extended Euclid Algorithm](ttp://www.geeksforgeeks.org/basic-and-extended-euclidean-algorithms/) is multiplicative inverse of ‘a’

Below is C++ implementation of above algorithm.

// C++ program to find multiplicative modulo inverse using  
// Extended Euclid algorithm.  
#include<iostream>  
using namespace std;  
  
// C function for extended Euclidean Algorithm  
int gcdExtended(int a, int b, int \*x, int \*y);  
  
// Function to find modulo inverse of a  
void modInverse(int a, int m)  
{  
 int x, y;  
 int g = gcdExtended(a, m, &x, &y);  
 if (g != 1)  
 cout << "Inverse doesn't exist";  
 else  
 {  
 // m is added to handle negative x  
 int res = (x%m + m) % m;  
 cout << "Modular multiplicative inverse is " << res;  
 }  
}  
  
// C function for extended Euclidean Algorithm  
int gcdExtended(int a, int b, int \*x, int \*y)  
{  
 // Base Case  
 if (a == 0)  
 {  
 \*x = 0, \*y = 1;  
 return b;  
 }  
  
 int x1, y1; // To store results of recursive call  
 int gcd = gcdExtended(b%a, a, &x1, &y1);  
  
 // Update x and y using results of recursive  
 // call  
 \*x = y1 - (b/a) \* x1;  
 \*y = x1;  
  
 return gcd;  
}  
  
// Driver Program  
int main()  
{  
 int a = 3, m = 11;  
 modInverse(a, m);  
 return 0;  
}

Output:

Modular multiplicative inverse is 4

If we know m is prime, then we can also use[**Fermats’s little theorem**](https://en.wikipedia.org/wiki/Fermat%27s_little_theorem) to find the inverse.

am-1 ≡ 1 (mod m)

If we multiply both sides with a-1, we get

a-1 ≡ a m-2 (mod m)

Below is C++ implementation of above idea.

// C++ program to find modular inverse of a under modulo m  
// This program works only if m is prime.  
#include<iostream>  
using namespace std;  
  
// To find GCD of a and b  
int gcd(int a, int b);  
  
// To compute x raised to power y under modulo m  
int power(int x, unsigned int y, unsigned int m);  
  
// Function to find modular inverse of a under modulo m  
// Assumption: m is prime  
void modInverse(int a, int m)  
{  
 int x, y;  
 int g = gcd(a, m);  
 if (g != 1)  
 cout << "Inverse doesn't exist";  
 else  
 {  
 // If a and m are relatively prime, then modulo inverse  
 // is a^(m-2) mode m  
 cout << "Modular multiplicative inverse is "  
 << power(a, m-2, m);  
 }  
}  
  
// To compute x^y under modulo m  
int power(int x, unsigned int y, unsigned int m)  
{  
 if (y == 0)  
 return 1;  
 int p = power(x, y/2, m) % m;  
 p = (p \* p) % m;  
  
 return (y%2 == 0)? p : (x \* p) % m;  
}  
  
// Function to return gcd of a and b  
int gcd(int a, int b)  
{  
 if (a == 0)  
 return b;  
 return gcd(b%a, a);  
}  
  
// Driver Program  
int main()  
{  
 int a = 3, m = 11;  
 modInverse(a, m);  
 return 0;  
}

Output:

Modular multiplicative inverse is 4

We have discussed two methods to find multiplicative inverse modulo m.  
 1) Extended Euler’s GCD algorithm.  
 2) Fermat’s Little theorem.

Both methods take O(Logm) time, but the second method works only when ‘m’ is prime.

**Applications:**  
 Computation of the modular multiplicative inverse is an essential step in [RSA public-key encryption method](https://en.wikipedia.org/wiki/RSA_%28cryptosystem%29).

**References:**  
 <https://en.wikipedia.org/wiki/Modular_multiplicative_inverse>  
 <http://e-maxx.ru/algo/reverse_element>

This article is contributed by **Ankur**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/multiplicative-inverse-under-modulo-m/>

# Multiply two integers without using multiplication, division and bitwise operators, and no loops

Asked by [Kapil](http://geeksforgeeks.org/forum/topic/multiply-two-numbers)

By making use of recursion, we can multiply two integers with the given constraints.

To multiply x and y, recursively add x y times.

Thanks to [geek4u](http://geeksforgeeks.org/forum/topic/multiply-two-numbers)for suggesting this method.

#include<stdio.h>  
/\* function to multiply two numbers x and y\*/  
int multiply(int x, int y)  
{  
 /\* 0 multiplied with anything gives 0 \*/  
 if(y == 0)  
 return 0;  
  
 /\* Add x one by one \*/   
 if(y > 0 )  
 return (x + multiply(x, y-1));  
   
 /\* the case where y is negative \*/   
 if(y < 0 )  
 return -multiply(x, -y);  
}  
  
int main()  
{  
 printf("\n %d", multiply(5, -11));  
 getchar();  
 return 0;  
}

Time Complexity: O(y) where y is the second argument to function multiply().

Please write comments if you find any of the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/multiply-two-numbers-without-using-multiply-division-bitwise-operators-and-no-loops/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Pascal's Triangle

[Pascal’s triangle](http://en.wikipedia.org/wiki/Pascal's_triangle) is a triangular array of the binomial coefficients. Write a function that takes an integer value n as input and prints first n lines of the Pascal’s triangle. Following are the first 6 rows of Pascal’s Triangle.

1   
1 1   
1 2 1   
1 3 3 1   
1 4 6 4 1   
1 5 10 10 5 1

**Method 1 ( O(n^3) time complexity )**  
 Number of entries in every line is equal to line number. For example, the first line has “1”, the second line has “1 1″, the third line has “1 2 1″,.. and so on. Every entry in a line is value of a [Binomial Coefficient](http://en.wikipedia.org/wiki/Binomial_coefficient). The value of ***i***th entry in line number *line* is *C(line, i)*. The value can be calculated using following formula.

C(line, i) = line! / ( (line-i)! \* i! )

A simple method is to run two loops and calculate the value of Binomial Coefficient in inner loop.

// A simple O(n^3) program for Pascal's Triangle  
#include <stdio.h>  
  
// See http://www.geeksforgeeks.org/archives/25621 for details of this function  
int binomialCoeff(int n, int k);  
  
// Function to print first n lines of Pascal's Triangle  
void printPascal(int n)  
{  
 // Iterate through every line and print entries in it  
 for (int line = 0; line < n; line++)  
 {  
 // Every line has number of integers equal to line number  
 for (int i = 0; i <= line; i++)  
 printf("%d ", binomialCoeff(line, i));  
 printf("\n");  
 }  
}  
  
// See http://www.geeksforgeeks.org/archives/25621 for details of this function  
int binomialCoeff(int n, int k)  
{  
 int res = 1;  
 if (k > n - k)  
 k = n - k;  
 for (int i = 0; i < k; ++i)  
 {  
 res \*= (n - i);  
 res /= (i + 1);  
 }  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 7;  
 printPascal(n);  
 return 0;  
}

Time complexity of this method is O(n^3). Following are optimized methods.

**Method 2( O(n^2) time and O(n^2) extra space )**  
 If we take a closer at the triangle, we observe that every entry is sum of the two values above it. So we can create a 2D array that stores previously generated values. To generate a value in a line, we can use the previously stored values from array.
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// A O(n^2) time and O(n^2) extra space method for Pascal's Triangle  
void printPascal(int n)  
{  
 int arr[n][n]; // An auxiliary array to store generated pscal triangle values  
  
 // Iterate through every line and print integer(s) in it  
 for (int line = 0; line < n; line++)  
 {  
 // Every line has number of integers equal to line number  
 for (int i = 0; i <= line; i++)  
 {  
 // First and last values in every row are 1  
 if (line == i || i == 0)  
 arr[line][i] = 1;  
 else // Other values are sum of values just above and left of above  
 arr[line][i] = arr[line-1][i-1] + arr[line-1][i];  
 printf("%d ", arr[line][i]);  
 }  
 printf("\n");  
 }  
}

This method can be optimized to use O(n) extra space as we need values only from previous row. So we can create an auxiliary array of size n and overwrite values. Following is another method uses only O(1) extra space.

**Method 3 ( O(n^2) time and O(1) extra space )**  
 This method is based on method 1. We know that ***i***th entry in a line number *line* is Binomial Coefficient *C(line, i)* and all lines start with value 1. The idea is to calculate *C(line, i)* using *C(line, i-1)*. It can be calculated in O(1) time using the following.

C(line, i) = line! / ( (line-i)! \* i! )  
C(line, i-1) = line! / ( (line - i + 1)! \* (i-1)! )  
We can derive following expression from above two expressions.  
C(line, i) = C(line, i-1) \* (line - i + 1) / i  
  
So C(line, i) can be calculated from C(line, i-1) in O(1) time

// A O(n^2) time and O(1) extra space function for Pascal's Triangle  
void printPascal(int n)  
{  
 for (int line = 1; line <= n; line++)  
 {  
 int C = 1; // used to represent C(line, i)  
 for (int i = 1; i <= line; i++)   
 {  
 printf("%d ", C); // The first value in a line is always 1  
 C = C \* (line - i) / i;   
 }  
 printf("\n");  
 }  
}

So method 3 is the best method among all, but it may cause integer overflow for large values of n as it multiplies two integers to obtain values.

This article is compiled by **Rahul** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pascal-triangle/>

# Make a fair coin from a biased coin

You are given a function foo() that represents a biased coin. When foo() is called, it returns 0 with 60% probability, and 1 with 40% probability. Write a new function that returns 0 and 1 with 50% probability each. Your function should use only foo(), no other library method.

**Solution:**  
 We know foo() returns 0 with 60% probability. How can we ensure that 0 and 1 are returned with 50% probability?  
 The solution is similar to [this](http://www.geeksforgeeks.org/archives/22539)post. If we can somehow get two cases with equal probability, then we are done. We call foo() two times. Both calls will return 0 with 60% probability. So the two pairs (0, 1) and (1, 0) will be generated with equal probability from two calls of foo(). Let us see how.

**(0, 1):** The probability to get 0 followed by 1 from two calls of foo() = 0.6 \* 0.4 = 0.24  
 **(1, 0):** The probability to get 1 followed by 0 from two calls of foo() = 0.4 \* 0.6 = 0.24

*So the two cases appear with equal probability. The idea is to return consider only the above two cases, return 0 in one case, return 1 in other case. For other cases [(0, 0) and (1, 1)], recur until you end up in any of the above two cases.*

The below program depicts how we can use foo() to return 0 and 1 with equal probability.

#include <stdio.h>  
   
int foo() // given method that returns 0 with 60% probability and 1 with 40%  
{  
 // some code here  
}  
  
// returns both 0 and 1 with 50% probability   
int my\_fun()   
{  
 int val1 = foo();  
 int val2 = foo();  
 if (val1 == 0 && val2 == 1)  
 return 0; // Will reach here with 0.24 probability  
 if (val1 == 1 && val2 == 0)  
 return 1; // // Will reach here with 0.24 probability  
 return my\_fun(); // will reach here with (1 - 0.24 - 0.24) probability  
}  
   
int main()  
{  
 printf ("%d ", my\_fun());  
 return 0;  
}

References:  
 <http://en.wikipedia.org/wiki/Fair_coin#Fair_results_from_a_biased_coin>

This article is compiled by **Shashank Sinha** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.  
 If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

### Source

<http://www.geeksforgeeks.org/print-0-and-1-with-50-probability/>

# Print all combinations of points that can compose a given number

You can win three kinds of basketball points, 1 point, 2 points, and 3 points. Given a total score n, print out all the combination to compose n.

Examples:  
 For n = 1, the program should print following:  
 1

For n = 2, the program should print following:  
 1 1  
 2

For n = 3, the program should print following:  
 1 1 1  
 1 2  
 2 1  
 3

For n = 4, the program should print following:  
 1 1 1 1  
 1 1 2  
 1 2 1  
 1 3  
 2 1 1  
 2 2  
 3 1

and so on …

Algorithm:  
 At first position we can have three numbers 1 or 2 or 3.  
 First put 1 at first position and recursively call for n-1.  
 Then put 2 at first position and recursively call for n-2.  
 Then put 3 at first position and recursively call for n-3.  
 If n becomes 0 then we have formed a combination that compose n, so print the current combination.

Below is a generalized implementation. In the below implementation, we can change MAX\_POINT if there are higher points (more than 3) in the basketball game.

#define MAX\_POINT 3  
#define ARR\_SIZE 100  
#include<stdio.h>  
  
/\* Utility function to print array arr[] \*/  
void printArray(int arr[], int arr\_size);  
  
/\* The function prints all combinations of numbers 1, 2, ...MAX\_POINT  
 that sum up to n.  
 i is used in recursion keep track of index in arr[] where next  
 element is to be added. Initital value of i must be passed as 0 \*/  
void printCompositions(int n, int i)  
{  
  
 /\* array must be static as we want to keep track  
 of values stored in arr[] using current calls of  
 printCompositions() in function call stack\*/  
 static int arr[ARR\_SIZE];  
  
 if (n == 0)  
 {  
 printArray(arr, i);  
 }  
 else if(n > 0)  
 {  
 int k;   
 for (k = 1; k <= MAX\_POINT; k++)  
 {  
 arr[i]= k;  
 printCompositions(n-k, i+1);  
 }  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Utility function to print array arr[] \*/  
void printArray(int arr[], int arr\_size)  
{  
 int i;  
 for (i = 0; i < arr\_size; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 int n = 5;  
 printf("Differnt compositions formed by 1, 2 and 3 of %d are\n", n);  
 printCompositions(n, 0);  
 getchar();  
 return 0;  
}

Asked by [Aloe](http://geeksforgeeks.org/forum/topic/points-combination)

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/print-all-combinations-of-points-that-can-compose-a-given-number/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Print all possible combinations of r elements in a given array of size n

Given an array of size n, generate and print all possible combinations of r elements in array. For example, if input array is {1, 2, 3, 4} and r is 2, then output should be {1, 2}, {1, 3}, {1, 4}, {2, 3}, {2, 4} and {3, 4}.

Following are two methods to do this.

**Method 1 (Fix Elements and Recur)**  
 We create a temporary array ‘data[]’ which stores all outputs one by one. The idea is to start from first index (index = 0) in data[], one by one fix elements at this index and recur for remaining indexes. Let the input array be {1, 2, 3, 4, 5} and r be 3. We first fix 1 at index 0 in data[], then recur for remaining indexes, then we fix 2 at index 0 and recur. Finally, we fix 3 and recur for remaining indexes. When number of elements in data[] becomes equal to r (size of a combination), we print data[].

Following diagram shows recursion tree for same input.
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Following is C++ implementation of above approach.

// Program to print all combination of size r in an array of size n  
#include <stdio.h>  
void combinationUtil(int arr[], int data[], int start, int end, int index, int r);  
  
// The main function that prints all combinations of size r  
// in arr[] of size n. This function mainly uses combinationUtil()  
void printCombination(int arr[], int n, int r)  
{  
 // A temporary array to store all combination one by one  
 int data[r];  
  
 // Print all combination using temprary array 'data[]'  
 combinationUtil(arr, data, 0, n-1, 0, r);  
}  
  
/\* arr[] ---> Input Array  
 data[] ---> Temporary array to store current combination  
 start & end ---> Staring and Ending indexes in arr[]  
 index ---> Current index in data[]  
 r ---> Size of a combination to be printed \*/  
void combinationUtil(int arr[], int data[], int start, int end, int index, int r)  
{  
 // Current combination is ready to be printed, print it  
 if (index == r)  
 {  
 for (int j=0; j<r; j++)  
 printf("%d ", data[j]);  
 printf("\n");  
 return;  
 }  
  
 // replace index with all possible elements. The condition  
 // "end-i+1 >= r-index" makes sure that including one element  
 // at index will make a combination with remaining elements  
 // at remaining positions  
 for (int i=start; i<=end && end-i+1 >= r-index; i++)  
 {  
 data[index] = arr[i];  
 combinationUtil(arr, data, i+1, end, index+1, r);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5};  
 int r = 3;  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printCombination(arr, n, r);  
}

Output:

1 2 3  
1 2 4  
1 2 5  
1 3 4  
1 3 5  
1 4 5  
2 3 4  
2 3 5  
2 4 5  
3 4 5

*How to handle duplicates?*  
 Note that the above method doesn’t handle duplicates. For example, if input array is {1, 2, 1} and r is 2, then the program prints {1, 2} and {2, 1} as two different combinations. We can avoid duplicates by adding following two additional things to above code.  
 1) Add code to sort the array before calling combinationUtil() in printCombination()  
 2) Add following lines at the end of for loop in combinationUtil()

// Since the elements are sorted, all occurrences of an element  
 // must be together  
 while (arr[i] == arr[i+1])  
 i++;

See [**this**](http://ideone.com/ywsqBz)for an implementation that handles duplicates.

**Method 2 (Include and Exclude every element)**  
 Like the above method, We create a temporary array data[]. The idea here is similar to [Subset Sum Problem](http://www.geeksforgeeks.org/dynamic-programming-subset-sum-problem/). We one by one consider every element of input array, and recur for two cases:

1) The element is included in current combination (We put the element in data[] and increment next available index in data[])  
 2) The element is excluded in current combination (We do not put the element and do not change index)

When number of elements in data[] become equal to r (size of a combination), we print it.

This method is mainly based on [Pascal’s Identity](http://en.wikipedia.org/wiki/Pascal's_rule), i.e. **ncr = n-1cr + n-1cr-1**

Following is C++ implementation of method 2.

// Program to print all combination of size r in an array of size n  
#include<stdio.h>  
void combinationUtil(int arr[],int n,int r,int index,int data[],int i);  
  
// The main function that prints all combinations of size r  
// in arr[] of size n. This function mainly uses combinationUtil()  
void printCombination(int arr[], int n, int r)  
{  
 // A temporary array to store all combination one by one  
 int data[r];  
  
 // Print all combination using temprary array 'data[]'  
 combinationUtil(arr, n, r, 0, data, 0);  
}  
  
/\* arr[] ---> Input Array  
 n ---> Size of input array  
 r ---> Size of a combination to be printed  
 index ---> Current index in data[]  
 data[] ---> Temporary array to store current combination  
 i ---> index of current element in arr[] \*/  
void combinationUtil(int arr[], int n, int r, int index, int data[], int i)  
{  
 // Current cobination is ready, print it  
 if (index == r)  
 {  
 for (int j=0; j<r; j++)  
 printf("%d ",data[j]);  
 printf("\n");  
 return;  
 }  
  
 // When no more elements are there to put in data[]  
 if (i >= n)  
 return;  
  
 // current is included, put next at next location  
 data[index] = arr[i];  
 combinationUtil(arr, n, r, index+1, data, i+1);  
  
 // current is excluded, replace it with next (Note that  
 // i+1 is passed, but index is not changed)  
 combinationUtil(arr, n, r, index, data, i+1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5};  
 int r = 3;  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printCombination(arr, n, r);  
 return 0;  
}

Output:

1 2 3  
1 2 4  
1 2 5  
1 3 4  
1 3 5  
1 4 5  
2 3 4  
2 3 5  
2 4 5  
3 4 5

*How to handle duplicates in method 2?*  
 Like method 1, we can following two things to handle duplicates.  
 1) Add code to sort the array before calling combinationUtil() in printCombination()  
 2) Add following lines between two recursive calls of combinationUtil() in combinationUtil()

// Since the elements are sorted, all occurrences of an element  
 // must be together  
 while (arr[i] == arr[i+1])  
 i++;

See [**this**](http://ideone.com/91MYjB)for an implementation that handles duplicates.

This article is contributed by **Bateesh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-all-possible-combinations-of-r-elements-in-a-given-array-of-size-n/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/), [Recursion](http://www.geeksforgeeks.org/tag/recursion/)
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# Efficient program to print all prime factors of a given numbe

Given a number n, write an efficient function to print all [prime factors](http://en.wikipedia.org/wiki/Prime_factor) of n. For example, if the input number is 12, then output should be “2 2 3″. And if the input number is 315, then output should be “3 3 5 7″.

Following are the steps to find all prime factors.  
 **1)** While n is divisible by 2, print 2 and divide n by 2.  
 **2)** After step 1, n must be odd. Now start a loop from i = 3 to square root of n. While i divides n, print i and divide n by i, increment i by 2 and continue.  
 **3)** If n is a prime number and is greater than 2, then n will not become 1 by above two steps. So print n if it is greater than 2.

// Program to print all prime factors  
# include <stdio.h>  
# include <math.h>  
  
// A function to print all prime factors of a given number n  
void primeFactors(int n)  
{  
 // Print the number of 2s that divide n  
 while (n%2 == 0)  
 {  
 printf("%d ", 2);  
 n = n/2;  
 }  
  
 // n must be odd at this point. So we can skip one element (Note i = i +2)  
 for (int i = 3; i <= sqrt(n); i = i+2)  
 {  
 // While i divides n, print i and divide n  
 while (n%i == 0)  
 {  
 printf("%d ", i);  
 n = n/i;  
 }  
 }  
  
 // This condition is to handle the case whien n is a prime number  
 // greater than 2  
 if (n > 2)  
 printf ("%d ", n);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 315;  
 primeFactors(n);  
 return 0;  
}

Output:

3 3 5 7

**How does this work?**  
 The steps 1 and 2 take care of composite numbers and step 3 takes care of prime numbers. To prove that the complete algorithm works, we need to prove that steps 1 and 2 actually take care of composite numbers. This is clear that step 1 takes care of even numbers. And after step 1, all remaining prime factor must be odd (difference of two prime factors must be at least 2), this explains why i is incremented by 2.  
 Now the main part is, the loop runs till square root of n not till. To prove that this optimization works, let us consider the following property of composite numbers.  
 *Every composite number has at least one prime factor less than or equal to square root of itself.*  
 This property can be proved using counter statement. Let a and b be two factors of n such that a\*b = n. If both are greater than √n, then a.b > √n, \* √n, which contradicts the expression “a \* b = n”.

In step 2 of the above algorithm, we run a loop and do following in loop  
 a) Find the least prime factor i (must be less than √n,)  
 b) Remove all occurrences i from n by repeatedly dividing n by i.  
 c) Repeat steps a and b for divided n and i = i + 2. The steps a and b are repeated till n becomes either 1 or a prime number.

Thanks to **Vishwas Garg** for suggesting the above algorithm. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-all-prime-factors-of-a-given-number/>

# Print squares of first n natural numbers without using \*, / and

Given a natural number ‘n’, print squares of first n natural numbers without using \*, / and -.

Input: n = 5  
Output: 0 1 4 9 16  
  
Input: n = 6  
Output: 0 1 4 9 16 25

**We strongly recommend to minimize the browser and try this yourself first.**

**Method 1:** The idea is to calculate next square using previous square value. Consider the following relation between square of x and (x-1). We know square of (x-1) is (x-1)2 – 2\*x + 1. We can write x2 as

x2 = (x-1)2 + 2\*x - 1   
x2 = (x-1)2 + x + (x - 1)

When writing an iterative program, we can keep track of previous value of x and add the current and previous values of x to current value of square. This way we don’t even use the ‘-‘ operator.

// C++ program to print squares of first 'n' natural numbers  
// wothout using \*, / and -  
#include<iostream>  
using namespace std;  
  
void printSquares(int n)  
{  
 // Initialize 'square' and previous value of 'x'  
 int square = 0, prev\_x = 0;  
  
 // Calculate and print squares  
 for (int x = 0; x < n; x++)  
 {  
 // Update value of square using previous value  
 square = (square + x + prev\_x);  
  
 // Print square and update prev for next iteration  
 cout << square << " ";  
 prev\_x = x;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 5;  
 printSquares(n);  
}

Output:

0 1 4 9 16

**Method 2:** Sum of first n odd numbers are squares of natural numbers from 1 to n. For example 1, 1+3, 1+3+5, 1+3+5+7, 1+3+5+7+9, ….

Following is C++ program based on above concept. Thanks to Aadithya Umashanker and raviteja for suggesting this method.

// C++ program to print squares of first 'n' natural numbers  
// wothout using \*, / and -  
#include<iostream>  
using namespace std;  
  
void printSquares(int n)  
{  
 // Initialize 'square' and first odd number  
 int square = 0, odd = 1;  
  
 // Calculate and print squares  
 for (int x = 0; x < n; x++)  
 {  
 // Print square  
 cout << square << " ";  
  
 // Update 'square' and 'odd'  
 square = square + odd;  
 odd = odd + 2;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 5;  
 printSquares(n);  
}

Output:

0 1 4 9 16

This article is contributed by **Sachin**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-squares-first-n-natural-numbers-without-using/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Program for Fibonacci numbers

The Fibonacci numbers are the numbers in the following integer sequence.

0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 141, ……..

In mathematical terms, the sequence Fn of Fibonacci numbers is defined by the recurrence relation

Fn = Fn-1 + Fn-2

with seed values

F0 = 0 and F1 = 1.

Write a function *int fib(int n)* that returns Fn. For example, if *n* = 0, then *fib()* should return 0. If n = 1, then it should return 1. For n > 1, it should return Fn-1 + Fn-2

Following are different methods to get the nth Fibonacci number.

**Method 1 ( Use recursion )**  
 A simple method that is a direct recusrive implementation mathematical recurance relation given above.

#include<stdio.h>  
int fib(int n)  
{  
 if (n <= 1)  
 return n;  
 return fib(n-1) + fib(n-2);  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* T(n) = T(n-1) + T(n-2) which is exponential.  
 We can observe that this implementation does a lot of repeated work (see the following recursion tree). So this is a bad implementation for nth Fibonacci number.

fib(5)   
 / \   
 fib(4) fib(3)   
 / \ / \  
 fib(3) fib(2) fib(2) fib(1)  
 / \ / \ / \   
 fib(2) fib(1) fib(1) fib(0) fib(1) fib(0)  
 / \  
fib(1) fib(0)

*Extra Space:* O(n) if we consider the function call stack size, otherwise O(1).

**Method 2 ( Use Dynamic Programming )**  
 We can avoid the repeated work done is the method 1 by storing the Fibonacci numbers calculated so far.

#include<stdio.h>  
  
int fib(int n)  
{  
 /\* Declare an array to store Fibonacci numbers. \*/  
 int f[n+1];  
 int i;  
  
 /\* 0th and 1st number of the series are 0 and 1\*/  
 f[0] = 0;  
 f[1] = 1;  
  
 for (i = 2; i <= n; i++)  
 {  
 /\* Add the previous 2 numbers in the series  
 and store it \*/  
 f[i] = f[i-1] + f[i-2];  
 }  
  
 return f[n];  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(n)

**Method 3 ( Space Otimized Method 2 )**  
 We can optimize the space used in method 2 by storing the previous two numbers only because that is all we need to get the next Fibannaci number in series.

#include<stdio.h>  
int fib(int n)  
{  
 int a = 0, b = 1, c, i;  
 if( n == 0)  
 return a;  
 for (i = 2; i <= n; i++)  
 {  
 c = a + b;  
 a = b;  
 b = c;  
 }  
 return b;  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(1)

**Method 4 ( Using power of the matrix {{1,1},{1,0}} )**  
 This another O(n) which relies on the fact that if we n times multiply the matrix M = {{1,1},{1,0}} to itself (in other words calculate power(M, n )), then we get the (n+1)th Fibonacci number as the element at row and column (0, 0) in the resultant matrix.

The matrix representation gives the following closed expression for the Fibonacci numbers:  
 [![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/fibonaccimatrix.png)

#include <stdio.h>  
  
/\* Helper function that multiplies 2 matricies F and M of size 2\*2, and  
 puts the multiplication result back to F[][] \*/  
void multiply(int F[2][2], int M[2][2]);  
  
/\* Helper function that calculates F[][] raise to the power n and puts the  
 result in F[][]  
 Note that this function is desinged only for fib() and won't work as general  
 power function \*/  
void power(int F[2][2], int n);  
  
int fib(int n)  
{  
 int F[2][2] = {{1,1},{1,0}};  
 if (n == 0)  
 return 0;  
 power(F, n-1);  
  
 return F[0][0];  
}  
  
void multiply(int F[2][2], int M[2][2])  
{  
 int x = F[0][0]\*M[0][0] + F[0][1]\*M[1][0];  
 int y = F[0][0]\*M[0][1] + F[0][1]\*M[1][1];  
 int z = F[1][0]\*M[0][0] + F[1][1]\*M[1][0];  
 int w = F[1][0]\*M[0][1] + F[1][1]\*M[1][1];  
  
 F[0][0] = x;  
 F[0][1] = y;  
 F[1][0] = z;  
 F[1][1] = w;  
}  
  
void power(int F[2][2], int n)  
{  
 int i;  
 int M[2][2] = {{1,1},{1,0}};  
  
 // n - 1 times multiply the matrix to {{1,0},{0,1}}  
 for (i = 2; i <= n; i++)  
 multiply(F, M);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(1)

**Method 5 ( Optimized Method 4 )**  
 The method 4 can be optimized to work in O(Logn) time complexity. We can do recursive multiplication to get power(M, n) in the prevous method (Similar to the optimization done in [this](http://geeksforgeeks.org/?p=28)post)

#include <stdio.h>  
  
void multiply(int F[2][2], int M[2][2]);  
  
void power(int F[2][2], int n);  
  
/\* function that returns nth Fibonacci number \*/  
int fib(int n)  
{  
 int F[2][2] = {{1,1},{1,0}};  
 if (n == 0)  
 return 0;  
 power(F, n-1);  
 return F[0][0];  
}  
  
/\* Optimized version of power() in method 4 \*/  
void power(int F[2][2], int n)  
{  
 if( n == 0 || n == 1)  
 return;  
 int M[2][2] = {{1,1},{1,0}};  
  
 power(F, n/2);  
 multiply(F, F);  
  
 if (n%2 != 0)  
 multiply(F, M);  
}  
  
void multiply(int F[2][2], int M[2][2])  
{  
 int x = F[0][0]\*M[0][0] + F[0][1]\*M[1][0];  
 int y = F[0][0]\*M[0][1] + F[0][1]\*M[1][1];  
 int z = F[1][0]\*M[0][0] + F[1][1]\*M[1][0];  
 int w = F[1][0]\*M[0][1] + F[1][1]\*M[1][1];  
  
 F[0][0] = x;  
 F[0][1] = y;  
 F[1][0] = z;  
 F[1][1] = w;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 9;  
 printf("%d", fib(9));  
 getchar();  
 return 0;  
}

***Time Complexity:* O(Logn)**  
 *Extra Space:* O(Logn) if we consider the function call stack size, otherwise O(1).

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

**References:**  
 <http://en.wikipedia.org/wiki/Fibonacci_number>  
 <http://www.ics.uci.edu/~eppstein/161/960109.html>

### Source

<http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/>

# Program for nth Catalan Number

Catalan numbers are a sequence of natural numbers that occurs in many interesting counting problems like following.

**1)** Count the number of expressions containing n pairs of parentheses which are correctly matched. For n = 3, possible expressions are ((())), ()(()), ()()(), (())(), (()()).

**2)** Count the number of possible Binary Search Trees with n keys (See [this](http://www.geeksforgeeks.org/g-fact-18/))

**3)** Count the number of full binary trees (A rooted binary tree is full if every vertex has either two children or no children) with n+1 leaves.

See [this](http://en.wikipedia.org/wiki/Catalan_number#Applications_in_combinatorics)for more applications.

The first few Catalan numbers for n = 0, 1, 2, 3, … are **1, 1, 2, 5, 14, 42, 132, 429, 1430, 4862, …**

**Recursive Solution**  
 Catalan numbers satisfy the following recursive formula.  
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Following is C++ implementation of above recursive formula.

#include<iostream>  
using namespace std;  
  
// A recursive function to find nth catalan number  
unsigned long int catalan(unsigned int n)  
{  
 // Base case  
 if (n <= 1) return 1;  
  
 // catalan(n) is sum of catalan(i)\*catalan(n-i-1)  
 unsigned long int res = 0;  
 for (int i=0; i<n; i++)  
 res += catalan(i)\*catalan(n-i-1);  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 for (int i=0; i<10; i++)  
 cout << catalan(i) << " ";  
 return 0;  
}

Output :

1 1 2 5 14 42 132 429 1430 4862

Time complexity of above implementation is equivalent to nth catalan number.  
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The value of nth catalan number is exponential that makes the time complexity exponential.

**Dynamic Programming Solution**  
 We can observe that the above recursive implementation does a lot of repeated work (we can the same by drawing recursion tree). Since there are overlapping subproblems, we can use dynamic programming for this. Following is a Dynamic programming based implementation in C++.

#include<iostream>  
using namespace std;  
  
// A dynamic programming based function to find nth  
// Catalan number  
unsigned long int catalanDP(unsigned int n)  
{  
 // Table to store results of subproblems  
 unsigned long int catalan[n+1];  
  
 // Initialize first two values in table  
 catalan[0] = catalan[1] = 1;  
  
 // Fill entries in catalan[] using recursive formula  
 for (int i=2; i<=n; i++)  
 {  
 catalan[i] = 0;  
 for (int j=0; j<i; j++)  
 catalan[i] += catalan[j] \* catalan[i-j-1];  
 }  
  
 // Return last entry  
 return catalan[n];  
}  
  
// Driver program to test above function  
int main()  
{  
 for (int i = 0; i < 10; i++)  
 cout << catalanDP(i) << " ";  
 return 0;  
}

Output:

1 1 2 5 14 42 132 429 1430 4862

Time Complexity: Time complexity of above implementation is O(n2)

**Using Binomial Coefficient**  
 We can also use the below formula to find nth catalan number in O(n) time.  
 [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGkAAAAYCAQAAABT9RvVAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAACcklEQVRYw9WX23WbQBCGv/VRAWuVsOoAOx2QDtBxB7gDfFIC6YB0YKMOUDqI1AFyB4YOxg8sNwnMJeIoWV4WNDOaf+efyyrh/1jKxQG+8SKnAVG5yYPmMFE+EAQ80kHZmwDyCRH0SGkPjYNYaD16+OVO3Yp4SriXfISch5GfoBw5gnI4iFIanw0Rj2xI5VdT7mbEE8ZFCU3Sek/wBTyBDF/A1AQmxpwRD0NETERIKODh/gOQ4qYXBEVGCWgyS8q44X/SgkREilMpxOO5vhwkTLMY4OELhVYJhRivIXHAEe4sYw8Y2cjRVsGchNMYpi+8ntlXOeWy5k0ZfgDwnQQAV3YqqORfeba5REzWPjMcwtvnEocyBpjqY2ZzSltuBUUGWa8zAQEXqUtgZcJZEI5LiBA1SdMD20yyqxF0gViWjchM4Ga6XwjOCnA5zugrMbrjc2J7wzWWnqGTY1ZKA38uHDZDk5RsRwGf0clF2c2afLLyB+s7yS8VlTfjfHrcm/401PWMv/xYAW+4LUAORnbQNXY0pP6SeMWA03jX/JaHsxOfvtbkRVKldcnGqzp059hxteSPWm8dg2z/iPp1jSy3ATERQbPKd48dy0Cy7pwBIJvWSooaubKc76aLa7v3E68zSMAQeQfXnkeOE+w57GHgJIsWTCaUdJwYi17yjoqS257Dh5Kh8PfLKqsStpKDikjZDV6Q++L0LvegPJ5kqzQha3uixfmf5MVKdtygVMpD+1vbXtcvV86Qrjh1zczjotQsVkP26qvH8pB6yDsOUn2xG7SnyxK2PKTOmfmiiPcOsrWrQ/bKA1kcUi/UCZeXcVf6cvcJf3Q7FPrx6jMAAAAidEVYdGNvbW1lbnQAUmVuZGVyZWQgYnkgUXVpY2tMYVRlWC5jb20gSdC2AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE0LTA1LTExVDE3OjU0OjU5KzA5OjAwCSz0jAAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxNC0wNS0xMVQxNzo1NDo1OSswOTowMHhxTDAAAAAASUVORK5CYII=)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/catalan3.png)

We have discussed a[O(n) approach to find binomial coefficient nCr](http://www.geeksforgeeks.org/space-and-time-efficient-binomial-coefficient/).

#include<iostream>  
using namespace std;  
  
// Returns value of Binomial Coefficient C(n, k)  
unsigned long int binomialCoeff(unsigned int n, unsigned int k)  
{  
 unsigned long int res = 1;  
  
 // Since C(n, k) = C(n, n-k)  
 if (k > n - k)  
 k = n - k;  
  
 // Calculate value of [n\*(n-1)\*---\*(n-k+1)] / [k\*(k-1)\*---\*1]  
 for (int i = 0; i < k; ++i)  
 {  
 res \*= (n - i);  
 res /= (i + 1);  
 }  
  
 return res;  
}  
  
// A Binomial coefficient based function to find nth catalan  
// number in O(n) time  
unsigned long int catalan(unsigned int n)  
{  
 // Calculate value of 2nCn  
 unsigned long int c = binomialCoeff(2\*n, n);  
  
 // return 2nCn/(n+1)  
 return c/(n+1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 for (int i = 0; i < 10; i++)  
 cout << catalan(i) << " ";  
 return 0;  
}

Output:

1 1 2 5 14 42 132 429 1430 4862

Time Complexity: Time complexity of above implementation is O(n).

We can also use below formula to find nth catalan number in O(n) time.  
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**References:**  
 <http://en.wikipedia.org/wiki/Catalan_number>  
 Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/program-nth-catalan-number/>

# Efficient program to calculate e^x

The value of [Exponential Function](http://en.wikipedia.org/wiki/Exponential_function) e^x can be expressed using following [Taylor Series](http://en.wikipedia.org/wiki/Taylor_series).

e^x = 1 + x/1! + x^2/2! + x^3/3! + ......

*How to efficiently calculate the sum of above series?*  
 The series can be re-written as

e^x = 1 + (x/1) (1 + (x/2) (1 + (x/3) (........) ) )

Let the sum needs to be calculated for n terms, we can calculate sum using following loop.

for (i = n - 1, sum = 1; i > 0; --i )  
 sum = 1 + x \* sum / i;

Following is implementation of the above idea.

// Efficient program to calculate e raise to the power x  
#include <stdio.h>  
  
//Returns approximate value of e^x using sum of first n terms of Taylor Series  
float exponential(int n, float x)  
{  
 float sum = 1.0f; // initialize sum of series  
  
 for (int i = n - 1; i > 0; --i )  
 sum = 1 + x \* sum / i;  
  
 return sum;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 10;  
 float x = 1.0f;  
 printf("e^x = %f", exponential(n, x));  
 return 0;  
}

Output:

e^x = 2.718282

This article is compiled by **Rahul** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/program-to-efficiently-calculate-ex/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Random number generator in arbitrary probability distribution fashion

Given n numbers, each with some frequency of occurrence. Return a random number with probability proportional to its frequency of occurrence.

Example:

Let following be the given numbers.  
 arr[] = {10, 30, 20, 40}   
  
Let following be the frequencies of given numbers.  
 freq[] = {1, 6, 2, 1}   
  
The output should be  
 10 with probability 1/10  
 30 with probability 6/10  
 20 with probability 2/10  
 40 with probability 1/10

It is quite clear that the simple random number generator won’t work here as it doesn’t keep track of the frequency of occurrence.

We need to somehow transform the problem into a problem whose solution is known to us.

One simple method is to take an auxiliary array (say aux[]) and duplicate the numbers according to their frequency of occurrence. Generate a random number(say r) between 0 to Sum-1(including both), where Sum represents summation of frequency array (freq[] in above example). Return the random number aux[r] (Implementation of this method is left as an exercise to the readers).

The limitation of the above method discussed above is huge memory consumption when frequency of occurrence is high. If the input is 997, 8761 and 1, this method is clearly not efficient.

How can we reduce the memory consumption? Following is detailed algorithm that uses O(n) extra space where n is number of elements in input arrays.

**1.** Take an auxiliary array (say prefix[]) of size n.  
 **2.** Populate it with prefix sum, such that prefix[i] represents sum of numbers from 0 to i.  
 **3.** Generate a random number(say r) between 1 to Sum(including both), where Sum represents summation of input frequency array.  
 **4.** Find index of Ceil of random number generated in step #3 in the prefix array. Let the index be index**c**.  
 **5.** Return the random number arr[indexc], where arr[] contains the input n numbers.

  Before we go to the implementation part, let us have quick look at the algorithm with an example:  
       arr[]: {10, 20, 30}  
       freq[]: {2, 3, 1}  
       Prefix[]: {2, 5, 6}  
   Since last entry in prefix is 6, all possible values of r are [1, 2, 3, 4, 5, 6]  
          1: Ceil is 2. Random number generated is 10.  
          2: Ceil is 2. Random number generated is 10.  
          3: Ceil is 5. Random number generated is 20.  
          4: Ceil is 5. Random number generated is 20.  
          5: Ceil is 5. Random number generated is 20.  
          6. Ceil is 6. Random number generated is 30.  
   In the above example  
       10 is generated with probability 2/6.  
       20 is generated with probability 3/6.  
       30 is generated with probability 1/6.

**How does this work?**  
 Any number input[i] is generated as many times as its frequency of occurrence because there exists count of integers in range(prefix[i – 1], prefix[i]] is input[i]. Like in the above example 3 is generated thrice, as there exists 3 integers 3, 4 and 5 whose ceil is 5.

//C program to generate random numbers according to given frequency distribution  
#include <stdio.h>  
#include <stdlib.h>  
  
// Utility function to find ceiling of r in arr[l..h]  
int findCeil(int arr[], int r, int l, int h)  
{  
 int mid;  
 while (l < h)  
 {  
 mid = l + ((h - l) >> 1); // Same as mid = (l+h)/2  
 (r > arr[mid]) ? (l = mid + 1) : (h = mid);  
 }  
 return (arr[l] >= r) ? l : -1;  
}  
  
// The main function that returns a random number from arr[] according to  
// distribution array defined by freq[]. n is size of arrays.  
int myRand(int arr[], int freq[], int n)  
{  
 // Create and fill prefix array  
 int prefix[n], i;  
 prefix[0] = freq[0];  
 for (i = 1; i < n; ++i)  
 prefix[i] = prefix[i - 1] + freq[i];  
  
 // prefix[n-1] is sum of all frequencies. Generate a random number  
 // with value from 1 to this sum  
 int r = (rand() % prefix[n - 1]) + 1;  
  
 // Find index of ceiling of r in prefix arrat  
 int indexc = findCeil(prefix, r, 0, n - 1);  
 return arr[indexc];  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 2, 3, 4};  
 int freq[] = {10, 5, 20, 100};  
 int i, n = sizeof(arr) / sizeof(arr[0]);  
  
 // Use a different seed value for every run.  
 srand(time(NULL));  
  
 // Let us generate 10 random numbers accroding to  
 // given distribution  
 for (i = 0; i < 5; i++)  
 printf("%d\n", myRand(arr, freq, n));  
  
 return 0;  
}

Output: May be different for different runs

4  
3  
4  
4  
4

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/random-number-generator-in-arbitrary-probability-distribution-fashion/>

# Reservoir Sampling

[Reservoir sampling](http://en.wikipedia.org/wiki/Reservoir_sampling) is a family of randomized algorithms for randomly choosing *k* samples from a list of *n* items, where *n* is either a very large or unknown number. Typically *n* is large enough that the list doesn’t fit into main memory. For example, a list of search queries in Google and Facebook.

So we are given a big array (or stream) of numbers (to simplify), and we need to write an efficient function to randomly select *k* numbers where *1 . Let the input array be stream[].*

A **simple solution** is to create an array *reservoir[]* of maximum size *k*. One by one randomly select an item from *stream[0..n-1]*. If the selected item is not previously selected, then put it in *reservoir[]*. To check if an item is previously selected or not, we need to search the item in *reservoir[]*. The time complexity of this algorithm will be *O(k^2)*. This can be costly if *k* is big. Also, this is not efficient if the input is in the form of a stream.

It **can be solved in *O(n)* time**. The solution also suits well for input in the form of stream. The idea is similar to [this](http://www.geeksforgeeks.org/archives/25111)post. Following are the steps.

**1)** Create an array *reservoir[0..k-1]* and copy first *k* items of *stream[]* to it.  
 **2)** Now one by one consider all items from *(k+1)*th item to *n*th item.  
 …**a)** Generate a random number from 0 to *i* where *i* is index of current item in *stream[]*. Let the generated random number is *j*.  
 …**b)** If *j* is in range 0 to *k-1*, replace *reservoir[j]* with *arr[i]*

Following is C implementation of the above algorithm.

// An efficient program to randomly select k items from a stream of items  
  
#include <stdio.h>  
#include <stdlib.h>  
#include <time.h>  
  
// A utility function to print an array  
void printArray(int stream[], int n)  
{  
 for (int i = 0; i < n; i++)  
 printf("%d ", stream[i]);  
 printf("\n");  
}  
  
// A function to randomly select k items from stream[0..n-1].  
void selectKItems(int stream[], int n, int k)  
{  
 int i; // index for elements in stream[]  
  
 // reservoir[] is the output array. Initialize it with  
 // first k elements from stream[]  
 int reservoir[k];  
 for (i = 0; i < k; i++)  
 reservoir[i] = stream[i];  
  
 // Use a different seed value so that we don't get  
 // same result each time we run this program  
 srand(time(NULL));  
  
 // Iterate from the (k+1)th element to nth element  
 for (; i < n; i++)  
 {  
 // Pick a random index from 0 to i.  
 int j = rand() % (i+1);  
  
 // If the randomly picked index is smaller than k, then replace  
 // the element present at the index with new element from stream  
 if (j < k)  
 reservoir[j] = stream[i];  
 }  
  
 printf("Following are k randomly selected items \n");  
 printArray(reservoir, k);  
}  
  
// Driver program to test above function.  
int main()  
{  
 int stream[] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12};  
 int n = sizeof(stream)/sizeof(stream[0]);  
 int k = 5;  
 selectKItems(stream, n, k);  
 return 0;  
}

Output:

Following are k randomly selected items  
6 2 11 8 12

Time Complexity: O(n)

**How does this work?**  
 To prove that this solution works perfectly, we must prove that the probability that any item *stream[i]* where *0 will be in final reservoir[] is k/n. Let us divide the proof in two cases as first k items are treated differently.*

**Case 1: For last *n-k* stream items, i.e., for *stream[i]* where *k***  
 For every such stream item *stream[i]*, we pick a random index from 0 to *i* and if the picked index is one of the first *k* indexes, we replace the element at picked index with *stream[i]*

To simplify the proof, let us first consider the *last item*. The probability that the last item is in final reservoir = The probability that one of the first *k* indexes is picked for last item = *k/n* (the probability of picking one of the *k* items from a list of size *n*)

Let us now consider the *second last item*. The probability that the second last item is in final *reservoir[]* = [Probability that one of the first *k* indexes is picked in iteration for *stream[n-2]*] X [Probability that the index picked in iteration for *stream[n-1]* is not same as index picked for *stream[n-2]* ] = [*k/(n-1)]\*[(n-1)/n*] = *k/n*.

Similarly, we can consider other items for all stream items from *stream[n-1]* to *stream[k]* and generalize the proof.

**Case 2: For first *k* stream items, i.e., for *stream[i]* where *0***  
 The first *k* items are initially copied to *reservoir[]* and may be removed later in iterations for *stream[k]* to *stream[n]*.  
 The probability that an item from *stream[0..k-1]* is in final array = Probability that the item is not picked when items *stream[k], stream[k+1], …. stream[n-1]* are considered = *[k/(k+1)] x [(k+1)/(k+2)] x [(k+2)/(k+3)] x … x [(n-1)/n] = k/n*

References:  
 <http://en.wikipedia.org/wiki/Reservoir_sampling>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/reservoir-sampling/>

# Select a random number from stream, with O(1) space

Given a stream of numbers, generate a random number from the stream. You are allowed to use only O(1) space and the input is in the form of stream, so can’t store the previously seen numbers.

So how do we generate a random number from the whole stream such that the probability of picking any number is 1/n. with O(1) extra space? This problem is a variation of [Reservoir Sampling](http://www.geeksforgeeks.org/archives/25866). Here the value of k is 1.

**1)** Initialize ‘count’ as 0, ‘count’ is used to store count of numbers seen so far in stream.  
 **2)** For each number ‘x’ from stream, do following  
 …..**a)** Increment ‘count’ by 1.  
 …..**b)** If count is 1, set result as x, and return result.  
 …..**c)** Generate a random number from 0 to ‘count-1′. Let the generated random number be i.  
 …..**d)** If i is equal to ‘count – 1′, update the result as x.

// An efficient program to randomly select a number from stream of numbers.  
#include <stdio.h>  
#include <stdlib.h>  
#include <time.h>  
  
// A function to randomly select a item from stream[0], stream[1], .. stream[i-1]  
int selectRandom(int x)  
{  
 static int res; // The resultant random number  
 static int count = 0; //Count of numbers visited so far in stream  
  
 count++; // increment count of numbers seen so far  
  
 // If this is the first element from stream, return it  
 if (count == 1)  
 res = x;  
 else  
 {  
 // Generate a random number from 0 to count - 1  
 int i = rand() % count;  
  
 // Replace the prev random number with new number with 1/count probability  
 if (i == count - 1)  
 res = x;  
 }  
 return res;  
}  
  
// Driver program to test above function.  
int main()  
{  
 int stream[] = {1, 2, 3, 4};  
 int n = sizeof(stream)/sizeof(stream[0]);  
  
 // Use a different seed value for every run.  
 srand(time(NULL));  
 for (int i = 0; i < n; ++i)  
 printf("Random number from first %d numbers is %d \n",  
 i+1, selectRandom(stream[i]));  
 return 0;  
}

Output:

Random number from first 1 numbers is 1  
Random number from first 2 numbers is 1  
Random number from first 3 numbers is 3  
Random number from first 4 numbers is 4

Auxiliary Space: O(1)

**How does this work**  
 We need to prove that every element is picked with 1/n probability where n is the number of items seen so far. For every new stream item x, we pick a random number from 0 to ‘count -1′, if the picked number is ‘count-1′, we replace the previous result with x.

To simplify proof, let us first consider the last element, the last element replaces the previously stored result with 1/n probability. So probability of getting last element as result is 1/n.

Let us now talk about second last element. When second last element processed first time, the probability that it replaced the previous result is 1/(n-1). The probability that previous result stays when nth item is considered is (n-1)/n. So probability that the second last element is picked in last iteration is [1/(n-1)] \* [(n-1)/n] which is 1/n.

Similarly, we can prove for third last element and others.

References:  
 [Reservoir Sampling](http://www.geeksforgeeks.org/archives/25866)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/select-a-random-number-from-stream-with-o1-space/>

# Shuffle a given array

Given an array, write a program to generate a random permutation of array elements. This question is also asked as “shuffle a deck of cards” or “randomize a given array”.
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Let the given array be *arr[]*. A simple solution is to create an auxiliary array *temp[]* which is initially a copy of *arr[]*. Randomly select an element from *temp[]*, copy the randomly selected element to *arr[0]* and remove the selected element from *temp[]*. Repeat the same process n times and keep copying elements to *arr[1], arr[2], … .* The time complexity of this solution will be O(n^2).

[Fisher–Yates shuffle Algorithm](http://en.wikipedia.org/wiki/Fisher%E2%80%93Yates_shuffle#The_modern_algorithm) works in O(n) time complexity. The assumption here is, we are given a function rand() that generates random number in O(1) time.  
 The idea is to start from the last element, swap it with a randomly selected element from the whole array (including last). Now consider the array from 0 to n-2 (size reduced by 1), and repeat the process till we hit the first element.

Following is the detailed algorithm

To shuffle an array a of n elements (indices 0..n-1):  
 for i from n - 1 downto 1 do  
 j = random integer with 0   
Following is C++ implementation of this algorithm.  
   
// C Program to shuffle a given array  
  
#include <stdio.h>  
#include <stdlib.h>  
#include <time.h>  
  
// A utility function to swap to integers  
void swap (int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// A utility function to print an array  
void printArray (int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
// A function to generate a random permutation of arr[]  
void randomize ( int arr[], int n )  
{  
 // Use a different seed value so that we don't get same  
 // result each time we run this program  
 srand ( time(NULL) );  
  
 // Start from the last element and swap one by one. We don't  
 // need to run for the first element that's why i > 0  
 for (int i = n-1; i > 0; i--)  
 {  
 // Pick a random index from 0 to i  
 int j = rand() % (i+1);  
  
 // Swap arr[i] with the element at random index  
 swap(&arr[i], &arr[j]);  
 }  
}  
  
// Driver program to test above function.  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7, 8};  
 int n = sizeof(arr)/ sizeof(arr[0]);  
 randomize (arr, n);  
 printArray(arr, n);  
  
 return 0;  
}

Output:

7 8 4 6 3 1 2 5

The above function assumes that rand() generates a random number.

Time Complexity: O(n), assuming that the function rand() takes O(1) time.

**How does this work?**  
 The probability that ith element (including the last one) goes to last position is 1/n, because we randomly pick an element in first iteration.

The probability that ith element goes to second last position can be proved to be 1/n by dividing it in two cases.  
 *Case 1: i = n-1 (index of last element)*:  
 The probability of last element going to second last position is = (probability that last element doesn't stay at its original position) x (probability that the index picked in previous step is picked again so that the last element is swapped)  
 So the probability = ((n-1)/n) x (1/(n-1)) = 1/n  
 *Case 2: 0 :*  
 *The probability of ith element going to second position = (probability that ith element is not picked in previous iteration) x (probability that ith element is picked in this iteration)*  
 *So the probability = ((n-1)/n) x (1/(n-1)) = 1/n*

We can easily generalize above proof for any other position.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/shuffle-a-given-array/>

# Sieve of Eratosthenes

Given a number n, print all primes smaller than or equal to n. It is also given that n is a small number.  
 For example, if n is 10, the output should be “2, 3, 5, 7″. If n is 20, the output should be “2, 3, 5, 7, 11, 13, 17, 19″.

The sieve of Eratosthenes is one of the most efficient ways to find all primes smaller than n when n is smaller than 10 million or so (Ref [Wiki](http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes)).

Following is the algorithm to find all the prime numbers less than or equal to a given integer *n* by Eratosthenes’ method:

1. Create a list of consecutive integers from 2 to *n*: (2, 3, 4, …, *n*).
2. Initially, let *p* equal 2, the first prime number.
3. Starting from *p*, count up in increments of *p* and mark each of these numbers greater than *p* itself in the list. These numbers will be 2*p*, 3*p*, 4*p*, etc.; note that some of them may have already been marked.
4. Find the first number greater than *p* in the list that is not marked. If there was no such number, stop. Otherwise, let *p* now equal this number (which is the next prime), and repeat from step 3.

When the algorithm terminates, all the numbers in the list that are not marked are prime.

Following is C++ implementation of the above algorithm. In the following implementation, a boolean array arr[] of size n is used to mark multiples of prime numbers.

#include <stdio.h>  
#include <string.h>  
  
// marks all mutiples of 'a' ( greater than 'a' but less than equal to 'n') as 1.  
void markMultiples(bool arr[], int a, int n)  
{  
 int i = 2, num;  
 while ( (num = i\*a) <= n )  
 {  
 arr[ num-1 ] = 1; // minus 1 because index starts from 0.  
 ++i;  
 }  
}  
  
// A function to print all prime numbers smaller than n  
void SieveOfEratosthenes(int n)  
{  
 // There are no prime numbers smaller than 2  
 if (n >= 2)  
 {  
 // Create an array of size n and initialize all elements as 0  
 bool arr[n];  
 memset(arr, 0, sizeof(arr));  
  
 /\* Following property is maintained in the below for loop  
 arr[i] == 0 means i + 1 is prime  
 arr[i] == 1 means i + 1 is not prime \*/  
 for (int i=1; i<n; ++i)  
 {  
 if ( arr[i] == 0 )  
 {  
 //(i+1) is prime, print it and mark its multiples  
 printf("%d ", i+1);  
 markMultiples(arr, i+1, n);  
 }  
 }  
 }  
}  
  
// Driver Program to test above function  
int main()  
{  
 int n = 30;  
 printf("Following are the prime numbers below %d\n", n);  
 SieveOfEratosthenes(n);  
 return 0;  
}

Output:

Following are the prime numbers below 30  
2 3 5 7 11 13 17 19 23 29

References:  
 <http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes>

This article is compiled by **Abhinav Priyadarshi** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/sieve-of-eratosthenes/>

# Space and time efficient Binomial Coefficient

Write a function that takes two parameters n and k and returns the value of Binomial Coefficient C(n, k). For example, your function should return 6 for n = 4 and k = 2, and it should return 10 for n = 5 and k = 2.

We have discussed a O(n\*k) time and O(k) extra space algorithm in [this](http://www.geeksforgeeks.org/archives/17806)post. The value of C(n, k) can be calculated in O(k) time and O(1) extra space.

C(n, k) = n! / (n-k)! \* k!  
 = [n \* (n-1) \*....\* 1] / [ ( (n-k) \* (n-k-1) \* .... \* 1) \*   
 ( k \* (k-1) \* .... \* 1 ) ]  
After simplifying, we get  
C(n, k) = [n \* (n-1) \* .... \* (n-k+1)] / [k \* (k-1) \* .... \* 1]  
  
Also, C(n, k) = C(n, n-k) // we can change r to n-r if r > n-r

Following implementation uses above formula to calculate C(n, k)

// Program to calculate C(n ,k)  
#include <stdio.h>  
  
// Returns value of Binomial Coefficient C(n, k)  
int binomialCoeff(int n, int k)  
{  
 int res = 1;  
  
 // Since C(n, k) = C(n, n-k)  
 if ( k > n - k )  
 k = n - k;  
  
 // Calculate value of [n \* (n-1) \*---\* (n-k+1)] / [k \* (k-1) \*----\* 1]  
 for (int i = 0; i < k; ++i)  
 {  
 res \*= (n - i);  
 res /= (i + 1);  
 }  
  
 return res;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int n = 8, k = 2;  
 printf ("Value of C(%d, %d) is %d ", n, k, binomialCoeff(n, k) );  
 return 0;  
}

Value of C(8, 2) is 28

Time Complexity: O(k)  
 Auxiliary Space: O(1)

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish)and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/space-and-time-efficient-binomial-coefficient/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Babylonian method for square root

**Algorithm:**  
 This method can be derived from (but predates) Newton–Raphson method.

1 Start with an arbitrary positive start value x (the closer to the   
 root, the better).  
2 Initialize y = 1.  
3. Do following until desired approximation is achieved.  
 a) Get the next approximation for root using average of x and y  
 b) Set y = n/x

**Implementation:**

/\*Returns the square root of n. Note that the function \*/  
float squareRoot(float n)  
{  
 /\*We are using n itself as initial approximation  
 This can definitely be improved \*/  
 float x = n;  
 float y = 1;  
 float e = 0.000001; /\* e decides the accuracy level\*/  
 while(x - y > e)  
 {  
 x = (x + y)/2;  
 y = n/x;  
 }  
 return x;  
}  
  
/\* Driver program to test above function\*/  
int main()  
{  
 int n = 50;  
 printf ("Square root of %d is %f", n, squareRoot(n));  
 getchar();  
}

**Example:**

n = 4 /\*n itself is used for initial approximation\*/  
Initialize x = 4, y = 1  
Next Approximation x = (x + y)/2 (= 2.500000),   
y = n/x (=1.600000)  
Next Approximation x = 2.050000,  
y = 1.951220  
Next Approximation x = 2.000610,  
y = 1.999390  
Next Approximation x = 2.000000,   
y = 2.000000  
Terminate as (x - y) > e now.

If we are sure that n is a perfect square, then we can use following method. The method can go in infinite loop for non-perfect-square numbers. For example, for 3 the below while loop will never terminate.

/\*Returns the square root of n. Note that the function  
 will not work for numbers which are not perfect squares\*/  
unsigned int squareRoot(int n)  
{  
 int x = n;  
 int y = 1;  
 while(x > y)  
 {  
 x = (x + y)/2;  
 y = n/x;  
 }  
 return x;  
}  
  
/\* Driver program to test above function\*/  
int main()  
{  
 int n = 49;  
 printf (" root of %d is %d", n, squareRoot(n));  
 getchar();  
}

**References;**  
 <http://en.wikipedia.org/wiki/Square_root>  
 <http://en.wikipedia.org/wiki/Babylonian_method#Babylonian_method>

Asked by Snehal

Please write comments if you find any bug in the above program/algorithm, or if you want to share more information about Babylonian method.

### Source

<http://www.geeksforgeeks.org/square-root-of-a-perfect-square/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Tiling Problem

Given a “2 x n” board and tiles of size “2 x 1″, count the number of ways to tile the given board using the 2 x 1 tiles. A tile can either be placed horizontally i.e., as a 1 x 2 tile or vertically i.e., as 2 x 1 tile.

Examples:

Input n = 3  
Output: 3  
Explanation:  
We need 3 tiles to tile the board of size 2 x 3.   
We can tile the board using following ways  
1) Place all 3 tiles vertically.   
2) Place first tile vertically and remaining 2 tiles horizontally.  
3) Place first 2 tiles horizontally and remaining tiles vertically  
  
Input n = 4  
Output: 5  
Explanation:  
For a 2 x 4 board, there are 5 ways  
1) All 4 vertical  
2) All 4 horizontal  
3) First 2 vertical, remaining 2 horizontal  
4) First 2 horizontal, remaining 2 vertical  
5) Corner 2 vertical, middle 2 horizontal
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**We strongly recommend you to minimize your browser and try this yourself first.**  
 Let “count(n)” be the count of ways to place tiles on a “2 x n” grid, we have following two ways to place first tile.  
 1) If we place first tile vertically, the problem reduces to “count(n-1)”  
 2) If we place first tile horizontally, we have to place second tile also horizontally. So the problem reduces to “count(n-2)”

Therefore, count(n) can be written as below.

count(n) = n if n = 1 or n = 2  
 count(n) = count(n-1) + count(n-2)

The above recurrence is noting but [Fibonacci Number](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/) expression. We can find n’th Fibonacci number in O(Log n) time, see below for all method to find n’th Fibonacci Number.

[Different methods for n’th Fibonacci Number](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

This article is contributed by Saurabh Jain. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/tiling-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write a C program to print all permutations of a given string

A permutation, also called an “arrangement number” or “order,” is a rearrangement of the elements of an ordered list S into a one-to-one correspondence with S itself. A string of length n has n! permutation.  
 Source: Mathword(<http://mathworld.wolfram.com/Permutation.html>)

Below are the permutations of string ABC.  
 ABC, ACB, BAC, BCA, CAB, CBA

Here is a solution using backtracking.
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// C program to print all permutations with duplicates allowed  
#include <stdio.h>  
#include <string.h>  
  
/\* Function to swap values at two pointers \*/  
void swap(char \*x, char \*y)  
{  
 char temp;  
 temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
/\* Function to print permutations of string  
 This function takes three parameters:  
 1. String  
 2. Starting index of the string  
 3. Ending index of the string. \*/  
void permute(char \*a, int l, int r)  
{  
 int i;  
 if (l == r)  
 printf("%s\n", a);  
 else  
 {  
 for (i = l; i <= r; i++)  
 {  
 swap((a+l), (a+i));  
 permute(a, l+1, r);  
 swap((a+l), (a+i)); //backtrack  
 }  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char str[] = "ABC";  
 int n = strlen(str);  
 permute(str, 0, n-1);  
 return 0;  
}

Output:

ABC  
ACB  
BAC  
BCA  
CBA  
CAB

**Algorithm Paradigm:** Backtracking  
 **Time Complexity:** O(n\*n!)

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-print-all-permutations-of-a-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write a function that generates one of 3 numbers according to given probabilities

You are given a function rand(a, b) which generates equiprobable random numbers between [a, b] inclusive. Generate 3 numbers x, y, z with probability P(x), P(y), P(z) such that P(x) + P(y) + P(z) = 1 using the given rand(a,b) function.

The idea is to utilize the equiprobable feature of the rand(a,b) provided. ***Let the given probabilities be in percentage form, for example P(x)=40%, P(y)=25%, P(z)=35%.***.

Following are the detailed steps.  
 **1)** Generate a random number between 1 and 100. Since they are equiprobable, the probability of each number appearing is 1/100.  
 **2)** Following are some important points to note about generated random number ‘r’.  
 a) ‘r’ is smaller than or equal to P(x) with probability P(x)/100.  
 b) ‘r’ is greater than P(x) and smaller than or equal P(x) + P(y) with P(y)/100.  
 c) ‘r’ is greater than P(x) + P(y) and smaller than or equal 100 (or P(x) + P(y) + P(z)) with probability P(z)/100.

// This function generates 'x' with probability px/100, 'y' with   
// probability py/100 and 'z' with probability pz/100:  
// Assumption: px + py + pz = 100 where px, py and pz lie   
// between 0 to 100   
int random(int x, int y, int z, int px, int py, int pz)  
{   
 // Generate a number from 1 to 100  
 int r = rand(1, 100);  
   
 // r is smaller than px with probability px/100  
 if (r <= px)  
 return x;  
  
 // r is greater than px and smaller than or equal to px+py   
 // with probability py/100   
 if (r <= (px+py))  
 return y;  
  
 // r is greater than px+py and smaller than or equal to 100   
 // with probability pz/100   
 else  
 return z;  
}

This function will solve the purpose of generating 3 numbers with given three probabilities.

This article is contributed by **Harsh Agarwal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/write-a-function-to-generate-3-numbers-according-to-given-probabilities/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write a program to add two numbers in base 14

Asked by Anshya.

Below are the different ways to add base 14 numbers.

**Method 1**  
 Thanks to Raj for suggesting this method.

1. Convert both i/p base 14 numbers to base 10.  
 2. Add numbers.  
 3. Convert the result back to base 14.

**Method 2**  
 Just add the numbers in base 14 in same way we add in base 10. Add numerals of both numbers one by one from right to left. If there is a carry while adding two numerals, consider the carry for adding next numerals.

Let us consider the presentation of base 14 numbers same as hexadecimal numbers

A --> 10  
 B --> 11  
 C --> 12  
 D --> 13

Example:  
 num1 = 1 2 A  
 num2 = C D 3   
  
 1. Add A and 3, we get 13(D). Since 13 is smaller than   
14, carry becomes 0 and resultant numeral becomes D   
  
 2. Add 2, D and carry(0). we get 15. Since 15 is greater   
than 13, carry becomes 1 and resultant numeral is 15 - 14 = 1  
  
 3. Add 1, C and carry(1). we get 14. Since 14 is greater   
than 13, carry becomes 1 and resultant numeral is 14 - 14 = 0  
  
Finally, there is a carry, so 1 is added as leftmost numeral and the result becomes   
101D

**Implementation of Method 2**

# include <stdio.h>  
# include <stdlib.h>  
# define bool int  
  
int getNumeralValue(char );  
char getNumeral(int );  
  
/\* Function to add two numbers in base 14 \*/  
char \*sumBase14(char \*num1, char \*num2)  
{  
 int l1 = strlen(num1);  
 int l2 = strlen(num2);   
 char \*res;   
 int i;  
 int nml1, nml2, res\_nml;   
 bool carry = 0;  
   
 if(l1 != l2)  
 {  
 printf("Function doesn't support numbers of different"  
 " lengths. If you want to add such numbers then"  
 " prefix smaller number with required no. of zeroes");   
 getchar();   
 assert(0);  
 }   
  
 /\* Note the size of the allocated memory is one   
 more than i/p lenghts for the cases where we   
 have carry at the last like adding D1 and A1 \*/   
 res = (char \*)malloc(sizeof(char)\*(l1 + 1));  
   
 /\* Add all numerals from right to left \*/  
 for(i = l1-1; i >= 0; i--)  
 {  
 /\* Get decimal values of the numerals of   
 i/p numbers\*/   
 nml1 = getNumeralValue(num1[i]);  
 nml2 = getNumeralValue(num2[i]);  
   
 /\* Add decimal values of numerals and carry \*/  
 res\_nml = carry + nml1 + nml2;  
   
 /\* Check if we have carry for next addition   
 of numerals \*/  
 if(res\_nml >= 14)  
 {  
 carry = 1;  
 res\_nml -= 14;  
 }   
 else   
 {  
 carry = 0;   
 }   
 res[i+1] = getNumeral(res\_nml);  
 }  
   
 /\* if there is no carry after last iteration   
 then result should not include 0th character   
 of the resultant string \*/  
 if(carry == 0)  
 return (res + 1);   
  
 /\* if we have carry after last iteration then   
 result should include 0th character \*/  
 res[0] = '1';  
 return res;  
}  
  
/\* Function to get value of a numeral   
 For example it returns 10 for input 'A'   
 1 for '1', etc \*/  
int getNumeralValue(char num)  
{  
 if( num >= '0' && num <= '9')  
 return (num - '0');  
 if( num >= 'A' && num <= 'D')   
 return (num - 'A' + 10);  
   
 /\* If we reach this line caller is giving   
 invalid character so we assert and fail\*/   
 assert(0);  
}  
  
/\* Function to get numeral for a value.   
 For example it returns 'A' for input 10   
 '1' for 1, etc \*/  
char getNumeral(int val)  
{  
 if( val >= 0 && val <= 9)  
 return (val + '0');  
 if( val >= 10 && val <= 14)   
 return (val + 'A' - 10);  
   
 /\* If we reach this line caller is giving   
 invalid no. so we assert and fail\*/   
 assert(0);  
}  
  
/\*Driver program to test above functions\*/  
int main()  
{  
 char \*num1 = "DC2";  
 char \*num2 = "0A3";  
  
 printf("Result is %s", sumBase14(num1, num2));   
 getchar();  
 return 0;  
}

**Notes:**  
 Above approach can be used to add numbers in any base. We don’t have to do string operations if base is smaller than 10.

You can try extending the above program for numbers of different lengths.

Please comment if you find any bug in the program or a better approach to do the same.

### Source

<http://www.geeksforgeeks.org/write-a-program-to-add-two-numbers-in-base-14/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write an Efficient Method to Check if a Number is Multiple of 3

The very first solution that comes to our mind is the one that we learned in school. If sum of digits in a number is multiple of 3 then number is multiple of 3 e.g., for 612 sum of digits is 9 so it’s a multiple of 3. But this solution is not efficient. You have to get all decimal digits one by one, add them and then check if sum is multiple of 3.

There is a pattern in binary representation of the number that can be used to find if number is a multiple of 3. If difference between count of odd set bits (Bits set at odd positions) and even set bits is multiple of 3 then is the number.

Example: 23 (00..10111)  
 1) Get count of all set bits at odd positions (For 23 it’s 3).  
 2) Get count of all set bits at even positions (For 23 it’s 1).  
 3) If difference of above two counts is a multiple of 3 then number is also a multiple of 3.

(For 23 it’s 2 so 23 is not a multiple of 3)

Take some more examples like 21, 15, etc…

Algorithm: isMutlipleOf3(n)  
1) Make n positive if n is negative.  
2) If number is 0 then return 1  
3) If number is 1 then return 0  
4) Initialize: odd\_count = 0, even\_count = 0  
5) Loop while n != 0  
 a) If rightmost bit is set then increment odd count.  
 b) Right-shift n by 1 bit  
 c) If rightmost bit is set then increment even count.  
 d) Right-shift n by 1 bit  
6) return isMutlipleOf3(odd\_count - even\_count)

**Proof:**  
 Above can be proved by taking the example of 11 in decimal numbers. (In this context 11 in decimal numbers is same as 3 in binary numbers)  
 If difference between sum of odd digits and even digits is multiple of 11 then decimal number is multiple of 11. Let’s see how.

Let’s take the example of 2 digit numbers in decimal  
 AB = 11A -A + B = 11A + (B – A)  
 So if (B – A) is a multiple of 11 then is AB.

Let us take 3 digit numbers.

ABC = 99A + A + 11B – B + C = (99A + 11B) + (A + C – B)  
 So if (A + C – B) is a multiple of 11 then is (A+C-B)

Let us take 4 digit numbers now.  
 ABCD = 1001A + D + 11C – C + 999B + B – A  
 = (1001A – 999B + 11C) + (D + B – A -C )  
 So, if (B + D – A – C) is a multiple of 11 then is ABCD.

This can be continued for all decimal numbers.  
 Above concept can be proved for 3 in binary numbers in the same way.  
   
 **Time Complexity:** O(logn)

**Program:**

#include<stdio.h>  
  
/\* Fnction to check if n is a multiple of 3\*/  
int isMultipleOf3(int n)  
{  
 int odd\_count = 0;  
 int even\_count = 0;  
  
 /\* Make no positive if +n is multiple of 3  
 then is -n. We are doing this to avoid  
 stack overflow in recursion\*/  
 if(n < 0) n = -n;  
 if(n == 0) return 1;  
 if(n == 1) return 0;  
  
 while(n)  
 {  
 /\* If odd bit is set then  
 increment odd counter \*/  
 if(n & 1)   
 odd\_count++;  
 n = n>>1;  
  
 /\* If even bit is set then  
 increment even counter \*/  
 if(n & 1)  
 even\_count++;  
 n = n>>1;  
 }  
  
 return isMultipleOf3(abs(odd\_count - even\_count));  
}  
  
/\* Program to test function isMultipleOf3 \*/  
int main()  
{  
 int num = 23;  
 if (isMultipleOf3(num))   
 printf("num is multiple of 3");  
 else  
 printf("num is not a multiple of 3");  
 getchar();  
 return 0;  
}

### Source

<http://www.geeksforgeeks.org/write-an-efficient-method-to-check-if-a-number-is-multiple-of-3/>

# Write an iterative O(Log y) function for pow(x, y)

Given an integer x and a positive number y, write a function that computes xy under following conditions.  
 a) Time complexity of the function should be O(Log y)  
 b) Extra Space is O(1)

Examples:

Input: x = 3, y = 5  
Output: 243  
  
Input: x = 2, y = 5  
Output: 32

**We strongly recommend to minimize your browser and try this yourself first.**

We have discussed [recursive O(Log y) solution for power](http://www.geeksforgeeks.org/write-a-c-program-to-calculate-powxn/). The recursive solutions are generally not preferred as they require space on call stack and they involve function call overhead.

Following is C function to compute xy.

#include <stdio.h>  
  
/\* Iterative Function to calculate x raised to the power y in O(logy) \*/  
int power(int x, unsigned int y)  
{  
 // Initialize result  
 int res = 1;  
  
 while (y > 0)  
 {  
 // If y is even, simply do x square  
 if (y%2 == 0)  
 {  
 y = y/2;  
 x = x\*x;  
 }  
   
 // Else multiply x with result. Note that this else   
 // is always executed in the end when y becomes 1   
 else  
 {  
 y--;  
 res = res\*x;  
 }  
 }  
 return res;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int x = 3;  
 unsigned int y = 5;  
  
 printf("Power is %d", power(x, y));  
  
 return 0;  
}

Output:

Power is 243

This article is contributed by **Udit Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/write-an-iterative-olog-y-function-for-powx-y/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write you own Power without using multiplication(\*) and division(/) operators

**Method 1 (Using Nested Loops)**

We can calculate power by using repeated addition.

For example to calculate 5^6.  
 1) First 5 times add 5, we get 25. (5^2)  
 2) Then 5 times add 25, we get 125. (5^3)  
 3) Then 5 time add 125, we get 625 (5^4)  
 4) Then 5 times add 625, we get 3125 (5^5)  
 5) Then 5 times add 3125, we get 15625 (5^6)

/\* Works only if a >= 0 and b >= 0 \*/  
int pow(int a, int b)  
{  
 if (b == 0)  
 return 1;  
 int answer = a;  
 int increment = a;  
 int i, j;  
 for(i = 1; i < b; i++)  
 {  
 for(j = 1; j < a; j++)  
 {  
 answer += increment;  
 }  
 increment = answer;  
 }  
 return answer;  
}  
  
/\* driver program to test above function \*/  
int main()  
{  
 printf("\n %d", pow(5, 3));  
 getchar();  
 return 0;  
}

**Method 2 (Using Recursion)**  
 Recursively add a to get the multiplication of two numbers. And recursively multiply to get *a* raise to the power *b*.

#include<stdio.h>  
/\* A recursive function to get a^b  
 Works only if a >= 0 and b >= 0 \*/  
int pow(int a, int b)  
{  
 if(b)  
 return multiply(a, pow(a, b-1));  
 else  
 return 1;  
}   
  
/\* A recursive function to get x\*y \*/  
int multiply(int x, int y)  
{  
 if(y)  
 return (x + multiply(x, y-1));  
 else  
 return 0;  
}  
  
/\* driver program to test above functions \*/  
int main()  
{  
 printf("\n %d", pow(5, 3));  
 getchar();  
 return 0;  
}

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/write-you-own-power-without-using-multiplication-and-division/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)