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# Design and Implement Special Stack Data Structure | Added Space Optimized Version

**Question:** Design a Data Structure SpecialStack that supports all the stack operations like push(), pop(), isEmpty(), isFull() and an additional operation getMin() which should return minimum element from the SpecialStack. All these operations of SpecialStack must be O(1). To implement SpecialStack, you should only use standard Stack data structure and no other data structure like arrays, list, .. etc.

Example:

Consider the following SpecialStack  
16 --> TOP  
15  
29  
19  
18  
  
When getMin() is called it should return 15, which is the minimum   
element in the current stack.   
  
If we do pop two times on stack, the stack becomes  
29 --> TOP  
19  
18  
  
When getMin() is called, it should return 18 which is the minimum   
in the current stack.

**Solution:** Use two stacks: one to store actual stack elements and other as an auxiliary stack to store minimum values. The idea is to do push() and pop() operations in such a way that the top of auxiliary stack is always the minimum. Let us see how push() and pop() operations work.

**Push(int x) // inserts an element x to Special Stack**  
 1) push x to the first stack (the stack with actual elements)  
 2) compare x with the top element of the second stack (the auxiliary stack). Let the top element be y.  
 …..a) If x is smaller than y then push x to the auxiliary stack.  
 …..b) If x is greater than y then push y to the auxiliary stack.

**int Pop() // removes an element from Special Stack and return the removed element**  
 1) pop the top element from the auxiliary stack.  
 2) pop the top element from the actual stack and return it.

The step 1 is necessary to make sure that the auxiliary stack is also updated for future operations.

**int getMin() // returns the minimum element from Special Stack**  
 1) Return the top element of auxiliary stack.

We can see that **all above operations are O(1)**.  
 Let us see an example. Let us assume that both stacks are initially empty and 18, 19, 29, 15 and 16 are inserted to the SpecialStack.

When we insert 18, both stacks change to following.  
Actual Stack  
18   
Following is C++ implementation for SpecialStack class. In the below implementation, SpecialStack inherits from Stack and has one Stack object min which work as auxiliary stack.  
   
#include<iostream>  
#include<stdlib.h>  
  
using namespace std;  
  
/\* A simple stack class with basic stack funtionalities \*/  
class Stack  
{  
private:  
 static const int max = 100;  
 int arr[max];  
 int top;  
public:  
 Stack() { top = -1; }  
 bool isEmpty();  
 bool isFull();  
 int pop();  
 void push(int x);  
};  
  
/\* Stack's member method to check if the stack is iempty \*/  
bool Stack::isEmpty()  
{  
 if(top == -1)  
 return true;  
 return false;  
}  
  
/\* Stack's member method to check if the stack is full \*/  
bool Stack::isFull()  
{  
 if(top == max - 1)  
 return true;  
 return false;  
}  
  
/\* Stack's member method to remove an element from it \*/  
int Stack::pop()  
{  
 if(isEmpty())  
 {  
 cout<<"Stack Underflow";  
 abort();  
 }  
 int x = arr[top];  
 top--;  
 return x;  
}  
  
/\* Stack's member method to insert an element to it \*/  
void Stack::push(int x)  
{  
 if(isFull())  
 {  
 cout<<"Stack Overflow";  
 abort();  
 }  
 top++;  
 arr[top] = x;  
}  
  
/\* A class that supports all the stack operations and one additional  
 operation getMin() that returns the minimum element from stack at  
 any time. This class inherits from the stack class and uses an  
 auxiliarry stack that holds minimum elements \*/  
class SpecialStack: public Stack  
{  
 Stack min;  
public:  
 int pop();  
 void push(int x);  
 int getMin();  
};  
  
/\* SpecialStack's member method to insert an element to it. This method  
 makes sure that the min stack is also updated with appropriate minimum  
 values \*/  
void SpecialStack::push(int x)  
{  
 if(isEmpty()==true)  
 {  
 Stack::push(x);  
 min.push(x);  
 }  
 else  
 {  
 Stack::push(x);  
 int y = min.pop();  
 min.push(y);  
 if( x < y )  
 min.push(x);  
 else  
 min.push(y);  
 }  
}  
  
/\* SpecialStack's member method to remove an element from it. This method  
 removes top element from min stack also. \*/  
int SpecialStack::pop()  
{  
 int x = Stack::pop();  
 min.pop();  
 return x;  
}  
  
/\* SpecialStack's member method to get minimum element from it. \*/  
int SpecialStack::getMin()  
{  
 int x = min.pop();  
 min.push(x);  
 return x;  
}  
  
/\* Driver program to test SpecialStack methods \*/  
int main()  
{  
 SpecialStack s;  
 s.push(10);  
 s.push(20);  
 s.push(30);  
 cout<<s.getMin()<<endl;  
 s.push(5);  
 cout<<s.getMin();  
 return 0;  
}

Output:  
 10  
 5

**Space Optimized Version**  
 The above approach can be optimized. We can limit the number of elements in auxiliary stack. We can push only when the incoming element of main stack is smaller than or equal to top of auxiliary stack. Similarly during pop, if the pop off element equal to top of auxiliary stack, remove the top element of auxiliary stack. Following is modified implementation of push() and pop().

/\* SpecialStack's member method to insert an element to it. This method  
 makes sure that the min stack is also updated with appropriate minimum  
 values \*/  
void SpecialStack::push(int x)  
{  
 if(isEmpty()==true)  
 {  
 Stack::push(x);  
 min.push(x);  
 }  
 else  
 {  
 Stack::push(x);  
 int y = min.pop();  
 min.push(y);  
   
 /\* push only when the incoming element of main stack is smaller   
 than or equal to top of auxiliary stack \*/  
 if( x <= y )  
 min.push(x);  
 }  
}  
  
/\* SpecialStack's member method to remove an element from it. This method  
 removes top element from min stack also. \*/  
int SpecialStack::pop()  
{  
 int x = Stack::pop();  
 int y = min.pop();  
  
 /\* Push the popped element y back only if it is not equal to x \*/  
 if ( y != x )  
 min.push(y);  
  
 return x;  
}

Thanks to [@Venki](http://www.geeksforgeeks.org/archives/14149/comment-page-1#comment-5366), [@swarup](http://www.geeksforgeeks.org/archives/14149/comment-page-1#comment-5359) and [@Jing Huang](http://www.geeksforgeeks.org/archives/14149/comment-page-1#comment-5369) for their inputs.

Please write comments if you find the above code incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/design-and-implement-special-stack-data-structure/>

Create a data structure *twoStacks* that represents two stacks. Implementation of *twoStacks* should use only one array, i.e., both stacks should use the same array for storing elements. Following functions must be supported by *twoStacks*.

push1(int x) –> pushes x to first stack  
 push2(int x) –> pushes x to second stack

pop1() –> pops an element from first stack and return the popped element  
 pop2() –> pops an element from second stack and return the popped element

Implementation of *twoStack* should be space efficient.

**Method 1 (Divide the space in two halves)**  
 A simple way to implement two stacks is to divide the array in two halves and assign the half half space to two stacks, i.e., use arr[0] to arr[n/2] for stack1, and arr[n/2+1] to arr[n-1] for stack2 where arr[] is the array to be used to implement two stacks and size of array be n.

The problem with this method is inefficient use of array space. A stack push operation may result in stack overflow even if there is space available in arr[]. For example, say the array size is 6 and we push 3 elements to stack1 and do not push anything to second stack2. When we push 4th element to stack1, there will be overflow even if we have space for 3 more elements in array.

**Method 2 (A space efficient implementation)**  
 This method efficiently utilizes the available space. It doesn’t cause an overflow if there is space available in arr[]. The idea is to start two stacks from two extreme corners of arr[]. stack1 starts from the leftmost element, the first element in stack1 is pushed at index 0. The stack2 starts from the rightmost corner, the first element in stack2 is pushed at index (n-1). Both stacks grow (or shrink) in opposite direction. To check for overflow, all we need to check is for space between top elements of both stacks. This check is highlighted in the below code.

#include<iostream>  
#include<stdlib.h>  
  
using namespace std;  
  
class twoStacks  
{  
 int \*arr;  
 int size;  
 int top1, top2;  
public:  
 twoStacks(int n) // constructor  
 {  
 size = n;  
 arr = new int[n];  
 top1 = -1;  
 top2 = size;  
 }  
  
 // Method to push an element x to stack1  
 void push1(int x)  
 {  
 // There is at least one empty space for new element  
 if (top1 < top2 - 1)  
 {  
 top1++;  
 arr[top1] = x;  
 }  
 else  
 {  
 cout << "Stack Overflow";  
 exit(1);  
 }  
 }  
  
 // Method to push an element x to stack2  
 void push2(int x)  
 {  
 // There is at least one empty space for new element  
 if (top1 < top2 - 1)  
 {  
 top2--;  
 arr[top2] = x;  
 }  
 else  
 {  
 cout << "Stack Overflow";  
 exit(1);  
 }  
 }  
  
 // Method to pop an element from first stack  
 int pop1()  
 {  
 if (top1 >= 0 )  
 {  
 int x = arr[top1];  
 top1--;  
 return x;  
 }  
 else  
 {  
 cout << "Stack UnderFlow";  
 exit(1);  
 }  
 }  
  
 // Method to pop an element from second stack  
 int pop2()  
 {  
 if (top2 < size)  
 {  
 int x = arr[top2];  
 top2++;  
 return x;  
 }  
 else  
 {  
 cout << "Stack UnderFlow";  
 exit(1);  
 }  
 }  
};  
  
  
/\* Driver program to test twStacks class \*/  
int main()  
{  
 twoStacks ts(5);  
 ts.push1(5);  
 ts.push2(10);  
 ts.push2(15);  
 ts.push1(11);  
 ts.push2(7);  
 cout << "Popped element from stack1 is " << ts.pop1();  
 ts.push2(40);  
 cout << "\nPopped element from stack2 is " << ts.pop2();  
 return 0;  
}

Output:

Popped element from stack1 is 11  
 Popped element from stack2 is 40

Time complexity of all 4 operations of *twoStack* is O(1).  
 We will extend to 3 stacks in an array in a separate post.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/implement-two-stacks-in-an-array/>

# Implement Stack using Queues

The problem is opposite of [this](http://www.geeksforgeeks.org/archives/5009)post. We are given a Queue data structure that supports standard operations like enqueue() and dequeue(). We need to implement a Stack data structure using only instances of Queue.

A stack can be implemented using two queues. Let stack to be implemented be ‘s’ and queues used to implement be ‘q1′ and ‘q2′. Stack ‘s’ can be implemented in two ways:

**Method 1 (By making push operation costly)**  
 This method makes sure that newly entered element is always at the front of ‘q1′, so that pop operation just dequeues from ‘q1′. ‘q2′ is used to put every new element at front of ‘q1′.

push(s, x) // x is the element to be pushed and s is stack  
 1) Enqueue x to q2  
 2) One by one dequeue everything from q1 and enqueue to q2.  
 3) Swap the names of q1 and q2   
// Swapping of names is done to avoid one more movement of all elements   
// from q2 to q1.   
  
pop(s)  
 1) Dequeue an item from q1 and return it.

**Method 2 (By making pop operation costly)**  
 In push operation, the new element is always enqueued to q1. In pop() operation, if q2 is empty then all the elements except the last, are moved to q2. Finally the last element is dequeued from q1 and returned.

push(s, x)  
 1) Enqueue x to q1 (assuming size of q1 is unlimited).  
  
pop(s)   
 1) One by one dequeue everything except the last element from q1 and enqueue to q2.  
 2) Dequeue the last item of q1, the dequeued item is result, store it.  
 3) Swap the names of q1 and q2  
 4) Return the item stored in step 2.  
// Swapping of names is done to avoid one more movement of all elements   
// from q2 to q1.

**References:**  
 [Implement Stack using Two Queues](http://stackoverflow.com/questions/688276/implement-stack-using-two-queues)

This article is compiled by **Sumit Jain** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/implement-stack-using-queue/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Queue](http://www.geeksforgeeks.org/tag/queue/), [stack](http://www.geeksforgeeks.org/tag/stack/)

# The Stock Span Problem

[The stock span problem](http://en.wikipedia.org/wiki/Stack_(abstract_data_type)#The_Stock_Span_Problem) is a financial problem where we have a series of n daily price quotes for a stock and we need to calculate span of stock’s price for all n days.   
 The span Si of the stock’s price on a given day i is defined as the maximum number of consecutive days just before the given day, for which the price of the stock on the current day is less than or equal to its price on the given day.  
 For example, if an array of 7 days prices is given as {100, 80, 60, 70, 60, 75, 85}, then the span values for corresponding 7 days are {1, 1, 1, 2, 1, 4, 6}  
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**A Simple but inefficient method**  
 Traverse the input price array. For every element being visited, traverse elements on left of it and increment the span value of it while elements on the left side are smaller.

Following is implementation of this method.

// A brute force method to calculate stock span values  
#include <stdio.h>  
  
// Fills array S[] with span values  
void calculateSpan(int price[], int n, int S[])  
{  
 // Span value of first day is always 1  
 S[0] = 1;  
  
 // Calculate span value of remaining days by linearly checking previous days  
 for (int i = 1; i < n; i++)  
 {  
 S[i] = 1; // Initialize span value  
  
 // Traverse left while the next element on left is smaller than price[i]  
 for (int j = i-1; (j>=0)&&(price[i]>=price[j]); j--)  
 S[i]++;  
 }  
}  
  
// A utility function to print elements of array  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 printf("%d ", arr[i]);  
}  
  
// Driver program to test above function  
int main()  
{  
 int price[] = {10, 4, 5, 90, 120, 80};  
 int n = sizeof(price)/sizeof(price[0]);  
 int S[n];  
  
 // Fill the span values in array S[]  
 calculateSpan(price, n, S);  
  
 // print the calculated span values  
 printArray(S, n);  
  
 return 0;  
}

Time Complexity of the above method is O(n^2). We can calculate stock span values in O(n) time.

**A Linear Time Complexity Method**  
 We see that S[i] on day i can be easily computed if we know the closest day preceding i, such that the price is greater than on that day than the price on day i. If such a day exists, let’s call it h(i), otherwise, we define h(i) = -1.  
 The span is now computed as S[i] = i – h(i). See the following diagram.
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To implement this logic, we use a stack as an abstract data type to store the days i, h(i), h(h(i)) and so on. When we go from day i-1 to i, we pop the days when the price of the stock was less than or equal to price[i] and then push the value of day i back into the stack.

Following is C++ implementation of this method.

// a linear time solution for stock span problem  
#include <iostream>  
#include <stack>  
using namespace std;  
  
// A stack based efficient method to calculate stock span values  
void calculateSpan(int price[], int n, int S[])  
{  
 // Create a stack and push index of first element to it  
 stack<int> st;  
 st.push(0);  
  
 // Span value of first element is always 1  
 S[0] = 1;  
  
 // Calculate span values for rest of the elements  
 for (int i = 1; i < n; i++)  
 {  
 // Pop elements from stack while stack is not empty and top of  
 // stack is smaller than price[i]  
 while (!st.empty() && price[st.top()] <= price[i])  
 st.pop();  
  
 // If stack becomes empty, then price[i] is greater than all elements  
 // on left of it, i.e., price[0], price[1],..price[i-1]. Else price[i]  
 // is greater than elements after top of stack  
 S[i] = (st.empty())? (i + 1) : (i - st.top());  
  
 // Push this element to stack  
 st.push(i);  
 }  
}  
  
// A utility function to print elements of array  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
}  
  
// Driver program to test above function  
int main()  
{  
 int price[] = {10, 4, 5, 90, 120, 80};  
 int n = sizeof(price)/sizeof(price[0]);  
 int S[n];  
  
 // Fill the span values in array S[]  
 calculateSpan(price, n, S);  
  
 // print the calculated span values  
 printArray(S, n);  
  
 return 0;  
}

Output:

1 1 2 4 5 1

**Time Complexity**: O(n). It seems more than O(n) at first look. If we take a closer look, we can observe that every element of array is added and removed from stack at most once. So there are total 2n operations at most. Assuming that a stack operation takes O(1) time, we can say that the time complexity is O(n).

**Auxiliary Space**: O(n) in worst case when all elements are sorted in decreasing order.

**References:**  
 <http://en.wikipedia.org/wiki/Stack_(abstract_data_type)#The_Stock_Span_Problem>  
 <http://crypto.cs.mcgill.ca/~crepeau/CS250/2004/Stack-I.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/the-stock-span-problem/>

# Iterative Postorder Traversal | Set 1 (Using Two Stacks)

We have discussed [iterative inorder](http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion/) and [iterative preorder](http://www.geeksforgeeks.org/iterative-preorder-traversal/) traversals. In this post, iterative postorder traversal is discussed which is more complex than the other two traversals (due to its nature of non-[tail recursion](http://en.wikipedia.org/wiki/Tail_call), there is an extra statement after the final recursive call to itself). The postorder traversal can easily be done using two stacks though. The idea is to push reverse postorder traversal to a stack. Once we have reverse postorder traversal in a stack, we can just pop all items one by one from the stack and print them, this order of printing will be in postorder because of LIFO property of stacks. Now the question is, how to get reverse post order elements in a stack – the other stack is used for this purpose. For example, in the following tree, we need to get 1, 3, 7, 6, 2, 5, 4 in a stack. If take a closer look at this sequence, we can observe that this sequence is very similar to preorder traversal. The only difference is right child is visited before left child and therefore sequence is “root right left” instead of “root left right”. So we can do something like [iterative preorder traversal](http://www.geeksforgeeks.org/iterative-preorder-traversal/) with following differences.  
 a) Instead of printing an item, we push it to a stack.  
 b) We push left subtree before right subtree.

Following is the complete algorithm. After step 2, we get reverse postorder traversal in second stack. We use first stack to get this order.

1. Push root to first stack.  
2. Loop while first stack is not empty  
 2.1 Pop a node from first stack and push it to second stack  
 2.2 Push left and right children of the popped node to first stack  
3. Print contents of second stack

Let us consider the following tree  
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Following are the steps to print postorder traversal of the above tree using two stacks.

1. Push 1 to first stack.  
 First stack: 1  
 Second stack: Empty  
  
2. Pop 1 from first stack and push it to second stack.   
 Push left and right children of 1 to first stack  
 First stack: 2, 3  
 Second stack: 1  
  
3. Pop 3 from first stack and push it to second stack.   
 Push left and right children of 3 to first stack  
 First stack: 2, 6, 7  
 Second stack:1, 3  
  
4. Pop 7 from first stack and push it to second stack.  
 First stack: 2, 6  
 Second stack:1, 3, 7  
  
5. Pop 6 from first stack and push it to second stack.  
 First stack: 2  
 Second stack:1, 3, 7, 6  
  
6. Pop 2 from first stack and push it to second stack.   
 Push left and right children of 2 to first stack  
 First stack: 4, 5  
 Second stack:1, 3, 7, 6, 2  
  
7. Pop 5 from first stack and push it to second stack.  
 First stack: 4  
 Second stack: 1, 3, 7, 6, 2, 5  
  
8. Pop 4 from first stack and push it to second stack.  
 First stack: Empty  
 Second stack: 1, 3, 7, 6, 2, 5, 4  
  
The algorithm stops since there is no more item in first stack.   
Observe that content of second stack is in postorder fashion. Print them.

Following is C implementation of iterative postorder traversal using two stacks.

#include <stdio.h>  
#include <stdlib.h>  
  
// Maximum stack size  
#define MAX\_SIZE 100  
  
// A tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// Stack type  
struct Stack  
{  
 int size;  
 int top;  
 struct Node\* \*array;  
};  
  
// A utility function to create a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// A utility function to create a stack of given size  
struct Stack\* createStack(int size)  
{  
 struct Stack\* stack =  
 (struct Stack\*) malloc(sizeof(struct Stack));  
 stack->size = size;  
 stack->top = -1;  
 stack->array =  
 (struct Node\*\*) malloc(stack->size \* sizeof(struct Node\*));  
 return stack;  
}  
  
// BASIC OPERATIONS OF STACK  
int isFull(struct Stack\* stack)  
{ return stack->top - 1 == stack->size; }  
  
int isEmpty(struct Stack\* stack)  
{ return stack->top == -1; }  
  
void push(struct Stack\* stack, struct Node\* node)  
{  
 if (isFull(stack))  
 return;  
 stack->array[++stack->top] = node;  
}  
  
struct Node\* pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top--];  
}  
  
// An iterative function to do post order traversal of a given binary tree  
void postOrderIterative(struct Node\* root)  
{  
 // Create two stacks  
 struct Stack\* s1 = createStack(MAX\_SIZE);  
 struct Stack\* s2 = createStack(MAX\_SIZE);  
  
 // push root to first stack  
 push(s1, root);  
 struct Node\* node;  
  
 // Run while first stack is not empty  
 while (!isEmpty(s1))  
 {  
 // Pop an item from s1 and push it to s2  
 node = pop(s1);  
 push(s2, node);  
  
 // Push left and right children of removed item to s1  
 if (node->left)  
 push(s1, node->left);  
 if (node->right)  
 push(s1, node->right);  
 }  
  
 // Print all elements of second stack  
 while (!isEmpty(s2))  
 {  
 node = pop(s2);  
 printf("%d ", node->data);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree shown in above figure  
 struct Node\* root = NULL;  
 root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 postOrderIterative(root);  
  
 return 0;  
}

Output:

4 5 2 6 7 3 1

Following is overview of the above post.  
 Iterative preorder traversal can be easily implemented using two stacks. The first stack is used to get the reverse postorder traversal in second stack. The steps to get reverse postorder are similar to [iterative preorder](http://www.geeksforgeeks.org/iterative-preorder-traversal/).

You may also like to see [a method which uses only one stack](http://www.geeksforgeeks.org/iterative-postorder-traversal-using-stack/).

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/iterative-postorder-traversal/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

Post navigation

[← Flatten a multilevel linked list](http://www.geeksforgeeks.org/flatten-a-linked-list-with-next-and-child-pointers/) [Iterative Postorder Traversal | Set 2 (Using One Stack) →](http://www.geeksforgeeks.org/iterative-postorder-traversal-using-stack/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Iterative Postorder Traversal | Set 2 (Using One Stack)

We have discussed a simple [iterative postorder traversal using two stacks](http://www.geeksforgeeks.org/iterative-postorder-traversal/) in the previous post. In this post, an approach with only one stack is discussed.

The idea is to move down to leftmost node using left pointer. While moving down, push root and root’s right child to stack. Once we reach leftmost node, print it if it doesn’t have a right child. If it has a right child, then change root so that the right child is processed before.

Following is detailed algorithm.

1.1 Create an empty stack  
2.1 Do following while root is not NULL  
 a) Push root's right child and then root to stack.  
 b) Set root as root's left child.  
2.2 Pop an item from stack and set it as root.  
 a) If the popped item has a right child and the right child   
 is at top of stack, then remove the right child from stack,  
 push the root back and set root as root's right child.  
 b) Else print root's data and set root as NULL.  
2.3 Repeat steps 2.1 and 2.2 while stack is not empty.

Let us consider the following tree  
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Following are the steps to print postorder traversal of the above tree using one stack.

1. Right child of 1 exists.   
 Push 3 to stack. Push 1 to stack. Move to left child.  
 Stack: 3, 1  
  
2. Right child of 2 exists.   
 Push 5 to stack. Push 2 to stack. Move to left child.  
 Stack: 3, 1, 5, 2  
  
3. Right child of 4 doesn't exist. '  
 Push 4 to stack. Move to left child.  
 Stack: 3, 1, 5, 2, 4  
  
4. Current node is NULL.   
 Pop 4 from stack. Right child of 4 doesn't exist.   
 Print 4. Set current node to NULL.  
 Stack: 3, 1, 5, 2  
  
5. Current node is NULL.   
 Pop 2 from stack. Since right child of 2 equals stack top element,   
 pop 5 from stack. Now push 2 to stack.   
 Move current node to right child of 2 i.e. 5  
 Stack: 3, 1, 2  
  
6. Right child of 5 doesn't exist. Push 5 to stack. Move to left child.  
 Stack: 3, 1, 2, 5  
  
7. Current node is NULL. Pop 5 from stack. Right child of 5 doesn't exist.   
 Print 5. Set current node to NULL.  
 Stack: 3, 1, 2  
  
8. Current node is NULL. Pop 2 from stack.   
 Right child of 2 is not equal to stack top element.   
 Print 2. Set current node to NULL.  
 Stack: 3, 1  
  
9. Current node is NULL. Pop 1 from stack.   
 Since right child of 1 equals stack top element, pop 3 from stack.   
 Now push 1 to stack. Move current node to right child of 1 i.e. 3  
 Stack: 1  
  
10. Repeat the same as above steps and Print 6, 7 and 3.   
 Pop 1 and Print 1.

// C program for iterative postorder traversal using one stack  
#include <stdio.h>  
#include <stdlib.h>  
  
// Maximum stack size  
#define MAX\_SIZE 100  
  
// A tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// Stack type  
struct Stack  
{  
 int size;  
 int top;  
 struct Node\* \*array;  
};  
  
// A utility function to create a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// A utility function to create a stack of given size  
struct Stack\* createStack(int size)  
{  
 struct Stack\* stack = (struct Stack\*) malloc(sizeof(struct Stack));  
 stack->size = size;  
 stack->top = -1;  
 stack->array = (struct Node\*\*) malloc(stack->size \* sizeof(struct Node\*));  
 return stack;  
}  
  
// BASIC OPERATIONS OF STACK  
int isFull(struct Stack\* stack)  
{ return stack->top - 1 == stack->size; }  
  
int isEmpty(struct Stack\* stack)  
{ return stack->top == -1; }  
  
void push(struct Stack\* stack, struct Node\* node)  
{  
 if (isFull(stack))  
 return;  
 stack->array[++stack->top] = node;  
}  
  
struct Node\* pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top--];  
}  
  
struct Node\* peek(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top];  
}  
  
// An iterative function to do postorder traversal of a given binary tree  
void postOrderIterative(struct Node\* root)  
{  
 // Check for empty tree  
 if (root == NULL)  
 return;  
   
 struct Stack\* stack = createStack(MAX\_SIZE);  
 do  
 {  
 // Move to leftmost node  
 while (root)  
 {  
 // Push root's right child and then root to stack.  
 if (root->right)  
 push(stack, root->right);  
 push(stack, root);  
  
 // Set root as root's left child   
 root = root->left;  
 }  
  
 // Pop an item from stack and set it as root   
 root = pop(stack);  
  
 // If the popped item has a right child and the right child is not  
 // processed yet, then make sure right child is processed before root  
 if (root->right && peek(stack) == root->right)  
 {  
 pop(stack); // remove right child from stack  
 push(stack, root); // push root back to stack  
 root = root->right; // change root so that the right   
 // child is processed next  
 }  
 else // Else print root's data and set root as NULL  
 {  
 printf("%d ", root->data);  
 root = NULL;  
 }  
 } while (!isEmpty(stack));  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree shown in above figure  
 struct Node\* root = NULL;  
 root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 postOrderIterative(root);  
  
 return 0;  
}

Output:

4 5 2 6 7 3 1

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/iterative-postorder-traversal-using-stack/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

Post navigation

[← Iterative Postorder Traversal | Set 1 (Using Two Stacks)](http://www.geeksforgeeks.org/iterative-postorder-traversal/) [Generate n-bit Gray Codes →](http://www.geeksforgeeks.org/given-a-number-n-generate-bit-patterns-from-0-to-2n-1-so-that-successive-patterns-differ-by-one-bit/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Merge Overlapping Intervals

Given a set of time intervals in any order, merge all overlapping intervals into one and output the result which should have only mutually exclusive intervals. Let the intervals be represented as pairs of integers for simplicity.   
 For example, let the given set of intervals be {{1,3}, {2,4}, {5,7}, {6,8} }. The intervals {1,3} and {2,4} overlap with each other, so they should be merged and become {1, 4}. Similarly {5, 7} and {6, 8} should be merged and become {5, 8}

Write a function which produces the set of merged intervals for the given set of intervals.

A **simple approach** is to start from the first interval and compare it with all other intervals for overlapping, if it overlaps with any other interval, then remove the other interval from list and merge the other into the first interval. Repeat the same steps for remaining intervals after first. This approach cannot be implemented in better than O(n^2) time.

An **efficient approach** is to first sort the intervals according to starting time. Once we have the sorted intervals, we can combine all intervals in a linear traversal. The idea is, in sorted array of intervals, if interval[i] doesn’t overlap with interval[i-1], then interval[i+1] cannot overlap with interval[i-1] because starting time of interval[i+1] must be greater than or equal to interval[i]. Following is the detailed step by step algorithm.

**1.** Sort the intervals based on increasing order of starting time.  
 **2.** Push the first interval on to a stack.  
 **3.** For each interval do the following  
 ……..**a.** If the current interval does not overlap with the stack top, push it.  
 ……..**b.** If the current interval overlaps with stack top and ending time of current interval is more than that of stack top, update stack top with the ending time of current interval.  
 **4.** At the end stack contains the merged intervals.

Below is a C++ implementation of the above approach.

// A C++ program for merging overlapping intervals  
#include <iostream>  
#include <vector>  
#include <algorithm>  
#include <stack>  
using namespace std;  
  
// An interval has start time and end time  
struct Interval  
{  
 int start;  
 int end;  
};  
  
// Compares two intervals according to their staring time.  
// This is needed for sorting the intervals using library  
// function std::sort(). See http://goo.gl/iGspV  
bool compareInterval(Interval i1, Interval i2)  
{ return (i1.start < i2.start)? true: false; }  
  
// The main function that takes a set of intervals, merges  
// overlapping intervals and prints the result  
void mergeIntervals(vector<Interval>& intervals)  
{  
 // Test if the given set has at least one interval  
 if (intervals.size() <= 0)  
 return;  
  
 // Create an empty stack of intervals  
 stack<Interval> s;  
  
 // sort the intervals based on start time  
 sort(intervals.begin(), intervals.end(), compareInterval);  
  
 // push the first interval to stack  
 s.push(intervals[0]);  
  
 // Start from the next interval and merge if necessary  
 for (int i = 1 ; i < intervals.size(); i++)  
 {  
 // get interval from stack top  
 Interval top = s.top();  
  
 // if current interval is not overlapping with stack top,  
 // push it to the stack  
 if (top.end < intervals[i].start)  
 {  
 s.push( intervals[i] );  
 }  
 // Otherwise update the ending time of top if ending of current   
 // interval is more  
 else if (top.end < intervals[i].end)  
 {  
 top.end = intervals[i].end;  
 s.pop();  
 s.push(top);  
 }  
 }  
  
 // Print contents of stack  
 cout << "\n The Merged Intervals are: ";  
 while (!s.empty())  
 {  
 Interval t = s.top();  
 cout << "[" << t.start << "," << t.end << "]" << " ";  
 s.pop();  
 }  
  
 return;  
}  
  
// Functions to run test cases  
void TestCase1()  
{  
 // Create a set of intervals  
 Interval intvls[] = { {6,8}, {1,9}, {2,4}, {4,7} };  
 vector<Interval> intervals(intvls, intvls+4);  
  
 // Merge overlapping inervals and print result  
 mergeIntervals(intervals);  
}  
void TestCase2()  
{  
 // Create a set of intervals  
 Interval intvls[] = { {6,8},{1,3},{2,4},{4,7} };  
 vector<Interval> intervals(intvls, intvls+4);  
  
 // Merge overlapping inervals and print result  
 mergeIntervals(intervals);  
}  
void TestCase3()  
{  
 // Create a set of intervals  
 Interval intvls[] = { {1,3},{7,9},{4,6},{10,13} };  
 vector<Interval> intervals(intvls, intvls+4);  
  
 // Merge overlapping inervals and print result  
 mergeIntervals(intervals);  
}  
  
// Driver program to test above functions  
int main()  
{  
 TestCase1();  
 TestCase2();  
 TestCase3();  
 return 0;  
}

Output:

The Merged Intervals are: [1,9]  
 The Merged Intervals are: [1,8]  
 The Merged Intervals are: [10,13] [7,9] [4,6] [1,3]

Time complexity of the method is O(nLogn) which is for sorting. Once the array of intervals is sorted, merging takes linear time.

This article is compiled by Ravi Chandra Enaganti. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/merging-intervals/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

Post navigation

[← Construct Complete Binary Tree from its Linked List Representation](http://www.geeksforgeeks.org/given-linked-list-representation-of-complete-tree-convert-it-to-linked-representation/) [Amazon Interview | Set 23 →](http://www.geeksforgeeks.org/amazon-interview-set-23/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Largest Rectangular Area in a Histogram | Set 2

Find the largest rectangular area possible in a given histogram where the largest rectangle can be made of a number of contiguous bars. For simplicity, assume that all bars have same width and the width is 1 unit.

For example, consider the following histogram with 7 bars of heights {6, 2, 5, 4, 5, 2, 6}. The largest possible rectangle possible is 12 (see the below figure, the max area rectangle is highlighted in red)

[![](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/histogram1.png)

We have discussed a [Divide and Conquer based O(nLogn) solution](http://www.geeksforgeeks.org/largest-rectangular-area-in-a-histogram-set-1/) for this problem. In this post, O(n) time solution is discussed. Like the [previous post](http://www.geeksforgeeks.org/largest-rectangular-area-in-a-histogram-set-1/), width of all bars is assumed to be 1 for simplicity. For every bar ‘x’, we calculate the area with ‘x’ as the smallest bar in the rectangle. If we calculate such area for every bar ‘x’ and find the maximum of all areas, our task is done. How to calculate area with ‘x’ as smallest bar? We need to know index of the first smaller (smaller than ‘x’) bar on left of ‘x’ and index of first smaller bar on right of ‘x’. Let us call these indexes as ‘left index’ and ‘right index’ respectively.  
 We traverse all bars from left to right, maintain a stack of bars. Every bar is pushed to stack once. A bar is popped from stack when a bar of smaller height is seen. When a bar is popped, we calculate the area with the popped bar as smallest bar. How do we get left and right indexes of the popped bar – the current index tells us the ‘right index’ and index of previous item in stack is the ‘left index’. Following is the complete algorithm.

**1)** Create an empty stack.

**2)** Start from first bar, and do following for every bar ‘hist[i]’ where ‘i’ varies from 0 to n-1.  
 ……**a)** If stack is empty or hist[i] is higher than the bar at top of stack, then push ‘i’ to stack.  
 ……**b)** If this bar is smaller than the top of stack, then keep removing the top of stack while top of the stack is greater. Let the removed bar be hist[tp]. Calculate area of rectangle with hist[tp] as smallest bar. For hist[tp], the ‘left index’ is previous (previous to tp) item in stack and ‘right index’ is ‘i’ (current index).

**3)** If the stack is not empty, then one by one remove all bars from stack and do step 2.b for every removed bar.

Following is C++ implementation of the above algorithm.

// C++ program to find maximum rectangular area in linear time  
#include<iostream>  
#include<stack>  
using namespace std;  
  
// The main function to find the maximum rectangular area under given  
// histogram with n bars  
int getMaxArea(int hist[], int n)  
{  
 // Create an empty stack. The stack holds indexes of hist[] array  
 // The bars stored in stack are always in increasing order of their  
 // heights.  
 stack<int> s;  
  
 int max\_area = 0; // Initalize max area  
 int tp; // To store top of stack  
 int area\_with\_top; // To store area with top bar as the smallest bar  
  
 // Run through all bars of given histogram  
 int i = 0;  
 while (i < n)  
 {  
 // If this bar is higher than the bar on top stack, push it to stack  
 if (s.empty() || hist[s.top()] <= hist[i])  
 s.push(i++);  
  
 // If this bar is lower than top of stack, then calculate area of rectangle   
 // with stack top as the smallest (or minimum height) bar. 'i' is   
 // 'right index' for the top and element before top in stack is 'left index'  
 else  
 {  
 tp = s.top(); // store the top index  
 s.pop(); // pop the top  
  
 // Calculate the area with hist[tp] stack as smallest bar  
 area\_with\_top = hist[tp] \* (s.empty() ? i : i - s.top() - 1);  
  
 // update max area, if needed  
 if (max\_area < area\_with\_top)  
 max\_area = area\_with\_top;  
 }  
 }  
  
 // Now pop the remaining bars from stack and calculate area with every  
 // popped bar as the smallest bar  
 while (s.empty() == false)  
 {  
 tp = s.top();  
 s.pop();  
 area\_with\_top = hist[tp] \* (s.empty() ? i : i - s.top() - 1);  
  
 if (max\_area < area\_with\_top)  
 max\_area = area\_with\_top;  
 }  
  
 return max\_area;  
}  
  
// Driver program to test above function  
int main()  
{  
 int hist[] = {6, 2, 5, 4, 5, 1, 6};  
 int n = sizeof(hist)/sizeof(hist[0]);  
 cout << "Maximum area is " << getMaxArea(hist, n);  
 return 0;  
}

Output:

Maximum area is 12

**Time Complexity:** Since every bar is pushed and popped only once, the time complexity of this method is O(n).

**References**  
 <http://www.informatik.uni-ulm.de/acm/Locals/2003/html/histogram.html>  
 <http://www.informatik.uni-ulm.de/acm/Locals/2003/html/judge.html>

Thanks to [Ashish Anand](https://www.facebook.com/aasshishh?fref=ts) for suggesting initial solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/largest-rectangle-under-histogram/>

# Design a stack with operations on middle element

How to implement a stack which will support following operations in **O(1) time complexity**?  
 1) push() which adds an element to the top of stack.  
 2) pop() which removes an element from top of stack.  
 3) findMiddle() which will return middle element of the stack.  
 4) deleteMiddle() which will delete the middle element.  
 Push and pop are standard stack operations.

The important question is, whether to use a linked list or array for implementation of stack?

Please note that, we need to find and delete middle element. Deleting an element from middle is not O(1) for array. Also, we may need to move the middle pointer up when we push an element and move down when we pop(). In singly linked list, moving middle pointer in both directions is not possible.

The idea is to use Doubly Linked List (DLL). We can delete middle element in O(1) time by maintaining mid pointer. We can move mid pointer in both directions using previous and next pointers.

Following is C implementation of push(), pop() and findMiddle() operations. Implementation of deleteMiddle() is left as an exercise. If there are even elements in stack, findMiddle() returns the first middle element. For example, if stack contains {1, 2, 3, 4}, then findMiddle() would return 2.

/\* Program to implement a stack that supports findMiddle() and deleteMiddle  
 in O(1) time \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A Doubly Linked List Node \*/  
struct DLLNode  
{  
 struct DLLNode \*prev;  
 int data;  
 struct DLLNode \*next;  
};  
  
/\* Representation of the stack data structure that supports findMiddle()  
 in O(1) time. The Stack is implemented using Doubly Linked List. It  
 maintains pointer to head node, pointer to middle node and count of  
 nodes \*/  
struct myStack  
{  
 struct DLLNode \*head;  
 struct DLLNode \*mid;  
 int count;  
};  
  
/\* Function to create the stack data structure \*/  
struct myStack \*createMyStack()  
{  
 struct myStack \*ms =  
 (struct myStack\*) malloc(sizeof(struct myStack));  
 ms->count = 0;  
 return ms;  
};  
  
/\* Function to push an element to the stack \*/  
void push(struct myStack \*ms, int new\_data)  
{  
 /\* allocate DLLNode and put in data \*/  
 struct DLLNode\* new\_DLLNode =  
 (struct DLLNode\*) malloc(sizeof(struct DLLNode));  
 new\_DLLNode->data = new\_data;  
  
 /\* Since we are adding at the begining,  
 prev is always NULL \*/  
 new\_DLLNode->prev = NULL;  
  
 /\* link the old list off the new DLLNode \*/  
 new\_DLLNode->next = ms->head;  
  
 /\* Increment count of items in stack \*/  
 ms->count += 1;  
  
 /\* Change mid pointer in two cases  
 1) Linked List is empty  
 2) Number of nodes in linked list is odd \*/  
 if (ms->count == 1)  
 {  
 ms->mid = new\_DLLNode;  
 }  
 else  
 {  
 ms->head->prev = new\_DLLNode;  
  
 if (ms->count & 1) // Update mid if ms->count is odd  
 ms->mid = ms->mid->prev;  
 }  
  
 /\* move head to point to the new DLLNode \*/  
 ms->head = new\_DLLNode;  
}  
  
/\* Function to pop an element from stack \*/  
int pop(struct myStack \*ms)  
{  
 /\* Stack underflow \*/  
 if (ms->count == 0)  
 {  
 printf("Stack is empty\n");  
 return -1;  
 }  
  
 struct DLLNode \*head = ms->head;  
 int item = head->data;  
 ms->head = head->next;  
  
 // If linked list doesn't become empty, update prev  
 // of new head as NULL  
 if (ms->head != NULL)  
 ms->head->prev = NULL;  
  
 ms->count -= 1;  
  
 // update the mid pointer when we have even number of  
 // elements in the stack, i,e move down the mid pointer.  
 if (!((ms->count) & 1 ))  
 ms->mid = ms->mid->next;  
  
 free(head);  
  
 return item;  
}  
  
// Function for finding middle of the stack  
int findMiddle(struct myStack \*ms)  
{  
 if (ms->count == 0)  
 {  
 printf("Stack is empty now\n");  
 return -1;  
 }  
  
 return ms->mid->data;  
}  
  
// Driver program to test functions of myStack  
int main()  
{  
 /\* Let us create a stack using push() operation\*/  
 struct myStack \*ms = createMyStack();  
 push(ms, 11);  
 push(ms, 22);  
 push(ms, 33);  
 push(ms, 44);  
 push(ms, 55);  
 push(ms, 66);  
 push(ms, 77);  
  
 printf("Item popped is %d\n", pop(ms));  
 printf("Item popped is %d\n", pop(ms));  
 printf("Middle Element is %d\n", findMiddle(ms));  
 return 0;  
}

Output:

Item popped is 77  
Item popped is 66  
Middle Element is 33

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/design-a-stack-with-find-middle-operation/>

Category: [Linked Lists](http://www.geeksforgeeks.org/category/linked-list/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

# Print ancestors of a given binary tree node without recursion

Given a Binary Tree and a key, write a function that prints all the ancestors of the key in the given binary tree.

For example, consider the following Binary Tree

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7   
 / \ /  
 8 9 10

Following are different input keys and their ancestors in the above tree

Input Key List of Ancestors   
-------------------------  
 1   
 2 1  
 3 1  
 4 2 1  
 5 2 1  
 6 3 1  
 7 3 1  
 8 4 2 1  
 9 5 2 1  
10 7 3 1

Recursive solution for this problem is discussed [here](http://www.geeksforgeeks.org/print-ancestors-of-a-given-node-in-binary-tree/).  
 It is clear that we need to use a stack based iterative traversal of the Binary Tree. The idea is to have all ancestors in stack when we reach the node with given key. Once we reach the key, all we have to do is, print contents of stack.  
 How to get all ancestors in stack when we reach the given node? We can traverse all nodes in Postorder way. If we take a closer look at the recursive postorder traversal, we can easily observe that, when recursive function is called for a node, the recursion call stack contains ancestors of the node. So idea is do iterative Postorder traversal and stop the traversal when we reach the desired node.

Following is C implementation of the above approach.

// C program to print all ancestors of a given key  
#include <stdio.h>  
#include <stdlib.h>  
  
// Maximum stack size  
#define MAX\_SIZE 100  
  
// Structure for a tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// Structure for Stack  
struct Stack  
{  
 int size;  
 int top;  
 struct Node\* \*array;  
};  
  
// A utility function to create a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// A utility function to create a stack of given size  
struct Stack\* createStack(int size)  
{  
 struct Stack\* stack = (struct Stack\*) malloc(sizeof(struct Stack));  
 stack->size = size;  
 stack->top = -1;  
 stack->array = (struct Node\*\*) malloc(stack->size \* sizeof(struct Node\*));  
 return stack;  
}  
  
// BASIC OPERATIONS OF STACK  
int isFull(struct Stack\* stack)  
{  
 return ((stack->top + 1) == stack->size);  
}  
int isEmpty(struct Stack\* stack)  
{  
 return stack->top == -1;  
}  
void push(struct Stack\* stack, struct Node\* node)  
{  
 if (isFull(stack))  
 return;  
 stack->array[++stack->top] = node;  
}  
struct Node\* pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top--];  
}  
struct Node\* peek(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top];  
}  
  
// Iterative Function to print all ancestors of a given key  
void printAncestors(struct Node \*root, int key)  
{  
 if (root == NULL) return;  
  
 // Create a stack to hold ancestors  
 struct Stack\* stack = createStack(MAX\_SIZE);  
  
 // Traverse the complete tree in postorder way till we find the key  
 while (1)  
 {  
 // Traverse the left side. While traversing, push the nodes into  
 // the stack so that their right subtrees can be traversed later  
 while (root && root->data != key)  
 {  
 push(stack, root); // push current node  
 root = root->left; // move to next node  
 }  
  
 // If the node whose ancestors are to be printed is found,  
 // then break the while loop.  
 if (root && root->data == key)  
 break;  
  
 // Check if right sub-tree exists for the node at top  
 // If not then pop that node because we don't need this  
 // node any more.  
 if (peek(stack)->right == NULL)  
 {  
 root = pop(stack);  
  
 // If the popped node is right child of top, then remove the top  
 // as well. Left child of the top must have processed before.  
 // Consider the following tree for example and key = 3. If we  
 // remove the following loop, the program will go in an  
 // infinite loop after reaching 5.  
 // 1  
 // / \  
 // 2 3  
 // \  
 // 4  
 // \  
 // 5  
 while (!isEmpty(stack) && peek(stack)->right == root)  
 root = pop(stack);  
 }  
  
 // if stack is not empty then simply set the root as right child  
 // of top and start traversing right sub-tree.  
 root = isEmpty(stack)? NULL: peek(stack)->right;  
 }  
  
 // If stack is not empty, print contents of stack  
 // Here assumption is that the key is there in tree  
 while (!isEmpty(stack))  
 printf("%d ", pop(stack)->data);  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct a binary tree  
 struct Node\* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->left->left->left = newNode(8);  
 root->left->right->right = newNode(9);  
 root->right->right->left = newNode(10);  
  
 printf("Following are all keys and their ancestors\n");  
 for (int key = 1; key <= 10; key++)  
 {  
 printf("%d: ", key);  
 printAncestors(root, key);  
 printf("\n");  
 }  
  
 getchar();  
 return 0;  
}

Output:

Following are all keys and their ancestors  
1:  
2: 1  
3: 1  
4: 2 1  
5: 2 1  
6: 3 1  
7: 3 1  
8: 4 2 1  
9: 5 2 1  
10: 7 3 1

**Exercise**  
 Note that the above solution assumes that the given key is present in the given Binary Tree. It may go in infinite loop if key is not present. Extend the above solution to work even when the key is not present in tree.

This article is contrubuted by[**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-ancestors-of-a-given-binary-tree-node-without-recursion/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/), [StackAndQueue](http://www.geeksforgeeks.org/tag/stackandqueue/)

# How to efficiently implement k stacks in a single array?

We have discussed [space efficient implementation of 2 stacks in a single array](http://www.geeksforgeeks.org/implement-two-stacks-in-an-array/). In this post, a general solution for k stacks is discussed. Following is the detailed problem statement.

*Create a data structure kStacks that represents k stacks. Implementation of kStacks should use only one array, i.e., k stacks should use the same array for storing elements. Following functions must be supported by kStacks.*

push(int x, int sn) –> pushes x to stack number ‘sn’ where sn is from 0 to k-1  
 pop(int sn) –> pops an element from stack number ‘sn’ where sn is from 0 to k-1

**Method 1 (Divide the array in slots of size n/k)**  
 A simple way to implement k stacks is to divide the array in k slots of size n/k each, and fix the slots for different stacks, i.e., use arr[0] to arr[n/k-1] for first stack, and arr[n/k] to arr[2n/k-1] for stack2 where arr[] is the array to be used to implement two stacks and size of array be n.

The problem with this method is inefficient use of array space. A stack push operation may result in stack overflow even if there is space available in arr[]. For example, say the k is 2 and array size (n) is 6 and we push 3 elements to first and do not push anything to second second stack. When we push 4th element to first, there will be overflow even if we have space for 3 more elements in array.

**Method 2 (A space efficient implementation)**  
 The idea is to use two extra arrays for efficient implementation of k stacks in an array. This may not make much sense for integer stacks, but stack items can be large for example stacks of employees, students, etc where every item is of hundreds of bytes. For such large stacks, the extra space used is comparatively very less as we use two *integer* arrays as extra space.

Following are the two extra arrays are used:  
 ***1) top[]:*** This is of size k and stores indexes of top elements in all stacks.  
 ***2) next[]:*** This is of size n and stores indexes of next item for the items in array arr[]. Here arr[] is actual array that stores k stacks.  
 Together with k stacks, a stack of free slots in arr[] is also maintained. The top of this stack is stored in a variable ‘free’.

All entries in top[] are initialized as -1 to indicate that all stacks are empty. All entries next[i] are initialized as i+1 because all slots are free initially and pointing to next slot. Top of free stack, ‘free’ is initialized as 0.

Following is C++ implementation of the above idea.

// A C++ program to demonstrate implementation of k stacks in a single   
// array in time and space efficient way  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// A C++ class to represent k stacks in a single array of size n  
class kStacks  
{  
 int \*arr; // Array of size n to store actual content to be stored in stacks  
 int \*top; // Array of size k to store indexes of top elements of stacks  
 int \*next; // Array of size n to store next entry in all stacks  
 // and free list  
 int n, k;  
 int free; // To store beginning index of free list  
public:  
 //constructor to create k stacks in an array of size n  
 kStacks(int k, int n);  
  
 // A utility function to check if there is space available  
 bool isFull() { return (free == -1); }  
  
 // To push an item in stack number 'sn' where sn is from 0 to k-1  
 void push(int item, int sn);  
  
 // To pop an from stack number 'sn' where sn is from 0 to k-1  
 int pop(int sn);  
  
 // To check whether stack number 'sn' is empty or not  
 bool isEmpty(int sn) { return (top[sn] == -1); }  
};  
  
//constructor to create k stacks in an array of size n  
kStacks::kStacks(int k1, int n1)  
{  
 // Initialize n and k, and allocate memory for all arrays  
 k = k1, n = n1;  
 arr = new int[n];  
 top = new int[k];  
 next = new int[n];  
  
 // Initialize all stacks as empty  
 for (int i = 0; i < k; i++)  
 top[i] = -1;  
  
 // Initialize all spaces as free  
 free = 0;  
 for (int i=0; i<n-1; i++)  
 next[i] = i+1;  
 next[n-1] = -1; // -1 is used to indicate end of free list  
}  
  
// To push an item in stack number 'sn' where sn is from 0 to k-1  
void kStacks::push(int item, int sn)  
{  
 // Overflow check  
 if (isFull())  
 {  
 cout << "\nStack Overflow\n";  
 return;  
 }  
  
 int i = free; // Store index of first free slot  
  
 // Update index of free slot to index of next slot in free list  
 free = next[i];  
  
 // Update next of top and then top for stack number 'sn'  
 next[i] = top[sn];  
 top[sn] = i;  
  
 // Put the item in array  
 arr[i] = item;  
}  
  
// To pop an from stack number 'sn' where sn is from 0 to k-1  
int kStacks::pop(int sn)  
{  
 // Underflow check  
 if (isEmpty(sn))  
 {  
 cout << "\nStack Underflow\n";  
 return INT\_MAX;  
 }  
  
  
 // Find index of top item in stack number 'sn'  
 int i = top[sn];  
  
 top[sn] = next[i]; // Change top to store next of previous top  
  
 // Attach the previous top to the beginning of free list  
 next[i] = free;  
 free = i;  
  
 // Return the previous top item  
 return arr[i];  
}  
  
/\* Driver program to test twStacks class \*/  
int main()  
{  
 // Let us create 3 stacks in an array of size 10  
 int k = 3, n = 10;  
 kStacks ks(k, n);  
  
 // Let us put some items in stack number 2  
 ks.push(15, 2);  
 ks.push(45, 2);  
  
 // Let us put some items in stack number 1  
 ks.push(17, 1);  
 ks.push(49, 1);  
 ks.push(39, 1);  
  
 // Let us put some items in stack number 0  
 ks.push(11, 0);  
 ks.push(9, 0);  
 ks.push(7, 0);  
  
 cout << "Popped element from stack 2 is " << ks.pop(2) << endl;  
 cout << "Popped element from stack 1 is " << ks.pop(1) << endl;  
 cout << "Popped element from stack 0 is " << ks.pop(0) << endl;  
  
 return 0;  
}

Output:

Popped element from stack 2 is 45  
Popped element from stack 1 is 39  
Popped element from stack 0 is 7

Time complexities of operations push() and pop() is O(1).

The best part of above implementation is, if there is a slot available in stack, then an item can be pushed in any of the stacks, i.e., no wastage of space.

This article is contributed by **Sachin**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/efficiently-implement-k-stacks-single-array/>

# Find maximum depth of nested parenthesis in a string

We are given a string having parenthesis like below  
      “( ((X)) (((Y))) )”  
 We need to find the maximum depth of balanced parenthesis, like 4 in above example. Since ‘Y’ is surrounded by 4 balanced parenthesis.

If parenthesis are unbalanced then return -1.

More examples:

S = "( a(b) (c) (d(e(f)g)h) I (j(k)l)m)";  
Output : 4  
  
S = "( p((q)) ((s)t) )";  
Output : 3  
  
S = "";  
Output : 0  
  
S = "b) (c) ()";  
Output : -1   
  
S = "(b) ((c) ()"  
Output : -1

Source : Walmart Labs Interview Question

**Method 1 (Uses Stack)**  
 A simple solution is to use a stack that keeps track of current open brackets.

1) Create a stack.   
2) Traverse the string, do following for every character  
 a) If current character is ‘(’ push it to the stack .  
 b) If character is ‘)’, pop an element.  
 c) Maintain maximum count during the traversal.

Time Complexity : O(n)  
 Auxiliary Space : O(n)

**Method 2 ( O(1) auxiliary space )**  
 This can also be done without using stack.

1) Take two variables max and current\_max, initialize both of them as 0.  
2) Traverse the string, do following for every character  
 a) If current character is ‘(’, increment current\_max and   
 update max value if required.  
 b) If character is ‘)’. Check if current\_max is positive or  
 not (this condition ensure that parenthesis are balanced).   
 If positive that means we previously had a ‘(’ character   
 so decrement current\_max without worry.   
 If not positive then the parenthesis are not balanced.   
 Thus return -1.   
3) If current\_max is not 0, then return -1 to ensure that the parenthesis  
 are balanced. Else return max

Below is the C++ implementation of above algorithm.

// A C++ program to find the maximum depth of nested  
// parenthesis in a given expression  
#include <iostream>  
using namespace std;  
  
// function takes a string and returns the  
// maximum depth nested parenthesis  
int maxDepth(string S)  
{  
 int current\_max = 0; // current count  
 int max = 0; // overall maximum count  
 int n = S.length();  
  
 // Traverse the input string  
 for (int i = 0; i< n; i++)  
 {  
 if (S[i] == '(')  
 {  
 current\_max++;  
  
 // update max if required  
 if (current\_max> max)  
 max = current\_max;  
 }  
 else if (S[i] == ')')  
 {  
 if (current\_max>0)  
 current\_max--;  
 else  
 return -1;  
 }  
 }  
  
 // finally check for unbalanced string  
 if (current\_max != 0)  
 return -1;  
  
 return max;  
}  
  
// Driver program  
int main()  
{  
 string s = "( ((X)) (((Y))) )";  
 cout << maxDepth(s);  
 return 0;  
}

Output:

4

Time Complexity : O(n)  
 Auxiliary Space : O(1)

This article is contributed by **Gaurav Sharma**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-maximum-depth-nested-parenthesis-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/), [Stack-Queue](http://www.geeksforgeeks.org/tag/stack-queue/), [StackAndQueue](http://www.geeksforgeeks.org/tag/stackandqueue/)

# Iterative Tower of Hanoi

Tower of Hanoi is a mathematical puzzle. It consists of three poles and a number of disks of different sizes which can slide onto any poles. The puzzle starts with the disk in a neat stack in ascending order of size in one pole, the smallest at the top thus making a conical shape. The objective of the puzzle is to move all the disks from one pole (say ‘source pole’) to another pole (say ‘destination pole’) with the help of third pole (say auxiliary pole).

The puzzle has the following two rules:

      1. You can’t place a larger disk onto smaller disk  
       2. Only one disk can be moved at a time

We’ve already discussed [recursive solution for Tower of Hanoi](http://geeksquiz.com/c-program-for-tower-of-hanoi/). We have also seen that, for n disks, total 2n – 1 moves are required.

**Iterative Algorithm:**

1. Calculate the total number of moves required i.e. "pow(2, n)  
 - 1" here n is number of disks.  
2. If number of disks (i.e. n) is even then interchange destination   
 pole and auxiliary pole.  
3. for i = 1 to total number of moves:  
 if i%3 == 1:  
 legal movement of top disk between source pole and   
 destination pole  
 if i%3 == 2:  
 legal movement top disk between source pole and   
 auxiliary pole   
 if i%3 == 0:  
 legal movement top disk between auxiliary pole   
 and destination pole

**Example:**

Let us understand with a simple example with 3 disks:  
So, total number of moves required = 7  
  
 S A D  
  
When i= 1, (i % 3 == 1) legal movement between‘S’ and ‘D’   
  
  
  
When i = 2, (i % 3 == 2) legal movement between ‘S’ and ‘A’   
  
  
  
When i = 3, (i % 3 == 0) legal movement between ‘A’ and ‘D’ ’  
  
  
  
When i = 4, (i % 4 == 1) legal movement between ‘S’ and ‘D’   
  
  
  
When i = 5, (i % 5 == 2) legal movement between ‘S’ and ‘A’   
  
  
When i = 6, (i % 6 == 0) legal movement between ‘A’ and ‘D’   
  
  
When i = 7, (i % 7 == 1) legal movement between ‘S’ and ‘D’

So, after all these destination pole contains all the in order of size.  
 After observing above iterations, we can think thatafter a disk other than the smallest disk is moved, the next disk to be moved must be the smallest disk because it is the top disk resting on the spare pole and there are no other choices to move a disk.

// C Program for Iterative Tower of Hanoi  
#include <stdio.h>  
#include <math.h>  
#include <stdlib.h>  
#include <limits.h>  
  
// A structure to represent a stack  
struct Stack  
{  
 unsigned capacity;  
 int top;  
 int \*array;  
};  
  
// function to create a stack of given capacity.  
struct Stack\* createStack(unsigned capacity)  
{  
 struct Stack\* stack =  
 (struct Stack\*) malloc(sizeof(struct Stack));  
 stack -> capacity = capacity;  
 stack -> top = -1;  
 stack -> array =  
 (int\*) malloc(stack -> capacity \* sizeof(int));  
 return stack;  
}  
  
// Stack is full when top is equal to the last index  
int isFull(struct Stack\* stack)  
{  
 return (stack->top == stack->capacity - 1);  
}  
  
// Stack is empty when top is equal to -1  
int isEmpty(struct Stack\* stack)  
{  
 return (stack->top == -1);  
}  
  
// Function to add an item to stack. It increases  
// top by 1  
void push(struct Stack \*stack, int item)  
{  
 if (isFull(stack))  
 return;  
 stack -> array[++stack -> top] = item;  
}  
  
// Function to remove an item from stack. It  
// decreases top by 1  
int pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return INT\_MIN;  
 return stack -> array[stack -> top--];  
}  
  
// Function to implement legal movement between  
// two poles  
void moveDisksBetweenTwoPoles(struct Stack \*src,  
 struct Stack \*dest, char s, char d)  
{  
 int pole1TopDisk = pop(src);  
 int pole2TopDisk = pop(dest);  
  
 // When pole 1 is empty  
 if (pole1TopDisk == INT\_MIN)  
 {  
 push(src, pole2TopDisk);  
 moveDisk(d, s, pole2TopDisk);  
 }  
  
 // When pole2 pole is empty  
 else if (pole2TopDisk == INT\_MIN)  
 {  
 push(dest, pole1TopDisk);  
 moveDisk(s, d, pole1TopDisk);  
 }  
  
 // When top disk of pole1 > top disk of pole2  
 else if (pole1TopDisk > pole2TopDisk)  
 {  
 push(src, pole1TopDisk);  
 push(src, pole2TopDisk);  
 moveDisk(d, s, pole2TopDisk);  
 }  
  
 // When top disk of pole1 < top disk of pole2  
 else  
 {  
 push(dest, pole2TopDisk);  
 push(dest, pole1TopDisk);  
 moveDisk(s, d, pole1TopDisk);  
 }  
}  
  
//Function to show the movement of disks  
void moveDisk(char fromPeg, char toPeg, int disk)  
{  
 printf("Move the disk %d from \'%c\' to \'%c\'\n",  
 disk, fromPeg, toPeg);  
}  
  
//Function to implement TOH puzzle  
void tohIterative(int num\_of\_disks, struct Stack  
 \*src, struct Stack \*aux,  
 struct Stack \*dest)  
{  
 int i, total\_num\_of\_moves;  
 char s = 'S', d = 'D', a = 'A';  
  
 //If number of disks is even, then interchange  
 //destination pole and auxiliary pole  
 if (num\_of\_disks % 2 == 0)  
 {  
 char temp = d;  
 d = a;  
 a = temp;  
 }  
 total\_num\_of\_moves = pow(2, num\_of\_disks) - 1;  
  
 //Larger disks will be pushed first  
 for (i = num\_of\_disks; i >= 1; i--)  
 push(src, i);  
  
 for (i = 1; i <= total\_num\_of\_moves; i++)  
 {  
 if (i % 3 == 1)  
 moveDisksBetweenTwoPoles(src, dest, s, d);  
  
 else if (i % 3 == 2)  
 moveDisksBetweenTwoPoles(src, aux, s, a);  
  
 else if (i % 3 == 0)  
 moveDisksBetweenTwoPoles(aux, dest, a, d);  
 }  
}  
  
// Driver Program  
int main()  
{  
 // Input: number of disks  
 unsigned num\_of\_disks = 3;  
  
 struct Stack \*src, \*dest, \*aux;  
  
 // Create three stacks of size 'num\_of\_disks'  
 // to hold the disks  
 src = createStack(num\_of\_disks);  
 aux = createStack(num\_of\_disks);  
 dest = createStack(num\_of\_disks);  
  
 tohIterative(num\_of\_disks, src, aux, dest);  
 return 0;  
}

Output:

Move the disk 1 from 'S' to 'D'  
Move the disk 2 from 'S' to 'A'  
Move the disk 1 from 'D' to 'A'  
Move the disk 3 from 'S' to 'D'  
Move the disk 1 from 'A' to 'S'  
Move the disk 2 from 'A' to 'D'  
Move the disk 1 from 'S' to 'D'

**References:**  
 <http://en.wikipedia.org/wiki/Tower_of_Hanoi#Iterative_solution>
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# Find maximum of minimum for every window size in a given array

Given an integer array of size n, find the maximum of the minimum’s of every window size in the array. Note that window size varies from 1 to n.

Example:

Input: arr[] = {10, 20, 30, 50, 10, 70, 30}  
Output: 70, 30, 20, 10, 10, 10, 10  
  
First element in output indicates maximum of minimums of all   
windows of size 1.  
Minimums of windows of size 1 are {10}, {20}, {30}, {50}, {10},  
{70} and {30}. Maximum of these minimums is 70  
  
Second element in output indicates maximum of minimums of all   
windows of size 2.  
Minimums of windows of size 2 are {10}, {20}, {30}, {10}, {10},  
and {30}. Maximum of these minimums is 30  
  
Third element in output indicates maximum of minimums of all   
windows of size 3.  
Minimums of windows of size 3 are {10}, {20}, {10}, {10} and {10}.   
Maximum of these minimums is 20  
  
Similarly other elements of output are computed.

**We strongly recommend you to minimize your browser and try this yourself first.**

A **Simple Solution** is to go through all windows of every size, find maximum of all windows. Below is C++ implementation of this idea.

// A naive method to find maximum of minimum of all windows of  
// different sizes  
#include <iostream>  
using namespace std;  
  
void printMaxOfMin(int arr[], int n)  
{  
 // Consider all windows of different sizes starting  
 // from size 1  
 for (int k=1; k<=n; k++)  
 {  
 // Initialize max of min for current window size k  
 int maxOfMin = arr[0];  
  
 // Traverse through all windows of current size k  
 for (int i = 0; i <= n-k; i++)  
 {  
 // Find minimum of current window  
 int min = arr[i];  
 for (int j = 1; j < k; j++)  
 {  
 if (arr[i+j] < min)  
 min = arr[i+j];  
 }  
  
 // Update maxOfMin if required  
 if (min > maxOfMin)  
 maxOfMin = min;  
 }  
  
 // Print max of min for current window size  
 cout << maxOfMin << " ";  
 }  
}  
  
// Driver program  
int main()  
{  
 int arr[] = {10, 20, 30, 50, 10, 70, 30};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printMaxOfMin(arr, n);  
 return 0;  
}

Output:

70 30 20 10 10 10 10

Time complexity of above solution can be upper bounded by O(n3).

We can solve this problem in O(n) time using an **Efficient Solution**. The idea is to extra space. Below are detailed steps.  
 **Step 1:** Find indexes of next smaller and previous smaller for every element. Next smaller is the largest element on right side of arr[i] such that the element is smaller than arr[i]. Similarly, previous smaller element is on left side/  
 If there is no smaller element on right side, then next smaller is n. If there is no smaller on left side, then previous smaller is -1.

For input {10, 20, 30, 50, 10, 70, 30}, array of indexes of next smaller is {7, 4, 4, 4, 7, 6, 7}.  
 For input {10, 20, 30, 50, 10, 70, 30}, array of indexes of previous smaller is {-1, 0, 1, 2, -1, 4, 4}

This step can be done in O(n) time using the approach discussed in [next greater element](http://www.geeksforgeeks.org/next-greater-element/).

**Step 2:** Once we have indexes of next and previous smaller, we know that arr[i] is a minimum of a window of length “right[i] – left[i] – 1″. Lengths of windows for which the elements are minimum are {7, 3, 2, 1, 7, 1, 2}. This array indicates, first element is minimum in window of size 7, second element is minimum in window of size 1, and so on.

Create an auxiliary array ans[n+1] to store the result. Values in ans[] can be filled by iterating through right[] and left[]

for (int i=0; i   
We get the ans[] array as {0, 70, 30, 20, 0, 0, 0, 10}. Note that ans[0] or answer for length 0 is useless.  
Step 3:Some entries in ans[] are 0 and yet to be filled. For example, we know maximum of minimum for lengths 1, 2, 3 and 7 are 70, 30, 20 and 10 respectively, but we don't know the same for lengths 4, 5 and 6.  
  
Below are few important observations to fill remaining entries  
  
a) Result for length i, i.e. ans[i] would always be greater or same as result for length i+1, i.e., an[i+1].  
  
b) If ans[i] is not filled it means there is no direct element which is minimum of length i and therefore either the element of length ans[i+1], or ans[i+2], and so on is same as ans[i]  
  
So we fill rest of the entries using below loop.  
   
 for (int i=n-1; i>=1; i--)  
 ans[i] = max(ans[i], ans[i+1]);

Below is C++ implementation of above algorithm.

// An efficient C++ program to find maximum of all minimums of  
// windows of different sizes  
#include <iostream>  
#include<stack>  
using namespace std;  
  
void printMaxOfMin(int arr[], int n)  
{  
 stack<int> s; // Used to find previous and next smaller  
  
 // Arrays to store previous and next smaller  
 int left[n+1];   
 int right[n+1];   
  
 // Initialize elements of left[] and right[]  
 for (int i=0; i<n; i++)  
 {  
 left[i] = -1;  
 right[i] = n;  
 }  
  
 // Fill elements of left[] using logic discussed on  
 // http://www.geeksforgeeks.org/next-greater-element/  
 for (int i=0; i<n; i++)  
 {  
 while (!s.empty() && arr[s.top()] >= arr[i])  
 s.pop();  
  
 if (!s.empty())  
 left[i] = s.top();  
  
 s.push(i);  
 }  
  
 // Empty the stack as stack is going to be used for right[]  
 while (!s.empty())  
 s.pop();  
  
 // Fill elements of right[] using same logic  
 for (int i = n-1 ; i>=0 ; i-- )  
 {  
 while (!s.empty() && arr[s.top()] >= arr[i])  
 s.pop();  
  
 if(!s.empty())  
 right[i] = s.top();  
  
 s.push(i);  
 }  
  
 // Create and initialize answer array  
 int ans[n+1];  
 for (int i=0; i<=n; i++)  
 ans[i] = 0;  
  
 // Fill answer array by comparing minimums of all  
 // lengths computed using left[] and right[]  
 for (int i=0; i<n; i++)  
 {  
 // length of the interval  
 int len = right[i] - left[i] - 1;  
  
 // arr[i] is a possible answer for this length   
 // 'len' interval, check if arr[i] is more than  
 // max for 'len'  
 ans[len] = max(ans[len], arr[i]);  
 }  
  
 // Some entries in ans[] may not be filled yet. Fill   
 // them by taking values from right side of ans[]  
 for (int i=n-1; i>=1; i--)  
 ans[i] = max(ans[i], ans[i+1]);  
  
 // Print the result  
 for (int i=1; i<=n; i++)  
 cout << ans[i] << " ";  
}  
  
// Driver program  
int main()  
{  
 int arr[] = {10, 20, 30, 50, 10, 70, 30};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printMaxOfMin(arr, n);  
 return 0;  
}

Output:

70 30 20 10 10 10 10

Time Complexity: O(n)  
 Auxiliary Space: O(n)
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# Length of the longest valid substring

Given a string consisting of opening and closing parenthesis, find length of the longest valid parenthesis substring.

Examples:

Input : ((()  
Output : 2  
Explanation : ()  
  
Input: )()())  
Output : 4  
Explanation: ()()   
  
Input: ()(()))))  
Output: 6  
Explanation: ()(()))

**We strongly recommend you to minimize your browser and try this yourself first.**

A **Simple Approach** is to find all the substrings of given string. For every string, check if it is a valid string or not. If valid and length is more than maximum length so far, then update maximum length. We can check whether a substring is valid or not in linear time using a stack (See [this](http://www.geeksforgeeks.org/check-for-balanced-parentheses-in-an-expression/) for details). Time complexity of this solution is O(n2.

An **Efficient Solution** can solve this problem in O(n) time. The idea is to store indexes of previous starting brackets in a stack. The first element of stack is a special element that provides index before beginning of valid substring (base for next valid string).

1) Create an empty stack and push -1 to it. The first element  
 of stack is used to provide base for next valid string.   
  
2) Initialize result as 0.  
  
3) If the character is '(' i.e. str[i] == '('), push index   
 'i' to the stack.   
   
2) Else (if the character is ')')  
 a) Pop an item from stack (Most of the time an opening bracket)  
 b) If stack is not empty, then find length of current valid  
 substring by taking difference between current index and  
 top of the stack. If current length is more than result,  
 then update the result.  
 c) If stack is empty, push current index as base for next  
 valid substring.  
  
3) Return result.

Below is C++ implementation of above algorithm.

// C++ program to find length of the longest valid  
// substring  
#include<bits/stdc++.h>  
using namespace std;  
  
int findMaxLen(string str)  
{  
 int n = str.length();  
  
 // Create a stack and push -1 as initial index to it.  
 stack<int> stk;  
 stk.push(-1);  
  
 // Initialize result  
 int result = 0;  
  
 // Traverse all characters of given string  
 for (int i=0; i<n; i++)  
 {  
 // If opening bracket, push index of it  
 if (str[i] == '(')  
 stk.push(i);  
  
 else // If closing bracket, i.e.,str[i] = ')'  
 {  
 // Pop the previous opening bracket's index  
 stk.pop();  
  
 // Check if this length formed with base of  
 // current valid substring is more than max   
 // so far  
 if (!stk.empty())  
 result = max(result, i - stk.top());  
  
 // If stack is empty. push current index as   
 // base for next valid substring (if any)  
 else stk.push(i);  
 }  
 }  
  
 return result;  
}  
  
// Driver program  
int main()  
{  
 string str = "((()()";  
 cout << findMaxLen(str) << endl;  
  
 str = "()(()))))";  
 cout << findMaxLen(str) << endl ;  
  
 return 0;  
}

Output:

4  
6

**Explanation with example:**

Input: str = "(()()"  
  
Initialize result as 0 and stack with one item -1.  
  
For i = 0, str[0] = '(', we push 0 in stack  
  
For i = 1, str[1] = '(', we push 1 in stack  
  
For i = 2, str[2] = ')', currently stack has [-1, 0, 1], we pop  
from the stack and the stack now is [-1, 0] and length of current  
valid substring becomes 2 (we get this 2 by subtracting stack top   
from current index).  
Since current length is more than current result, we update result.  
  
For i = 3, str[3] = '(', we push again, stack is [-1, 0, 3].  
  
For i = 4, str[4] = ')', we pop from the stack, stack becomes   
[-1, 0] and length of current valid substring becomes 4 (we get   
this 4 by subtracting stack top from current index).   
Since current length is more than current result, we update result.

Thanks to [Gaurav Ahirwar](http://qa.geeksforgeeks.org/user/Mr.Lazy) and [Ekta Goel](https://www.linkedin.com/pub/ekta-goel/75/12a/3a6). for suggesting above approach.
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