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# 8 queen problem

The eight queens problem is the problem of placing eight queens on an 8×8 chessboard such that none of them attack one another (no two are in the same row, column, or diagonal). More generally, the n queens problem places n queens on an n×n chessboard.

There are different solutions for the problem.

You can find detailed solutions at <http://en.literateprograms.org/Eight_queens_puzzle_(C)>

### Source

<http://www.geeksforgeeks.org/8-queen-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Design an efficient data structure for given operations

Design a Data Structure for the following operations. The data structure should be efficient enough to accommodate the operations according to their frequency.

1) findMin() : Returns the minimum item.  
 Frequency: Most frequent  
  
2) findMax() : Returns the maximum item.  
 Frequency: Most frequent  
  
3) deleteMin() : Delete the minimum item.  
 Frequency: Moderate frequent   
  
4) deleteMax() : Delete the maximum item.  
 Frequency: Moderate frequent   
  
5) Insert() : Inserts an item.  
 Frequency: Least frequent  
  
6) Delete() : Deletes an item.  
 Frequency: Least frequent.

A **simple solution** is to maintain a sorted array where smallest element is at first position and largest element is at last. The time complexity of findMin(), findMAx() and deleteMax() is O(1). But time complexities of deleteMin(), insert() and delete() will be O(n).

**Can we do the most frequent two operations in O(1) and other operations in O(Logn) time?**.  
 The idea is to use two binary heaps (one max and one min heap). The main challenge is, while deleting an item, we need to delete from both min-heap and max-heap. So, we need some kind of mutual data structure. In the following design, we have used doubly linked list as a mutual data structure. The doubly linked list contains all input items and indexes of corresponding min and max heap nodes. The nodes of min and max heaps store addresses of nodes of doubly linked list. The root node of min heap stores the address of minimum item in doubly linked list. Similarly, root of max heap stores address of maximum item in doubly linked list. Following are the details of operations.

**1) findMax():** We get the address of maximum value node from root of Max Heap. So this is a O(1) operation.

**1) findMin():** We get the address of minimum value node from root of Min Heap. So this is a O(1) operation.

**3) deleteMin()**: We get the address of minimum value node from root of Min Heap. We use this address to find the node in doubly linked list. From the doubly linked list, we get node of Max Heap. We delete node from all three. We can delete a node from doubly linked list in O(1) time. delete() operations for max and min heaps take O(Logn) time.

**4) deleteMax()**: is similar to deleteMin()

**5) Insert()** We always insert at the beginning of linked list in O(1) time. Inserting the address in Max and Min Heaps take O(Logn) time. So overall complexity is O(Logn)

**6) Delete()** We first search the item in Linked List. Once the item is found in O(n) time, we delete it from linked list. Then using the indexes stored in linked list, we delete it from Min Heap and Max Heaps in O(Logn) time. *So overall complexity of this operation is O(n). The Delete operation can be optimized to O(Logn) by using a balanced binary search tree instead of doubly linked list as a mutual data structure. Use of balanced binary search will not effect time complexity of other operations as it will act as a mutual data structure like doubly Linked List.*  
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Following is C implementation of the above data structure.

// C program for efficient data structure  
#include <stdio.h>  
#include <stdlib.h>  
#include <limits.h>  
  
// A node of doubly linked list  
struct LNode  
{  
 int data;  
 int minHeapIndex;  
 int maxHeapIndex;  
 struct LNode \*next, \*prev;  
};  
  
// Structure for a doubly linked list  
struct List  
{  
 struct LNode \*head;  
};  
  
// Structure for min heap  
struct MinHeap  
{  
 int size;  
 int capacity;  
 struct LNode\* \*array;  
};  
  
// Structure for max heap  
struct MaxHeap  
{  
 int size;  
 int capacity;  
 struct LNode\* \*array;  
};  
  
// The required data structure  
struct MyDS  
{  
 struct MinHeap\* minHeap;  
 struct MaxHeap\* maxHeap;  
 struct List\* list;  
};  
  
// Function to swap two integers  
void swapData(int\* a, int\* b)  
{ int t = \*a; \*a = \*b; \*b = t; }  
  
// Function to swap two List nodes  
void swapLNode(struct LNode\*\* a, struct LNode\*\* b)  
{ struct LNode\* t = \*a; \*a = \*b; \*b = t; }  
  
// A utility function to create a new List node  
struct LNode\* newLNode(int data)  
{  
 struct LNode\* node =  
 (struct LNode\*) malloc(sizeof(struct LNode));  
 node->minHeapIndex = node->maxHeapIndex = -1;  
 node->data = data;  
 node->prev = node->next = NULL;  
 return node;  
}  
  
// Utility function to create a max heap of given capacity  
struct MaxHeap\* createMaxHeap(int capacity)  
{  
 struct MaxHeap\* maxHeap =  
 (struct MaxHeap\*) malloc(sizeof(struct MaxHeap));  
 maxHeap->size = 0;  
 maxHeap->capacity = capacity;  
 maxHeap->array =  
 (struct LNode\*\*) malloc(maxHeap->capacity \* sizeof(struct LNode\*));  
 return maxHeap;  
}  
  
// Utility function to create a min heap of given capacity  
struct MinHeap\* createMinHeap(int capacity)  
{  
 struct MinHeap\* minHeap =  
 (struct MinHeap\*) malloc(sizeof(struct MinHeap));  
 minHeap->size = 0;  
 minHeap->capacity = capacity;  
 minHeap->array =  
 (struct LNode\*\*) malloc(minHeap->capacity \* sizeof(struct LNode\*));  
 return minHeap;  
}  
  
// Utility function to create a List  
struct List\* createList()  
{  
 struct List\* list =  
 (struct List\*) malloc(sizeof(struct List));  
 list->head = NULL;  
 return list;  
}  
  
// Utility function to create the main data structure  
// with given capacity  
struct MyDS\* createMyDS(int capacity)  
{  
 struct MyDS\* myDS =  
 (struct MyDS\*) malloc(sizeof(struct MyDS));  
 myDS->minHeap = createMinHeap(capacity);  
 myDS->maxHeap = createMaxHeap(capacity);  
 myDS->list = createList();  
 return myDS;  
}  
  
// Some basic operations for heaps and List  
int isMaxHeapEmpty(struct MaxHeap\* heap)  
{ return (heap->size == 0); }  
  
int isMinHeapEmpty(struct MinHeap\* heap)  
{ return heap->size == 0; }  
  
int isMaxHeapFull(struct MaxHeap\* heap)  
{ return heap->size == heap->capacity; }  
  
int isMinHeapFull(struct MinHeap\* heap)  
{ return heap->size == heap->capacity; }  
  
int isListEmpty(struct List\* list)  
{ return !list->head; }  
  
int hasOnlyOneLNode(struct List\* list)  
{ return !list->head->next && !list->head->prev; }  
  
  
// The standard minheapify function. The only thing it does extra  
// is swapping indexes of heaps inside the List  
void minHeapify(struct MinHeap\* minHeap, int index)  
{  
 int smallest, left, right;  
 smallest = index;  
 left = 2 \* index + 1;  
 right = 2 \* index + 2;  
  
 if ( minHeap->array[left] &&  
 left < minHeap->size &&  
 minHeap->array[left]->data < minHeap->array[smallest]->data  
 )  
 smallest = left;  
  
 if ( minHeap->array[right] &&  
 right < minHeap->size &&  
 minHeap->array[right]->data < minHeap->array[smallest]->data  
 )  
 smallest = right;  
  
 if (smallest != index)  
 {  
 // First swap indexes inside the List using address  
 // of List nodes  
 swapData(&(minHeap->array[smallest]->minHeapIndex),  
 &(minHeap->array[index]->minHeapIndex));  
  
 // Now swap pointers to List nodes  
 swapLNode(&minHeap->array[smallest],  
 &minHeap->array[index]);  
  
 // Fix the heap downward  
 minHeapify(minHeap, smallest);  
 }  
}  
  
// The standard maxHeapify function. The only thing it does extra  
// is swapping indexes of heaps inside the List  
void maxHeapify(struct MaxHeap\* maxHeap, int index)  
{  
 int largest, left, right;  
 largest = index;  
 left = 2 \* index + 1;  
 right = 2 \* index + 2;  
  
 if ( maxHeap->array[left] &&  
 left < maxHeap->size &&  
 maxHeap->array[left]->data > maxHeap->array[largest]->data  
 )  
 largest = left;  
  
 if ( maxHeap->array[right] &&  
 right < maxHeap->size &&  
 maxHeap->array[right]->data > maxHeap->array[largest]->data  
 )  
 largest = right;  
  
 if (largest != index)  
 {  
 // First swap indexes inside the List using address  
 // of List nodes  
 swapData(&maxHeap->array[largest]->maxHeapIndex,  
 &maxHeap->array[index]->maxHeapIndex);  
  
 // Now swap pointers to List nodes  
 swapLNode(&maxHeap->array[largest],  
 &maxHeap->array[index]);  
  
 // Fix the heap downward  
 maxHeapify(maxHeap, largest);  
 }  
}  
  
// Standard function to insert an item in Min Heap  
void insertMinHeap(struct MinHeap\* minHeap, struct LNode\* temp)  
{  
 if (isMinHeapFull(minHeap))  
 return;  
  
 ++minHeap->size;  
 int i = minHeap->size - 1;  
 while (i && temp->data < minHeap->array[(i - 1) / 2]->data )  
 {  
 minHeap->array[i] = minHeap->array[(i - 1) / 2];  
 minHeap->array[i]->minHeapIndex = i;  
 i = (i - 1) / 2;  
 }  
  
 minHeap->array[i] = temp;  
 minHeap->array[i]->minHeapIndex = i;  
}  
  
// Standard function to insert an item in Max Heap  
void insertMaxHeap(struct MaxHeap\* maxHeap, struct LNode\* temp)  
{  
 if (isMaxHeapFull(maxHeap))  
 return;  
  
 ++maxHeap->size;  
 int i = maxHeap->size - 1;  
 while (i && temp->data > maxHeap->array[(i - 1) / 2]->data )  
 {  
 maxHeap->array[i] = maxHeap->array[(i - 1) / 2];  
 maxHeap->array[i]->maxHeapIndex = i;  
 i = (i - 1) / 2;  
 }  
  
 maxHeap->array[i] = temp;  
 maxHeap->array[i]->maxHeapIndex = i;  
}  
  
  
// Function to find minimum value stored in the main data structure  
int findMin(struct MyDS\* myDS)  
{  
 if (isMinHeapEmpty(myDS->minHeap))  
 return INT\_MAX;  
  
 return myDS->minHeap->array[0]->data;  
}  
  
// Function to find maximum value stored in the main data structure  
int findMax(struct MyDS\* myDS)  
{  
 if (isMaxHeapEmpty(myDS->maxHeap))  
 return INT\_MIN;  
  
 return myDS->maxHeap->array[0]->data;  
}  
  
// A utility function to remove an item from linked list  
void removeLNode(struct List\* list, struct LNode\*\* temp)  
{  
 if (hasOnlyOneLNode(list))  
 list->head = NULL;  
  
 else if (!(\*temp)->prev) // first node  
 {  
 list->head = (\*temp)->next;  
 (\*temp)->next->prev = NULL;  
 }  
 // any other node including last  
 else  
 {  
 (\*temp)->prev->next = (\*temp)->next;  
 // last node  
 if ((\*temp)->next)  
 (\*temp)->next->prev = (\*temp)->prev;  
 }  
 free(\*temp);  
 \*temp = NULL;  
}  
  
// Function to delete maximum value stored in the main data structure  
void deleteMax(struct MyDS\* myDS)  
{  
 MinHeap \*minHeap = myDS->minHeap;  
 MaxHeap \*maxHeap = myDS->maxHeap;  
  
 if (isMaxHeapEmpty(maxHeap))  
 return;  
 struct LNode\* temp = maxHeap->array[0];  
  
 // delete the maximum item from maxHeap  
 maxHeap->array[0] =  
 maxHeap->array[maxHeap->size - 1];  
 --maxHeap->size;  
 maxHeap->array[0]->maxHeapIndex = 0;  
 maxHeapify(maxHeap, 0);  
  
 // remove the item from minHeap  
 minHeap->array[temp->minHeapIndex] = minHeap->array[minHeap->size - 1];  
 --minHeap->size;  
 minHeap->array[temp->minHeapIndex]->minHeapIndex = temp->minHeapIndex;  
 minHeapify(minHeap, temp->minHeapIndex);  
  
 // remove the node from List  
 removeLNode(myDS->list, &temp);  
}  
  
// Function to delete minimum value stored in the main data structure  
void deleteMin(struct MyDS\* myDS)  
{  
 MinHeap \*minHeap = myDS->minHeap;  
 MaxHeap \*maxHeap = myDS->maxHeap;  
  
 if (isMinHeapEmpty(minHeap))  
 return;  
 struct LNode\* temp = minHeap->array[0];  
  
 // delete the minimum item from minHeap  
 minHeap->array[0] = minHeap->array[minHeap->size - 1];  
 --minHeap->size;  
 minHeap->array[0]->minHeapIndex = 0;  
 minHeapify(minHeap, 0);  
  
 // remove the item from maxHeap  
 maxHeap->array[temp->maxHeapIndex] = maxHeap->array[maxHeap->size - 1];  
 --maxHeap->size;  
 maxHeap->array[temp->maxHeapIndex]->maxHeapIndex = temp->maxHeapIndex;  
 maxHeapify(maxHeap, temp->maxHeapIndex);  
  
 // remove the node from List  
 removeLNode(myDS->list, &temp);  
}  
  
// Function to enList an item to List  
void insertAtHead(struct List\* list, struct LNode\* temp)  
{  
 if (isListEmpty(list))  
 list->head = temp;  
  
 else  
 {  
 temp->next = list->head;  
 list->head->prev = temp;  
 list->head = temp;  
 }  
}  
  
// Function to delete an item from List. The function also  
// removes item from min and max heaps  
void Delete(struct MyDS\* myDS, int item)  
{  
 MinHeap \*minHeap = myDS->minHeap;  
 MaxHeap \*maxHeap = myDS->maxHeap;  
  
 if (isListEmpty(myDS->list))  
 return;  
  
 // search the node in List  
 struct LNode\* temp = myDS->list->head;  
 while (temp && temp->data != item)  
 temp = temp->next;  
  
 // if item not found  
 if (!temp || temp && temp->data != item)  
 return;  
  
 // remove item from min heap  
 minHeap->array[temp->minHeapIndex] = minHeap->array[minHeap->size - 1];  
 --minHeap->size;  
 minHeap->array[temp->minHeapIndex]->minHeapIndex = temp->minHeapIndex;  
 minHeapify(minHeap, temp->minHeapIndex);  
  
 // remove item from max heap  
 maxHeap->array[temp->maxHeapIndex] = maxHeap->array[maxHeap->size - 1];  
 --maxHeap->size;  
 maxHeap->array[temp->maxHeapIndex]->maxHeapIndex = temp->maxHeapIndex;  
 maxHeapify(maxHeap, temp->maxHeapIndex);  
  
 // remove node from List  
 removeLNode(myDS->list, &temp);  
}  
  
// insert operation for main data structure  
void Insert(struct MyDS\* myDS, int data)  
{  
 struct LNode\* temp = newLNode(data);  
  
 // insert the item in List  
 insertAtHead(myDS->list, temp);  
  
 // insert the item in min heap  
 insertMinHeap(myDS->minHeap, temp);  
  
 // insert the item in max heap  
 insertMaxHeap(myDS->maxHeap, temp);  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct MyDS \*myDS = createMyDS(10);  
 // Test Case #1  
 /\*Insert(myDS, 10);  
 Insert(myDS, 2);  
 Insert(myDS, 32);  
 Insert(myDS, 40);  
 Insert(myDS, 5);\*/  
  
 // Test Case #2  
 Insert(myDS, 10);  
 Insert(myDS, 20);  
 Insert(myDS, 30);  
 Insert(myDS, 40);  
 Insert(myDS, 50);  
  
 printf("Maximum = %d \n", findMax(myDS));  
 printf("Minimum = %d \n\n", findMin(myDS));  
  
 deleteMax(myDS); // 50 is deleted  
 printf("After deleteMax()\n");  
 printf("Maximum = %d \n", findMax(myDS));  
 printf("Minimum = %d \n\n", findMin(myDS));  
  
 deleteMin(myDS); // 10 is deleted  
 printf("After deleteMin()\n");  
 printf("Maximum = %d \n", findMax(myDS));  
 printf("Minimum = %d \n\n", findMin(myDS));  
  
 Delete(myDS, 40); // 40 is deleted  
 printf("After Delete()\n");  
 printf("Maximum = %d \n", findMax(myDS));  
 printf("Minimum = %d \n", findMin(myDS));  
  
 return 0;  
}

Output:

Maximum = 50  
Minimum = 10  
  
After deleteMax()  
Maximum = 40  
Minimum = 10  
  
After deleteMin()  
Maximum = 40  
Minimum = 20  
  
After Delete()  
Maximum = 30  
Minimum = 20
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# A Time Complexity Question

What is the time complexity of following function fun()? Assume that log(x) returns log value in base 2.

void fun()  
{  
 int i, j;  
 for (i=1; i<=n; i++)  
 for (j=1; j<=log(i); j++)  
 printf("GeeksforGeeks");  
}

Time Complexity of the above function can be written as Θ(log 1) + Θ(log 2) + Θ(log 3) + . . . . + Θ(log n) which is Θ (log n!)

Order of growth of ‘log n!’ and ‘n log n’ is same for large values of n, i.e., Θ (log n!) = Θ(n log n). So time complexity of fun() is Θ(n log n).

The expression Θ(log n!) = Θ(n log n) can be easily derived from following [Stirling’s approximation (or Stirling’s formula)](http://en.wikipedia.org/wiki/Stirling%27s_approximation).

log n! = n log n - n + O(log(n))

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Abstract Classes in Java

In C++, if a class has at least one pure virtual function, then the class becomes abstract. Unlike C++, in Java, a separate keyword *abstract* is used to make a class abstract.

// An example abstract class in Java  
abstract class Shape {  
 int color;  
  
 // An abstract function (like a pure virtual function in C++)  
 abstract void draw();   
}

Following are some important observations about abstract classes in Java.

**1)** Like C++, in Java, an instance of an abstract class cannot be created, we can have references of abstract class type though.

abstract class Base {  
 abstract void fun();  
}  
class Derived extends Base {  
 void fun() { System.out.println("Derived fun() called"); }  
}  
class Main {  
 public static void main(String args[]) {   
   
 // Uncommenting the following line will cause compiler error as the   
 // line tries to create an instance of abstract class.  
 // Base b = new Base();  
  
 // We can have references of Base type.  
 Base b = new Derived();  
 b.fun();   
 }  
}

Output:

Derived fun() called

**2)** Like C++, an abstract class can contain constructors in Java. And a constructor of abstract class is called when an instance of a inherited class is created. For example, the following is a valid Java program.

// An abstract class with constructor  
abstract class Base {  
 Base() { System.out.println("Base Constructor Called"); }  
 abstract void fun();  
}  
class Derived extends Base {  
 Derived() { System.out.println("Derived Constructor Called"); }  
 void fun() { System.out.println("Derived fun() called"); }  
}  
class Main {  
 public static void main(String args[]) {   
 Derived d = new Derived();  
 }  
}

Output:

Base Constructor Called  
Derived Constructor Called

**3)** In Java, we can have an abstract class without any abstract method. This allows us to create classes that cannot be instantiated, but can only be inherited.

// An abstract class without any abstract method  
abstract class Base {   
 void fun() { System.out.println("Base fun() called"); }  
}  
   
class Derived extends Base { }  
   
class Main {  
 public static void main(String args[]) {   
 Derived d = new Derived();  
 d.fun();  
 }  
}

Output:

Base fun() called

**4)** Abstract classes can also have final methods (methods that cannot be overridden). For example, the following program compiles and runs fine.

// An abstract class with a final method  
abstract class Base {  
 final void fun() { System.out.println("Derived fun() called"); }  
}  
   
class Derived extends Base {}  
   
class Main {  
 public static void main(String args[]) {   
 Base b = new Derived();  
 b.fun();  
 }  
}

Output:

Derived fun() called

**Exercise:**  
 **1.** Is it possible to create abstract and final class in Java?  
 **2.** Is it possible to have an abstract method in a final class?  
 **3.** Is it possible to inherit from multiple abstract classes in Java?

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Algorithm Practice Question for Beginners | Set 1

Consider the following C function.

unsigned fun(unsigned n)  
{  
 if (n == 0) return 1;  
 if (n == 1) return 2;  
  
 return fun(n-1) + fun(n-1);  
}

Consider the following questions for above code ignoring compiler optimization.  
 a) What does the above code do?  
 b) What is the time complexity of above code?  
 c) Can the time complexity of above function be reduced?

**What does fun(n) do?**  
 In the above code, fun(n) is equal to 2\*fun(n-1). So the above function returns 2n. For example, for n = 3, it returns 8, for n = 4, it returns 16.

**What is the time complexity of fun(n)?**  
 Time complexity of the above function is exponential. Let the Time complexity be T(n). T(n) can be written as following recurrence. Here C is a machine dependent constant.

T(n) = T(n-1) + T(n-1) + C  
 = 2T(n-1) + C

The above recurrence has solution as Θ(2n). We can solve it by recurrence tree method. The recurrence tree would be a binary tree with height n and every level would be completely full except possibly the last level.

C  
 / \  
 C C  
 / \ / \  
 C C C C   
 / \ / \ / \ / \  
 . . . . . . . .  
 . . . . . . . .  
 Height of Tree is Θ(n)

**Can the time complexity of fun(n) be reduced?**  
 A simple way to reduce the time complexity is to make one call instead of 2 calls.

unsigned fun(unsigned n)  
{  
 if (n == 0) return 1;  
 if (n == 1) return 2;  
   
 return 2\*fun(n-1);  
}

Time complexity of the above solution is Θ(n). T Let the Time complexity be T(n). T(n) can be written as following recurrence. Here C is a machine dependent constant.

T(n) = T(n-1) + C

We can solve it by recurrence tree method. The recurrence tree would be a skewed binary tree (every internal node has only one child) with height n.

C  
 /  
 C  
 /  
 C  
 /  
 .   
 .  
 Height of Tree is Θ(n)

The above function can be further optimized using divide and conquer technique to calculate powers.

unsigned fun(unsigned n)  
{  
 if (n == 0) return 1;  
 if (n == 1) return 2;  
 unsigned x = fun(n/2);  
 return (n%2)? 2\*x\*x: x\*x;  
}

Time complexity of the above solution is Θ(Logn). Let the Time complexity be T(n). T(n) can be approximately written as following recurrence. Here C is a machine dependent constant.

T(n) = T(n/2) + C

We can solve it by recurrence tree method. The recurrence tree would be a skewed binary tree (every internal node has only one child) with height Log(n).

C   
 /  
 C  
 /  
 C  
 /  
 .   
 .  
 Height of Tree is Θ(Logn)

We can also directly compute fun(n) using bitwise left shift operator ‘ unsigned fun(unsigned n) { return 1 << n; }

This article is contributed by **Kartik**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/algorithm-practice-question-beginners-set-1/>

# Analysis of Algorithm | Set 4 (Solving Recurrences)

In the previous post, we discussed [analysis of loops](http://www.geeksforgeeks.org/analysis-of-algorithms-set-4-analysis-of-loops/). Many algorithms are recursive in nature. When we analyze them, we get a recurrence relation for time complexity. We get running time on an input of size n as a function of n and the running time on inputs of smaller sizes. For example in [Merge Sort](http://geeksquiz.com/merge-sort/), to sort a given array, we divide it in two halves and recursively repeat the process for the two halves. Finally we merge the results. Time complexity of Merge Sort can be written as T(n) = 2T(n/2) + cn. There are many other algorithms like Binary Search, Tower of Hanoi, etc.

There are mainly three ways for solving recurrences.

**1) Substitution Method**: We make a guess for the solution and then we use mathematical induction to prove the the guess is correct or incorrect.

For example consider the recurrence T(n) = 2T(n/2) + n  
  
We guess the solution as T(n) = O(nLogn). Now we use induction  
to prove our guess.  
  
We need to prove that T(n) <= cnLogn. We can assume that it is true  
for values smaller than n.  
  
T(n) = 2T(n/2) + n  
 <= cn/2Log(n/2) + n  
 = cnLogn - cnLog2 + n  
 = cnLogn - cn + n  
 <= cnLogn

**2) Recurrence Tree Method:** In this method, we draw a recurrence tree and calculate the time taken by every level of tree. Finally, we sum the work done at all levels. To draw the recurrence tree, we start from the given recurrence and keep drawing till we find a pattern among levels. The pattern is typically a arithmetic or geometric series.

For example consider the recurrence relation   
T(n) = T(n/4) + T(n/2) + cn2  
  
 cn2  
 / \  
 T(n/4) T(n/2)  
  
If we further break down the expression T(n/4) and T(n/2),   
we get following recursion tree.  
  
 cn2  
 / \   
 c(n2)/16 c(n2)/4  
 / \ / \  
 T(n/16) T(n/8) T(n/8) T(n/4)   
Breaking down further gives us following  
 cn2  
 / \   
 c(n2)/16 c(n2)/4  
 / \ / \  
c(n2)/256 c(n2)/64 c(n2)/64 c(n2)/16  
 / \ / \ / \ / \   
  
To know the value of T(n), we need to calculate sum of tree   
nodes level by level. If we sum the above tree level by level,   
we get the following series  
T(n) = c(n^2 + 5(n^2)/16 + 25(n^2)/256) + ....  
The above series is geometrical progression with ratio 5/16.  
  
To get an upper bound, we can sum the infinite series.   
We get the sum as (n2)/(1 - 5/16) which is O(n2)

**3) Master Method:**  
 Master Method is a direct way to get the solution. The master method works only for following type of recurrences or for recurrences that can be transformed to following type.

T(n) = aT(n/b) + f(n) where a >= 1 and b > 1

There are following three cases:  
 **1.** If f(n) = Θ(nc) where c < Logba then T(n) = Θ(nLogba)

**2.** If f(n) = Θ(nc) where c = Logba then T(n) = Θ(ncLog n)

**3.**If f(n) = Θ(nc) where c > Logba then T(n) = Θ(f(n))

**How does this work?**  
 Master method is mainly derived from recurrence tree method. If we draw recurrence tree of T(n) = aT(n/b) + f(n), we can see that the work done at root is f(n) and work done at all leaves is Θ(nc) where c is Logba. And the height of recurrence tree is Logbn  
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 In recurrence tree method, we calculate total work done. If the work done at leaves is polynomially more, then leaves are the dominant part, and our result becomes the work done at leaves (Case 1). If work done at leaves and root is asymptotically same, then our result becomes height multiplied by work done at any level (Case 2). If work done at root is asymptotically more, then our result becomes work done at root (Case 3).

**Examples of some standard algorithms whose time complexity can be evaluated using Master Method**  
 [Merge Sort](http://geeksquiz.com/merge-sort/): T(n) = 2T(n/2) + Θ(n). It falls in case 2 as c is 1 and Logba] is also 1. So the solution is Θ(n Logn)

[Binary Search](http://geeksquiz.com/binary-search/): T(n) = T(n/2) + Θ(1). It also falls in case 2 as c is 0 and Logba is also 0. So the solution is Θ(Logn)

**Notes:**  
 **1)** It is not necessary that a recurrence of the form T(n) = aT(n/b) + f(n) can be solved using Master Theorem. The given three cases have some gaps between them. For example, the recurrence T(n) = 2T(n/2) + n/Logn cannot be solved using master method.

**2)** Case 2 can be extended for f(n) = Θ(ncLogkn)  
 If f(n) = Θ(ncLogkn) for some constant k >= 0 and c = Logba, then T(n) = Θ(ncLogk+1n)

[Practice Problems and Solutions on Master Theorem.](http://www.csd.uwo.ca/~moreno//CS424/Ressources/master.pdf)

**References:**  
 <http://en.wikipedia.org/wiki/Master_theorem>  
 [MIT Video Lecture on Asymptotic Notation | Recurrences | Substitution, Master Method](http://www.youtube.com/watch?v=whjt_N9uYFI)  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/analysis-algorithm-set-4-master-method-solving-recurrences/>

# Analysis of Algorithm | Set 5 (Amortized Analysis Introduction)

[Amortized Analysis](http://en.wikipedia.org/wiki/Amortized_analysis) is used for algorithms where an occasional operation is very slow, but most of the other operations are faster. In Amortized Analysis, we analyze a sequence of operations and guarantee a worst case average time which is lower than the worst case time of a particular expensive operation.  
 The example data structures whose operations are analyzed using Amortized Analysis are Hash Tables, Disjoint Sets and Splay Trees.

Let us consider an example of a simple hash table insertions. How do we decide table size? There is a trade-off between space and time, if we make hash-table size big, search time becomes fast, but space required becomes high.
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The solution to this trade-off problem is to use [Dynamic Table (or Arrays)](http://en.wikipedia.org/wiki/Dynamic_array). The idea is to increase size of table whenever it becomes full. Following are the steps to follow when table becomes full.  
 1) Allocate memory for a larger table of size, typically twice the old table.  
 2) Copy the contents of old table to new table.  
 3) Free the old table.

If the table has space available, we simply insert new item in available space.

**What is the time complexity of n insertions using the above scheme?**  
 If we use simple analysis, the worst case cost of an insertion is O(n). Therefore, worst case cost of n inserts is n \* O(n) which is O(n2). This analysis gives an upper bound, but not a tight upper bound for n insertions as all insertions don’t take Θ(n) time.
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So using Amortized Analysis, we could prove that the Dynamic Table scheme has O(1) insertion time which is a great result used in hashing. Also, the concept of dynamic table is used in [vectors in C++,](http://www.cplusplus.com/reference/vector/vector/) [ArrayList in Java](http://docs.oracle.com/javase/7/docs/api/java/util/ArrayList.html).

Following are few important notes.  
 **1)** Amortized cost of a sequence of operations can be seen as expenses of a salaried person. The average monthly expense of the person is less than or equal to the salary, but the person can spend more money in a particular month by buying a car or something. In other months, he or she saves money for the expensive month.

**2)** The above Amortized Analysis done for Dynamic Array example is called ***Aggregate Method***. There are two more powerful ways to do Amortized analysis called [***Accounting Method***](http://en.wikipedia.org/wiki/Accounting_method) and [***Potential Method***](http://en.wikipedia.org/wiki/Potential_method). We will be discussing the other two methods in separate posts.

**3)** The amortized analysis doesn’t involve probability. There is also another different notion of average case running time where algorithms use randomization to make them faster and expected running time is faster than the worst case running time. These algorithms are analyzed using Randomized Analysis. Examples of these algorithms are Randomized Quick Sort, Quick Select and Hashing. We will soon be covering Randomized analysis in a different post.

**Sources:**  
 [Berkeley Lecture 35: Amortized Analysis](https://www.youtube.com/watch?v=UYcWpldlX-o) [MIT Lecture 13: Amortized Algorithms, Table Doubling, Potential Method](https://www.youtube.com/watch?v=b733mo4CxAQ)  
 <http://www.cs.cornell.edu/courses/cs3110/2011sp/lectures/lec20-amortized/amortized.htm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/analysis-algorithm-set-5-amortized-analysis-introduction/>

# Applications of Heap Data Structure

Heap Data Structure is generally taught with Heapsort. Heapsort algorithm has limited uses because Quicksort is better in practice. Nevertheless, the Heap data structure itself is enormously used. Following are some uses other than Heapsort.

*Priority Queues:* Priority queues can be efficiently implemented using Binary Heap because it supports insert(), delete() and extractmax(), decreaseKey() operations in O(logn) time. Binomoial Heap and Fibonacci Heap are variations of Binary Heap. These variations perform union also in O(logn) time which is a O(n) operation in Binary Heap. Heap Implemented priority queues are used in Graph algorithms like [Prim’s Algorithm](http://en.wikipedia.org/wiki/Prim%27s_algorithm) and [Dijkstra’s algorithm](http://en.wikipedia.org/wiki/Dijkstra%27s_algorithm).

*Order statistics:* The Heap data structure can be used to efficiently find the kth smallest (or largest) element in an array. See method 4 and 6 of [this](http://geeksforgeeks.org/?p=2392) post for details.

References:  
 <http://net.pku.edu.cn/~course/cs101/2007/resource/Intro2Algorithm/book6/chap07.htm>  
 <http://en.wikipedia.org/wiki/Heap_%28data_structure%29>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/applications-of-heap-data-structure/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Applications of Queue Data Structure

[Queue](http://en.wikipedia.org/wiki/Queue_%28data_structure%29) is used when things don’t have to be processed immediatly, but have to be processed in **F**irst **I**n **F**irst **O**ut order like [Breadth First Search](http://en.wikipedia.org/wiki/Breadth-first_search). This property of Queue makes it also useful in following kind of scenarios.

**1)** When a resource is shared among multiple consumers. Examples include CPU scheduling, Disk Scheduling.  
 **2)** When data is transferred asynchronously (data not necessarily received at same rate as sent) between two processes. Examples include IO Buffers, pipes, file IO, etc.

See [this](http://introcs.cs.princeton.edu/43stack/)for more detailed applications of Queue and Stack.

**References:**  
 <http://introcs.cs.princeton.edu/43stack/>

### Source

<http://www.geeksforgeeks.org/applications-of-queue-data-structure/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Average of a stream of numbers

Difficulty Level: Rookie  
 Given a stream of numbers, print average (or mean) of the stream at every point. For example, let us consider the stream as 10, 20, 30, 40, 50, 60, …

Average of 1 numbers is 10.00  
 Average of 2 numbers is 15.00  
 Average of 3 numbers is 20.00  
 Average of 4 numbers is 25.00  
 Average of 5 numbers is 30.00  
 Average of 6 numbers is 35.00  
 ..................

To print mean of a stream, we need to find out how to find average when a new number is being added to the stream. To do this, all we need is count of numbers seen so far in the stream, previous average and new number. Let *n* be the count, *prev\_avg* be the previous average and x be the new number being added. The average after including *x* number can be written as *(prev\_avg\*n + x)/(n+1)*.

#include <stdio.h>  
  
// Returns the new average after including x  
float getAvg(float prev\_avg, int x, int n)  
{  
 return (prev\_avg\*n + x)/(n+1);  
}  
  
// Prints average of a stream of numbers  
void streamAvg(float arr[], int n)  
{  
 float avg = 0;  
 for(int i = 0; i < n; i++)  
 {  
 avg = getAvg(avg, arr[i], i);  
 printf("Average of %d numbers is %f \n", i+1, avg);  
 }  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 float arr[] = {10, 20, 30, 40, 50, 60};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 streamAvg(arr, n);  
  
 return 0;  
}

The above function getAvg() can be optimized using following changes. We can avoid the use of prev\_avg and number of elements by using static variables (Assuming that only this function is called for average of stream). Following is the oprimnized version.

#include <stdio.h>  
  
// Returns the new average after including x  
float getAvg (int x)  
{  
 static int sum, n;  
  
 sum += x;  
 return (((float)sum)/++n);  
}  
  
// Prints average of a stream of numbers  
void streamAvg(float arr[], int n)  
{  
 float avg = 0;  
 for(int i = 0; i < n; i++)  
 {  
 avg = getAvg(arr[i]);  
 printf("Average of %d numbers is %f \n", i+1, avg);  
 }  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 float arr[] = {10, 20, 30, 40, 50, 60};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 streamAvg(arr, n);  
  
 return 0;  
}

Thanks to [Abhijeet Deshpande](http://www.geeksforgeeks.org/archives/15658/comment-page-1#comment-7333) for suggesting this optimized version.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/average-of-a-stream-of-numbers/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Backtracking | Set 1 (The Knight's tour problem)

Backtracking is an algorithmic paradigm that tries different solutions until finds a solution that “works”. Problems which are typically solved using backtracking technique have following property in common. These problems can only be solved by trying every possible configuration and each configuration is tried only once. A Naive solution for these problems is to try all configurations and output a configuration that follows given problem constraints. Backtracking works in incremental way and is an optimization over the Naive solution where all possible configurations are generated and tried.

For example, consider the following [Knight’s Tour](http://en.wikipedia.org/wiki/Knight%27s_tour) problem.  
 *The knight is placed on the first block of an empty board and, moving according to the rules of chess, must visit each square exactly once.*

Let us first discuss the Naive algorithm for this problem and then the Backtracking algorithm.

**Naive Algorithm for Knight’s tour**  
 The Naive Algorithm is to generate all tours one by one and check if the generated tour satisfies the constraints.

while there are untried tours  
{   
 generate the next tour   
 if this tour covers all squares   
 {   
 print this path;  
 }  
}

**Backtracking** works in an incremental way to attack problems. Typically, we start from an empty solution vector and one by one add items (Meaning of item varies from problem to problem. In context of Knight’s tour problem, an item is a Knight’s move). When we add an item, we check if adding the current item violates the problem constraint, if it does then we remove the item and try other alternatives. If none of the alternatives work out then we go to previous stage and remove the item added in the previous stage. If we reach the initial stage back then we say that no solution exists. If adding an item doesn’t violate constraints then we recursively add items one by one. If the solution vector becomes complete then we print the solution.

**Backtracking Algorithm for Knight’s tour**  
 Following is the Backtracking algorithm for Knight’s tour problem.

If all squares are visited   
 print the solution  
Else  
 a) Add one of the next moves to solution vector and recursively   
 check if this move leads to a solution. (A Knight can make maximum   
 eight moves. We choose one of the 8 moves in this step).  
 b) If the move chosen in the above step doesn't lead to a solution  
 then remove this move from the solution vector and try other   
 alternative moves.  
 c) If none of the alternatives work then return false (Returning false   
 will remove the previously added item in recursion and if false is   
 returned by the initial call of recursion then "no solution exists" )

Following is C implementation for Knight’s tour problem. It prints one of the possible solutions in 2D matrix form. Basically, the output is a 2D 8\*8 matrix with numbers from 0 to 63 and these numbers show steps made by Knight.

#include<stdio.h>  
#define N 8  
  
int solveKTUtil(int x, int y, int movei, int sol[N][N], int xMove[],  
 int yMove[]);  
  
/\* A utility function to check if i,j are valid indexes for N\*N chessboard \*/  
int isSafe(int x, int y, int sol[N][N])  
{  
 if ( x >= 0 && x < N && y >= 0 && y < N && sol[x][y] == -1)  
 return 1;  
 return 0;  
}  
  
/\* A utility function to print solution matrix sol[N][N] \*/  
void printSolution(int sol[N][N])  
{  
 for (int x = 0; x < N; x++)  
 {  
 for (int y = 0; y < N; y++)  
 printf(" %2d ", sol[x][y]);  
 printf("\n");  
 }  
}  
  
/\* This function solves the Knight Tour problem using Backtracking. This  
function mainly uses solveKTUtil() to solve the problem. It returns false if  
no complete tour is possible, otherwise return true and prints the tour.  
Please note that there may be more than one solutions, this function  
prints one of the feasible solutions. \*/  
bool solveKT()  
{  
 int sol[N][N];  
  
 /\* Initialization of solution matrix \*/  
 for (int x = 0; x < N; x++)  
 for (int y = 0; y < N; y++)  
 sol[x][y] = -1;  
  
 /\* xMove[] and yMove[] define next move of Knight.  
 xMove[] is for next value of x coordinate  
 yMove[] is for next value of y coordinate \*/  
 int xMove[8] = { 2, 1, -1, -2, -2, -1, 1, 2 };  
 int yMove[8] = { 1, 2, 2, 1, -1, -2, -2, -1 };  
  
 // Since the Knight is initially at the first block  
 sol[0][0] = 0;  
  
 /\* Start from 0,0 and explore all tours using solveKTUtil() \*/  
 if(solveKTUtil(0, 0, 1, sol, xMove, yMove) == false)  
 {  
 printf("Solution does not exist");  
 return false;  
 }  
 else  
 printSolution(sol);  
  
 return true;  
}  
  
/\* A recursive utility function to solve Knight Tour problem \*/  
int solveKTUtil(int x, int y, int movei, int sol[N][N], int xMove[N],  
 int yMove[N])  
{  
 int k, next\_x, next\_y;  
 if (movei == N\*N)  
 return true;  
  
 /\* Try all next moves from the current coordinate x, y \*/  
 for (k = 0; k < 8; k++)  
 {  
 next\_x = x + xMove[k];  
 next\_y = y + yMove[k];  
 if (isSafe(next\_x, next\_y, sol))  
 {  
 sol[next\_x][next\_y] = movei;  
 if (solveKTUtil(next\_x, next\_y, movei+1, sol, xMove, yMove) == true)  
 return true;  
 else  
 sol[next\_x][next\_y] = -1;// backtracking  
 }  
 }  
  
 return false;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 solveKT();  
 getchar();  
 return 0;  
}

Output:

0 59 38 33 30 17 8 63  
 37 34 31 60 9 62 29 16  
 58 1 36 39 32 27 18 7  
 35 48 41 26 61 10 15 28  
 42 57 2 49 40 23 6 19  
 47 50 45 54 25 20 11 14  
 56 43 52 3 22 13 24 5  
 51 46 55 44 53 4 21 12

Note that Backtracking is not the best solution for the Knight’s tour problem. See [this](http://en.wikipedia.org/wiki/Knight%27s_tour#Computer_algorithms)for other better solutions. The purpose of this post is to explain Backtracking with an example.

References:  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>  
 <http://www.cis.upenn.edu/~matuszek/cit594-2009/Lectures/35-backtracking.ppt>  
 <http://mathworld.wolfram.com/KnightsTour.html>  
 <http://en.wikipedia.org/wiki/Knight%27s_tour>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/backtracking-set-1-the-knights-tour-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

Post navigation

[← Multidimensional Pointer Arithmetic in C/C++](http://www.geeksforgeeks.org/multidimensional-pointer-arithmetic-in-cc/) [Backtracking | Set 2 (Rat in a Maze) →](http://www.geeksforgeeks.org/backttracking-set-2-rat-in-a-maze/)

# Backtracking | Set 3 (N Queen Problem)

We have discussed Knight’s tour and Rat in a Maze problems in [Set 1](http://geeksforgeeks.org/?p=12916) and [Set 2](http://geeksforgeeks.org/?p=13376) respectively. Let us discuss N Queen as another example problem that can be solved using Backtracking.

The N Queen is the problem of placing N chess queens on an N×N chessboard so that no two queens attack each other. For example, following is a solution for 4 Queen problem.

[![NQueen](data:image/png;base64,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)](http://geeksforgeeks.org/wp-content/uploads/NQueen.png)

The expected output is a binary matrix which has 1s for the blocks where queens are placed. For example following is the output matrix for above 4 queen solution.

{ 0, 1, 0, 0}  
 { 0, 0, 0, 1}  
 { 1, 0, 0, 0}  
 { 0, 0, 1, 0}

**Naive Algorithm**  
 Generate all possible configurations of queens on board and print a configuration that satisfies the given constraints.

while there are untried conflagrations  
{  
 generate the next configuration  
 if queens don't attack in this configuration then  
 {  
 print this configuration;  
 }  
}

**Backtracking Algorithm**  
 The idea is to place queens one by one in different columns, starting from the leftmost column. When we place a queen in a column, we check for clashes with already placed queens. In the current column, if we find a row for which there is no clash, we mark this row and column as part of the solution. If we do not find such a row due to clashes then we backtrack and return false.

1) Start in the leftmost column  
2) If all queens are placed  
 return true  
3) Try all rows in the current column. Do following for every tried row.  
 a) If the queen can be placed safely in this row then mark this [row,   
 column] as part of the solution and recursively check if placing   
 queen here leads to a solution.  
 b) If placing queen in [row, column] leads to a solution then return   
 true.  
 c) If placing queen doesn't lead to a solution then umark this [row,   
 column] (Backtrack) and go to step (a) to try other rows.  
3) If all rows have been tried and nothing worked, return false to trigger   
 backtracking.

**Implementation of Backtracking solution**

#define N 4  
#include<stdio.h>  
  
/\* A utility function to print solution \*/  
void printSolution(int board[N][N])  
{  
 for (int i = 0; i < N; i++)  
 {  
 for (int j = 0; j < N; j++)  
 printf(" %d ", board[i][j]);  
 printf("\n");  
 }  
}  
  
/\* A utility function to check if a queen can be placed on board[row][col]  
 Note that this function is called when "col" queens are already placeed  
 in columns from 0 to col -1. So we need to check only left side for  
 attacking queens \*/  
bool isSafe(int board[N][N], int row, int col)  
{  
 int i, j;  
  
 /\* Check this row on left side \*/  
 for (i = 0; i < col; i++)  
 {  
 if (board[row][i])  
 return false;  
 }  
  
 /\* Check upper diagonal on left side \*/  
 for (i = row, j = col; i >= 0 && j >= 0; i--, j--)  
 {  
 if (board[i][j])  
 return false;  
 }  
  
 /\* Check lower diagonal on left side \*/  
 for (i = row, j = col; j >= 0 && i < N; i++, j--)  
 {  
 if (board[i][j])  
 return false;  
 }  
  
 return true;  
}  
  
/\* A recursive utility function to solve N Queen problem \*/  
bool solveNQUtil(int board[N][N], int col)  
{  
 /\* base case: If all queens are placed then return true \*/  
 if (col >= N)  
 return true;  
  
 /\* Consider this column and try placing this queen in all rows  
 one by one \*/  
 for (int i = 0; i < N; i++)  
 {  
 /\* Check if queen can be placed on board[i][col] \*/  
 if ( isSafe(board, i, col) )  
 {  
 /\* Place this queen in board[i][col] \*/  
 board[i][col] = 1;  
  
 /\* recur to place rest of the queens \*/  
 if ( solveNQUtil(board, col + 1) == true )  
 return true;  
  
 /\* If placing queen in board[i][col] doesn't lead to a solution  
 then remove queen from board[i][col] \*/  
 board[i][col] = 0; // BACKTRACK  
 }  
 }  
  
 /\* If queen can not be place in any row in this colum col  
 then return false \*/  
 return false;  
}  
  
/\* This function solves the N Queen problem using Backtracking. It mainly uses  
solveNQUtil() to solve the problem. It returns false if queens cannot be placed,  
otherwise return true and prints placement of queens in the form of 1s. Please  
note that there may be more than one solutions, this function prints one of the  
feasible solutions.\*/  
bool solveNQ()  
{  
 int board[N][N] = { {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0}  
 };  
  
 if ( solveNQUtil(board, 0) == false )  
 {  
 printf("Solution does not exist");  
 return false;  
 }  
  
 printSolution(board);  
 return true;  
}  
  
// driver program to test above function  
int main()  
{  
 solveNQ();  
  
 getchar();  
 return 0;  
}

**Sources:**  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>  
 <http://en.literateprograms.org/Eight_queens_puzzle_%28C%29>  
 <http://en.wikipedia.org/wiki/Eight_queens_puzzle>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/backtracking-set-3-n-queen-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

Post navigation

[← Backtracking | Set 2 (Rat in a Maze)](http://www.geeksforgeeks.org/backttracking-set-2-rat-in-a-maze/) [When do we pass arguments by reference or pointer? →](http://www.geeksforgeeks.org/when-do-we-pass-arguments-by-reference-or-pointer/)

# Backtracking | Set 7 (Sudoku)

Given a partially filled 9×9 2D array ‘grid[9][9]’, the goal is to assign digits (from 1 to 9) to the empty cells so that every row, column, and subgrid of size 3×3 contains exactly one instance of the digits from 1 to 9.

[![suduku](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/suduku.png)

**Naive Algorithm**  
 The Naive Algorithm is to generate all possible configurations of numbers from 1 to 9 to fill the empty cells. Try every configuration one by one until the correct configuration is found.

**Backtracking Algorithm**  
 Like all other [Backtracking problems](http://www.geeksforgeeks.org/archives/tag/backtracking), we can solve Sudoku by one by one assigning numbers to empty cells. Before assigning a number, we check whether it is safe to assign. We basically check that the same number is not present in current row, current column and current 3X3 subgrid. After checking for safety, we assign the number, and recursively check whether this assignment leads to a solution or not. If the assignment doesn’t lead to a solution, then we try next number for current empty cell. And if none of number (1 to 9) lead to solution, we return false.

Find row, col of an unassigned cell  
 If there is none, return true  
 For digits from 1 to 9  
 a) If there is no conflict for digit at row,col  
 assign digit to row,col and recursively try fill in rest of grid  
 b) If recursion successful, return true  
 c) Else, remove digit and try another  
 If all digits have been tried and nothing worked, return false

Following is C++ implementation for Sudoku problem. It prints the completely filled grid as output.

// A Backtracking program in C++ to solve Sudoku problem  
#include <stdio.h>  
  
// UNASSIGNED is used for empty cells in sudoku grid  
#define UNASSIGNED 0  
  
// N is used for size of Sudoku grid. Size will be NxN  
#define N 9  
  
// This function finds an entry in grid that is still unassigned  
bool FindUnassignedLocation(int grid[N][N], int &row, int &col);  
  
// Checks whether it will be legal to assign num to the given row,col  
bool isSafe(int grid[N][N], int row, int col, int num);  
  
/\* Takes a partially filled-in grid and attempts to assign values to  
 all unassigned locations in such a way to meet the requirements  
 for Sudoku solution (non-duplication across rows, columns, and boxes) \*/  
bool SolveSudoku(int grid[N][N])  
{  
 int row, col;  
  
 // If there is no unassigned location, we are done  
 if (!FindUnassignedLocation(grid, row, col))  
 return true; // success!  
  
 // consider digits 1 to 9  
 for (int num = 1; num <= 9; num++)  
 {  
 // if looks promising  
 if (isSafe(grid, row, col, num))  
 {  
 // make tentative assignment  
 grid[row][col] = num;  
  
 // return, if success, yay!  
 if (SolveSudoku(grid))  
 return true;  
  
 // failure, unmake & try again  
 grid[row][col] = UNASSIGNED;  
 }  
 }  
 return false; // this triggers backtracking  
}  
  
/\* Searches the grid to find an entry that is still unassigned. If  
 found, the reference parameters row, col will be set the location  
 that is unassigned, and true is returned. If no unassigned entries  
 remain, false is returned. \*/  
bool FindUnassignedLocation(int grid[N][N], int &row, int &col)  
{  
 for (row = 0; row < N; row++)  
 for (col = 0; col < N; col++)  
 if (grid[row][col] == UNASSIGNED)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether any assigned entry  
 in the specified row matches the given number. \*/  
bool UsedInRow(int grid[N][N], int row, int num)  
{  
 for (int col = 0; col < N; col++)  
 if (grid[row][col] == num)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether any assigned entry  
 in the specified column matches the given number. \*/  
bool UsedInCol(int grid[N][N], int col, int num)  
{  
 for (int row = 0; row < N; row++)  
 if (grid[row][col] == num)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether any assigned entry  
 within the specified 3x3 box matches the given number. \*/  
bool UsedInBox(int grid[N][N], int boxStartRow, int boxStartCol, int num)  
{  
 for (int row = 0; row < 3; row++)  
 for (int col = 0; col < 3; col++)  
 if (grid[row+boxStartRow][col+boxStartCol] == num)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether it will be legal to assign  
 num to the given row,col location. \*/  
bool isSafe(int grid[N][N], int row, int col, int num)  
{  
 /\* Check if 'num' is not already placed in current row,  
 current column and current 3x3 box \*/  
 return !UsedInRow(grid, row, num) &&  
 !UsedInCol(grid, col, num) &&  
 !UsedInBox(grid, row - row%3 , col - col%3, num);  
}  
  
/\* A utility function to print grid \*/  
void printGrid(int grid[N][N])  
{  
 for (int row = 0; row < N; row++)  
 {  
 for (int col = 0; col < N; col++)  
 printf("%2d", grid[row][col]);  
 printf("\n");  
 }  
}  
  
/\* Driver Program to test above functions \*/  
int main()  
{  
 // 0 means unassigned cells  
 int grid[N][N] = {{3, 0, 6, 5, 0, 8, 4, 0, 0},  
 {5, 2, 0, 0, 0, 0, 0, 0, 0},  
 {0, 8, 7, 0, 0, 0, 0, 3, 1},  
 {0, 0, 3, 0, 1, 0, 0, 8, 0},  
 {9, 0, 0, 8, 6, 3, 0, 0, 5},  
 {0, 5, 0, 0, 9, 0, 6, 0, 0},  
 {1, 3, 0, 0, 0, 0, 2, 5, 0},  
 {0, 0, 0, 0, 0, 0, 0, 7, 4},  
 {0, 0, 5, 2, 0, 6, 3, 0, 0}};  
 if (SolveSudoku(grid) == true)  
 printGrid(grid);  
 else  
 printf("No solution exists");  
  
 return 0;  
}

Output:

3 1 6 5 7 8 4 9 2  
 5 2 9 1 3 4 7 6 8  
 4 8 7 6 2 9 5 3 1  
 2 6 3 4 1 5 9 8 7  
 9 7 4 8 6 3 1 2 5  
 8 5 1 7 9 2 6 4 3  
 1 3 8 9 4 7 2 5 6  
 6 9 2 3 5 1 8 7 4  
 7 4 5 2 8 6 3 1 9

References:  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/backtracking-set-7-suduku/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)
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# Backtracking | Set 8 (Solving Cryptarithmetic Puzzles)

Newspapers and magazines often have crypt-arithmetic puzzles of the form:

SEND  
+ MORE  
--------  
 MONEY  
--------

The goal here is to assign each letter a digit from 0 to 9 so that the arithmetic works out correctly. The rules are that all occurrences of a letter must be assigned the same digit, and no digit can be assigned to more than one letter.

* First, create a list of all the characters that need assigning to pass to Solve
* If all characters are assigned, return true if puzzle is solved, false otherwise
* Otherwise, consider the first unassigned character
* for (every possible choice among the digits not in use)
* If all digits have been tried and nothing worked, return false to trigger backtracking

/\* ExhaustiveSolve  
\* ---------------  
\* This is the "not-very-smart" version of cryptarithmetic solver. It takes  
\* the puzzle itself (with the 3 strings for the two addends and sum) and a  
\* string of letters as yet unassigned. If no more letters to assign  
\* then we've hit a base-case, if the current letter-to-digit mapping solves  
\* the puzzle, we're done, otherwise we return false to trigger backtracking  
\* If we have letters to assign, we take the first letter from that list, and  
\* try assigning it the digits from 0 to 9 and then recursively working  
\* through solving puzzle from here. If we manage to make a good assignment  
\* that works, we've succeeded, else we need to unassign that choice and try  
\* another digit. This version is easy to write, since it uses a simple  
\* approach (quite similar to permutations if you think about it) but it is  
\* not so smart because it doesn't take into account the structure of the  
\* puzzle constraints (for example, once the two digits for the addends have  
\* been assigned, there is no reason to try anything other than the correct  
\* digit for the sum) yet it tries a lot of useless combos regardless  
\*/  
bool ExhaustiveSolve(puzzleT puzzle, string lettersToAssign)  
{  
 if (lettersToAssign.empty()) // no more choices to make  
 return PuzzleSolved(puzzle); // checks arithmetic to see if works  
 for (int digit = 0; digit <= 9; digit++) // try all digits  
 {  
 if (AssignLetterToDigit(lettersToAssign[0], digit))  
 {  
 if (ExhaustiveSolve(puzzle, lettersToAssign.substr(1)))  
 return true;  
 UnassignLetterFromDigit(lettersToAssign[0], digit);  
 }  
 }  
 return false; // nothing worked, need to backtrack  
}

The algorithm above actually has a lot in common with the permutations algorithm, it pretty much just creates all arrangements of the mapping from characters to digits and tries each until one works or all have been successfully tried. For a large puzzle, this could take a while.  
 A smarter algorithm could take into account the structure of the puzzle and avoid going down dead-end paths. For example, if we assign the characters starting from the ones place and moving to the left, at each stage, we can verify the correctness of what we have so far before we continue onwards. This definitely complicates the code but leads to a tremendous improvement in efficiency, making it much more feasible to solve large puzzles.

Below pseudocode in this case has more special cases, but the same general design

* Start by examining the rightmost digit of the topmost row, with a carry of 0
* If we are beyond the leftmost digit of the puzzle, return true if no carry, false otherwise
* If we are currently trying to assign a char in one of the addends  
   If char already assigned, just recur on row beneath this one, adding value into sum  
   If not assigned, then
  + for (every possible choice among the digits not in use)  
     make that choice and then on row beneath this one, if successful, return true  
     if !successful, unmake assignment and try another digit
  + return false if no assignment worked to trigger backtracking
* Else if trying to assign a char in the sum
* If char assigned & matches correct,  
   recur on next column to the left with carry, if success return true,
* If char assigned & doesn’t match, return false
* If char unassigned & correct digit already used, return false
* If char unassigned & correct digit unused,  
   assign it and recur on next column to left with carry, if success return true
* return false to trigger backtracking

**Source:**  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>

### Source

<http://www.geeksforgeeks.org/backtracking-set-8-solving-cryptarithmetic-puzzles/>

# Backtracking | Set 2 (Rat in a Maze)

We have discussed Backtracking and Knight’s tour problem in [Set 1](http://geeksforgeeks.org/?p=12916). Let us discuss Rat in a [Maze](http://en.wikipedia.org/wiki/Maze)as another example problem that can be solved using Backtracking.

A Maze is given as N\*N binary matrix of blocks where source block is the upper left most block i.e., maze[0][0] and destination block is lower rightmost block i.e., maze[N-1][N-1]. A rat starts from source and has to reach destination. The rat can move only in two directions: forward and down.  
 In the maze matrix, 0 means the block is dead end and 1 means the block can be used in the path from source to destination. Note that this is a simple version of the typical Maze problem. For example, a more complex version can be that the rat can move in 4 directions and a more complex version can be with limited number of moves.

Following is an example maze.

Gray blocks are dead ends (value = 0).
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Following is binary matrix representation of the above maze.

{1, 0, 0, 0}  
 {1, 1, 0, 1}  
 {0, 1, 0, 0}  
 {1, 1, 1, 1}

Following is maze with highlighted solution path.
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Following is the solution matrix (output of program) for the above input matrx.

{1, 0, 0, 0}  
 {1, 1, 0, 0}  
 {0, 1, 0, 0}  
 {0, 1, 1, 1}  
 All enteries in solution path are marked as 1.

**Naive Algorithm**  
 The Naive Algorithm is to generate all paths from source to destination and one by one check if the generated path satisfies the constraints.

while there are untried paths  
{  
 generate the next path  
 if this path has all blocks as 1  
 {  
 print this path;  
 }  
}

**Backtrackng Algorithm**

If destination is reached  
 print the solution matrix  
Else  
 a) Mark current cell in solution matrix as 1.   
 b) Move forward in horizontal direction and recursively check if this   
 move leads to a solution.   
 c) If the move chosen in the above step doesn't lead to a solution  
 then move down and check if this move leads to a solution.   
 d) If none of the above solutions work then unmark this cell as 0   
 (BACKTRACK) and return false.

**Implementation of Backtracking solution**

#include<stdio.h>  
  
// Maze size  
#define N 4   
  
bool solveMazeUtil(int maze[N][N], int x, int y, int sol[N][N]);  
  
/\* A utility function to print solution matrix sol[N][N] \*/  
void printSolution(int sol[N][N])  
{  
 for (int i = 0; i < N; i++)  
 {  
 for (int j = 0; j < N; j++)  
 printf(" %d ", sol[i][j]);  
 printf("\n");  
 }  
}  
  
/\* A utility function to check if x,y is valid index for N\*N maze \*/  
bool isSafe(int maze[N][N], int x, int y)  
{  
 // if (x,y outside maze) return false  
 if(x >= 0 && x < N && y >= 0 && y < N && maze[x][y] == 1)  
 return true;  
  
 return false;  
}  
  
/\* This function solves the Maze problem using Backtracking. It mainly uses  
solveMazeUtil() to solve the problem. It returns false if no path is possible,  
otherwise return true and prints the path in the form of 1s. Please note that  
there may be more than one solutions, this function prints one of the feasible  
solutions.\*/  
bool solveMaze(int maze[N][N])  
{  
 int sol[N][N] = { {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0}  
 };  
  
 if(solveMazeUtil(maze, 0, 0, sol) == false)  
 {  
 printf("Solution doesn't exist");  
 return false;  
 }  
  
 printSolution(sol);  
 return true;  
}  
  
/\* A recursive utility function to solve Maze problem \*/  
bool solveMazeUtil(int maze[N][N], int x, int y, int sol[N][N])  
{  
 // if (x,y is goal) return true  
 if(x == N-1 && y == N-1)  
 {  
 sol[x][y] = 1;  
 return true;  
 }  
  
 // Check if maze[x][y] is valid  
 if(isSafe(maze, x, y) == true)  
 {  
 // mark x,y as part of solution path  
 sol[x][y] = 1;  
  
 /\* Move forward in x direction \*/  
 if (solveMazeUtil(maze, x+1, y, sol) == true)  
 return true;  
  
 /\* If moving in x direction doesn't give solution then  
 Move down in y direction \*/  
 if (solveMazeUtil(maze, x, y+1, sol) == true)  
 return true;  
  
 /\* If none of the above movements work then BACKTRACK:   
 unmark x,y as part of solution path \*/  
 sol[x][y] = 0;  
 return false;  
 }   
  
 return false;  
}  
  
// driver program to test above function  
int main()  
{  
 int maze[N][N] = { {1, 0, 0, 0},  
 {1, 1, 0, 1},  
 {0, 1, 0, 0},  
 {1, 1, 1, 1}  
 };  
  
 solveMaze(maze);  
 getchar();  
 return 0;  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/backttracking-set-2-rat-in-a-maze/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

Post navigation

[← Backtracking | Set 1 (The Knight’s tour problem)](http://www.geeksforgeeks.org/backtracking-set-1-the-knights-tour-problem/) [Backtracking | Set 3 (N Queen Problem) →](http://www.geeksforgeeks.org/backtracking-set-3-n-queen-problem/)

# Backtracking | Set 4 (Subset Sum)

Subset sum problem is to find subset of elements that are selected from a given set whose sum adds up to a given number K. We are considering the set contains non-negative values. It is assumed that the input set is unique (no duplicates are presented).

**Exhaustive Search Algorithm for Subset Sum**

One way to find subsets that sum to K is to consider all possible subsets. A [power set](http://en.wikipedia.org/wiki/Power_set) contains all those subsets generated from a given set. The size of such a power set is 2N.

**Backtracking Algorithm for Subset Sum**

Using exhaustive search we consider all subsets irrespective of whether they satisfy given constraints or not. Backtracking can be used to make a systematic consideration of the elements to be selected.

Assume given set of 4 elements, say **w[1] … w[4]**. Tree diagrams can be used to design backtracking algorithms. The following tree diagram depicts approach of generating variable sized tuple.
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In the above tree, a node represents function call and a branch represents candidate element. The root node contains 4 children. In other words, root considers every element of the set as different branch. The next level sub-trees correspond to the subsets that includes the parent node. The branches at each level represent tuple element to be considered. For example, if we are at level 1, tuple\_vector[1] can take any value of four branches generated. If we are at level 2 of left most node, tuple\_vector[2] can take any value of three branches generated, and so on…

For example the left most child of root generates all those subsets that include w[1]. Similarly the second child of root generates all those subsets that includes w[2] and excludes w[1].

As we go down along depth of tree we add elements so far, and if the added sum is satisfying explicit constraints, we will continue to generate child nodes further. Whenever the constraints are not met, we stop further generation of sub-trees of that node, and backtrack to previous node to explore the nodes not yet explored. In many scenarios, it saves considerable amount of processing time.

The tree should trigger a clue to implement the backtracking algorithm (try yourself). It prints all those subsets whose sum add up to given number. We need to explore the nodes along the breadth and depth of the tree. Generating nodes along breadth is controlled by loop and nodes along the depth are generated using recursion (post order traversal). Pseudo code given below,

if(subset is satisfying the constraint)  
 print the subset  
 exclude the current element and consider next element  
else  
 generate the nodes of present level along breadth of tree and  
 recur for next levels

Following is C implementation of subset sum using variable size tuple vector. Note that the following program explores all possibilities similar to exhaustive search. It is to demonstrate how backtracking can be used. See next code to verify, how we can optimize the backtracking solution.

#include <stdio.h>  
#include <stdlib.h>  
  
#define ARRAYSIZE(a) (sizeof(a))/(sizeof(a[0]))  
  
static int total\_nodes;  
// prints subset found  
void printSubset(int A[], int size)  
{  
 for(int i = 0; i < size; i++)  
 {  
 printf("%\*d", 5, A[i]);  
 }  
  
 printf("\n");  
}  
  
// inputs  
// s - set vector  
// t - tuplet vector  
// s\_size - set size  
// t\_size - tuplet size so far  
// sum - sum so far  
// ite - nodes count  
// target\_sum - sum to be found  
void subset\_sum(int s[], int t[],  
 int s\_size, int t\_size,  
 int sum, int ite,  
 int const target\_sum)  
{  
 total\_nodes++;  
 if( target\_sum == sum )  
 {  
 // We found subset  
 printSubset(t, t\_size);  
 // Exclude previously added item and consider next candidate  
 subset\_sum(s, t, s\_size, t\_size-1, sum - s[ite], ite + 1, target\_sum);  
 return;  
 }  
 else  
 {  
 // generate nodes along the breadth  
 for( int i = ite; i < s\_size; i++ )  
 {  
 t[t\_size] = s[i];  
 // consider next level node (along depth)  
 subset\_sum(s, t, s\_size, t\_size + 1, sum + s[i], i + 1, target\_sum);  
 }  
 }  
}  
  
// Wrapper to print subsets that sum to target\_sum  
// input is weights vector and target\_sum  
void generateSubsets(int s[], int size, int target\_sum)  
{  
 int \*tuplet\_vector = (int \*)malloc(size \* sizeof(int));  
  
 subset\_sum(s, tuplet\_vector, size, 0, 0, 0, target\_sum);  
  
 free(tuplet\_vector);  
}  
  
int main()  
{  
 int weights[] = {10, 7, 5, 18, 12, 20, 15};  
 int size = ARRAYSIZE(weights);  
  
 generateSubsets(weights, size, 35);  
 printf("Nodes generated %d\n", total\_nodes);  
 return 0;  
}

The power of backtracking appears when we combine explicit and implicit constraints, and we stop generating nodes when these checks fail. We can improve the above algorithm by strengthening the constraint checks and presorting the data. By sorting the initial array, we need not to consider rest of the array, once the sum so far is greater than target number. We can backtrack and check other possibilities.

Similarly, assume the array is presorted and we found one subset. We can generate next node excluding the present node only when inclusion of next node satisfies the constraints. Given below is optimized implementation (it prunes the subtree if it is not satisfying contraints).

#include <stdio.h>  
#include <stdlib.h>  
  
#define ARRAYSIZE(a) (sizeof(a))/(sizeof(a[0]))  
  
static int total\_nodes;  
  
// prints subset found  
void printSubset(int A[], int size)  
{  
 for(int i = 0; i < size; i++)  
 {  
 printf("%\*d", 5, A[i]);  
 }  
  
 printf("\n");  
}  
  
// qsort compare function  
int comparator(const void \*pLhs, const void \*pRhs)  
{  
 int \*lhs = (int \*)pLhs;  
 int \*rhs = (int \*)pRhs;  
  
 return \*lhs > \*rhs;  
}  
  
// inputs  
// s - set vector  
// t - tuplet vector  
// s\_size - set size  
// t\_size - tuplet size so far  
// sum - sum so far  
// ite - nodes count  
// target\_sum - sum to be found  
void subset\_sum(int s[], int t[],  
 int s\_size, int t\_size,  
 int sum, int ite,  
 int const target\_sum)  
{  
 total\_nodes++;  
  
 if( target\_sum == sum )  
 {  
 // We found sum  
 printSubset(t, t\_size);  
  
 // constraint check  
 if( ite + 1 < s\_size && sum - s[ite] + s[ite+1] <= target\_sum )  
 {  
 // Exclude previous added item and consider next candidate  
 subset\_sum(s, t, s\_size, t\_size-1, sum - s[ite], ite + 1, target\_sum);  
 }  
 return;  
 }  
 else  
 {  
 // constraint check  
 if( ite < s\_size && sum + s[ite] <= target\_sum )  
 {  
 // generate nodes along the breadth  
 for( int i = ite; i < s\_size; i++ )  
 {  
 t[t\_size] = s[i];  
  
 if( sum + s[i] <= target\_sum )  
 {  
 // consider next level node (along depth)  
 subset\_sum(s, t, s\_size, t\_size + 1, sum + s[i], i + 1, target\_sum);  
 }  
 }  
 }  
 }  
}  
  
// Wrapper that prints subsets that sum to target\_sum  
void generateSubsets(int s[], int size, int target\_sum)  
{  
 int \*tuplet\_vector = (int \*)malloc(size \* sizeof(int));  
  
 int total = 0;  
  
 // sort the set  
 qsort(s, size, sizeof(int), &comparator);  
  
 for( int i = 0; i < size; i++ )  
 {  
 total += s[i];  
 }  
  
 if( s[0] <= target\_sum && total >= target\_sum )  
 {  
  
 subset\_sum(s, tuplet\_vector, size, 0, 0, 0, target\_sum);  
  
 }  
  
 free(tuplet\_vector);  
}  
  
int main()  
{  
 int weights[] = {15, 22, 14, 26, 32, 9, 16, 8};  
 int target = 53;  
  
 int size = ARRAYSIZE(weights);  
  
 generateSubsets(weights, size, target);  
  
 printf("Nodes generated %d\n", total\_nodes);  
  
 return 0;  
}

As another approach, we can generate the tree in fixed size tuple analogs to binary pattern. We will kill the sub-trees when the constraints are not satisfied.

– – – [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/backttracking-set-4-subset-sum/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

Post navigation

[← Output of C Program | Set 21](http://www.geeksforgeeks.org/output-of-c-program-set-21/) [Templates and Default Arguments →](http://www.geeksforgeeks.org/g-fact-90/)

# Backtracking | Set 5 (m Coloring Problem)

Given an undirected graph and a number m, determine if the graph can be colored with at most m colors such that no two adjacent vertices of the graph are colored with same color. Here coloring of a graph means assignment of colors to all vertices.

*Input:*  
 1) A 2D array graph[V][V] where V is the number of vertices in graph and graph[V][V] is adjacency matrix representation of the graph. A value graph[i][j] is 1 if there is a direct edge from i to j, otherwise graph[i][j] is 0.  
 2) An integer m which is maximum number of colors that can be used.

*Output:*  
 An array color[V] that should have numbers from 1 to m. color[i] should represent the color assigned to the ith vertex. The code should also return false if the graph cannot be colored with m colors.

Following is an example graph (from [Wiki page](http://en.wikipedia.org/wiki/Graph_coloring)) that can be colored with 3 colors.  
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**Naive Algorithm**  
 Generate all possible configurations of colors and print a configuration that satisfies the given constraints.

while there are untried conflagrations  
{  
 generate the next configuration  
 if no adjacent vertices are colored with same color  
 {  
 print this configuration;  
 }  
}

There will be V^m configurations of colors.

**Backtracking Algorithm**  
 The idea is to assign colors one by one to different vertices, starting from the vertex 0. Before assigning a color, we check for safety by considering already assigned colors to the adjacent vertices. If we find a color assignment which is safe, we mark the color assignment as part of solution. If we do not a find color due to clashes then we backtrack and return false.

**Implementation of Backtracking solution**

#include<stdio.h>  
  
// Number of vertices in the graph  
#define V 4  
  
void printSolution(int color[]);  
  
/\* A utility function to check if the current color assignment  
 is safe for vertex v \*/  
bool isSafe (int v, bool graph[V][V], int color[], int c)  
{  
 for (int i = 0; i < V; i++)  
 if (graph[v][i] && c == color[i])  
 return false;  
 return true;  
}  
  
/\* A recursive utility function to solve m coloring problem \*/  
bool graphColoringUtil(bool graph[V][V], int m, int color[], int v)  
{  
 /\* base case: If all vertices are assigned a color then  
 return true \*/  
 if (v == V)  
 return true;  
  
 /\* Consider this vertex v and try different colors \*/  
 for (int c = 1; c <= m; c++)  
 {  
 /\* Check if assignment of color c to v is fine\*/  
 if (isSafe(v, graph, color, c))  
 {  
 color[v] = c;  
  
 /\* recur to assign colors to rest of the vertices \*/  
 if (graphColoringUtil (graph, m, color, v+1) == true)  
 return true;  
  
 /\* If assigning color c doesn't lead to a solution  
 then remove it \*/  
 color[v] = 0;  
 }  
 }  
  
 /\* If no color can be assigned to this vertex then return false \*/  
 return false;  
}  
  
/\* This function solves the m Coloring problem using Backtracking.  
 It mainly uses graphColoringUtil() to solve the problem. It returns  
 false if the m colors cannot be assigned, otherwise return true and  
 prints assignments of colors to all vertices. Please note that there  
 may be more than one solutions, this function prints one of the  
 feasible solutions.\*/  
bool graphColoring(bool graph[V][V], int m)  
{  
 // Initialize all color values as 0. This initialization is needed  
 // correct functioning of isSafe()  
 int \*color = new int[V];  
 for (int i = 0; i < V; i++)  
 color[i] = 0;  
  
 // Call graphColoringUtil() for vertex 0  
 if (graphColoringUtil(graph, m, color, 0) == false)  
 {  
 printf("Solution does not exist");  
 return false;  
 }  
  
 // Print the solution  
 printSolution(color);  
 return true;  
}  
  
/\* A utility function to print solution \*/  
void printSolution(int color[])  
{  
 printf("Solution Exists:"  
 " Following are the assigned colors \n");  
 for (int i = 0; i < V; i++)  
 printf(" %d ", color[i]);  
 printf("\n");  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Create following graph and test whether it is 3 colorable  
 (3)---(2)  
 | / |  
 | / |  
 | / |  
 (0)---(1)  
 \*/  
 bool graph[V][V] = {{0, 1, 1, 1},  
 {1, 0, 1, 0},  
 {1, 1, 0, 1},  
 {1, 0, 1, 0},  
 };  
 int m = 3; // Number of colors  
 graphColoring (graph, m);  
 return 0;  
}

Output:

Solution Exists: Following are the assigned colors  
 1 2 3 2

**References:**  
 <http://en.wikipedia.org/wiki/Graph_coloring>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/backttracking-set-5-m-coloring-problem/>

# Basic and Extended Euclidean algorithms

**Basic Euclidean Algorithm** is used to find GCD of two numbers say a and b. Below is a recursive C function to evaluate gcd using Euclid’s algorithm.

// C program to demonstrate Basic Euclidean Algorithm  
#include <stdio.h>  
  
// Function to return gcd of a and b  
int gcd(int a, int b)  
{  
 if (a == 0)  
 return b;  
 return gcd(b%a, a);  
}  
  
// Driver program to test above function  
int main()  
{  
 int a = 10, b = 15;  
 printf("GCD(%d, %d) = %d\n", a, b, gcd(a, b));  
 a = 35, b = 10;  
 printf("GCD(%d, %d) = %d\n", a, b, gcd(a, b));  
 a = 31, b = 2;  
 printf("GCD(%d, %d) = %d\n", a, b, gcd(a, b));  
 return 0;  
}

Output:

GCD(10, 15) = 5  
GCD(35, 10) = 5  
GCD(31, 2) = 1

**Extended Euclidean Algorithm:**  
 Extended Euclidean algorithm also finds integer coefficients x and y such that:

ax + by = gcd(a, b)

Examples:

Input: a = 30, b = 20  
Output: gcd = 10  
 x = 1, y = -1  
(Note that 30\*1 + 20\*(-1) = 10)  
  
Input: a = 35, b = 15  
Output: gcd = 5  
 x = 1, y = -2  
(Note that 10\*0 + 5\*1 = 5)

The extended Euclidean algorithm updates results of gcd(a, b) using the results calculated by recursive call gcd(b%a, a). Let values of x and y calculated by the recursive call be x1 and y1. x and y are updated using below expressions.

x = y1 - ⌊b/a⌋ \* x1  
y = x1

Below is C implementation based on above formulas.

// C program to demonstrate working of extended  
// Euclidean Algorithm  
#include <stdio.h>  
  
// C function for extended Euclidean Algorithm  
int gcdExtended(int a, int b, int \*x, int \*y)  
{  
 // Base Case  
 if (a == 0)  
 {  
 \*x = 0;  
 \*y = 1;  
 return b;  
 }  
  
 int x1, y1; // To store results of recursive call  
 int gcd = gcdExtended(b%a, a, &x1, &y1);  
  
 // Update x and y using results of recursive  
 // call  
 \*x = y1 - (b/a) \* x1;  
 \*y = x1;  
  
 return gcd;  
}  
  
// Driver Program  
int main()  
{  
 int x, y;  
 int a = 35, b = 15;  
 int g = gcdExtended(a, b, &x, &y);  
 printf("gcd(%d, %d) = %d, x = %d, y = %d",  
 a, b, g, x, y);  
 return 0;  
}

Output:

gcd(35, 15) = 5, x = 1, y = -2

**How does Extended Algorithm Work?**

As seen above, x and y are results for inputs a and b,  
 a.x + b.y = gcd ----(1)   
  
And x1 and y1 are results for inputs b%a and a  
 (b%a).x1 + a.y1 = gcd   
   
When we put b%a = (b - (⌊b/a⌋).a) in above,   
we get following. Note that ⌊b/a⌋ is floor(a/b)  
  
 (b - (⌊b/a⌋).a).x1 + a.y1 = gcd  
  
Above equation can also be written as below  
 b.x1 + a.(y1 - (⌊b/a⌋).x1) = gcd ---(2)  
  
After comparing coefficients of 'a' and 'b' in (1) and   
(2), we get following  
 x = y1 - ⌊b/a⌋ \* x1  
 y = x1

**How is Extended Algorithm Useful?**  
 The extended Euclidean algorithm is particularly useful when a and b are coprime (or gcd is 1). Since x is the modular multiplicative inverse of “a modulo b”, and y is the modular multiplicative inverse of “b modulo a”. In particular, the computation of the modular multiplicative inverse is an essential step in RSA public-key encryption method.

**References:**  
 <http://e-maxx.ru/algo/extended_euclid_algorithm>  
 <http://en.wikipedia.org/wiki/Euclidean_algorithm>  
 <http://en.wikipedia.org/wiki/Extended_Euclidean_algorithm>
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# Binomial Heap

The main application of [Binary Heap](http://geeksquiz.com/binary-heap/)is as implement priority queue. Binomial Heap is an extension of [Binary Heap](http://geeksquiz.com/binary-heap/)that provides faster union or merge operation together with other operations provided by Binary Heap.

*A Binomial Heap is a collection of Binomial Trees*

**What is a Binomial Tree?**  
 A Binomial Tree of order 0 has 1 node. A Binomial Tree of order k can be constructed by taking two binomial trees of order k-1, and making one as leftmost child of other.  
 A Binomial Tree of order k has following properties.  
 a) It has exactly 2k nodes.  
 b) It has depth as k.  
 c) There are exactly kCi nodes at depth i for i = 0, 1, . . . , k.  
 d) The root has degree k and children of root are themselves Binomial Trees with order k-1, k-2,.. 0 from left to right.

The following diagram is taken from 2nd Edition of [CLRS book](http://www.flipkart.com/introduction-algorithms-english-3rd/p/itmdwxyrafdburzg?pid=9788120340077&affid=sandeepgfg).
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**Binomial Heap:**  
 A Binomial Heap is a set of Binomial Trees where each Binomial Tree follows Min Heap property. And there can be at-most one Binomial Tree of any degree.

**Examples Binomial Heap:**

12------------10--------------------20  
 / \ / | \  
 15 50 70 50 40  
 | / | |   
 30 80 85 65   
 |  
 100  
A Binomial Heap with 13 nodes. It is a collection of 3   
Binomial Trees of orders 0, 2 and 3 from left to right.   
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A Binomial Heap with 12 nodes. It is a collection of 2  
 Binomial Trees of orders 2 and 3 from left to right.

**Binary Representation of a number and Binomial Heaps**  
 A Binomial Heap with n nodes has number of Binomial Trees equal to the number of set bits in Binary representation of n. For example let n be 13, there 3 set bits in binary representation of n (00001101), hence 3 Binomial Trees. We can also relate degree of these Binomial Trees with positions of set bits. With this relation we can conclude that there are O(Logn) Binomial Trees in a Binomial Heap with ‘n’ nodes.

**Operations of Binomial Heap:**  
 The main operation in Binomial Heap is union(), all other operations mainly use this operation. The union() operation is to combine two Binomial Heaps into one. Let us first discuss other operations, we will discuss union later.

**1)** insert(H, k): Inserts a key ‘k’ to Binomial Heap ‘H’. This operation first creates a Binomial Heap with single key ‘k’, then calls union on H and the new Binomial heap.

**2)** getMin(H): A simple way to getMin() is to traverse the list of root of Binomial Trees and return the minimum key. This implementation requires O(Logn) time. It can be optimized to O(1) by maintaining a pointer to minimum key root.

**3)** extractMin(H): This operation also uses union(). We first call getMin() to find the minimum key Binomial Tree, then we remove the node and create a new Binomial Heap by connecting all subtrees of the removed minimum node. Finally we call union() on H and the newly created Binomial Heap. This operation requires O(Logn) time.

**4)** delete(H): Like Binary Heap, delete operation first reduces the key to minus infinite, then calls extractMin().

**5)** decreaseKey(H): decreaseKey() is also similar to Binary Heap. We compare the decreases key with it parent and if parent’s key is less, we swap keys and recur for parent. We stop when we either reach a node whose parent has smaller key or we hit the root node. Time complexity of decreaseKey() is O(Logn).

**Union operation in Binomial Heap:**  
 Given two Binomial Heaps H1 and H2, union(H1, H2) creates a single Binomial Heap.  
 **1)** The first step is to simply merge the two Heaps in non-decreasing order of degrees. In the following diagram, figure(b) shows the result after merging.

**2)** After the simple merge, we need to make sure that there is at-most one Binomial Tree of any order. To do this, we need to combine Binomial Trees of same order. We traverse the list of merged roots, we keep track of three pointers, prev, x and next-x. There can be following 4 cases when we traverse the list of roots.  
 —–Case 1: Orders of x and next-x are not same, we simply move ahead.  
 In following 3 cases orders of x and next-x are same.  
 —–Case 2: If order of next-next-x is also same, move ahead.  
 —–Case 3: If key of x is smaller than or equal to key of next-x, then make next-x as a child of x by linking it with x.  
 —–Case 4: If key of x is greater, then make x as child of next.

The following diagram is taken from 2nd Edition of [CLRS book](http://www.flipkart.com/introduction-algorithms-english-3rd/p/itmdwxyrafdburzg?pid=9788120340077&affid=sandeepgfg).  
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**How to represent Binomial Heap?**  
 A Binomial Heap is a set of Binomial Trees. A Binomial Tree must be represented in a way that allows sequential access to all siblings, starting from the leftmost sibling (We need this in and extractMin() and delete()). The idea is to represent Binomial Trees as leftmost child and right-sibling representation, i.e., every node stores two pointers, one to the leftmost child and other to the right sibling.

We will soon be discussing implementation of Binomial Heap.

**Sources:**  
 [Introduction to Algorithms by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L.](http://www.flipkart.com/introduction-algorithms-8120340078/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/binomial-heap-2/>

# Birthday Paradox

*How many people must be there in a room to make the probability 100% that two people in the room have same birthday?*  
 Answer: 367 (since there are 366 possible birthdays, including February 29).  
 The above question was simple. Try the below question yourself.

***How many people must be there in a room to make the probability 50% that two people in the room have same birthday?***  
 Answer: 23  
 The number is surprisingly very low. In fact, we need only 70 people to make the probability 99.9 %.

Let us discuss the generalized formula.

**What is the probability that two persons among n have same birthday?**  
 Let the probability that two people in a room with n have same birthday be P(same). P(Same) can be easily evaluated in terms of P(different) where P(different) is the probability that all of them have different birthday.

P(same) = 1 – P(different)

P(different) can be written as 1 x (364/365) x (363/365) x (362/365) x …. x (1 – (n-1)/365)

*How did we get the above expression?*  
 Persons from first to last can get birthdays in following order for all birthdays to be distinct:  
 The first person can have any birthday among 365  
 The second person should have a birthday which is not same as first person  
 The third person should have a birthday which is not same as first two persons.  
 …………….  
 ……………  
 The n’th person should have a birthday which is not same as any of the earlier considered (n-1) persons.

**Approximation of above expression**  
 The above expression can be approximated using Taylor’s Series.  
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To apply this approximation to the first expression derived for p(different), set x = -a / 365. Thus,
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The above expression derived for p(different) can be written as  
 1 x (1 – 1/365) x (1 – 2/365) x (1 – 3/365) x …. x (1 – (n-1)/365)

By putting the value of 1 – a/365 as e-a/365, we get following.

[![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/bp4.png)

Therefore,

p(same) = 1- p(different) [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK0AAAASCAQAAACDOpZoAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAADa0lEQVRYw+2Y4XHbOBCFv/WkAIw7OLgDyh0c0wFdgqkO6EkFHl4HzFWQUB1QHSRUB5I7sNTB5gcAEqQlS5SUGefmwD8kFvuWXLx9WEmUjzzE6uYsP6O70Uyiq0tRp8SDm9+fngteuOD1TNcvYsYzV0CdEg/0w17kpJPWG9roqRrYLMUQlZSCghr7DmJKRt6vIacgJ3f4KMo2vOMwnqIfOrXNxI0oUUz3XJBE1rJLT+O3oVAUMtbvYCpWIXdbRkGhYJ0HOaaPNo73oVNLSjnZJ06tjf2ph6gkqE+x93Fc9HNZwPBJbBUM22Afrt8XT1E+TVA+S8X82geAxzbk3FFxzx1r/Qok/DhgOWnoRtIOPaHxtx5VVzIDwII/gDZS6RzE8C+PAQOAB56Be14l45YZJTvASA7MKN2qON4krSWhpETHpL8aRzOFLbmC9eVXe018YzmNtUpf6r0OBtTuuYnYmlJhqAcYKZXzJnfoGC8Imc9L+zbeJNbqipUYiqswtOBuMFHrUhdiwLM11MUrwFvLPv8J4aPuQAqavg50KYYX/orbKF2ylFxanfHKRnegO7GS6EoXnv3JvsbLs5aUmiroS9itPZwwv4+1CpnTQ2rPhzLEGltOZu228+++pkdVyMiDcvrvq8l6xSRzCO67STo897QeanUfL1w3kvHEN1rm0kS92cM1+BnxI5dCcinfWfLZ62GqCymANfcHLKdFNPwM/hGrO1RJueW72NDvOo3VBU33lhueAbDARldsxIBYd0/l3oml42wUrxt1vEuUJKQ012Utre8Fs8OdKo0/eSsKrIIJCjm2HPBPKdG++sh8e2UGnYJHxXZTgYtVx7406C+Z730T71NRUPm+wfXFvVcWOucuVtxEYKjYsh43FpellrIrniou2KN+9fRYkbePNd6Oy1CPx+svUUdmDkjxsMS2zPpf4n42Y75n8UOPJ8qCBsOO78ejRMiWuT6dvn7gm3DvDiip9eFaqKfEi4elZcuWdXxI7GvXz2MtFp32g3VQ5Gcem11Jm7cVeD7q8XiDuUhJGlpSDIZyrBsXpNagfUlOEYQ//brhhytx3ehnHnnihRfQf/aw/vacUtEdK6wvmyLc/beHJLIWK6f9XyuWOQkpK5Z8G+vtEV9DSQsYvk7R2j93SErN3yem9v8xffwCMlAl+3ycqvcAAAAidEVYdGNvbW1lbnQAUmVuZGVyZWQgYnkgUXVpY2tMYVRlWC5jb20gSdC2AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE0LTEyLTA1VDE3OjUzOjE0KzA5OjAwcqO3BgAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxNC0xMi0wNVQxNzo1MzoxNCswOTowMAP+D7oAAAAASUVORK5CYII=)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/bp5.png)

An even coarser approximation is given by

p(same) [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAAAVCAQAAADVl3U9AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAADMElEQVRYw+2Y3ZXbNhCFv8lxAbA7MNIB1u6A6QDbAtQBt4QcpgOuK3C0HZAd5FAdSK7AS3UweQD4A5par2WtrZwYeCFAADMY3HuHoCjXWSTwyHs+619Zr9Pd+Gz1cGGbRo+LLr3KiqNWFHps1r8dn0rMxa1WyzXlWtGTzrPX17OWxUc0SeCgLUiBA95zdxpJUmB4wx/DGAkYjqD3IDUBOHKrLYDUuvkPoCedZo1bnG7CEo2iYCgVBc/+iVUUqxDoEupKBRtnEDBzxFAuLP7sEJzclEnbmDufqEVBlSioaazGcYTZfJ+ebApEp2Doh/f5+GFsXHmov30D0K00Yl+IREZKqcVJkEoCiKFjI3u6SSzF0aRHxz8AuuMGAAtp3EHquB4faBM/Iu1u+RN4x6N4CVLzBgAjQYLUw770QHEGuXBUVGgOvQtixSv0BAUbSbBGtQlFFNmbZoaaghrDNkNdQZ2kPkScYRK5fNrdaDOn6avnna7u2ImhvAhSSn7POrba6oOYKJY4npOuH7P1Gr0fPW3F8Im38xStLa0E6fSGRw56BD2KFac7fYi7E7eS1CN6KNhSD0wd4r2qBi+GHgUflYVt7sns/egT1eQHnjAoSfJyi58UBB/VJnqPG7Untva5dinD+9TC0+AJNDQzI/WKg98RHgIlIZe9JXUiQeiVmI9OUUshDGSiIGAmQR1oNYi3gkvZzSVadZghc80yXzPOb/LwTB9anp4KR0FzWfTQpa37tXVH/TApTGX+KZhsV1krKokduwZM1CMKijGEnpKSbfQdS01JnfJZQUk5m+Xzo8lSG4aanv0y3X1feKhGCNfnfukuQzYd6mXr0kPRmAZZFaZcUg09N9OdJ/V6NiuDb2cJWXmgwXDk769bOWF7q7dZ27LRu/PWesKK490k8rFYOnp69nNJXFOJ89CDRU9T6plrmC/xTHH5NLFiZcbJho4Cg6FaFcfzwmPQiRiXv0a+bM2yBI6Gnn49w2DPCY9CN6BneaO55opjj33mjV0sGxwFO1o+LvXnK3MNFR1guD9Xe358kYKGuyv/ofFzi4RvuJL+H8sv9Jws4ml/oeeJosd/AWeaA8RWJHDEAAAAInRFWHRjb21tZW50AFJlbmRlcmVkIGJ5IFF1aWNrTGFUZVguY29tIEnQtgAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxNC0xMi0wNVQxNzo1MzoxNSswOTowMNTUvLIAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTQtMTItMDVUMTc6NTM6MTUrMDk6MDCliQQOAAAAAElFTkSuQmCC)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/bp6.png)

By taking Log on both sides, we get the reverse formula.

[![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/bp7.png)

Using the above approximate formula, we can approximate number of people for a given probability. For example the following C++ function find() returns the smallest n for which the probability is greater than the given p.

**C++ Implementation of approximate formula.**  
 The following is C++ program to approximate number of people for a given probability.

// C++ program to approximate number of people in Birthday Paradox   
// problem  
#include <cmath>  
#include <iostream>  
using namespace std;  
  
// Returns approximate number of people for a given probability  
int find(double p)  
{  
 return ceil(sqrt(2\*365\*log(1/(1-p))));  
}  
  
int main()  
{  
 cout << find(0.70);  
}

Output:

30

**Source:**  
 <http://en.wikipedia.org/wiki/Birthday_problem>

**Applications:**  
 1) Birthday Paradox is generally discussed with hashing to show importance of collision handling even for a small set of keys.  
 2) [Birthday Attack](http://en.wikipedia.org/wiki/Birthday_attack)

This article is contributed by **Shubham**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/birthday-paradox/>

# Build Lowest Number by Removing n digits from a given number

Given a string ‘str’ of digits and an integer ‘n’, build the lowest possible number by removing ‘n’ digits from the string and not changing the order of input digits.

Examples:

Input: str = "4325043", n = 3  
Output: "2043"  
  
Input: str = "765028321", n = 5  
Output: "0221"  
  
Input: str = "121198", n = 2  
Output: "1118"

**We strongly recommend to minimize your browser and try this yourself first.**  
 The idea is based on the fact that a character among first (n+1) characters must be there in resultant number. So we pick the smallest of first (n+1) digits and put it in result, and recur for remaining characters. Below is complete algorithm.

Initialize result as empty string  
 res = ""  
buildLowestNumber(str, n, res)  
1) If n == 0, then there is nothing to remove.  
 Append the whole 'str' to 'res' and return  
  
2) Let 'len' be length of 'str'. If 'len' is smaller or equal   
 to n, then everything can be removed  
 Append nothing to 'res' and return  
  
3) Find the smallest character among first (n+1) characters  
 of 'str'. Let the index of smallest character be minIndex.  
 Append 'str[minIndex]' to 'res' and recur for substring after  
 minIndex and for n = n-minIndex  
  
 buildLowestNumber(str[minIndex+1..len-1], n-minIndex).

Below is C++ implementation of above algorithm.

// C++ program to build the smallest number by removing n digits from  
// a given number  
#include<iostream>  
using namespace std;  
  
// A recursive function that removes 'n' characters from 'str'  
// to store the smallest possible number in 'res'  
void buildLowestNumberRec(string str, int n, string &res)  
{  
 // If there are 0 characters to remove from str,  
 // append everything to result  
 if (n == 0)  
 {  
 res.append(str);  
 return;  
 }  
  
 int len = str.length();  
  
 // If there are more characters to remove than string  
 // length, then append nothing to result  
 if (len <= n)  
 return;  
  
 // Find the smallest character among first (n+1) characters  
 // of str.  
 int minIndex = 0;  
 for (int i = 1; i<=n ; i++)  
 if (str[i] < str[minIndex])  
 minIndex = i;  
  
 // Append the smallest character to result  
 res.push\_back(str[minIndex]);  
  
 // substring starting from minIndex+1 to str.length() - 1.  
 string new\_str = str.substr(minIndex+1, len-minIndex);  
  
 // Recur for the above substring and n equals to n-minIndex  
 buildLowestNumberRec(new\_str, n-minIndex, res);  
}  
  
// A wrapper over buildLowestNumberRec()  
string buildLowestNumber(string str, int n)  
{  
 string res = "";  
  
 // Note that result is passed by reference  
 buildLowestNumberRec(str, n, res);  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 string str = "121198";  
 int n = 2;  
 cout << buildLowestNumber(str, n);  
 return 0;  
}

Output:

1118>

This article is contributed by **Pallav Gurha**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/build-lowest-number-by-removing-n-digits-from-a-given-number/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Calculate the angle between hour hand and minute hand

This problem is know as [Clock angle problem](http://en.wikipedia.org/wiki/Clock_angle_problem) where we need to find angle between hands of an analog clock at .

Examples:

Input: h = 12:00, m = 30.00  
Output: 165 degree  
  
Input: h = 3.00, m = 30.00  
Output: 75 degree

The idea is to take 12:00 (h = 12, m = 0) as a reference. Following are detailed steps.

**1)** Calculate the angle made by hour hand with respect to 12:00 in h hours and m minutes.  
 **2)** Calculate the angle made by minute hand with respect to 12:00 in h hours and m minutes.  
 **3)** The difference between two angles is the angle between two hands.

**How to calculate the two angles with respect to 12:00?**  
 The minute hand moves 360 degree in 60 minute(or 6 degree in one minute) and hour hand moves 360 degree in 12 hours(or 0.5 degree in 1 minute). In h hours and m minutes, the minute hand would move (h\*60 + m)\*6 and hour hand would move (h\*60 + m)\*0.5.

// C program to find angle between hour and minute hands  
#include <stdio.h>  
#include <stdlib.h>  
  
// Utility function to find minimum of two integers  
int min(int x, int y) { return (x < y)? x: y; }  
  
int calcAngle(double h, double m)  
{  
 // validate the input  
 if (h <0 || m < 0 || h >12 || m > 60)  
 printf("Wrong input");  
  
 if (h == 12) h = 0;  
 if (m == 60) m = 0;  
  
 // Calculate the angles moved by hour and minute hands  
 // with reference to 12:00  
 int hour\_angle = 0.5 \* (h\*60 + m);  
 int minute\_angle = 6\*m;  
  
 // Find the difference between two angles  
 int angle = abs(hour\_angle - minute\_angle);  
  
 // Return the smaller angle of two possible angles  
 angle = min(360-angle, angle);  
  
 return angle;  
}  
  
// Driver program to test above function  
int main()  
{  
 printf("%d \n", calcAngle(9, 60));  
 printf("%d \n", calcAngle(3, 30));  
 return 0;  
}

Output:

90  
75

**Exercise:** Find all times when hour and minute hands get superimposed.

This article is contributed by **Ashish Bansal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/calculate-angle-hour-hand-minute-hand/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Check for balanced parentheses in an expression

Given an expression string exp, write a program to examine whether the pairs and the orders of “{“,”}”,”(“,”)”,”[“,”]” are correct in exp. For example, the program should print true for exp = “[()]{}{[()()]()}” and false for exp = “[(])”

Algorithm:  
 1) Declare a character stack S.  
 2) Now traverse the expression string exp.  
     a) If the current character is a starting bracket (‘(‘ or ‘{‘ or ‘[‘) then push it to stack.  
     b) If the current character is a closing bracket (‘)’ or ‘}’ or ‘]’) then pop from stack and if the popped character is the matching starting bracket then fine else parenthesis are not balanced.  
 3) After complete traversal, if there is some starting bracket left in stack then “not balanced”

Implementation:

#include<stdio.h>  
#include<stdlib.h>  
#define bool int  
  
/\* structure of a stack node \*/  
struct sNode  
{  
 char data;  
 struct sNode \*next;  
};  
  
/\* Function to push an item to stack\*/  
void push(struct sNode\*\* top\_ref, int new\_data);  
  
/\* Function to pop an item from stack\*/  
int pop(struct sNode\*\* top\_ref);  
  
/\* Returns 1 if character1 and character2 are matching left  
 and right Parenthesis \*/  
bool isMatchingPair(char character1, char character2)  
{  
 if(character1 == '(' && character2 == ')')  
 return 1;  
 else if(character1 == '{' && character2 == '}')  
 return 1;  
 else if(character1 == '[' && character2 == ']')  
 return 1;  
 else  
 return 0;  
}  
  
/\*Return 1 if expression has balanced Parenthesis \*/  
bool areParenthesisBalanced(char exp[])  
{  
 int i = 0;  
  
 /\* Declare an empty character stack \*/  
 struct sNode \*stack = NULL;  
  
 /\* Traverse the given expression to check matching parenthesis \*/  
 while(exp[i])  
 {  
 /\*If the exp[i] is a starting parenthesis then push it\*/  
 if(exp[i] == '{' || exp[i] == '(' || exp[i] == '[')  
 push(&stack, exp[i]);  
  
 /\* If exp[i] is a ending parenthesis then pop from stack and   
 check if the popped parenthesis is a matching pair\*/  
 if(exp[i] == '}' || exp[i] == ')' || exp[i] == ']')  
 {  
   
 /\*If we see an ending parenthesis without a pair then return false\*/  
 if(stack == NULL)  
 return 0;   
  
 /\* Pop the top element from stack, if it is not a pair   
 parenthesis of character then there is a mismatch.  
 This happens for expressions like {(}) \*/  
 else if ( !isMatchingPair(pop(&stack), exp[i]) )  
 return 0;  
 }  
 i++;  
 }  
   
 /\* If there is something left in expression then there is a starting  
 parenthesis without a closing parenthesis \*/  
 if(stack == NULL)  
 return 1; /\*balanced\*/  
 else  
 return 0; /\*not balanced\*/  
}   
  
/\* UTILITY FUNCTIONS \*/  
/\*driver program to test above functions\*/  
int main()  
{  
 char exp[100] = "{()}[]";  
 if(areParenthesisBalanced(exp))  
 printf("\n Balanced ");  
 else  
 printf("\n Not Balanced "); \  
 getchar();  
}   
  
/\* Function to push an item to stack\*/  
void push(struct sNode\*\* top\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct sNode\* new\_node =  
 (struct sNode\*) malloc(sizeof(struct sNode));  
  
 if(new\_node == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }   
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*top\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*top\_ref) = new\_node;  
}  
  
/\* Function to pop an item from stack\*/  
int pop(struct sNode\*\* top\_ref)  
{  
 char res;  
 struct sNode \*top;  
  
 /\*If stack is empty then error \*/  
 if(\*top\_ref == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 top = \*top\_ref;  
 res = top->data;  
 \*top\_ref = top->next;  
 free(top);  
 return res;  
 }  
}

Time Complexity: O(n)  
 Auxiliary Space: O(n) for stack.

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem

### Source

<http://www.geeksforgeeks.org/check-for-balanced-parentheses-in-an-expression/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Check if a number is multiple of 5 without using / and % operators

Given a positive number n, write a function isMultipleof5(int n) that returns true if n is multiple of 5, otherwise false. **You are not allowed to use % and / operators**.

**Method 1 (Repeatedly subtract 5 from n)**  
 Run a loop and subtract 5 from n in the loop while n is greater than 0. After the loop terminates, check whether n is 0. If n becomes 0 then n is multiple of 5, otherwise not.

#include<stdio.h>  
  
/\* assumes that n is a positive integer \*/  
bool isMultipleof5 (int n)  
{  
 while ( n > 0 )  
 n = n - 5;  
  
 if ( n == 0 )  
 return true;  
  
 return false;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 19;  
 if ( isMultipleof5(n) == true )  
 printf("%d is multiple of 5\n", n);  
 else  
 printf("%d is not a multiple of 5\n", n);  
  
 return 0;  
}

**Method 2 (Convert to string and check the last character)**  
 Convert n to a string and check the last character of the string. If the last character is ‘5’ or ‘0’ then n is multiple of 5, otherwise not.

#include<stdio.h>  
#include<stdlib.h>  
#include<string.h>  
  
/\* Assuming that integre takes 4 bytes, there can  
 be maximum 10 digits in a integer \*/  
# define MAX 11  
  
bool isMultipleof5(int n)  
{  
 char str[MAX];  
 itoa(n, str, MAX);  
  
 int len = strlen(str);  
  
 /\* Check the last character of string \*/   
 if ( str[len-1] == '5' || str[len-1] == '0' )  
 return true;  
  
 return false;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 19;  
 if ( isMultipleof5(n) == true )  
 printf("%d is multiple of 5\n", n);  
 else  
 printf("%d is not a multiple of 5\n", n);  
  
 return 0;  
}

Thanks to [Baban\_Rathore](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-algorithms-18/page/2#post-22865) for suggesting this method.

**Method 3 (Set last digit as 0 and use floating point trick)**  
 A number n can be a mulpile of 5 in two cases. When last digit of n is 5 or 10. If last bit in binary equivalent of n is set (which can be the case when last digit is 5) then we multiply by 2 using n #include<stdio.h> bool isMultipleof5(int n) { /\* If n is a multiple of 5 then we make sure that last digit of n is 0 \*/ if ( (n&1) == 1 ) n <<= 1; float x = n; x = ( (int)(x\*0.1) )\*10; /\* If last digit of n is 0 then n will be equal to (int)x \*/ if ( (int)x == n ) return true; return false; } /\* Driver program to test above function \*/ int main() { int i = 19; if ( isMultipleof5(i) == true ) printf("%d is multiple of 5\n", i); else printf("%d is not a multiple of 5\n", i); getchar(); return 0; }

Thanks to [darkprince](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-algorithms-18#post-21963)for suggesting this method.

**Source**: See [this](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-algorithms-18/page/2) forum thread.

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/check-if-a-number-is-multiple-of-5-without-using-and-operators/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Check if a number is Palindrome

Given an integer, write a function that returns true if the given number is palindrome, else false. For example, 12321 is palindrome, but 1451 is not palindrome.

Let the given number be *num*. A simple method for this problem is to first [reverse digits of *num*](http://www.geeksforgeeks.org/write-a-c-program-to-reverse-digits-of-a-number/), then compare the reverse of *num* with *num*. If both are same, then return true, else false.

Following is an interesting method inspired from method#2 of [this](http://www.geeksforgeeks.org/function-to-check-if-a-singly-linked-list-is-palindrome/)post. The idea is to create a copy of *num* and recursively pass the copy by reference, and pass *num* by value. In the recursive calls, divide *num* by 10 while moving down the recursion tree. While moving up the recursion tree, divide the copy by 10. When they meet in a function for which all child calls are over, the last digit of *num* will be ith digit from the beginning and the last digit of copy will be ith digit from the end.

// A recursive C++ program to check whether a given number is  
// palindrome or not  
#include <stdio.h>  
  
// A function that reurns true only if num contains one digit  
int oneDigit(int num)  
{  
 // comparison operation is faster than division operation.  
 // So using following instead of "return num / 10 == 0;"  
 return (num >= 0 && num < 10);  
}  
  
// A recursive function to find out whether num is palindrome  
// or not. Initially, dupNum contains address of a copy of num.  
bool isPalUtil(int num, int\* dupNum)  
{  
 // Base case (needed for recursion termination): This statement  
 // mainly compares the first digit with the last digit  
 if (oneDigit(num))  
 return (num == (\*dupNum) % 10);  
  
 // This is the key line in this method. Note that all recursive  
 // calls have a separate copy of num, but they all share same copy  
 // of \*dupNum. We divide num while moving up the recursion tree  
 if (!isPalUtil(num/10, dupNum))  
 return false;  
  
 // The following statements are executed when we move up the  
 // recursion call tree  
 \*dupNum /= 10;  
  
 // At this point, if num%10 contains i'th digit from beiginning,  
 // then (\*dupNum)%10 contains i'th digit from end  
 return (num % 10 == (\*dupNum) % 10);  
}  
  
// The main function that uses recursive function isPalUtil() to  
// find out whether num is palindrome or not  
int isPal(int num)  
{  
 // If num is negative, make it positive  
 if (num < 0)  
 num = -num;  
  
 // Create a separate copy of num, so that modifications made  
 // to address dupNum don't change the input number.  
 int \*dupNum = new int(num); // \*dupNum = num  
  
 return isPalUtil(num, dupNum);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int n = 12321;  
 isPal(n)? printf("Yes\n"): printf("No\n");  
  
 n = 12;  
 isPal(n)? printf("Yes\n"): printf("No\n");  
  
 n = 88;  
 isPal(n)? printf("Yes\n"): printf("No\n");  
  
 n = 8999;  
 isPal(n)? printf("Yes\n"): printf("No\n");  
 return 0;  
}

Output:

Yes  
No  
Yes  
No

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-if-a-number-is-palindrome/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# How to check if two given line segments intersect?

Given two line segments (p1, q1) and (p2, q2), find if the given line segments intersect with each other.

Before we discuss solution, let us define notion of **orientation**. Orientation of an ordered triplet of points in the plane can be  
 –counterclockwise  
 –clockwise  
 –colinear  
 The following diagram shows different possible orientations of (a, b, c)
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Note the word ‘ordered’ here. Orientation of (a, b, c) may be different from orientation of (c, b, a).

**How is Orientation useful here?**  
 Two segments (p1,q1) and (p2,q2) intersect if and only if one of the following two conditions is verified

**1. *General Case:***  
 – (p1, q1, p2) and (p1, q1, q2) have different orientations and  
 – (p2, q2, p1) and (p2, q2, q1) have different orientations

**2. *Special Case***  
 – (p1, q1, p2), (p1, q1, q2), (p2, q2, p1), and (p2, q2, q1) are all collinear and  
 – the x-projections of (p1, q1) and (p2, q2) intersect  
 – the y-projections of (p1, q1) and (p2, q2) intersect

***Examples of General Case:***  
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***Examples of Special Case:***  
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Following is C++ implementation based on above idea.

// A C++ program to check if two given line segments intersect  
#include <iostream>  
using namespace std;  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// Given three colinear points p, q, r, the function checks if  
// point q lies on line segment 'pr'  
bool onSegment(Point p, Point q, Point r)  
{  
 if (q.x <= max(p.x, r.x) && q.x >= min(p.x, r.x) &&  
 q.y <= max(p.y, r.y) && q.y >= min(p.y, r.y))  
 return true;  
  
 return false;  
}  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 // See 10th slides from following link for derivation of the formula  
 // http://www.dcs.gla.ac.uk/~pat/52233/slides/Geometry1x1.pdf  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// The main function that returns true if line segment 'p1q1'  
// and 'p2q2' intersect.  
bool doIntersect(Point p1, Point q1, Point p2, Point q2)  
{  
 // Find the four orientations needed for general and  
 // special cases  
 int o1 = orientation(p1, q1, p2);  
 int o2 = orientation(p1, q1, q2);  
 int o3 = orientation(p2, q2, p1);  
 int o4 = orientation(p2, q2, q1);  
  
 // General case  
 if (o1 != o2 && o3 != o4)  
 return true;  
  
 // Special Cases  
 // p1, q1 and p2 are colinear and p2 lies on segment p1q1  
 if (o1 == 0 && onSegment(p1, p2, q1)) return true;  
  
 // p1, q1 and p2 are colinear and q2 lies on segment p1q1  
 if (o2 == 0 && onSegment(p1, q2, q1)) return true;  
  
 // p2, q2 and p1 are colinear and p1 lies on segment p2q2  
 if (o3 == 0 && onSegment(p2, p1, q2)) return true;  
  
 // p2, q2 and q1 are colinear and q1 lies on segment p2q2  
 if (o4 == 0 && onSegment(p2, q1, q2)) return true;  
  
 return false; // Doesn't fall in any of the above cases  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct Point p1 = {1, 1}, q1 = {10, 1};  
 struct Point p2 = {1, 2}, q2 = {10, 2};  
  
 doIntersect(p1, q1, p2, q2)? cout << "Yes\n": cout << "No\n";  
  
 p1 = {10, 0}, q1 = {0, 10};  
 p2 = {0, 0}, q2 = {10, 10};  
 doIntersect(p1, q1, p2, q2)? cout << "Yes\n": cout << "No\n";  
  
 p1 = {-5, -5}, q1 = {0, 0};  
 p2 = {1, 1}, q2 = {10, 10};  
 doIntersect(p1, q1, p2, q2)? cout << "Yes\n": cout << "No\n";  
  
 return 0;  
}

Output:

No  
Yes  
No

**Sources:**  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Geometry1x1.pdf>  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

Post navigation

[← Dynamic Programming | Set 35 (Longest Arithmetic Progression)](http://www.geeksforgeeks.org/length-of-the-longest-arithmatic-progression-in-a-sorted-array/) [How to check if a given point lies inside or outside a polygon? →](http://www.geeksforgeeks.org/how-to-check-if-a-given-point-lies-inside-a-polygon/)

# How to check if an instance of 8 puzzle is solvable?

**What is 8 puzzle?**  
 Given a 3×3 board with 8 tiles (every tile has one number from 1 to 8) and one empty space. The objective is to place the numbers on tiles in order using the empty space. We can slide four adjacent (left, right, above and below) tiles into the empty space.
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**How to find if given state is solvable?**  
 Following are two examples, the first example can reach goal state by a series of slides. The second example cannot.  
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Following is simple rule to check if a 8 puzzle is solvable.  
 *It is not possible to solve an instance of 8 puzzle if number of inversions is odd in the input state.* In the examples given in above figure, the first example has 10 inversions, therefore solvable. The second example has 11 inversions, therefore unsolvable.

**What is inversion?**  
 A pair of tiles form an inversion if the the values on tiles are in reverse order of their appearance in goal state. For example, the following instance of 8 puzzle has two inversions, (8, 6) and (8, 7).

1 2 3  
 4 \_ 5  
 8 6 7

Following is a simple C++ program to check whether a given instance of 8 puzzle is solvable or not. The idea is simple, we count inversions in the given 8 puzzle.

// C++ program to check if a given instance of 8 puzzle is solvable or not  
#include <iostream>  
using namespace std;  
  
// A utility function to count inversions in given array 'arr[]'  
int getInvCount(int arr[])  
{  
 int inv\_count = 0;  
 for (int i = 0; i < 9 - 1; i++)  
 for (int j = i+1; j < 9; j++)  
 // Value 0 is used for empty space  
 if (arr[j] && arr[i] && arr[i] > arr[j])  
 inv\_count++;  
 return inv\_count;  
}  
  
// This function returns true if given 8 puzzle is solvable.  
bool isSolvable(int puzzle[3][3])  
{  
 // Count inversions in given 8 puzzle  
 int invCount = getInvCount((int \*)puzzle);  
  
 // return true if inversion count is even.  
 return (invCount%2 == 0);  
}  
  
/\* Driver progra to test above functions \*/  
int main(int argv, int\*\* args)  
{  
 int puzzle[3][3] = {{1, 8, 2},  
 {0, 4, 3}, // Value 0 is used for empty space  
 {7, 6, 5}};  
 isSolvable(puzzle)? cout << "Solvable":  
 cout << "Not Solvable";  
 return 0;  
}

Output:

Solvable

Note that the above implementation uses simple algorithm for inversion count. It is done this way for simplicity. The code can be optimized to O(nLogn) using the [merge sort based algorithm for inversion count](http://www.geeksforgeeks.org/counting-inversions/).

**How does this work?**  
 The idea is based on the fact the parity of inversions remains same after a set of moves, i.e., if the inversion count is odd in initial stage, then it remain odd after any sequence of moves and if the inversion count is even, then it remains even after any sequence of moves. In the goal state, there are 0 inversions. So we can reach goal state only from a state which has even inversion count.

How parity of inversion count is invariant?  
 When we slide a tile, we either make a row move (moving a left or right tile into the blank space), or make a column move (moving a up or down tile to the blank space).  
 **a)** A row move doesn’t change the inversion count. See following example

1 2 3 Row Move 1 2 3  
 4 \_ 5 ----------> \_ 4 5   
 8 6 7 8 6 7  
 Inversion count remains 2 after the move  
  
 1 2 3 Row Move 1 2 3  
 4 \_ 5 ----------> 4 5 \_  
 8 6 7 8 6 7  
 Inversion count remains 2 after the move

**b)** A column move does one of the following three.  
 …..(i) Increases inversion count by 2. See following example.

1 2 3 Column Move 1 \_ 3  
 4 \_ 5 -----------> 4 2 5   
 8 6 7 8 6 7  
 Inversion count increases by 2 (changes from 2 to 4)

…..(ii) Decreases inversion count by 2

1 3 4 Column Move 1 3 4  
 5 \_ 6 ------------> 5 2 6  
 7 2 8 7 \_ 8  
 Inversion count decreases by 2 (changes from 5 to 3)

…..(iii) Keeps the inversion count same.

1 2 3 Column Move 1 2 3  
 4 \_ 5 ------------> 4 6 5  
 7 6 8 7 \_ 8  
 Inversion count remains 1 after the move

So if a move either increases/decreases inversion count by 2, or keeps the inversion count same, then it is not possible to change parity of a state by any sequence of row/column moves.

**Exercise:** How to check if a given instance of 15 puzzle is solvable or not. In a 15 puzzle, we have 4×4 board where 15 tiles have a number and one empty space. Note that the above simple rules of inversion count don’t directly work for 15 puzzle, the rules need to be modified for 15 puzzle.

This article is contributed by Ishan. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-instance-8-puzzle-solvable/>

# How to check if a given number is Fibonacci number?

Given a number ‘n’, how to check if n is a Fibonacci number.

A simple way is to [generate Fibonacci numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/) until the generated number is greater than or equal to ‘n’. Following is an interesting property about Fibonacci numbers that can also be used to check if a given number is Fibonacci or not.  
 *A number is Fibonacci if and only if one or both of (5\*n2 + 4) or (5\*n2 – 4) is a perfect square* (Source: [Wiki](http://en.wikipedia.org/wiki/Fibonacci_number#Recognizing_Fibonacci_numbers)). Following is a simple program based on this concept.

// C++ program to check if x is a perfect square  
#include <iostream>  
#include <math.h>  
using namespace std;  
  
// A utility function that returns true if x is perfect square  
bool isPerfectSquare(int x)  
{  
 int s = sqrt(x);  
 return (s\*s == x);  
}  
  
// Returns true if n is a Fibinacci Number, else false  
bool isFibonacci(int n)  
{  
 // n is Fibinacci if one of 5\*n\*n + 4 or 5\*n\*n - 4 or both  
 // is a perferct square  
 return isPerfectSquare(5\*n\*n + 4) ||  
 isPerfectSquare(5\*n\*n - 4);  
}  
  
// A utility function to test above functions  
int main()  
{  
 for (int i = 1; i <= 10; i++)  
 isFibonacci(i)? cout << i << " is a Fibonacci Number \n":  
 cout << i << " is a not Fibonacci Number \n" ;  
 return 0;  
}

Output:

1 is a Fibonacci Number  
2 is a Fibonacci Number  
3 is a Fibonacci Number  
4 is a not Fibonacci Number  
5 is a Fibonacci Number  
6 is a not Fibonacci Number  
7 is a not Fibonacci Number  
8 is a Fibonacci Number  
9 is a not Fibonacci Number  
10 is a not Fibonacci Number

This article is contributed by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-number-fibonacci-number/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Check whether a given point lies inside a triangle or not

Given three corner points of a triangle, and one more point P. Write a function to check whether P lies within the triangle or not.

For example, consider the following program, the function should return true for P(10, 15) and false for P'(30, 15)

B(10,30)  
 / \  
 / \  
 / \  
 / P \ P'  
 / \  
 A(0,0) ----------- C(20,0)

Source: [Microsoft Interview Question](http://geeksforgeeks.org/forum/topic/microsoft-interview-question-8)

**Solution:**  
 Let the coordinates of three corners be (x1, y1), (x2, y2) and (x3, y3). And coordinates of the given point P be (x, y)

1) Calculate area of the given triangle, i.e., area of the triangle ABC in the above diagram. Area A = [ x1(y2 – y3) + x2(y3 – y1) + x3(y1-y2)]/2  
 2) Calculate area of the triangle PAB. We can use the same formula for this. Let this area be A1.  
 3) Calculate area of the triangle PBC. Let this area be A2.  
 4) Calculate area of the triangle PAC. Let this area be A3.  
 5) If P lies inside the triangle, then A1 + A2 + A3 must be equal to A.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A utility function to calculate area of triangle formed by (x1, y1),   
 (x2, y2) and (x3, y3) \*/   
float area(int x1, int y1, int x2, int y2, int x3, int y3)  
{  
 return abs((x1\*(y2-y3) + x2\*(y3-y1)+ x3\*(y1-y2))/2.0);  
}  
  
/\* A function to check whether point P(x, y) lies inside the triangle formed   
 by A(x1, y1), B(x2, y2) and C(x3, y3) \*/   
bool isInside(int x1, int y1, int x2, int y2, int x3, int y3, int x, int y)  
{   
 /\* Calculate area of triangle ABC \*/  
 float A = area (x1, y1, x2, y2, x3, y3);  
  
 /\* Calculate area of triangle PBC \*/   
 float A1 = area (x, y, x2, y2, x3, y3);  
  
 /\* Calculate area of triangle PAC \*/   
 float A2 = area (x1, y1, x, y, x3, y3);  
  
 /\* Calculate area of triangle PAB \*/   
 float A3 = area (x1, y1, x2, y2, x, y);  
   
 /\* Check if sum of A1, A2 and A3 is same as A \*/   
 return (A == A1 + A2 + A3);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 /\* Let us check whether the point P(10, 15) lies inside the triangle   
 formed by A(0, 0), B(20, 0) and C(10, 30) \*/  
 if (isInside(0, 0, 20, 0, 10, 30, 10, 15))  
 printf ("Inside");  
 else  
 printf ("Not Inside");  
  
 return 0;  
}

Ouptut:

Inside

**Exercise:** Given coordinates of four corners of a rectangle, and a point P. Write a function to check whether P lies inside the given rectangle or not.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-whether-a-given-point-lies-inside-a-triangle-or-not/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

Post navigation

[← Copy elision in C++](http://www.geeksforgeeks.org/copy-elision-in-c/) [Count numbers that don’t contain 3 →](http://www.geeksforgeeks.org/count-numbers-that-dont-contain-3/)

# Closest Pair of Points | O(nlogn) Implementation

We are given an array of n points in the plane, and the problem is to find out the closest pair of points in the array. This problem arises in a number of applications. For example, in air-traffic control, you may want to monitor planes that come too close together, since this may indicate a possible collision. Recall the following formula for distance between two points p and q.  
 [![dist_formula](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/dist_formula.png)  
 We have discussed a [divide and conquer solution](http://www.geeksforgeeks.org/closest-pair-of-points/) for this problem. The time complexity of the implementation provided in the previous post is O(n (Logn)^2). In this post, we discuss an implementation with time complexity as O(nLogn).

Following is a recap of the algorithm discussed in the previous post.

**1)** We sort all points according to x coordinates.

**2)** Divide all points in two halves.

**3)** Recursively find the smallest distances in both subarrays.

**4)** Take the minimum of two smallest distances. Let the minimum be d.

**5)** Create an array strip[] that stores all points which are at most d distance away from the middle line dividing the two sets.

**6)** Find the smallest distance in strip[].

**7)** Return the minimum of d and the smallest distance calculated in above step 6.

The great thing about the above approach is, if the array strip[] is sorted according to y coordinate, then we can find the smallest distance in strip[] in O(n) time. In the implementation discussed in previous post, strip[] was explicitly sorted in every recursive call that made the time complexity O(n (Logn)^2), assuming that the sorting step takes O(nLogn) time.  
 In this post, we discuss an implementation where the time complexity is O(nLogn). The idea is to presort all points according to y coordinates. Let the sorted array be Py[]. When we make recursive calls, we need to divide points of Py[] also according to the vertical line. We can do that by simply processing every point and comparing its x coordinate with x coordinate of middle line.

Following is C++ implementation of O(nLogn) approach.

// A divide and conquer program in C++ to find the smallest distance from a  
// given set of points.  
  
#include <iostream>  
#include <float.h>  
#include <stdlib.h>  
#include <math.h>  
using namespace std;  
  
// A structure to represent a Point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
  
/\* Following two functions are needed for library function qsort().  
 Refer: http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
  
// Needed to sort array of points according to X coordinate  
int compareX(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->x - p2->x);  
}  
// Needed to sort array of points according to Y coordinate  
int compareY(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->y - p2->y);  
}  
  
// A utility function to find the distance between two points  
float dist(Point p1, Point p2)  
{  
 return sqrt( (p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y)  
 );  
}  
  
// A Brute Force method to return the smallest distance between two points  
// in P[] of size n  
float bruteForce(Point P[], int n)  
{  
 float min = FLT\_MAX;  
 for (int i = 0; i < n; ++i)  
 for (int j = i+1; j < n; ++j)  
 if (dist(P[i], P[j]) < min)  
 min = dist(P[i], P[j]);  
 return min;  
}  
  
// A utility function to find minimum of two float values  
float min(float x, float y)  
{  
 return (x < y)? x : y;  
}  
  
  
// A utility function to find the distance beween the closest points of  
// strip of given size. All points in strip[] are sorted accordint to  
// y coordinate. They all have an upper bound on minimum distance as d.  
// Note that this method seems to be a O(n^2) method, but it's a O(n)  
// method as the inner loop runs at most 6 times  
float stripClosest(Point strip[], int size, float d)  
{  
 float min = d; // Initialize the minimum distance as d  
  
 // Pick all points one by one and try the next points till the difference  
 // between y coordinates is smaller than d.  
 // This is a proven fact that this loop runs at most 6 times  
 for (int i = 0; i < size; ++i)  
 for (int j = i+1; j < size && (strip[j].y - strip[i].y) < min; ++j)  
 if (dist(strip[i],strip[j]) < min)  
 min = dist(strip[i], strip[j]);  
  
 return min;  
}  
  
// A recursive function to find the smallest distance. The array Px contains  
// all points sorted according to x coordinates and Py contains all points  
// sorted according to y coordinates  
float closestUtil(Point Px[], Point Py[], int n)  
{  
 // If there are 2 or 3 points, then use brute force  
 if (n <= 3)  
 return bruteForce(Px, n);  
  
 // Find the middle point  
 int mid = n/2;  
 Point midPoint = Px[mid];  
  
  
 // Divide points in y sorted array around the vertical line.  
 // Assumption: All x coordinates are distinct.  
 Point Pyl[mid+1]; // y sorted points on left of vertical line  
 Point Pyr[n-mid-1]; // y sorted points on right of vertical line  
 int li = 0, ri = 0; // indexes of left and right subarrays  
 for (int i = 0; i < n; i++)  
 {  
 if (Py[i].x <= midPoint.x)  
 Pyl[li++] = Py[i];  
 else  
 Pyr[ri++] = Py[i];  
 }  
  
 // Consider the vertical line passing through the middle point  
 // calculate the smallest distance dl on left of middle point and  
 // dr on right side  
 float dl = closestUtil(Px, Pyl, mid);  
 float dr = closestUtil(Px + mid, Pyr, n-mid);  
  
 // Find the smaller of two distances  
 float d = min(dl, dr);  
  
 // Build an array strip[] that contains points close (closer than d)  
 // to the line passing through the middle point  
 Point strip[n];  
 int j = 0;  
 for (int i = 0; i < n; i++)  
 if (abs(Py[i].x - midPoint.x) < d)  
 strip[j] = Py[i], j++;  
  
 // Find the closest points in strip. Return the minimum of d and closest  
 // distance is strip[]  
 return min(d, stripClosest(strip, j, d) );  
}  
  
// The main functin that finds the smallest distance  
// This method mainly uses closestUtil()  
float closest(Point P[], int n)  
{  
 Point Px[n];  
 Point Py[n];  
 for (int i = 0; i < n; i++)  
 {  
 Px[i] = P[i];  
 Py[i] = P[i];  
 }  
  
 qsort(Px, n, sizeof(Point), compareX);  
 qsort(Py, n, sizeof(Point), compareY);  
  
 // Use recursive function closestUtil() to find the smallest distance  
 return closestUtil(Px, Py, n);  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point P[] = {{2, 3}, {12, 30}, {40, 50}, {5, 1}, {12, 10}, {3, 4}};  
 int n = sizeof(P) / sizeof(P[0]);  
 cout << "The smallest distance is " << closest(P, n);  
 return 0;  
}

Output:

The smallest distance is 1.41421

**Time Complexity:**Let Time complexity of above algorithm be T(n). Let us assume that we use a O(nLogn) sorting algorithm. The above algorithm divides all points in two sets and recursively calls for two sets. After dividing, it finds the strip in O(n) time. Also, it takes O(n) time to divide the Py array around the mid vertical line. Finally finds the closest points in strip in O(n) time. So T(n) can expressed as follows  
 T(n) = 2T(n/2) + O(n) + O(n) + O(n)  
 T(n) = 2T(n/2) + O(n)  
 T(n) = T(nLogn)

**References:**  
 <http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf>  
 [http://www.youtube.com/watch?v=vS4Zn1a9KUc](http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf)  
 [http://www.youtube.com/watch?v=T3T7T8Ym20M](http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf)  
 <http://en.wikipedia.org/wiki/Closest_pair_of_points_problem>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/closest-pair-of-points-onlogn-implementation/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/), [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/)
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# Divide and Conquer | Set 2 (Closest Pair of Points)

We are given an array of n points in the plane, and the problem is to find out the closest pair of points in the array. This problem arises in a number of applications. For example, in air-traffic control, you may want to monitor planes that come too close together, since this may indicate a possible collision. Recall the following formula for distance between two points p and q.  
 [![dist_formula](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/dist_formula.png)

The Brute force solution is O(n^2), compute the distance between each pair and return the smallest. We can calculate the smallest distance in O(nLogn) time using Divide and Conquer strategy. In this post, a O(n x (Logn)^2) approach is discussed. We will be discussing a O(nLogn) approach in a separate post.

**Algorithm**  
 Following are the detailed steps of a O(n (Logn)^2) algortihm.  
 *Input:* An array of n points *P[]*  
 *Output:* The smallest distance between two points in the given array.

As a pre-processing step, input array is sorted according to x coordinates.

**1)** Find the middle point in the sorted array, we can take *P[n/2]* as middle point.

**2)** Divide the given array in two halves. The first subarray contains points from P[0] to P[n/2]. The second subarray contains points from P[n/2+1] to P[n-1].

**3)** Recursively find the smallest distances in both subarrays. Let the distances be dl and dr. Find the minimum of dl and dr. Let the minimum be d.
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**4)** From above 3 steps, we have an upper bound d of minimum distance. Now we need to consider the pairs such that one point in pair is from left half and other is from right half. Consider the vertical line passing through passing through P[n/2] and find all points whose x coordinate is closer than d to the middle vertical line. Build an array strip[] of all such points.
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**5)** Sort the array strip[] according to y coordinates. This step is O(nLogn). It can be optimized to O(n) by recursively sorting and merging.

**6)** Find the smallest distance in strip[]. This is tricky. From first look, it seems to be a O(n^2) step, but it is actually O(n). It can be proved geometrically that for every point in strip, we only need to check at most 7 points after it (note that strip is sorted according to Y coordinate). See [this](http://people.csail.mit.edu/indyk/6.838-old/handouts/lec17.pdf)for more analysis.

**7)** Finally return the minimum of d and distance calculated in above step (step 6)

**Implementation**  
 Following is C/C++ implementation of the above algorithm.

// A divide and conquer program in C/C++ to find the smallest distance from a  
// given set of points.  
  
#include <stdio.h>  
#include <float.h>  
#include <stdlib.h>  
#include <math.h>  
  
// A structure to represent a Point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
/\* Following two functions are needed for library function qsort().  
 Refer: http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
  
// Needed to sort array of points according to X coordinate  
int compareX(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->x - p2->x);  
}  
// Needed to sort array of points according to Y coordinate  
int compareY(const void\* a, const void\* b)  
{  
 Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  
 return (p1->y - p2->y);  
}  
  
// A utility function to find the distance between two points  
float dist(Point p1, Point p2)  
{  
 return sqrt( (p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y)  
 );  
}  
  
// A Brute Force method to return the smallest distance between two points  
// in P[] of size n  
float bruteForce(Point P[], int n)  
{  
 float min = FLT\_MAX;  
 for (int i = 0; i < n; ++i)  
 for (int j = i+1; j < n; ++j)  
 if (dist(P[i], P[j]) < min)  
 min = dist(P[i], P[j]);  
 return min;  
}  
  
// A utility function to find minimum of two float values  
float min(float x, float y)  
{  
 return (x < y)? x : y;  
}  
  
  
// A utility function to find the distance beween the closest points of  
// strip of given size. All points in strip[] are sorted accordint to  
// y coordinate. They all have an upper bound on minimum distance as d.  
// Note that this method seems to be a O(n^2) method, but it's a O(n)  
// method as the inner loop runs at most 6 times  
float stripClosest(Point strip[], int size, float d)  
{  
 float min = d; // Initialize the minimum distance as d  
  
 qsort(strip, size, sizeof(Point), compareY);   
  
 // Pick all points one by one and try the next points till the difference  
 // between y coordinates is smaller than d.  
 // This is a proven fact that this loop runs at most 6 times  
 for (int i = 0; i < size; ++i)  
 for (int j = i+1; j < size && (strip[j].y - strip[i].y) < min; ++j)  
 if (dist(strip[i],strip[j]) < min)  
 min = dist(strip[i], strip[j]);  
  
 return min;  
}  
  
// A recursive function to find the smallest distance. The array P contains  
// all points sorted according to x coordinate  
float closestUtil(Point P[], int n)  
{  
 // If there are 2 or 3 points, then use brute force  
 if (n <= 3)  
 return bruteForce(P, n);  
  
 // Find the middle point  
 int mid = n/2;  
 Point midPoint = P[mid];  
  
 // Consider the vertical line passing through the middle point  
 // calculate the smallest distance dl on left of middle point and  
 // dr on right side  
 float dl = closestUtil(P, mid);  
 float dr = closestUtil(P + mid, n-mid);  
  
 // Find the smaller of two distances  
 float d = min(dl, dr);  
  
 // Build an array strip[] that contains points close (closer than d)  
 // to the line passing through the middle point  
 Point strip[n];  
 int j = 0;  
 for (int i = 0; i < n; i++)  
 if (abs(P[i].x - midPoint.x) < d)  
 strip[j] = P[i], j++;  
  
 // Find the closest points in strip. Return the minimum of d and closest  
 // distance is strip[]  
 return min(d, stripClosest(strip, j, d) );  
}  
  
// The main functin that finds the smallest distance  
// This method mainly uses closestUtil()  
float closest(Point P[], int n)  
{  
 qsort(P, n, sizeof(Point), compareX);  
  
 // Use recursive function closestUtil() to find the smallest distance  
 return closestUtil(P, n);  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point P[] = {{2, 3}, {12, 30}, {40, 50}, {5, 1}, {12, 10}, {3, 4}};  
 int n = sizeof(P) / sizeof(P[0]);  
 printf("The smallest distance is %f ", closest(P, n));  
 return 0;  
}

Output:

The smallest distance is 1.414214

**Time Complexity** Let Time complexity of above algorithm be T(n). Let us assume that we use a O(nLogn) sorting algorithm. The above algorithm divides all points in two sets and recursively calls for two sets. After dividing, it finds the strip in O(n) time, sorts the strip in O(nLogn) time and finally finds the closest points in strip in O(n) time. So T(n) can expressed as follows  
 T(n) = 2T(n/2) + O(n) + O(nLogn) + O(n)  
 T(n) = 2T(n/2) + O(nLogn)  
 T(n) = T(n x Logn x Logn)

**Notes**  
 **1)** Time complexity can be improved to O(nLogn) by optimizing step 5 of the above algorithm. We will soon be discussing the optimized solution in a separate post.  
 **2)** The code finds smallest distance. It can be easily modified to find the points with smallest distance.  
 **3)** The code uses quick sort which can be O(n^2) in worst case. To have the upper bound as O(n (Logn)^2), a O(nLogn) sorting algorithm like merge sort or heap sort can be used

**References:**  
 <http://www.cs.umd.edu/class/fall2013/cmsc451/Lects/lect10.pdf>  
 <http://www.youtube.com/watch?v=vS4Zn1a9KUc>  
 <http://www.youtube.com/watch?v=T3T7T8Ym20M>  
 <http://en.wikipedia.org/wiki/Closest_pair_of_points_problem>

### Source

<http://www.geeksforgeeks.org/closest-pair-of-points/>

# Comparison of Exception Handling in C++ and Java

Both languages use *try*, *catch* and *throw* keywords for exception handling, and meaning of *try*, *catch* and *free* blocks is also same in both languages. Following are the differences between Java and C++ exception handling.

**1)** In C++, all types (including primitive and pointer) can be thrown as exception. But in Java only throwable objects (Throwable objects are instances of any subclass of the Throwable class) can be thrown as exception. For example, following type of code works in C++, but similar code doesn’t work in Java.

#include <iostream>  
using namespace std;  
int main()   
{  
 int x = -1;   
  
 // some other stuff   
 try {  
 // some other stuff   
 if( x < 0 )  
 {  
 throw x;  
 }   
 }  
 catch (int x ) {  
 cout << "Exception occurred: thrown value is " << x << endl;  
 }  
 getchar();  
 return 0;  
}

Output:  
 *Exception occurred: thrown value is -1*  
  
  
 **2)** In C++, there is a special catch called “catch all” that can catch all kind of exceptions.

#include <iostream>  
using namespace std;  
int main()   
{  
 int x = -1;   
 char \*ptr;  
   
 ptr = new char[256];  
   
 // some other stuff   
 try {  
 // some other stuff   
 if( x < 0 )  
 {  
 throw x;  
 }   
 if(ptr == NULL)  
 {  
 throw " ptr is NULL ";  
 }   
 }  
 catch (...) // catch all  
 {  
 cout << "Exception occurred: exiting "<< endl;  
 exit(0);  
 }  
   
 getchar();  
 return 0;  
}

Output:  
 *Exception occurred: exiting*

In Java, for all practical purposes, we can catch Exception object to catch all kind of exceptions. Because, normally we do not catch Throwable(s) other than Exception(s) (which are Errors)

catch(Exception e){  
 …….  
}

**3)** In Java, there is a block called [*finally*](http://download.oracle.com/javase/tutorial/essential/exceptions/finally.html)that is always executed after the try-catch block. This block can be used to do cleanup work. There is no such block in C++.

// creating an exception type  
class Test extends Exception { }  
  
class Main {  
 public static void main(String args[]) {  
  
 try {  
 throw new Test();  
 }  
 catch(Test t) {  
 System.out.println("Got the Test Exception");  
 }  
 finally {  
 System.out.println("Inside finally block ");  
 }  
 }  
}

Output:  
 *Got the error*  
 *Inside finally block*

**4)** In C++, all exceptions are unchecked. In Java, there are two types of exceptions – checked and unchecked. See [this](http://tutorials.jenkov.com/java-exception-handling/checked-or-unchecked-exceptions.html)for more details on checked vs Unchecked exceptions.

**5)** In Java, a new keyword *throws* is used to list exceptions that can be thrown by a function. In C++, there is no *throws* keyword, the same keyword *throw* is used for this purpose also.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/comparison-of-exception-handling-in-c-and-java/>

# Comparison of Inheritance in C++ and Java

The purpose of inheritance is same in C++ and Java. Inheritance is used in both languages for reusing code and/or creating is-a relationship. There are following differences in the way both languages provide support for inheritance.

**1)** In Java, all classes inherit from the [Object class](http://download.oracle.com/javase/1.5.0/docs/api/java/lang/Object.html)directly or indirectly. Therefore, there is always a single inheritance tree of classes in Java, and [Object class](http://download.oracle.com/javase/1.5.0/docs/api/java/lang/Object.html) is root of the tree. In Java, if we create a class that doesn’t inherit from any class then it automatically inherits from [Object class](http://download.oracle.com/javase/1.5.0/docs/api/java/lang/Object.html). In C++, there is forest of classes; when we create a class that doesn’t inherit from anything, we create a new tree in forest.

Following Java example shows that Test class automatically inherits from Object class.

class Test {   
 // members of test  
}  
class Main {  
 public static void main(String[] args) {  
 Test t = new Test();   
 System.out.println("t is instanceof Object: " + (t instanceof Object));  
 }  
}

Output:

t is instanceof Object: true

**2)** In Java, members of the grandparent class are not directly accessible. See [this G-Fact](http://www.geeksforgeeks.org/archives/15258) for more details.

**3)** The meaning of protected member access specifier is somewhat different in Java. In Java, protected members of a class “A” are accessible in other class “B” of same package, even if B doesn’t inherit from A (they both have to be in the same package). For example, in the following program, protected members of A are accessible in B.

// filename B.java  
class A {  
 protected int x = 10, y = 20;  
}  
   
class B {  
 public static void main(String args[]) {  
 A a = new A();  
 System.out.println(a.x + " " + a.y);  
 }  
}

**4)** Java uses *extends* keyword for inheritence. Unlike C++, Java doesn’t provide an inheritance specifier like public, protected or private. Therefore, we cannot change the protection level of members of base class in Java, if some data member is public or protected in base class then it remains public or protected in derived class. Like C++, private members of base class are not accessible in derived class.  
 Unlike C++, in Java, we don’t have to remember those rules of inheritance which are combination of base class access specifier and inheritance specifier.

**5)** In Java, methods are virtual by default. In C++, we explicitly use virtual keyword. See [this G-Fact](http://www.geeksforgeeks.org/archives/8876) for more details.

**6)** Java uses a separte keyword *interface* for interfaces, and *abstract* keyword for abstract classes and abstract functions.

Following is a Java abstract class example.

// An abstract class example  
abstract class myAbstractClass {  
   
 // An abstract method  
 abstract void myAbstractFun();  
   
 // A normal method  
 void fun() {   
 System.out.println("Inside My fun");  
 }   
}  
  
public class myClass extends myAbstractClass {  
 public void myAbstractFun() {  
 System.out.println("Inside My fun");  
 }  
}

Following is a Java interface example

// An interface example  
public interface myInterface {  
 // myAbstractFun() is public and abstract, even if we don't use these keywords  
 void myAbstractFun(); // is same as public abstract void myAbstractFun()  
}  
  
// Note the implements keyword also.  
public class myClass implements myInterface {  
 public void myAbstractFun() {  
 System.out.println("Inside My fun");  
 }  
}

**7)** Unlike C++, Java doesn’t support multiple inheritance. A class cannot inherit from more than one class. A class can implement multiple interfaces though.

**8 )** In C++, default constructor of parent class is automatically called, but if we want to call parametrized constructor of a parent class, we must use [Initializer list](http://www.geeksforgeeks.org/archives/13797). Like C++, default constructor of the parent class is automatically called in Java, but if we want to call parametrized constructor then we must use super to call the parent constructor. See following Java example.

package main;  
   
class Base {  
 private int b;  
 Base(int x) {  
 b = x;  
 System.out.println("Base constructor called");  
 }   
}  
   
class Derived extends Base {  
 private int d;  
 Derived(int x, int y) {  
 // Calling parent class parameterized constructor  
 // Call to parent constructor must be the first line in a Derived class  
 super(x);  
 d = y;  
 System.out.println("Derived constructor called");  
 }   
}  
   
class Main{  
 public static void main(String[] args) {  
 Derived obj = new Derived(1, 2);  
 }  
}

Output:

Base constructor called  
Derived constructor called

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/comparison-of-inheritance-in-c-and-java/>

# Connect n ropes with minimum cost

There are given n ropes of different lengths, we need to connect these ropes into one rope. The cost to connect two ropes is equal to sum of their lengths. We need to connect the ropes with minimum cost.

For example if we are given 4 ropes of lengths 4, 3, 2 and 6. We can connect the ropes in following ways.  
 1) First connect ropes of lengths 2 and 3. Now we have three ropes of lengths 4, 6 and 5.  
 2) Now connect ropes of lengths 4 and 5. Now we have two ropes of lengths 6 and 9.  
 3) Finally connect the two ropes and all ropes have connected.

Total cost for connecting all ropes is 5 + 9 + 15 = 29. This is the optimized cost for connecting ropes. Other ways of connecting ropes would always have same or more cost. For example, if we connect 4 and 6 first (we get three strings of 3, 2 and 10), then connect 10 and 3 (we get two strings of 13 and 2). Finally we connect 13 and 2. Total cost in this way is 10 + 13 + 15 = 38.

**We strongly recommend to minimize the browser and try this yourself first.**  
 If we observe the above problem closely, we can notice that the lengths of the ropes which are picked first are included more than once in total cost. Therefore, the idea is to connect smallest two ropes first and recur for remaining ropes. This approach is similar to [Huffman Coding](http://www.geeksforgeeks.org/greedy-algorithms-set-3-huffman-coding/). We put smallest ropes down the tree so that they can be repeated multiple times rather than the longer ropes.

Following is complete algorithm for finding the minimum cost for connecting n ropes.  
 Let there be n ropes of lengths stored in an array len[0..n-1]  
 1) Create a min heap and insert all lengths into the min heap.  
 2) Do following while number of elements in min heap is not one.  
 ……a) Extract the minimum and second minimum from min heap  
 ……b) Add the above two extracted values and insert the added value to the min-heap.  
 3) Return the value of only left item in min heap.

Following is C++ implementation of above algorithm.

// C++ program for connecting n ropes with minimum cost  
#include <iostream>  
using namespace std;  
  
// A Min Heap: Collection of min heap nodes  
struct MinHeap  
{  
 unsigned size; // Current size of min heap  
 unsigned capacity; // capacity of min heap  
 int \*harr; // Attay of minheap nodes  
};  
  
// A utility function to create a min heap of given capacity  
struct MinHeap\* createMinHeap(unsigned capacity)  
{  
 struct MinHeap\* minHeap = new MinHeap;  
 minHeap->size = 0; // current size is 0  
 minHeap->capacity = capacity;  
 minHeap->harr = new int[capacity];  
 return minHeap;  
}  
  
// A utility function to swap two min heap nodes  
void swapMinHeapNode(int\* a, int\* b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// The standard minHeapify function.  
void minHeapify(struct MinHeap\* minHeap, int idx)  
{  
 int smallest = idx;  
 int left = 2 \* idx + 1;  
 int right = 2 \* idx + 2;  
  
 if (left < minHeap->size &&  
 minHeap->harr[left] < minHeap->harr[smallest])  
 smallest = left;  
  
 if (right < minHeap->size &&  
 minHeap->harr[right] < minHeap->harr[smallest])  
 smallest = right;  
  
 if (smallest != idx)  
 {  
 swapMinHeapNode(&minHeap->harr[smallest], &minHeap->harr[idx]);  
 minHeapify(minHeap, smallest);  
 }  
}  
  
// A utility function to check if size of heap is 1 or not  
int isSizeOne(struct MinHeap\* minHeap)  
{  
 return (minHeap->size == 1);  
}  
  
// A standard function to extract minimum value node from heap  
int extractMin(struct MinHeap\* minHeap)  
{  
 int temp = minHeap->harr[0];  
 minHeap->harr[0] = minHeap->harr[minHeap->size - 1];  
 --minHeap->size;  
 minHeapify(minHeap, 0);  
 return temp;  
}  
  
// A utility function to insert a new node to Min Heap  
void insertMinHeap(struct MinHeap\* minHeap, int val)  
{  
 ++minHeap->size;  
 int i = minHeap->size - 1;  
 while (i && (val < minHeap->harr[(i - 1)/2]))  
 {  
 minHeap->harr[i] = minHeap->harr[(i - 1)/2];  
 i = (i - 1)/2;  
 }  
 minHeap->harr[i] = val;  
}  
  
// A standard funvtion to build min heap  
void buildMinHeap(struct MinHeap\* minHeap)  
{  
 int n = minHeap->size - 1;  
 int i;  
 for (i = (n - 1) / 2; i >= 0; --i)  
 minHeapify(minHeap, i);  
}  
  
// Creates a min heap of capacity equal to size and inserts all values  
// from len[] in it. Initially size of min heap is equal to capacity  
struct MinHeap\* createAndBuildMinHeap(int len[], int size)  
{  
 struct MinHeap\* minHeap = createMinHeap(size);  
 for (int i = 0; i < size; ++i)  
 minHeap->harr[i] = len[i];  
 minHeap->size = size;  
 buildMinHeap(minHeap);  
 return minHeap;  
}  
  
// The main function that returns the minimum cost to connect n ropes of  
// lengths stored in len[0..n-1]  
int minCost(int len[], int n)  
{  
 int cost = 0; // Initialize result  
  
 // Create a min heap of capacity equal to n and put all ropes in it  
 struct MinHeap\* minHeap = createAndBuildMinHeap(len, n);  
  
 // Iterate while size of heap doesn't become 1  
 while (!isSizeOne(minHeap))  
 {  
 // Extract two minimum length ropes from min heap  
 int min = extractMin(minHeap);  
 int sec\_min = extractMin(minHeap);  
  
 cost += (min + sec\_min); // Update total cost  
  
 // Insert a new rope in min heap with length equal to sum  
 // of two extracted minimum lengths  
 insertMinHeap(minHeap, min+sec\_min);  
 }  
  
 // Finally return total minimum cost for connecting all ropes  
 return cost;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int len[] = {4, 3, 2, 6};  
 int size = sizeof(len)/sizeof(len[0]);  
 cout << "Total cost for connecting ropes is " << minCost(len, size);  
 return 0;  
}

Output:

Total cost for connecting ropes is 29

***Time Complexity:*** Time complexity of the algorithm is O(nLogn) assuming that we use a O(nLogn) sorting algorithm. Note that heap operations like insert and extract take O(Logn) time.

***Algorithmic Paradigm:*** Greedy Algorithm

**A simple implementation with STL in C++**  
 Following is a simple implementation that uses [priority\_queue](http://www.cplusplus.com/reference/queue/priority_queue/) available in STL. Thanks to Pango89 for providing below code.

#include<iostream>  
#include<queue>  
using namespace std;  
  
int minCost(int arr[], int n)  
{  
 // Create a priority queue ( http://www.cplusplus.com/reference/queue/priority\_queue/ )  
 // By default 'less' is used which is for decreasing order  
 // and 'greater' is used for increasing order  
 priority\_queue< int, vector<int>, greater<int> > pq(arr, arr+n);  
  
 // Initialize result  
 int res = 0;  
  
 // While size of priority queue is more than 1  
 while (pq.size() > 1)  
 {  
 // Extract shortest two ropes from pq  
 int first = pq.top();  
 pq.pop();  
 int second = pq.top();  
 pq.pop();  
  
 // Connect the ropes: update result and  
 // insert the new rope to pq  
 res += first + second;  
 pq.push(first + second);  
 }  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 int len[] = {4, 3, 2, 6};  
 int size = sizeof(len)/sizeof(len[0]);  
 cout << "Total cost for connecting ropes is " << minCost(len, size);  
 return 0;  
}

Output:

Total cost for connecting ropes is 29

This article is compiled by **Abhishek**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/connect-n-ropes-minimum-cost/>

# Program to convert a given number to words

Write code to convert a given number into words. For example, if “1234” is given as input, output should be “one thousand two hundred thirty four”.

Source: Round 3, Q1 of [Microsoft Interview | Set 3](http://www.geeksforgeeks.org/archives/23422)

Following is C implementation for the same. The code supports numbers up-to 4 digits, i.e., numbers from 0 to 9999. Idea is to create arrays that store individual parts of output strings. One array is used for single digits, one for numbers from 10 to 19, one for 20, 30, 40, 50, .. etc, and one for powers of 10.  
 The given number is divided in two parts: first two digits and last two digits, and the two parts are printed separately.

/\* Program to print a given number in words. The program handles  
 numbers from 0 to 9999 \*/  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
  
/\* A function that prints given number in words \*/  
void convert\_to\_words(char \*num)  
{  
 int len = strlen(num); // Get number of digits in given number  
  
 /\* Base cases \*/  
 if (len == 0) {  
 fprintf(stderr, "empty string\n");  
 return;  
 }  
 if (len > 4) {  
 fprintf(stderr, "Length more than 4 is not supported\n");  
 return;  
 }  
  
 /\* The first string is not used, it is to make array indexing simple \*/  
 char \*single\_digits[] = { "zero", "one", "two", "three", "four",  
 "five", "six", "seven", "eight", "nine"};  
  
 /\* The first string is not used, it is to make array indexing simple \*/  
 char \*two\_digits[] = {"", "ten", "eleven", "twelve", "thirteen", "fourteen",  
 "fifteen", "sixteen", "seventeen", "eighteen", "nineteen"};  
  
 /\* The first two string are not used, they are to make array indexing simple\*/  
 char \*tens\_multiple[] = {"", "", "twenty", "thirty", "forty", "fifty",  
 "sixty", "seventy", "eighty", "ninety"};  
  
 char \*tens\_power[] = {"hundred", "thousand"};  
  
 /\* Used for debugging purpose only \*/  
 printf("\n%s: ", num);  
  
 /\* For single digit number \*/  
 if (len == 1) {  
 printf("%s\n", single\_digits[\*num - '0']);  
 return;  
 }  
  
 /\* Iterate while num is not '\0' \*/  
 while (\*num != '\0') {  
  
 /\* Code path for first 2 digits \*/  
 if (len >= 3) {  
 if (\*num -'0' != 0) {  
 printf("%s ", single\_digits[\*num - '0']);  
 printf("%s ", tens\_power[len-3]); // here len can be 3 or 4  
 }  
 --len;  
 }  
  
 /\* Code path for last 2 digits \*/  
 else {  
 /\* Need to explicitly handle 10-19. Sum of the two digits is  
 used as index of "two\_digits" array of strings \*/  
 if (\*num == '1') {  
 int sum = \*num - '0' + \*(num + 1)- '0';  
 printf("%s\n", two\_digits[sum]);  
 return;  
 }  
  
 /\* Need to explicitely handle 20 \*/  
 else if (\*num == '2' && \*(num + 1) == '0') {  
 printf("twenty\n");  
 return;  
 }  
  
 /\* Rest of the two digit numbers i.e., 21 to 99 \*/  
 else {  
 int i = \*num - '0';  
 printf("%s ", i? tens\_multiple[i]: "");  
 ++num;  
 if (\*num != '0')  
 printf("%s ", single\_digits[\*num - '0']);  
 }  
 }  
 ++num;  
 }  
}  
  
/\* Driver program to test above function \*/  
int main(void)  
{  
 convert\_to\_words("9923");  
 convert\_to\_words("523");  
 convert\_to\_words("89");  
 convert\_to\_words("8989");  
  
 return 0;  
}

Output:

9923: nine thousand nine hundred twenty three  
523: five hundred twenty three  
89: eighty nine  
8989: eight thousand nine hundred eighty nine

This article is compiled by **Narendra Kangralkar**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/convert-number-to-words/>
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# Convex Hull | Set 1 (Jarvis's Algorithm or Wrapping)

Given a set of points in the plane. the convex hull of the set is the smallest convex polygon that contains all the points of it.
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We strongly recommend to see the following post first.  
 [How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)

The idea of Jarvis’s Algorithm is simple, we start from the leftmost point (or point with minimum x coordinate value) and we keep wrapping points in counterclockwise direction. The big question is, given a point p as current point, how to find the next point in output? The idea is to use [orientation()](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/) here. Next point is selected as the point that beats all other points at counterclockwise orientation, i.e., next point is q if for any other point r, we have “orientation(p, r, q) = counterclockwise”. Following is the detailed algorithm.

**1)** Initialize p as leftmost point.  
 **2)** Do following while we don’t come back to the first (or leftmost) point.  
 …..**a)** The next point q is the point such that the triplet (p, q, r) is counterclockwise for any other point r.  
 …..**b)** next[p] = q (Store q as next of p in the output convex hull).  
 …..**c)** p = q (Set p as q for next iteration).

// A C++ program to find convex hull of a set of points  
// Refer http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/  
// for explanation of orientation()  
#include <iostream>  
using namespace std;  
  
// Define Infinite (Using INT\_MAX caused overflow problems)  
#define INF 10000  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// Prints convex hull of a set of n points.  
void convexHull(Point points[], int n)  
{  
 // There must be at least 3 points  
 if (n < 3) return;  
  
 // Initialize Result  
 int next[n];  
 for (int i = 0; i < n; i++)  
 next[i] = -1;  
  
 // Find the leftmost point  
 int l = 0;  
 for (int i = 1; i < n; i++)  
 if (points[i].x < points[l].x)  
 l = i;  
  
 // Start from leftmost point, keep moving counterclockwise  
 // until reach the start point again  
 int p = l, q;  
 do  
 {  
 // Search for a point 'q' such that orientation(p, i, q) is  
 // counterclockwise for all points 'i'  
 q = (p+1)%n;  
 for (int i = 0; i < n; i++)  
 if (orientation(points[p], points[i], points[q]) == 2)  
 q = i;  
  
 next[p] = q; // Add q to result as a next point of p  
 p = q; // Set p as q for next iteration  
 } while (p != l);  
  
 // Print Result  
 for (int i = 0; i < n; i++)  
 {  
 if (next[i] != -1)  
 cout << "(" << points[i].x << ", " << points[i].y << ")\n";  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 3}, {2, 2}, {1, 1}, {2, 1},  
 {3, 0}, {0, 0}, {3, 3}};  
 int n = sizeof(points)/sizeof(points[0]);  
 convexHull(points, n);  
 return 0;  
}

**Output:** The output is points of the convex hull.

(0, 3)  
(3, 0)  
(0, 0)  
(3, 3)

**Time Complexity:** For every point on the hull we examine all the other points to determine the next point. Time complexity is Θ(m \* n) where n is number of input points and m is number of output or hull points (m 2). The worst case occurs when all the points are on the hull (m = n)

We will soon be discussing other algorithms for finding convex hulls.

**Sources:**  
 <http://www.cs.uiuc.edu/~jeffe/teaching/373/notes/x05-convexhull.pdf>  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Hull1x1.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convex-hull-set-1-jarviss-algorithm-or-wrapping/>

# Convex Hull | Set 2 (Graham Scan)

Given a set of points in the plane. the convex hull of the set is the smallest convex polygon that contains all the points of it.
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We strongly recommend to see the following post first.  
 [How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)

We have discussed [Jarvis’s Algorithm](http://www.geeksforgeeks.org/convex-hull-set-1-jarviss-algorithm-or-wrapping/) for Convex Hull. Worst case time complexity of Jarvis’s Algorithm is O(n^2). Using Graham’s scan algorithm, we can find Convex Hull in O(nLogn) time. Following is Graham’s algorithm

Let points[0..n-1] be the input array.

**1)** Find the bottom-most point by comparing y coordinate of all points. If there are two points with same y value, then the point with smaller x coordinate value is considered. Put the bottom-most point at first position.

**2)** Consider the remaining n-1 points and sort them by polor angle in counterclockwise order around points[0]. If polor angle of two points is same, then put the nearest point first.

**3)** Create an empty stack ‘S’ and push points[0], points[1] and points[2] to S.

**4)** Process remaining n-3 points one by one. Do following for every point ‘points[i]’  
         **4.1)** Keep removing points from stack while [orientation](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)of following 3 points is not counterclockwise (or they don’t make a left turn).  
             a) Point next to top in stack  
             b) Point at the top of stack  
             c) points[i]  
          **4.2)** Push points[i] to S

**5)** Print contents of S

The above algorithm can be divided in two phases.

**Phase 1 (Sort points):** We first find the bottom-most point. The idea is to pre-process points be sorting them with respect to the bottom-most point. Once the points are sorted, they form a simple closed path (See following diagram).  
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 What should be the sorting criteria? computation of actual angles would be inefficient since trigonometric functions are not simple to evaluate. The idea is to use the orientation to compare angles without actually computing them (See the compare() function below)

**Phase 2 (Accept or Reject Points):** Once we have the closed path, the next step is to traverse the path and remove concave points on this path. How to decide which point to remove and which to keep? Again, [orientation](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)helps here. The first two points in sorted array are always part of Convex Hull. For remaining points, we keep track of recent three points, and find the angle formed by them. Let the three points be prev(p), curr(c) and next(n). If orientation of these points (considering them in same order) is not counterclockwise, we discard c, otherwise we keep it. Following diagram shows step by step process of this phase (Source of these diagrams is [Ref 2](http://www.dcs.gla.ac.uk/~pat/52233/slides/Hull1x1.pdf)).  
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Following is C++ implementation of the above algorithm.

// A C++ program to find convex hull of a set of points  
// Refer http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/  
// for explanation of orientation()  
#include <iostream>  
#include <stack>  
#include <stdlib.h>  
using namespace std;  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// A globle point needed for sorting points with reference to the first point  
// Used in compare function of qsort()  
Point p0;  
  
// A utility function to find next to top in a stack  
Point nextToTop(stack<Point> &S)  
{  
 Point p = S.top();  
 S.pop();  
 Point res = S.top();  
 S.push(p);  
 return res;  
}  
  
// A utility function to swap two points  
int swap(Point &p1, Point &p2)  
{  
 Point temp = p1;  
 p1 = p2;  
 p2 = temp;  
}  
  
// A utility function to return square of distance between p1 and p2  
int dist(Point p1, Point p2)  
{  
 return (p1.x - p2.x)\*(p1.x - p2.x) + (p1.y - p2.y)\*(p1.y - p2.y);  
}  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// A function used by library function qsort() to sort an array of  
// points with respect to the first point  
int compare(const void \*vp1, const void \*vp2)  
{  
 Point \*p1 = (Point \*)vp1;  
 Point \*p2 = (Point \*)vp2;  
  
 // Find orientation  
 int o = orientation(p0, \*p1, \*p2);  
 if (o == 0)  
 return (dist(p0, \*p2) >= dist(p0, \*p1))? -1 : 1;  
  
 return (o == 2)? -1: 1;  
}  
  
// Prints convex hull of a set of n points.  
void convexHull(Point points[], int n)  
{  
 // Find the bottommost point  
 int ymin = points[0].y, min = 0;  
 for (int i = 1; i < n; i++)  
 {  
 int y = points[i].y;  
  
 // Pick the bottom-most or chose the left most point in case of tie  
 if ((y < ymin) || (ymin == y && points[i].x < points[min].x))  
 ymin = points[i].y, min = i;  
 }  
  
 // Place the bottom-most point at first position  
 swap(points[0], points[min]);  
  
 // Sort n-1 points with respect to the first point. A point p1 comes  
 // before p2 in sorted ouput if p2 has larger polar angle (in   
 // counterclockwise direction) than p1  
 p0 = points[0];  
 qsort(&points[1], n-1, sizeof(Point), compare);  
  
 // Create an empty stack and push first three points to it.  
 stack<Point> S;  
 S.push(points[0]);  
 S.push(points[1]);  
 S.push(points[2]);  
  
 // Process remaining n-3 points  
 for (int i = 3; i < n; i++)  
 {  
 // Keep removing top while the angle formed by points next-to-top,   
 // top, and points[i] makes a non-left turn  
 while (orientation(nextToTop(S), S.top(), points[i]) != 2)  
 S.pop();  
 S.push(points[i]);  
 }  
  
 // Now stack has the output points, print contents of stack  
 while (!S.empty())  
 {  
 Point p = S.top();  
 cout << "(" << p.x << ", " << p.y <<")" << endl;  
 S.pop();  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 3}, {1, 1}, {2, 2}, {4, 4},  
 {0, 0}, {1, 2}, {3, 1}, {3, 3}};  
 int n = sizeof(points)/sizeof(points[0]);  
 convexHull(points, n);  
 return 0;  
}

Output:

(0, 3)  
(4, 4)  
(3, 1)  
(0, 0)

**Time Complexity:** Let n be the number of input points. The algorithm takes O(nLogn) time if we use a O(nLogn) sorting algorithm.  
 The first step (finding the bottom-most point) takes O(n) time. The second step (sorting points) takes O(nLogn) time. In third step, every element is pushed and popped at most one time. So the third step to process points one by one takes O(n) time, assuming that the stack operations take O(1) time. Overall complexity is O(n) + O(nLogn) + O(n) which is O(nLogn)

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Hull1x1.pdf>  
 Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convex-hull-set-2-graham-scan/>

# Copy Constructor in Java

Like C++, Java also supports copy constructor. But, unlike C++, Java doesn’t create a default copy constructor if you don’t write your own.

Following is an example Java program that shows a simple use of copy constructor.

// filename: Main.java  
  
class Complex {  
  
 private double re, im;  
   
 // A normal parametrized constructor   
 public Complex(double re, double im) {  
 this.re = re;  
 this.im = im;  
 }  
   
 // copy constructor  
 Complex(Complex c) {  
 System.out.println("Copy constructor called");  
 re = c.re;  
 im = c.im;  
 }  
   
 // Overriding the toString of Object class  
 @Override  
 public String toString() {  
 return "(" + re + " + " + im + "i)";  
 }  
}  
  
public class Main {  
  
 public static void main(String[] args) {  
 Complex c1 = new Complex(10, 15);  
   
 // Following involves a copy constructor call  
 Complex c2 = new Complex(c1);   
  
 // Note that following doesn't involve a copy constructor call as   
 // non-primitive variables are just references.  
 Complex c3 = c2;   
  
 System.out.println(c2); // toString() of c2 is called here  
 }  
}

Output:

Copy constructor called  
(10.0 + 15.0i)

Now try the following Java program:

// filename: Main.java  
  
class Complex {  
  
 private double re, im;  
  
 public Complex(double re, double im) {  
 this.re = re;  
 this.im = im;  
 }  
}  
  
public class Main {  
   
 public static void main(String[] args) {  
 Complex c1 = new Complex(10, 15);   
 Complex c2 = new Complex(c1); // compiler error here  
 }  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/copy-constructor-in-java/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Java](http://www.geeksforgeeks.org/tag/java/)

# Count Distinct Non-Negative Integer Pairs (x, y) that Satisfy the Inequality x\*x + y\*y

Given a positive number n, count all distinct Non-Negative Integer pairs (x, y) that satisfy the inequality x\*x + y\*y

Examples:

Input: n = 5  
Output: 6  
The pairs are (0, 0), (0, 1), (1, 0), (1, 1), (2, 0), (0, 2)  
  
Input: n = 6  
Output: 8  
The pairs are (0, 0), (0, 1), (1, 0), (1, 1), (2, 0), (0, 2),  
 (1, 2), (2, 1)

A **Simple Solution** is to run two loops. The outer loop goes for all possible values of x (from 0 to √n). The inner loops picks all possible values of y for current value of x (picked by outer loop). Following is C++ implementation of simple solution.

#include <iostream>  
using namespace std;  
  
// This function counts number of pairs (x, y) that satisfy  
// the inequality x\*x + y\*y < n.  
int countSolutions(int n)  
{  
 int res = 0;  
 for (int x = 0; x\*x < n; x++)  
 for (int y = 0; x\*x + y\*y < n; y++)  
 res++;  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << "Total Number of distinct Non-Negative pairs is "  
 << countSolutions(6) << endl;  
 return 0;  
}

Output:

Total Number of distinct Non-Negative pairs is 8

An upper bound for time complexity of the above solution is O(n). The outer loop runs √n times. The inner loop runs at most √n times.

Using an **Efficient Solution**, we can find the count in O(√n) time. The idea is to first find the count of all y values corresponding the 0 value of x. Let count of distinct y values be yCount. We can find yCount by running a loop and comparing yCount\*yCount with n.  
 After we have initial yCount, we can one by one increase value of x and find the next value of yCount by reducing yCount.

// An efficient C program to find different (x, y) pairs that  
// satisfy x\*x + y\*y < n.  
#include <iostream>  
using namespace std;  
  
// This function counts number of pairs (x, y) that satisfy  
// the inequality x\*x + y\*y < n.  
int countSolutions(int n)  
{  
 int x = 0, yCount, res = 0;  
  
 // Find the count of different y values for x = 0.  
 for (yCount = 0; yCount\*yCount < n; yCount++) ;  
  
 // One by one increase value of x, and find yCount for  
 // current x. If yCount becomes 0, then we have reached  
 // maximum possible value of x.  
 while (yCount != 0)  
 {  
 // Add yCount (count of different possible values of y  
 // for current x) to result  
 res += yCount;  
  
 // Increment x  
 x++;  
  
 // Update yCount for current x. Keep reducing yCount while  
 // the inequality is not satisfied.  
 while (yCount != 0 && (x\*x + (yCount-1)\*(yCount-1) >= n))  
 yCount--;  
 }  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << "Total Number of distinct Non-Negative pairs is "  
 << countSolutions(6) << endl;  
 return 0;  
}

Output:

Total Number of distinct Non-Negative pairs is 8

**Time Complexity** of the above solution seems more but if we take a closer look, we can see that it is O(√n). In every step inside the inner loop, value of yCount is decremented by 1. The value yCount can decrement at most O(√n) times as yCount is count y values for x = 0. In the outer loop, the value of x is incremented. The value of x can also increment at most O(√n) times as the last x is for yCount equals to 1.

This article is contributed by **Sachin Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-distinct-non-negative-pairs-x-y-satisfy-inequality-xx-yy-n-2/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count factorial numbers in a given range

A number F is a factorial number if there exists some integer I >= 0 such that F = I! (that is, F is factorial of I). Examples of factorial numbers are 1, 2, 6, 24, 120, ….   
 Write a program that takes as input two long integers ‘low’ and ‘high’ where 0 Input: 0 1 Output: 1 //Reason: Only factorial number is 1 Input: 12 122 Output: 2 // Reason: factorial numbers are 24, 120 Input: 2 720 Output: 5 // Factorial numbers are: 2, 6, 24, 120, 720

Source: <http://qa.geeksforgeeks.org/1137/counting-factorial-numbers-in-c>

**We strongly recommend you to minimize your browser and try this yourself first.**  
 Below is an algorithm to count factorial numbers in a given closed range **[low, high]**.

1) Find the first factorial that is greater than or equal to **low**. Let this factorial be x! (factorial of x) and value of this factorial be ‘fact’

2) Keep incrementing x, and keep updating ‘fact’ while fact is smaller than or equal to **high**. Count the number of times, this loop runs.

3) Return the count computed in step 2.

Below is C++ implementation of above algorithm. Thanks to Kartik for suggesting below solution [here](http://qa.geeksforgeeks.org/1137/counting-factorial-numbers-in-c).

// Program to count factorial numbers in given range  
#include <iostream>  
using namespace std;  
  
int countFact(int low, int high)  
{  
 // Find the first factorial number 'fact' greater than or  
 // equal to 'low'  
 int fact = 1, x = 1;  
 while (fact < low)  
 {  
 fact = fact\*x;  
 x++;  
 }  
  
 // Count factorial numbers in range [low, high]  
 int res = 0;  
 while (fact <= high)  
 {  
 res++;  
 fact = fact\*x;  
 x++;  
 }  
  
 // Return the count  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << "Count is " << countFact(2, 720);  
 return 0;  
}

Output:

Count is 5

This article is contributed by Shivam. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-factorial-numbers-in-a-given-range/>

# Count number of ways to reach a given score in a game

Consider a game where a player can score 3 or 5 or 10 points in a move. Given a total score n, find number of ways to reach the given score.

Examples:

Input: n = 20  
Output: 4  
There are following 4 ways to reach 20  
(10, 10)  
(5, 5, 10)  
(5, 5, 5, 5)  
(3, 3, 3, 3, 3, 5)  
  
Input: n = 13  
Output: 2  
There are following 2 ways to reach 13  
(3, 5, 5)  
(3, 10)

**We strongly recommend you to minimize the browser and try this yourself first.**

This problem is a variation of [coin change problem](http://www.geeksforgeeks.org/dynamic-programming-set-7-coin-change/) and can be solved in O(n) time and O(n) auxiliary space.

The idea is to create a table of size n+1 to store counts of all scores from 0 to n. For every possible move (3, 5 and 10), increment values in table.

// A C program to count number of possible ways to a given score  
// can be reached in a game where a move can earn 3 or 5 or 10  
#include <stdio.h>  
  
// Returns number of ways to reach score n  
int count(int n)  
{  
 // table[i] will store count of solutions for  
 // value i.  
 int table[n+1], i;  
  
 // Initialize all table values as 0  
 memset(table, 0, sizeof(table));  
  
 // Base case (If given value is 0)  
 table[0] = 1;  
  
 // One by one consider given 3 moves and update the table[]  
 // values after the index greater than or equal to the  
 // value of the picked move  
 for (i=3; i<=n; i++)  
 table[i] += table[i-3];  
 for (i=5; i<=n; i++)  
 table[i] += table[i-5];  
 for (i=10; i<=n; i++)  
 table[i] += table[i-10];  
  
 return table[n];  
}  
  
  
// Driver program  
int main(void)  
{  
 int n = 20;  
 printf("Count for %d is %d\n", n, count(n));  
  
 n = 13;  
 printf("Count for %d is %d", n, count(n));  
 return 0;  
}

Output:

Count for 20 is 4  
Count for 13 is 2

**Exercise:** How to count score when (10, 5, 5), (5, 5, 10) and (5, 10, 5) are considered as different sequences of moves. Similarly, (5, 3, 3), (3, 5, 3) and (3, 3, 5) are considered different.

This article is contributed by **Rajeev Arora**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-number-ways-reach-given-score-game/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Count numbers from 1 to n that have 4 as a a digit

Given a number n, find count of all numbers from 1 to n that have 4 as a a digit.

Examples:

Input: n = 5  
Output: 1  
Only 4 has '4' as digit  
  
Input: n = 50  
Output: 14  
  
Input: n = 328  
Output: 60

This problem is mainly a variation of previous article on [Compute sum of digits in all numbers from 1 to n](http://www.geeksforgeeks.org/count-sum-of-digits-in-numbers-from-1-to-n/).

**We strongly recommend you to minimize your browser and try this yourself first.**

**Naive Solution:**  
 A naive solution is to go through every number x from 1 to n, and check if x has 4. To check if x has or not, we can traverse all digits of x. Below is C++ implementation of this idea.

// A Simple C++ program to compute sum of digits in numbers from 1 to n  
#include<iostream>  
using namespace std;  
  
bool has4(int x);  
  
// Returns sum of all digits in numbers from 1 to n  
int countNumbersWith4(int n)  
{  
 int result = 0; // initialize result  
  
 // One by one compute sum of digits in every number from  
 // 1 to n  
 for (int x=1; x<=n; x++)  
 result += has4(x)? 1 : 0;  
  
 return result;  
}  
  
// A utility function to compute sum of digits in a  
// given number x  
bool has4(int x)  
{  
 while (x != 0)  
 {  
 if (x%10 == 4)  
 return true;  
 x = x /10;  
 }  
 return false;  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Count of numbers from 1 to " << n   
 << " that have 4 as a a digit is "   
 << countNumbersWith4(n) << endl;  
 return 0;  
}

Output:

Count of numbers from 1 to 328 that have 4 as a a digit is 60

**Efficient Solution:**  
 Above is a naive solution. We can do it more efficiently by finding a pattern.  
 Let us take few examples.

Count of numbers from 0 to 9 = 1  
Count of numbers from 0 to 99 = 1\*9 + 10 = 19  
Count of numbers from 0 to 999 = 19\*9 + 100 = 271   
  
In general, we can write   
 count(10d) = 9 \* count(10d - 1) + 10d - 1

In below implementation, the above formula is implemented using [dynamic programming](http://www.geeksforgeeks.org/tag/dynamic-programming/) as there are overlapping subproblems.  
 The above formula is one core step of the idea. Below is complete algorithm.

1) Find number of digits minus one in n. Let this value be 'd'.   
 For 328, d is 2.  
  
2) Compute some of digits in numbers from 1 to 10d - 1.   
 Let this sum be w. For 328, we compute sum of digits from 1 to   
 99 using above formula.  
  
3) Find Most significant digit (msd) in n. For 328, msd is 3.  
  
4.a) If MSD is 4. For example if n = 428, then count of  
 numbers is sum of following.  
 1) Count of numbers from 1 to 399  
 2) Count of numbers from 400 to 428 which is 29.  
  
4.b) IF MSD > 4. For example if n is 728, then count of  
 numbers is sum of following.  
 1) Count of numbers from 1 to 399 and count of numbers  
 from 500 to 699, i.e., "a[2] \* 6"  
 2) Count of numbers from 400 to 499, i.e. 100  
 3) Count of numbers from 700 to 728, recur for 28  
4.c) IF MSD   
Below is C++ implementation of above algorithm.  
   
// C++ program to count numbers having 4 as a digit  
#include<bits/stdc++.h>  
using namespace std;  
  
// Function to count numbers from 1 to n that have  
// 4 as a digit  
int countNumbersWith4(int n)  
{  
 // Base case  
 if (n < 4)  
 return 0;  
  
 // d = number of digits minus one in n. For 328, d is 2  
 int d = log10(n);  
  
 // computing count of numbers from 1 to 10^d-1,  
 // d=0 a[0] = 0;  
 // d=1 a[1] = count of numbers from 0 to 9 = 1  
 // d=2 a[2] = count of numbers from 0 to 99 = a[1]\*9 + 10 = 19  
 // d=3 a[3] = count of numbers from 0 to 999 = a[2]\*19 + 100 = 171  
 int \*a = new int[d+1];  
 a[0] = 0, a[1] = 1;  
 for (int i=2; i<=d; i++)  
 a[i] = a[i-1]\*9 + ceil(pow(10,i-1));  
  
 // Computing 10^d  
 int p = ceil(pow(10, d));  
  
 // Most significant digit (msd) of n,  
 // For 328, msd is 3 which can be obtained using 328/100  
 int msd = n/p;  
  
 // If MSD is 4. For example if n = 428, then count of  
 // numbers is sum of following.  
 // 1) Count of numbers from 1 to 399  
 // 2) Count of numbers from 400 to 428 which is 29.  
 if (msd == 4)  
 return (msd)\*a[d] + (n%p) + 1;  
  
 // IF MSD > 4. For example if n is 728, then count of  
 // numbers is sum of following.  
 // 1) Count of numbers from 1 to 399 and count of numbers  
 // from 500 to 699, i.e., "a[2] \* 6"  
 // 2) Count of numbers from 400 to 499, i.e. 100  
 // 3) Count of numbers from 700 to 728, recur for 28  
 if (msd > 4)  
 return (msd-1)\*a[d] + p + countNumbersWith4(n%p);  
  
 // IF MSD < 4. For example if n is 328, then count of  
 // numbers is sum of following.  
 // 1) Count of numbers from 1 to 299 a  
 // 2) Count of numbers from 300 to 328, recur for 28  
 return (msd)\*a[d] + countNumbersWith4(n%p);  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Count of numbers from 1 to " << n   
 << " that have 4 as a a digit is "   
 << countNumbersWith4(n) << endl;  
 return 0;  
}

Output:

Count of numbers from 1 to 328 that have 4 as a a digit is 60

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-numbers-from-1-to-n-that-have-4-as-a-a-digit/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count numbers that don't contain 3

Given a number n, write a function that returns count of numbers from 1 to n that don’t contain digit 3 in their decimal representation.

Examples:

Input: n = 10  
Output: 9   
  
Input: n = 45  
Output: 31   
// Numbers 3, 13, 23, 30, 31, 32, 33, 34, 35, 36, 37, 38, 39, 43 contain digit 3.   
  
Input: n = 578  
Ouput: 385

**Solution:**  
 We can solve it recursively. Let count(n) be the function that counts such numbers.

'msd' --> the most significant digit in n   
'd' --> number of digits in n.  
  
count(n) = n if n 10 and msd is not 3  
  
count(n) = count( msd \* (10^(d-1)) - 1)   
 if n > 10 and msd is 3

Let us understand the solution with n = 578.   
count(578) = 4\*count(99) + 4 + count(78)  
The middle term 4 is added to include numbers 100, 200, 400 and 500.  
  
Let us take n = 35 as another example.   
count(35) = count (3\*10 - 1) = count(29)

#include <stdio.h>  
  
/\* returns count of numbers which are in range from 1 to n and don't contain 3   
 as a digit \*/  
int count(int n)  
{  
 // Base cases (Assuming n is not negative)  
 if (n < 3)  
 return n;  
 if (n >= 3 && n < 10)  
 return n-1;  
  
 // Calculate 10^(d-1) (10 raise to the power d-1) where d is  
 // number of digits in n. po will be 100 for n = 578  
 int po = 1;  
 while (n/po > 9)  
 po = po\*10;  
  
 // find the most significant digit (msd is 5 for 578)  
 int msd = n/po;  
  
 if (msd != 3)  
 // For 578, total will be 4\*count(10^2 - 1) + 4 + count(78)  
 return count(msd)\*count(po - 1) + count(msd) + count(n%po);  
 else  
 // For 35, total will be equal to count(29)  
 return count(msd\*po - 1);  
}  
  
// Driver program to test above function  
int main()  
{  
 printf ("%d ", count(578));  
 return 0;  
}

Output:

385

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-numbers-that-dont-contain-3/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count possible ways to construct buildings

Given an input number of sections and each section has 2 plots on either sides of the road. Find all possible ways to construct buildings in the plots such that there is a space between any 2 buildings.

Example:

N = 1  
Output = 4  
Place a building on one side.  
Place a building on other side  
Do not place any building.  
Place a building on both sides.  
  
N = 3   
Output = 25  
3 sections, which means possible ways for one side are   
BSS, BSB, SSS, SBS, SSB where B represents a building   
and S represents an empty space  
Total possible ways are 25, because a way to place on   
one side can correspond to any of 5 ways on other side.  
  
N = 4   
Output = 64

**We strongly recommend to minimize your browser and try this yourself first**

We can simplify the problem to first calculate for one side only. If we know the result for one side, we can always do square of the result and get result for two sides.

A new building can be placed on a section if section just before it has space. A space can be placed anywhere (it doesn’t matter whether the previous section has a building or not).

Let countB(i) be count of possible ways with i sections  
 ending with a building.  
 countS(i) be count of possible ways with i sections  
 ending with a space.  
  
// A space can be added after a building or after a space.  
countS(N) = countB(N-1) + countS(N-1)  
  
// A building can only be added after a space.  
countB[N] = countS(N-1)  
  
// Result for one side is sum of the above two counts.  
result1(N) = countS(N) + countB(N)  
  
// Result for two sides is square of result1(N)  
result2(N) = result1(N) \* result1(N)

Below is C++ implementation of above idea.

// C++ program to count all possible way to construct buildings  
#include<iostream>  
using namespace std;  
  
// Returns count of possible ways for N sections  
int countWays(int N)  
{  
 // Base case  
 if (N == 1)  
 return 4; // 2 for one side and 4 for two sides  
  
 // countB is count of ways with a building at the end  
 // countS is count of ways with a space at the end  
 // prev\_countB and prev\_countS are previous values of  
 // countB and countS respectively.  
  
 // Initialize countB and countS for one side  
 int countB=1, countS=1, prev\_countB, prev\_countS;  
  
 // Use the above recursive formula for calculating  
 // countB and countS using previous values  
 for (int i=2; i<=N; i++)  
 {  
 prev\_countB = countB;  
 prev\_countS = countS;  
  
 countS = prev\_countB + prev\_countS;  
 countB = prev\_countS;  
 }  
  
 // Result for one side is sum of ways ending with building  
 // and ending with space  
 int result = countS + countB;  
  
 // Result for 2 sides is square of result for one side  
 return (result\*result);  
}  
  
// Driver program  
int main()  
{  
 int N = 3;  
 cout << "Count of ways for " << N  
 << " sections is " << countWays(N);  
 return 0;  
}

Output:

25

Time complexity: O(N)

Auxiliary Space: O(1)

Algorithmic Paradigm: Dynamic Programming

**Optimized Solution:**  
 Note that the above solution can be further optimized. If we take closer look at the results, for different values, we can notice that the results for two sides are squares of [Fibonacci Numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

N = 1, result = 4 [result for one side = 2]  
 N = 2, result = 9 [result for one side = 3]  
 N = 3, result = 25 [result for one side = 5]  
 N = 4, result = 64 [result for one side = 8]  
 N = 5, result = 169 [result for one side = 13]  
 …………………….  
 …………………….

In general, we can say

result(N) = fib(N+2)2  
   
 fib(N) is a function that returns N'th   
 Fibonacci Number.

Therefore, we can use [O(LogN) implementation of Fibonacci Numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/) to find number of ways in O(logN) time.

This article is contributed by **GOPINATH**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-possible-ways-to-construct-buildings/>

# Compute sum of digits in all numbers from 1 to n

Given a number x, find sum of digits in all numbers from 1 to n.  
 Examples:

Input: n = 5  
Output: Sum of digits in numbers from 1 to 5 = 15  
  
Input: n = 12  
Output: Sum of digits in numbers from 1 to 12 = 51  
  
Input: n = 328  
Output: Sum of digits in numbers from 1 to 328 = 3241

**Naive Solution:**  
 A naive solution is to go through every number x from 1 to n, and compute sum in x by traversing all digits of x. Below is C++ implementation of this idea.

// A Simple C++ program to compute sum of digits in numbers from 1 to n  
#include<iostream>  
using namespace std;  
  
int sumOfDigits(int );  
  
// Returns sum of all digits in numbers from 1 to n  
int sumOfDigitsFrom1ToN(int n)  
{  
 int result = 0; // initialize result  
  
 // One by one compute sum of digits in every number from  
 // 1 to n  
 for (int x=1; x<=n; x++)  
 result += sumOfDigits(x);  
  
 return result;  
}  
  
// A utility function to compute sum of digits in a  
// given number x  
int sumOfDigits(int x)  
{  
 int sum = 0;  
 while (x != 0)  
 {  
 sum += x %10;  
 x = x /10;  
 }  
 return sum;  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Sum of digits in numbers from 1 to " << n << " is "  
 << sumOfDigitsFrom1ToN(n);  
 return 0;  
}

Output

Sum of digits in numbers from 1 to 328 is 3241

**Efficient Solution:**  
 Above is a naive solution. We can do it more efficiently by finding a pattern.

Let us take few examples.

sum(9) = 1 + 2 + 3 + 4 ........... + 9  
 = 9\*10/2   
 = 45  
  
sum(99) = 45 + (10 + 45) + (20 + 45) + ..... (90 + 45)  
 = 45\*10 + (10 + 20 + 30 ... 90)  
 = 45\*10 + 10(1 + 2 + ... 9)  
 = 45\*10 + 45\*10  
 = sum(9)\*10 + 45\*10   
  
sum(999) = sum(99)\*10 + 45\*100

In general, we can compute sum(10d – 1) using below formula

sum(10d - 1) = sum(10d-1 - 1) \* 10 + 45\*(10d-1)

In below implementation, the above formula is implemented using [dynamic programming](http://www.geeksforgeeks.org/tag/dynamic-programming/) as there are overlapping subproblems.  
 The above formula is one core step of the idea. Below is complete algorithm

**Algorithm: sum(n)**

1) Find number of digits minus one in n. Let this value be 'd'.   
 For 328, d is 2.  
  
2) Compute some of digits in numbers from 1 to 10d - 1.   
 Let this sum be w. For 328, we compute sum of digits from 1 to   
 99 using above formula.  
  
3) Find Most significant digit (msd) in n. For 328, msd is 3.  
  
4) Overall sum is sum of following terms  
  
 a) Sum of digits in 1 to "msd \* 10d - 1". For 328, sum of   
 digits in numbers from 1 to 299.  
 For 328, we compute 3\*sum(99) + (1 + 2)\*100. Note that sum of  
 sum(299) is sum(99) + sum of digits from 100 to 199 + sum of digits  
 from 200 to 299.   
 Sum of 100 to 199 is sum(99) + 1\*100 and sum of 299 is sum(99) + 2\*100.  
 In general, this sum can be computed as w\*msd + (msd\*(msd-1)/2)\*10d  
  
 b) Sum of digits in msd \* 10d to n. For 328, sum of digits in   
 300 to 328.  
 For 328, this sum is computed as 3\*29 + recursive call "sum(28)"  
 In general, this sum can be computed as msd \* (n % (msd\*10d) + 1)   
 + sum(n % (10d))

Below is C++ implementation of above aglorithm.

// C++ program to compute sum of digits in numbers from 1 to n  
#include<bits/stdc++.h>  
using namespace std;  
  
// Function to computer sum of digits in numbers from 1 to n  
// Comments use example of 328 to explain the code  
int sumOfDigitsFrom1ToN(int n)  
{  
 // base case: if n<10 return sum of  
 // first n natural numbers  
 if (n<10)  
 return n\*(n+1)/2;  
  
 // d = number of digits minus one in n. For 328, d is 2  
 int d = log10(n);  
  
 // computing sum of digits from 1 to 10^d-1,  
 // d=1 a[0]=0;  
 // d=2 a[1]=sum of digit from 1 to 9 = 45  
 // d=3 a[2]=sum of digit from 1 to 99 = a[1]\*10 + 45\*10^1 = 900  
 // d=4 a[3]=sum of digit from 1 to 999 = a[2]\*10 + 45\*10^2 = 13500  
 int \*a = new int[d+1];  
 a[0] = 0, a[1] = 45;  
 for (int i=2; i<=d; i++)  
 a[i] = a[i-1]\*10 + 45\*ceil(pow(10,i-1));  
  
 // computing 10^d  
 int p = ceil(pow(10, d));  
  
 // Most significant digit (msd) of n,  
 // For 328, msd is 3 which can be obtained using 328/100  
 int msd = n/p;  
  
 // EXPLANATION FOR FIRST and SECOND TERMS IN BELOW LINE OF CODE  
 // First two terms compute sum of digits from 1 to 299  
 // (sum of digits in range 1-99 stored in a[d]) +  
 // (sum of digits in range 100-199, can be calculated as 1\*100 + a[d]  
 // (sum of digits in range 200-299, can be calculated as 2\*100 + a[d]  
 // The above sum can be written as 3\*a[d] + (1+2)\*100  
  
 // EXPLANATION FOR THIRD AND FOURTH TERMS IN BELOW LINE OF CODE  
 // The last two terms compute sum of digits in number from 300 to 328  
 // The third term adds 3\*29 to sum as digit 3 occurs in all numbers   
 // from 300 to 328  
 // The fourth term recursively calls for 28  
 return msd\*a[d] + (msd\*(msd-1)/2)\*p +   
 msd\*(1+n%p) + sumOfDigitsFrom1ToN(n%p);  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Sum of digits in numbers from 1 to " << n << " is "  
 << sumOfDigitsFrom1ToN(n);  
 return 0;  
}

Output

Sum of digits in numbers from 1 to 328 is 3241

The efficient algorithm has one more advantage that we need to compute the array ‘a[]’ only once even when we are given multiple inputs.

This article is computed by **Shubham Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-sum-of-digits-in-numbers-from-1-to-n/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count trailing zeroes in factorial of a number

Given an integer n, write a function that returns count of trailing zeroes in n!.

Examples:  
Input: n = 5  
Output: 1   
Factorial of 5 is 20 which has one trailing 0.  
  
Input: n = 20  
Output: 4  
Factorial of 20 is 2432902008176640000 which has  
4 trailing zeroes.  
  
Input: n = 100  
Output: 24

A simple method is to first calculate factorial of n, then count trailing 0s in the result (We can count trailing 0s by repeatedly dividing the factorial by 10 till the remainder is 0).

The above method can cause overflow for a slightly bigger numbers as factorial of a number is a big number (See factorial of 20 given in above examples). The idea is to consider [prime factors](http://en.wikipedia.org/wiki/Prime_factor) of a factorial n. A trailing zero is always produced by prime factors 2 and 5. If we can count the number of 5s and 2s, our task is done. Consider the following examples.

**n = 5:** There is one 5 and 3 2s in prime factors of 5! (2 \* 2 \* 2 \* 3 \* 5). So count of trailing 0s is 1.

**n = 11:** There are two 5s and three 2s in prime factors of 11! (2 8 \* 34 \* 52 \* 7). So count of trailing 0s is 2.

We can easily observe that the number of 2s in prime factors is always more than or equal to the number of 5s. So if we count 5s in prime factors, we are done. *How to count total number of 5s in prime factors of n!?* A simple way is to calculate floor(n/5). For example, 7! has one 5, 10! has two 5s. It is done yet, there is one more thing to consider. Numbers like 25, 125, etc have more than one 5. For example if we consider 28!, we get one extra 5 and number of 0s become 6. Handling this is simple, first divide n by 5 and remove all single 5s, then divide by 25 to remove extra 5s and so on. Following is the summarized formula for counting trailing 0s.

Trailing 0s in n! = Count of 5s in prime factors of n!  
 = floor(n/5) + floor(n/25) + floor(n/125) + ....

Following is C++ program based on above formula.

// C++ program to count trailing 0s in n!  
#include <iostream>  
using namespace std;  
  
// Function to return trailing 0s in factorial of n  
int findTrailingZeros(int n)  
{  
 // Initialize result  
 int count = 0;  
  
 // Keep dividing n by powers of 5 and update count  
 for (int i=5; n/i>=1; i \*= 5)  
 count += n/i;  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 100;  
 cout << "Count of trailing 0s in " << 100  
 << "! is " << findTrailingZeros(n);  
 return 0;  
}

Output:

Count of trailing 0s in 100! is 24

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-trailing-zeroes-factorial-number/>

# Count ways to reach the n'th stair

There are n stairs, a person standing at the bottom wants to reach the top. The person can climb either 1 stair or 2 stairs at a time. Count the number of ways, the person can reach the top.

[![](data:image/gif;base64,R0lGODlhoACwAPAAAP///wAAACH5BAEAAAAALAAAAACgALAAQAL/hI+py+0Po5y02ouzVqH7voXiSD5g9H1Gyp7lC1+tCwXxjefJvM+2rQu+aA2f8QQUKoUt2fIJRR2Ph2T0is2WeNru0irhTsHea7M6ZiHI5Tab9G7LGfFbfV6mUu54c/oPeNY3SPilVogopRF4mBjFNwHpOCi5N6lEVMToUXXp5bPoKQrAhVa6M5qqusq6sVnZ6hbrxveaBDu7deqAm6u1q+eL+ccrHGOLHGy8rMPJu8lsJ4gSLb14NkZandGL0b1tyQ2eZ8sxfo6ebiEIqA7nmhxvNPtd5A43T30/Ui++L/Oq2L+BBAsaPIgQIKiEw+IgYxgK4q9GYSSGcNYjDR2L/+vCPOxXcFoNjtfetDNHMlKkZCmbQWu5YKFKmCLKraFZU2Q+bTh7+syh7OfKPTaFVpCHdCc9pfaMksr0LCDPlFDNWKy6xSmaL1qnYvK5a2bXGi9RjjWBbQqqs2zbuvUj8u0arDGl4qRLlOLTsAxBrpBrtibgTkOc8hV4FmNdRmsN502xQq3XlnE7Dt6breJlljHvJuV8ObTo0aRLJ6psWgrq1Jo0poZsirFcvJjLjq0ETKboz7xVJPQLdnXnzb6DbnRL1+5krZAeLt+dlgpwo9Cm7zs8fDDs2nqzs8Vr13pIjwHF0xSTmXVE9X9LY29K2jj80crbxy/6XHv0nebps9j/f113ANLxHn2+zeWafuTJlthRzrGWW4EHCefdfRTe9BoxFVJ3IIFl9TeOYiuVAyIztJGl1zwl+nKiQoFw1KI/DQaxYjo1NuYYV8xBceM2/eAH04XzESdkYESmN6R+thEGHZA9GhShTgNOSWWVVqon4YDyKSliRi921aVqSwbpF3pbQhTjlGW6x49/74Rm3pP/9CfndTDUaUyRCBKDpzC6jfTWdpElaKRhtSjXZ564OZcoiw6muFCjvzFIpoDhcKknjrONqWmgQGKIqTNIgnqlCaWeiip7BKAAOw==)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/stairs.gif)

Consider the example shown in diagram. The value of n is 3. There are 3 ways to reach the top. The diagram is taken from [Easier Fibonacci puzzles](http://www.maths.surrey.ac.uk/hosted-sites/R.Knott/Fibonacci/fibpuzzles.html)

   
    
    
    
  

**More Examples:**

Input: n = 1  
Output: 1  
There is only one way to climb 1 stair  
  
Input: n = 2  
Output: 2  
There are two ways: (1, 1) and (2)  
  
Input: n = 4  
Output: 5  
(1, 1, 1, 1), (1, 1, 2), (2, 1, 1), (1, 2, 1), (2, 2)

We can easily find recursive nature in above problem. The person can reach n’th stair from either (n-1)’th stair or from (n-2)’th stair. Let the total number of ways to reach n’t stair be ‘ways(n)’. The value of ‘ways(n)’ can be written as following.

ways(n) = ways(n-1) + ways(n-2)

The above expression is actually the expression for [Fibonacci numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/), but there is one thing to notice, the value of ways(n) is equal to fibonacci(n+1).

ways(1) = fib(2) = 1  
 ways(2) = fib(3) = 2  
 ways(3) = fib(4) = 3

So we can use function for fibonacci numbers to find the value of ways(n). Following is C++ implementation of the above idea.

// A C program to count number of ways to reach n't stair when  
// a person can climb 1, 2, ..m stairs at a time.  
#include<stdio.h>  
  
// A simple recursive program to find n'th fibonacci number  
int fib(int n)  
{  
 if (n <= 1)  
 return n;  
 return fib(n-1) + fib(n-2);  
}  
  
// Returns number of ways to reach s'th stair  
int countWays(int s)  
{  
 return fib(s + 1);  
}  
  
// Driver program to test above functions  
int main ()  
{  
 int s = 4;  
 printf("Number of ways = %d", countWays(s));  
 getchar();  
 return 0;  
}

Output:

Number of ways = 5

The time complexity of the above implementation is exponential (golden ratio raised to power n). It can be optimized to work in O(Logn) time using the previously [discussed Fibonacci function optimizations](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

**Generalization of the above problem**  
 How to count number of ways if the person can climb up to m stairs for a given value m? For example if m is 4, the person can climb 1 stair or 2 stairs or 3 stairs or 4 stairs at a time.

We can write the recurrence as following.

ways(n, m) = ways(n-1, m) + ways(n-2, m) + ... ways(n-m, m)

Following is C++ implementation of above recurrence.

// A C program to count number of ways to reach n't stair when  
// a person can climb either 1 or 2 stairs at a time  
#include<stdio.h>  
  
// A recursive function used by countWays  
int countWaysUtil(int n, int m)  
{  
 if (n <= 1)  
 return n;  
 int res = 0;  
 for (int i = 1; i<=m && i<=n; i++)  
 res += countWaysUtil(n-i, m);  
 return res;  
}  
  
// Returns number of ways to reach s'th stair  
int countWays(int s, int m)  
{  
 return countWaysUtil(s+1, m);  
}  
  
// Driver program to test above functions  
int main ()  
{  
 int s = 4, m = 2;  
 printf("Nuber of ways = %d", countWays(s, m));  
 return 0;  
}

Output:

Number of ways = 5

The time complexity of above solution is exponential. It can be optimized to O(mn) by using dynamic programming. Following is dynamic programming based solution. We build a table res[] in bottom up manner.

// A C program to count number of ways to reach n't stair when  
// a person can climb 1, 2, ..m stairs at a time  
#include<stdio.h>  
  
// A recursive function used by countWays  
int countWaysUtil(int n, int m)  
{  
 int res[n];  
 res[0] = 1; res[1] = 1;  
 for (int i=2; i<n; i++)  
 {  
 res[i] = 0;  
 for (int j=1; j<=m && j<=i; j++)  
 res[i] += res[i-j];  
 }  
 return res[n-1];  
}  
  
// Returns number of ways to reach s'th stair  
int countWays(int s, int m)  
{  
 return countWaysUtil(s+1, m);  
}  
  
// Driver program to test above functions  
int main ()  
{  
 int s = 4, m = 2;  
 printf("Nuber of ways = %d", countWays(s, m));  
 return 0;  
}

Output:

Number of ways = 5

This article is contributed by **Abhishek**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-ways-reach-nth-stair/>

# Data Structure for Dictionary and Spell Checker?

**Which data structure can be used for efficiently building a word dictionary and** [**Spell Checker**](http://en.wikipedia.org/wiki/Spell_checker)**?**

The answer depends upon the functionalists required in Spell Checker and availability of memory. For example following are few possibilities.

[**Hashing**](http://geeksquiz.com/hashing-set-1-introduction/)is one simple option for this. We can put all words in a hash table. Refer [this](http://www.cs.unc.edu/~plaisted/comp550/Neyer%20paper.pdf)paper which compares hashing with self-balancing Binary Search Trees and Skip List, and shows that hashing performs better.

Hashing doesn’t support operations like prefix search. Prefix search is something where a user types a prefix and your dictionary shows all words starting with that prefix. Hashing also doesn’t support efficient printing of all words in dictionary in alphabetical order and nearest neighbor search.

If we want both operations, look up and prefix search, [**Trie**](http://www.geeksforgeeks.org/trie-insert-and-search/) is suited. With Trie, we can support all operations like insert, search, delete in O(n) time where n is length of the word to be processed. Another advantage of Trie is, we can print all words in alphabetical order which is not possible with hashing.

The disadvantage of Trie is, it requires lots of space. If space is concern, then [**Ternary Search Tree**](http://www.geeksforgeeks.org/ternary-search-tree/) can be preferred. In Ternary Search Tree, time complexity of search operation is O(h) where h is height of the tree. Ternary Search Trees also supports other operations supported by Trie like prefix search, alphabetical order printing and nearest neighbor search.

If we want to support suggestions, like google shows “*did you mean* …”, then we need to find the closest word in dictionary. The closest word can be defined as the word that can be obtained with minimum number of character transformations (add, delete, replace). A Naive way is to take the given word and generate all words which are 1 distance (1 edit or 1 delete or 1 replace) away and one by one look them in dictionary. If nothing found, then look for all words which are 2 distant and so on. There are many complex algorithms for this. As per[the wiki page](http://en.wikipedia.org/wiki/Spell_checker), The most successful algorithm to date is Andrew Golding and Dan Roth’s Window-based spelling correction algorithm.

See [this](http://norvig.com/spell-correct.html)for a simple spell checker implementation.

This article is compiled by **Piyush**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/data-structure-dictionary-spell-checker/>

# Design and Implement Special Stack Data Structure | Added Space Optimized Version

**Question:** Design a Data Structure SpecialStack that supports all the stack operations like push(), pop(), isEmpty(), isFull() and an additional operation getMin() which should return minimum element from the SpecialStack. All these operations of SpecialStack must be O(1). To implement SpecialStack, you should only use standard Stack data structure and no other data structure like arrays, list, .. etc.

Example:

Consider the following SpecialStack  
16 --> TOP  
15  
29  
19  
18  
  
When getMin() is called it should return 15, which is the minimum   
element in the current stack.   
  
If we do pop two times on stack, the stack becomes  
29 --> TOP  
19  
18  
  
When getMin() is called, it should return 18 which is the minimum   
in the current stack.

**Solution:** Use two stacks: one to store actual stack elements and other as an auxiliary stack to store minimum values. The idea is to do push() and pop() operations in such a way that the top of auxiliary stack is always the minimum. Let us see how push() and pop() operations work.

**Push(int x) // inserts an element x to Special Stack**  
 1) push x to the first stack (the stack with actual elements)  
 2) compare x with the top element of the second stack (the auxiliary stack). Let the top element be y.  
 …..a) If x is smaller than y then push x to the auxiliary stack.  
 …..b) If x is greater than y then push y to the auxiliary stack.

**int Pop() // removes an element from Special Stack and return the removed element**  
 1) pop the top element from the auxiliary stack.  
 2) pop the top element from the actual stack and return it.

The step 1 is necessary to make sure that the auxiliary stack is also updated for future operations.

**int getMin() // returns the minimum element from Special Stack**  
 1) Return the top element of auxiliary stack.

We can see that **all above operations are O(1)**.  
 Let us see an example. Let us assume that both stacks are initially empty and 18, 19, 29, 15 and 16 are inserted to the SpecialStack.

When we insert 18, both stacks change to following.  
Actual Stack  
18   
Following is C++ implementation for SpecialStack class. In the below implementation, SpecialStack inherits from Stack and has one Stack object min which work as auxiliary stack.  
   
#include<iostream>  
#include<stdlib.h>  
  
using namespace std;  
  
/\* A simple stack class with basic stack funtionalities \*/  
class Stack  
{  
private:  
 static const int max = 100;  
 int arr[max];  
 int top;  
public:  
 Stack() { top = -1; }  
 bool isEmpty();  
 bool isFull();  
 int pop();  
 void push(int x);  
};  
  
/\* Stack's member method to check if the stack is iempty \*/  
bool Stack::isEmpty()  
{  
 if(top == -1)  
 return true;  
 return false;  
}  
  
/\* Stack's member method to check if the stack is full \*/  
bool Stack::isFull()  
{  
 if(top == max - 1)  
 return true;  
 return false;  
}  
  
/\* Stack's member method to remove an element from it \*/  
int Stack::pop()  
{  
 if(isEmpty())  
 {  
 cout<<"Stack Underflow";  
 abort();  
 }  
 int x = arr[top];  
 top--;  
 return x;  
}  
  
/\* Stack's member method to insert an element to it \*/  
void Stack::push(int x)  
{  
 if(isFull())  
 {  
 cout<<"Stack Overflow";  
 abort();  
 }  
 top++;  
 arr[top] = x;  
}  
  
/\* A class that supports all the stack operations and one additional  
 operation getMin() that returns the minimum element from stack at  
 any time. This class inherits from the stack class and uses an  
 auxiliarry stack that holds minimum elements \*/  
class SpecialStack: public Stack  
{  
 Stack min;  
public:  
 int pop();  
 void push(int x);  
 int getMin();  
};  
  
/\* SpecialStack's member method to insert an element to it. This method  
 makes sure that the min stack is also updated with appropriate minimum  
 values \*/  
void SpecialStack::push(int x)  
{  
 if(isEmpty()==true)  
 {  
 Stack::push(x);  
 min.push(x);  
 }  
 else  
 {  
 Stack::push(x);  
 int y = min.pop();  
 min.push(y);  
 if( x < y )  
 min.push(x);  
 else  
 min.push(y);  
 }  
}  
  
/\* SpecialStack's member method to remove an element from it. This method  
 removes top element from min stack also. \*/  
int SpecialStack::pop()  
{  
 int x = Stack::pop();  
 min.pop();  
 return x;  
}  
  
/\* SpecialStack's member method to get minimum element from it. \*/  
int SpecialStack::getMin()  
{  
 int x = min.pop();  
 min.push(x);  
 return x;  
}  
  
/\* Driver program to test SpecialStack methods \*/  
int main()  
{  
 SpecialStack s;  
 s.push(10);  
 s.push(20);  
 s.push(30);  
 cout<<s.getMin()<<endl;  
 s.push(5);  
 cout<<s.getMin();  
 return 0;  
}

Output:  
 10  
 5

**Space Optimized Version**  
 The above approach can be optimized. We can limit the number of elements in auxiliary stack. We can push only when the incoming element of main stack is smaller than or equal to top of auxiliary stack. Similarly during pop, if the pop off element equal to top of auxiliary stack, remove the top element of auxiliary stack. Following is modified implementation of push() and pop().

/\* SpecialStack's member method to insert an element to it. This method  
 makes sure that the min stack is also updated with appropriate minimum  
 values \*/  
void SpecialStack::push(int x)  
{  
 if(isEmpty()==true)  
 {  
 Stack::push(x);  
 min.push(x);  
 }  
 else  
 {  
 Stack::push(x);  
 int y = min.pop();  
 min.push(y);  
   
 /\* push only when the incoming element of main stack is smaller   
 than or equal to top of auxiliary stack \*/  
 if( x <= y )  
 min.push(x);  
 }  
}  
  
/\* SpecialStack's member method to remove an element from it. This method  
 removes top element from min stack also. \*/  
int SpecialStack::pop()  
{  
 int x = Stack::pop();  
 int y = min.pop();  
  
 /\* Push the popped element y back only if it is not equal to x \*/  
 if ( y != x )  
 min.push(x);  
  
 return x;  
}

Thanks to [@Venki](http://www.geeksforgeeks.org/archives/14149/comment-page-1#comment-5366), [@swarup](http://www.geeksforgeeks.org/archives/14149/comment-page-1#comment-5359) and [@Jing Huang](http://www.geeksforgeeks.org/archives/14149/comment-page-1#comment-5369) for their inputs.

Please write comments if you find the above code incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/design-and-implement-special-stack-data-structure/>

# DFA based division

[Deterministic Finite Automaton (DFA)](http://en.wikipedia.org/wiki/Deterministic_finite_automaton) can be used to check whether a number “num” is divisible by “k” or not. If the number is not divisible, remainder can also be obtained using DFA.

We consider the binary representation of ‘num’ and build a DFA with k states. The DFA has transition function for both 0 and 1. Once the DFA is built, we process ‘num’ over the DFA to get remainder.

Let us walk through an example. Suppose we want to check whether a given number ‘num’ is divisible by 3 or not. Any number can be written in the form: num = 3\*a + b where ‘a’ is the quotient and ‘b’ is the remainder.  
 For 3, there can be 3 states in DFA, each corresponding to remainder 0, 1 and 2. And each state can have two transitions corresponding 0 and 1 (considering the binary representation of given ‘num’).  
 The transition function F(p, x) = q tells that on reading alphabet x, we move from state p to state q. Let us name the states as 0, 1 and 2. The initial state will always be 0. The final state indicates the remainder. If the final state is 0, the number is divisible.

[![DFA](data:image/jpeg;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/DFA.jpg)

In the above diagram, double circled state is final state.

1. When we are at state 0 and read 0, we remain at state 0.  
 2. When we are at state 0 and read 1, we move to state 1, why? The number so formed(1) in decimal gives remainder 1.  
 3. When we are at state 1 and read 0, we move to state 2, why? The number so formed(10) in decimal gives remainder 2.  
 4. When we are at state 1 and read 1, we move to state 0, why? The number so formed(11) in decimal gives remainder 0.  
 5. When we are at state 2 and read 0, we move to state 1, why? The number so formed(100) in decimal gives remainder 1.  
 6. When we are at state 2 and read 1, we remain at state 2, why? The number so formed(101) in decimal gves remainder 2.

The transition table looks like following:

state 0 1  
\_\_\_\_\_\_\_\_\_\_\_\_\_  
 0 0 1  
 1 2 0  
 2 1 2

Let us check whether 6 is divisible by 3?  
 Binary representation of 6 is 110  
 state = 0  
 1. state=0, we read 1, new state=1  
 2. state=1, we read 1, new state=0  
 3. state=0, we read 0, new state=0  
 Since the final state is 0, the number is divisible by 3.

Let us take another example number as 4  
 state=0  
 1. state=0, we read 1, new state=1  
 2. state=1, we read 0, new state=2  
 3. state=2, we read 0, new state=1  
 Since, the final state is not 0, the number is not divisible by 3. The remainder is 1.

*Note that the final state gives the remainder.*

We can extend the above solution for any value of k. For a value k, the states would be 0, 1, …. , k-1. How to calculate the transition if the decimal equivalent of the binary bits seen so far, crosses the range k? If we are at state p, we have read p (in decimal). Now we read 0, new read number becomes 2\*p. If we read 1, new read number becomes 2\*p+1. The new state can be obtained by subtracting k from these values (2p or 2p+1) where 0 #include <stdio.h> #include <stdlib.h> // Function to build DFA for divisor k void preprocess(int k, int Table[][2]) { int trans0, trans1; // The following loop calculates the two transitions for each state, // starting from state 0 for (int state=0; state<k; ++state) { // Calculate next state for bit 0 trans0 = state<<1; Table[state][0] = (trans0 < k)? trans0: trans0-k; // Calculate next state for bit 1 trans1 = (state<<1) + 1; Table[state][1] = (trans1 < k)? trans1: trans1-k; } } // A recursive utility function that takes a ‘num’ and DFA (transition // table) as input and process ‘num’ bit by bit over DFA void isDivisibleUtil(int num, int\* state, int Table[][2]) { // process "num" bit by bit from MSB to LSB if (num != 0) { isDivisibleUtil(num>>1, state, Table); \*state = Table[\*state][num&1]; } } // The main function that divides ‘num’ by k and returns the remainder int isDivisible (int num, int k) { // Allocate memory for transition table. The table will have k\*2 entries int (\*Table)[2] = (int (\*)[2])malloc(k\*sizeof(\*Table)); // Fill the transition table preprocess(k, Table); // Process ‘num’ over DFA and get the remainder int state = 0; isDivisibleUtil(num, &state, Table); // Note that the final value of state is the remainder return state; } // Driver program to test above functions int main() { int num = 47; // Number to be divided int k = 5; // Divisor int remainder = isDivisible (num, k); if (remainder == 0) printf("Divisible\n"); else printf("Not Divisible: Remainder is %d\n", remainder); return 0; }

Output:

Not Divisible: Remainder is 2

DFA based division can be useful if we have a binary stream as input and we want to check for divisibility of the decimal value of stream at any time.

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dfa-based-division/>

# Dynamic Programming | Set 30 (Dice Throw)

Given n dice each with m faces, numbered from 1 to m, find the number of ways to get sum X. X is the summation of values on each face when all the dice are thrown.

The **Naive approach** is to find all the possible combinations of values from n dice and keep on counting the results that sum to X.

This problem can be efficiently solved using **Dynamic Programming (DP)**.

Let the function to find X from n dice is: Sum(m, n, X)  
The function can be represented as:  
Sum(m, n, X) = Finding Sum (X - 1) from (n - 1) dice plus 1 from nth dice  
 + Finding Sum (X - 2) from (n - 1) dice plus 2 from nth dice  
 + Finding Sum (X - 3) from (n - 1) dice plus 3 from nth dice  
 ...................................................  
 ...................................................  
 ...................................................  
 + Finding Sum (X - m) from (n - 1) dice plus m from nth dice  
  
So we can recursively write Sum(m, n, x) as following  
Sum(m, n, X) = Sum(m, n - 1, X - 1) +   
 Sum(m, n - 1, X - 2) +  
 .................... +   
 Sum(m, n - 1, X - m)

**Why DP approach?**  
 The above problem exhibits overlapping subproblems. See the below diagram. Also, see [this](http://codepad.org/ffppgOdK)recursive implementation. Let there be 3 dice, each with 6 faces and we need to find the number of ways to get sum 8:
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Sum(6, 3, 8) = Sum(6, 2, 7) + Sum(6, 2, 6) + Sum(6, 2, 5) +   
 Sum(6, 2, 4) + Sum(6, 2, 3) + Sum(6, 2, 2)  
  
To evaluate Sum(6, 3, 8), we need to evaluate Sum(6, 2, 7) which can   
recursively written as following:  
Sum(6, 2, 7) = Sum(6, 1, 6) + Sum(6, 1, 5) + Sum(6, 1, 4) +   
 Sum(6, 1, 3) + Sum(6, 1, 2) + Sum(6, 1, 1)  
  
We also need to evaluate Sum(6, 2, 6) which can recursively written  
as following:  
Sum(6, 2, 6) = Sum(6, 1, 5) + Sum(6, 1, 4) + Sum(6, 1, 3) +  
 Sum(6, 1, 2) + Sum(6, 1, 1)  
..............................................  
..............................................  
Sum(6, 2, 2) = Sum(6, 1, 1)

Please take a closer look at the above recursion. The sub-problems in RED are solved first time and sub-problems in BLUE are solved again (exhibit overlapping sub-problems). Hence, storing the results of the solved sub-problems saves time.

Following is C++ implementation of Dynamic Programming approach.

// C++ program to find number of ways to get sum 'x' with 'n'  
// dice where every dice has 'm' faces  
#include <iostream>  
#include <string.h>  
using namespace std;  
  
// The main function that returns number of ways to get sum 'x'  
// with 'n' dice and 'm' with m faces.  
int findWays(int m, int n, int x)  
{  
 // Create a table to store results of subproblems. One extra   
 // row and column are used for simpilicity (Number of dice  
 // is directly used as row index and sum is directly used  
 // as column index). The entries in 0th row and 0th column  
 // are never used.  
 int table[n + 1][x + 1];  
 memset(table, 0, sizeof(table)); // Initialize all entries as 0  
  
 // Table entries for only one dice  
 for (int j = 1; j <= m && j <= x; j++)  
 table[1][j] = 1;  
  
 // Fill rest of the entries in table using recursive relation  
 // i: number of dice, j: sum  
 for (int i = 2; i <= n; i++)  
 for (int j = 1; j <= x; j++)  
 for (int k = 1; k <= m && k < j; k++)  
 table[i][j] += table[i-1][j-k];  
  
 /\* Uncomment these lines to see content of table  
 for (int i = 0; i <= n; i++)  
 {  
 for (int j = 0; j <= x; j++)  
 cout << table[i][j] << " ";  
 cout << endl;  
 } \*/  
 return table[n][x];  
}  
  
// Driver program to test above functions  
int main()  
{  
 cout << findWays(4, 2, 1) << endl;  
 cout << findWays(2, 2, 3) << endl;  
 cout << findWays(6, 3, 8) << endl;  
 cout << findWays(4, 2, 5) << endl;  
 cout << findWays(4, 3, 5) << endl;  
  
 return 0;  
}

Output:

0  
2  
21  
4  
6

**Time Complexity:** O(m \* n \* x) where m is number of faces, n is number of dice and x is given sum.

We can add following two conditions at the beginning of findWays() to improve performance of program for extreme cases (x is too high or x is too low)

// When x is so high that sum can not go beyond x even when we   
 // get maximum value in every dice throw.   
 if (m\*n <= x)  
 return (m\*n == x);  
   
 // When x is too low  
 if (n >= x)  
 return (n == x);

With above conditions added, time complexity becomes O(1) when x >= m\*n or when x Exercise:  
 Extend the above algorithm to find the probability to get Sum > X.

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dice-throw-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Divide and Conquer | Set 1 (Introduction)

Like [Greedy](http://www.geeksforgeeks.org/archives/18528)and [Dynamic Programming](http://www.geeksforgeeks.org/archives/12635), Divide and Conquer is an algorithmic paradigm. A typical Divide and Conquer algorithm solves a problem using following three steps.

**1.** *Divide:* Break the given problem into subproblems of same type.  
 **2.** *Conquer:* Recursively solve these subproblems  
 **3.** *Combine:* Appropriately combine the answers

Following are some standard algorithms that are Divide and Conquer algorithms.

**1)** [**Binary Search**](http://en.wikipedia.org/wiki/Binary_search_algorithm) is a searching algorithm. In each step, the algorithm compares the input element x with the value of the middle element in array. If the values match, return the index of middle. Otherwise, if x is less than the middle element, then the algorithm recurs for left side of middle element, else recurs for right side of middle element.

**2)** [**Quicksort**](http://en.wikipedia.org/wiki/Quick_Sort) is a sorting algorithm. The algorithm picks a pivot element, rearranges the array elements in such a way that all elements smaller than the picked pivot element move to left side of pivot, and all greater elements move to right side. Finally, the algorithm recursively sorts the subarrays on left and right of pivot element.

**3)** [**Merge Sort**](http://en.wikipedia.org/wiki/Merge_Sort) is also a sorting algorithm. The algorithm divides the array in two halves, recursively sorts them and finally merges the two sorted halves.

**4)** [**Closest Pair of Points**](http://en.wikipedia.org/wiki/Closest_pair_of_points_problem) The problem is to find the closest pair of points in a set of points in x-y plane. The problem can be solved in O(n^2) time by calculating distances of every pair of points and comparing the distances to find the minimum. The Divide and Conquer algorithm solves the problem in O(nLogn) time.

**5)** [**Strassen’s Algorithm**](http://en.wikipedia.org/wiki/Strassen_algorithm) is an efficient algorithm to multiply two matrices. A simple method to multiply two matrices need 3 nested loops and is O(n^3). Strassen’s algorithm multiplies two matrices in O(n^2.8974) time.

**6)** [**Cooley–Tukey Fast Fourier Transform (FFT) algorithm**](http://en.wikipedia.org/wiki/Cooley%E2%80%93Tukey_FFT_algorithm) is the most common algorithm for FFT. It is a divide and conquer algorithm which works in O(nlogn) time.

**7)** [**Karatsuba algorithm for fast multiplication**](http://en.wikipedia.org/wiki/Karatsuba_algorithm)  it does multiplication of two *n*-digit numbers in at most ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIkAAAATBAMAAABW9zPfAAAAMFBMVEX///90dHTMzMwWFhYwMDAiIiKenp6KiooEBAQMDAzm5uZAQEBiYmJQUFC2trYAAACCsXSaAAAAAXRSTlMAQObYZgAAAl5JREFUOBGtU01o01Ac//UrSZvkNYPixakR9eAu28GDgkiPQxCKNxEhCDIEixWPdljEKdQx5oR5jZ5kIqs3bWFkMrxY5YkfOFfhiQc3UZxzKH6w+l6Sdknbo3/I+338//klebwA/7tWaDBxJMOCMsyPcqk3r2JnvyUgWFooZUIqBZshPnqJS20GoMgKCFY4xZRWg80wd1O4NYWcFu5Ao2T+GfILGc9XjY5+QLopfXPY8Y5pHIAvT6t+W6O7EDPLMeZq8tL2fR9IY6ntiBQZd3B3vyUAxMFDf0yjT6C+XU0UiveFI5V934fPUCdbjkgBFJaNrAmAXsJFy/X4Fy1BpVPJGUcxIZfwzbNb6xvIP1pcpCxD+WhgngODlAuk7EWMNbaTbMICoamN1j0engqlSOweVkgFjzi4/WF/es8hqfEawzeordhAMVMQ/u59jK8uRbzEqagz64ZKpXoVo9ssAbzIBOQFue+w4Hw3aKqB5x7nKxkfvWyLzRO1zFDMnsvYrggv0qKFiDKHI56tFZCXvUcLI25CHzdPm4LnpwHjGotTIbrqOE7OFnDC9+v9dIRYrSGVkw/NK55MVKSBn0j0Tvnq4Cyw+TdEm027leLibV+Rv+AHWtl80/YUsZEewitEf7etEDk/ZnDt8OsT8B16DoM2Fx01m0V6EgehD3U0PCndfH+AQeZJqXXgF2IOXvQYTFoYrGADScPp0UWcn/SxLYuiNY3oH6QZrnf+f7ynWXhg869ND4g376oId7Rj7ol4DLUsNnDtVtcUcKFWRaQCvd6jF7LkWs3GVqDhhGwh/gEQe6fN37AO3AAAAABJRU5ErkJggg==)single-digit multiplications in general (and exactly ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAATBAMAAAAdcyJ3AAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAONJREFUGBljYMALChOQpeP2FEC5vCji01knYBV3YP0AF2e/fZ0h7M4eCJ9jA1zciYHJYRYTxFz2nAVw8RsMHFkfmB/w3QApZZ0FF89g4EgQYVywlmEKA98Eht9wcUcGpoLc7Qw1DKYM7Alc36HizuqsuakMJ4USuBiARrzd84CB7w7f7lMQWdYErlwGNqhTuDnbGY5BxHkfMIQxvIOaELL+AYMZlH13bwLrg1IoJ56BYR6UCaT8//+CcpIZWGBMhDSQpcvApoAiAOV8Z2DccAFTAhh0/F5QtyHLcjcwsN1FFoCwAYitOe+PiCE3AAAAAElFTkSuQmCC) when *n* is a power of 2). It is therefore faster than the [classical](http://en.wikipedia.org/wiki/Long_multiplication)algorithm, which requires *n*2 single-digit products. If *n* = 210 = 1024, in particular, the exact counts are 310 = 59,049 and (210)2 = 1,048,576, respectively.

We will publishing above algorithms in separate posts.

***Divide and Conquer (D & C) vs Dynamic Programming (DP)***  
 Both paradigms (D & C and DP) divide the given problem into subproblems and solve subproblems. How to choose one of them for a given problem? Divide and Conquer should be used when same subproblems are not evaluated many times. Otherwise Dynamic Programming or Memoization should be used. For example, Binary Search is a Divide and Conquer algorithm, we never evaluate the same subproblems again. On the other hand, for calculating nth Fibonacci number, Dynamic Programming should be preferred (See [this](http://www.geeksforgeeks.org/archives/12635)for details).

**References**  
 [Algorithms by Sanjoy Dasgupta, Christos Papadimitriou, Umesh Vazirani](http://www.flipkart.com/algorithms-0070636613/p/itmczynvb7p2zacz?pid=9780070636613&affid=sandeepgfg)  
 [Introduction to Algorithms by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L.](http://www.flipkart.com/introduction-algorithms-8120340078/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <http://en.wikipedia.org/wiki/Karatsuba_algorithm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/>

# Check divisibility by 7

Given a number, check if it is divisible by 7. You are not allowed to use modulo operator, floating point arithmetic is also not allowed.

A simple method is repeated subtraction. Following is another interesting method.

Divisibility by 7 can be checked by a recursive method. A number of the form 10a + b is divisible by 7 if and only if a – 2b is divisible by 7. In other words, subtract twice the last digit from the number formed by the remaining digits. Continue to do this until a small number.

**Example:** the number 371: 37 – (2×1) = 37 – 2 = 35; 3 – (2 × 5) = 3 – 10 = -7; thus, since -7 is divisible by 7, 371 is divisible by 7.

Following is C implementation of the above method

// A Program to check whether a number is divisible by 7  
#include <stdio.h>  
  
int isDivisibleBy7( int num )  
{  
 // If number is negative, make it positive  
 if( num < 0 )  
 return isDivisibleBy7( -num );  
  
 // Base cases  
 if( num == 0 || num == 7 )  
 return 1;  
 if( num < 10 )  
 return 0;  
  
 // Recur for ( num / 10 - 2 \* num % 10 )   
 return isDivisibleBy7( num / 10 - 2 \* ( num - num / 10 \* 10 ) );  
}  
  
// Driver program to test above function  
int main()  
{  
 int num = 616;  
 if( isDivisibleBy7(num ) )  
 printf( "Divisible" );  
 else  
 printf( "Not Divisible" );  
 return 0;  
}

Output:

Divisible

**How does this work?** Let ‘b’ be the last digit of a number ‘n’ and let ‘a’ be the number we get when we split off ‘b’.  
 The representation of the number may also be multiplied by any number relatively prime to the divisor without changing its divisibility. After observing that 7 divides 21, we can perform the following:

10.a + b

after multiplying by 2, this becomes

20.a + 2.b

and then

21.a - a + 2.b

Eliminating the multiple of 21 gives

-a + 2b

and multiplying by -1 gives

a - 2b

There are other interesting methods to check divisibility by 7 and other numbers. See following Wiki page for details.

**References:**  
 <http://en.wikipedia.org/wiki/Divisibility_rule>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/divisibility-by-7/>

# Dynamic Programming | Set 10 ( 0-1 Knapsack Problem)

Given weights and values of n items, put these items in a knapsack of capacity W to get the maximum total value in the knapsack. In other words, given two integer arrays val[0..n-1] and wt[0..n-1] which represent values and weights associated with n items respectively. Also given an integer W which represents knapsack capacity, find out the maximum value subset of val[] such that sum of the weights of this subset is smaller than or equal to W. You cannot break an item, either pick the complete item, or don’t pick it (0-1 property).

A simple solution is to consider all subsets of items and calculate the total weight and value of all subsets. Consider the only subsets whose total weight is smaller than W. From all such subsets, pick the maximum value subset.

**1) Optimal Substructure:**  
 To consider all subsets of items, there can be two cases for every item: (1) the item is included in the optimal subset, (2) not included in the optimal set.  
 Therefore, the maximum value that can be obtained from n items is max of following two values.  
 1) Maximum value obtained by n-1 items and W weight (excluding nth item).  
 2) Value of nth item plus maximum value obtained by n-1 items and W minus weight of the nth item (including nth item).

If weight of nth item is greater than W, then the nth item cannot be included and case 1 is the only possibility.

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

/\* A Naive recursive implementation of 0-1 Knapsack problem \*/  
#include<stdio.h>  
  
// A utility function that returns maximum of two integers  
int max(int a, int b) { return (a > b)? a : b; }  
  
// Returns the maximum value that can be put in a knapsack of capacity W  
int knapSack(int W, int wt[], int val[], int n)  
{  
 // Base Case  
 if (n == 0 || W == 0)  
 return 0;  
  
 // If weight of the nth item is more than Knapsack capacity W, then  
 // this item cannot be included in the optimal solution  
 if (wt[n-1] > W)  
 return knapSack(W, wt, val, n-1);  
  
 // Return the maximum of two cases: (1) nth item included (2) not included  
 else return max( val[n-1] + knapSack(W-wt[n-1], wt, val, n-1),  
 knapSack(W, wt, val, n-1)  
 );  
}  
  
// Driver program to test above function  
int main()  
{  
 int val[] = {60, 100, 120};  
 int wt[] = {10, 20, 30};  
 int W = 50;  
 int n = sizeof(val)/sizeof(val[0]);  
 printf("%d", knapSack(W, wt, val, n));  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree, K(1, 1) is being evaluated twice. Time complexity of this naive recursive solution is exponential (2^n).

In the following recursion tree, K() refers to knapSack(). The two   
parameters indicated in the following recursion tree are n and W.   
The recursion tree is for following sample inputs.  
wt[] = {1, 1, 1}, W = 2, val[] = {10, 20, 30}  
  
 K(3, 2) ---------> K(n, W)  
 / \   
 / \   
 K(2,2) K(2,1)  
 / \ / \   
 / \ / \  
 K(1,2) K(1,1) K(1,1) K(1,0)  
 / \ / \ / \  
 / \ / \ / \  
K(0,2) K(0,1) K(0,1) K(0,0) K(0,1) K(0,0)  
Recursion tree for Knapsack capacity 2 units and 3 items of 1 unit weight.

Since suproblems are evaluated again, this problem has Overlapping Subprolems property. So the 0-1 Knapsack problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array K[][] in bottom up manner. Following is Dynamic Programming based implementation.

// A Dynamic Programming based solution for 0-1 Knapsack problem  
#include<stdio.h>  
  
// A utility function that returns maximum of two integers  
int max(int a, int b) { return (a > b)? a : b; }  
  
// Returns the maximum value that can be put in a knapsack of capacity W  
int knapSack(int W, int wt[], int val[], int n)  
{  
 int i, w;  
 int K[n+1][W+1];  
  
 // Build table K[][] in bottom up manner  
 for (i = 0; i <= n; i++)  
 {  
 for (w = 0; w <= W; w++)  
 {  
 if (i==0 || w==0)  
 K[i][w] = 0;  
 else if (wt[i-1] <= w)  
 K[i][w] = max(val[i-1] + K[i-1][w-wt[i-1]], K[i-1][w]);  
 else  
 K[i][w] = K[i-1][w];  
 }  
 }  
  
 return K[n][W];  
}  
  
int main()  
{  
 int val[] = {60, 100, 120};  
 int wt[] = {10, 20, 30};  
 int W = 50;  
 int n = sizeof(val)/sizeof(val[0]);  
 printf("%d", knapSack(W, wt, val, n));  
 return 0;  
}

Time Complexity: O(nW) where n is the number of items and W is the capacity of knapsack.

References:  
 <http://www.es.ele.tue.nl/education/5MC10/Solutions/knapsack.pdf>  
 <http://www.cse.unl.edu/~goddard/Courses/CSCE310J/Lectures/Lecture8-DynamicProgramming.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-10-0-1-knapsack-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Dynamic Programming | Set 11 (Egg Dropping Puzzle)

The following is a description of the instance of this famous puzzle involving n=2 eggs and a building with k=36 floors.

Suppose that we wish to know which stories in a 36-story building are safe to drop eggs from, and which will cause the eggs to break on landing. We make a few assumptions:

…..An egg that survives a fall can be used again.  
 …..A broken egg must be discarded.  
 …..The effect of a fall is the same for all eggs.  
 …..If an egg breaks when dropped, then it would break if dropped from a higher floor.  
 …..If an egg survives a fall then it would survive a shorter fall.  
 …..It is not ruled out that the first-floor windows break eggs, nor is it ruled out that the 36th-floor do not cause an egg to break.

If only one egg is available and we wish to be sure of obtaining the right result, the experiment can be carried out in only one way. Drop the egg from the first-floor window; if it survives, drop it from the second floor window. Continue upward until it breaks. In the worst case, this method may require 36 droppings. Suppose 2 eggs are available. What is the least number of egg-droppings that is guaranteed to work in all cases?  
 The problem is not actually to find the critical floor, but merely to decide floors from which eggs should be dropped so that total number of trials are minimized.

Source: [Wiki for Dynamic Programming](http://en.wikipedia.org/wiki/Dynamic_programming#Egg_dropping_puzzle)

In this post, we will discuss solution to a general problem with n eggs and k floors. The solution is to try dropping an egg from every floor (from 1 to k) and recursively calculate the minimum number of droppings needed in worst case. The floor which gives the minimum value in worst case is going to be part of the solution.  
 In the following solutions, we return the minimum number of trails in worst case; these solutions can be easily modified to print floor numbers of every trials also.

**1) Optimal Substructure:**  
 When we drop an egg from a floor x, there can be two cases (1) The egg breaks (2) The egg doesn’t break.

1) If the egg breaks after dropping from xth floor, then we only need to check for floors lower than x with remaining eggs; so the problem reduces to x-1 floors and n-1 eggs  
 2) If the egg doesn’t break after dropping from the xth floor, then we only need to check for floors higher than x; so the problem reduces to k-x floors and n eggs.

Since we need to minimize the number of trials in *worst* case, we take the maximum of two cases. We consider the max of above two cases for every floor and choose the floor which yields minimum number of trials.

k ==> Number of floors  
 n ==> Number of Eggs  
 eggDrop(n, k) ==> Minimum number of trails needed to find the critical  
 floor in worst case.  
 eggDrop(n, k) = 1 + min{max(eggDrop(n - 1, x - 1), eggDrop(n, k - x)):   
 x in {1, 2, ..., k}}

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

# include <stdio.h>  
# include <limits.h>  
  
// A utility function to get maximum of two integers  
int max(int a, int b) { return (a > b)? a: b; }  
  
/\* Function to get minimum number of trails needed in worst  
 case with n eggs and k floors \*/  
int eggDrop(int n, int k)  
{  
 // If there are no floors, then no trials needed. OR if there is  
 // one floor, one trial needed.  
 if (k == 1 || k == 0)  
 return k;  
  
 // We need k trials for one egg and k floors  
 if (n == 1)  
 return k;  
  
 int min = INT\_MAX, x, res;  
  
 // Consider all droppings from 1st floor to kth floor and  
 // return the minimum of these values plus 1.  
 for (x = 1; x <= k; x++)  
 {  
 res = max(eggDrop(n-1, x-1), eggDrop(n, k-x));  
 if (res < min)  
 min = res;  
 }  
  
 return min + 1;  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 int n = 2, k = 10;  
 printf ("\nMinimum number of trials in worst case with %d eggs and "  
 "%d floors is %d \n", n, k, eggDrop(n, k));  
 return 0;  
}

Output:  
Minimum number of trials in worst case with 2 eggs and 10 floors is 4

It should be noted that the above function computes the same subproblems again and again. See the following partial recursion tree, E(2, 2) is being evaluated twice. There will many repeated subproblems when you draw the complete recursion tree even for small values of n and k.

E(2,4)  
 |   
 -------------------------------------   
 | | | |   
 | | | |   
 x=1/\ x=2/\ x=3/ \ x=4/ \  
 / \ / \ .... ....  
 / \ / \  
 E(1,0) E(2,3) E(1,1) E(2,2)  
 /\ /\... / \  
 x=1/ \ .....  
 / \  
 E(1,0) E(2,2)  
 / \  
 ......  
  
Partial recursion tree for 2 eggs and 4 floors.

Since same suproblems are called again, this problem has Overlapping Subprolems property. So Egg Dropping Puzzle has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array eggFloor[][] in bottom up manner.

**Dynamic Programming Solution**  
 Following is C/C++ implementation for Egg Dropping problem using Dynamic Programming.

# include <stdio.h>  
# include <limits.h>  
  
// A utility function to get maximum of two integers  
int max(int a, int b) { return (a > b)? a: b; }  
  
/\* Function to get minimum number of trails needed in worst  
 case with n eggs and k floors \*/  
int eggDrop(int n, int k)  
{  
 /\* A 2D table where entery eggFloor[i][j] will represent minimum  
 number of trials needed for i eggs and j floors. \*/  
 int eggFloor[n+1][k+1];  
 int res;  
 int i, j, x;  
  
 // We need one trial for one floor and0 trials for 0 floors  
 for (i = 1; i <= n; i++)  
 {  
 eggFloor[i][1] = 1;  
 eggFloor[i][0] = 0;  
 }  
  
 // We always need j trials for one egg and j floors.  
 for (j = 1; j <= k; j++)  
 eggFloor[1][j] = j;  
  
 // Fill rest of the entries in table using optimal substructure  
 // property  
 for (i = 2; i <= n; i++)  
 {  
 for (j = 2; j <= k; j++)  
 {  
 eggFloor[i][j] = INT\_MAX;  
 for (x = 1; x <= j; x++)  
 {  
 res = 1 + max(eggFloor[i-1][x-1], eggFloor[i][j-x]);  
 if (res < eggFloor[i][j])  
 eggFloor[i][j] = res;  
 }  
 }  
 }  
  
 // eggFloor[n][k] holds the result  
 return eggFloor[n][k];  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 int n = 2, k = 36;  
 printf ("\nMinimum number of trials in worst case with %d eggs and "  
 "%d floors is %d \n", n, k, eggDrop(n, k));  
 return 0;  
}

Output:  
Minimum number of trials in worst case with 2 eggs and 36 floors is 8

Time Complexity: O(nk^2)  
 Auxiliary Space: O(nk)

As an exercise, you may try modifying the above DP solution to print all intermediate floors (The floors used for minimum trail solution).

**References:**  
 <http://archive.ite.journal.informs.org/Vol4No1/Sniedovich/index.php>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-11-egg-dropping-puzzle/>

# Dynamic Programming | Set 12 (Longest Palindromic Subsequence)

Given a sequence, find the length of the longest palindromic subsequence in it. For example, if the given sequence is “BBABCBCAB”, then the output should be 7 as “BABCBAB” is the longest palindromic subseuqnce in it. “BBBBB” and “BBCBB” are also palindromic subsequences of the given sequence, but not the longest ones.

The naive solution for this problem is to generate all subsequences of the given sequence and find the longest palindromic subsequence. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem and can efficiently solved using Dynamic Programming.

**1) Optimal Substructure:**  
 Let X[0..n-1] be the input sequence of length n and L(0, n-1) be the length of the longest palindromic subsequence of X[0..n-1].

If last and first characters of X are same, then L(0, n-1) = L(1, n-2) + 2.  
 Else L(0, n-1) = MAX (L(1, n-1), L(0, n-2)).

Following is a general recursive solution with all cases handled.

// Everay single character is a palindrom of length 1  
L(i, i) = 1 for all indexes i in given sequence  
  
// IF first and last characters are not same  
If (X[i] != X[j]) L(i, j) = max{L(i + 1, j),L(i, j - 1)}   
  
// If there are only 2 characters and both are same  
Else if (j == i + 1) L(i, j) = 2   
  
// If there are more than two characters, and first and last   
// characters are same  
Else L(i, j) = L(i + 1, j - 1) + 2

**2) Overlapping Subproblems**  
 Following is simple recursive implementation of the LPS problem. The implementation simply follows the recursive structure mentioned above.

#include<stdio.h>  
#include<string.h>  
  
// A utility function to get max of two integers  
int max (int x, int y) { return (x > y)? x : y; }  
  
// Returns the length of the longest palindromic subsequence in seq  
int lps(char \*seq, int i, int j)  
{  
 // Base Case 1: If there is only 1 character  
 if (i == j)  
 return 1;  
  
 // Base Case 2: If there are only 2 characters and both are same  
 if (seq[i] == seq[j] && i + 1 == j)  
 return 2;  
  
 // If the first and last characters match  
 if (seq[i] == seq[j])  
 return lps (seq, i+1, j-1) + 2;  
  
 // If the first and last characters do not match  
 return max( lps(seq, i, j-1), lps(seq, i+1, j) );  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char seq[] = "GEEKSFORGEEKS";  
 int n = strlen(seq);  
 printf ("The lnegth of the LPS is %d", lps(seq, 0, n-1));  
 getchar();  
 return 0;  
}

Output:

The lnegth of the LPS is 5

Considering the above implementation, following is a partial recursion tree for a sequence of length 6 with all different characters.

L(0, 5)  
 / \   
 / \   
 L(1,5) L(0,4)  
 / \ / \  
 / \ / \  
 L(2,5) L(1,4) L(1,4) L(0,3)

In the above partial recursion tree, L(1, 4) is being solved twice. If we draw the complete recursion tree, then we can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So LPS problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array L[][] in bottom up manner.

**Dynamic Programming Solution**

#include<stdio.h>  
#include<string.h>  
  
// A utility function to get max of two integers  
int max (int x, int y) { return (x > y)? x : y; }  
  
// Returns the length of the longest palindromic subsequence in seq  
int lps(char \*str)  
{  
 int n = strlen(str);  
 int i, j, cl;  
 int L[n][n]; // Create a table to store results of subproblems  
  
  
 // Strings of length 1 are palindrome of lentgh 1  
 for (i = 0; i < n; i++)  
 L[i][i] = 1;  
  
 // Build the table. Note that the lower diagonal values of table are  
 // useless and not filled in the process. The values are filled in a  
 // manner similar to Matrix Chain Multiplication DP solution (See  
 // http://www.geeksforgeeks.org/archives/15553). cl is length of  
 // substring  
 for (cl=2; cl<=n; cl++)  
 {  
 for (i=0; i<n-cl+1; i++)  
 {  
 j = i+cl-1;  
 if (str[i] == str[j] && cl == 2)  
 L[i][j] = 2;  
 else if (str[i] == str[j])  
 L[i][j] = L[i+1][j-1] + 2;  
 else  
 L[i][j] = max(L[i][j-1], L[i+1][j]);  
 }  
 }  
  
 return L[0][n-1];  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char seq[] = "GEEKS FOR GEEKS";  
 int n = strlen(seq);  
 printf ("The lnegth of the LPS is %d", lps(seq));  
 getchar();  
 return 0;  
}

Output:

The lnegth of the LPS is 7

Time Complexity of the above implementation is O(n^2) which is much better than the worst case time complexity of Naive Recursive implementation.

This problem is close to the [Longest Common Subsequence (LCS) problem](http://www.geeksforgeeks.org/archives/12998). In fact, we can use LCS as a subroutine to solve this problem. Following is the two step solution that uses LCS.  
 1) Reverse the given sequence and store the reverse in another array say rev[0..n-1]  
 2) LCS of the given sequence and rev[] will be the longest palindromic sequence.  
 This solution is also a O(n^2) solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://users.eecs.northwestern.edu/~dda902/336/hw6-sol.pdf>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-12-longest-palindromic-subsequence/>

# Dynamic Programming | Set 13 (Cutting a Rod)

Given a rod of length n inches and an array of prices that contains prices of all pieces of size smaller than n. Determine the maximum value obtainable by cutting up the rod and selling the pieces. For example, if length of the rod is 8 and the values of different pieces are given as following, then the maximum obtainable value is 22 (by cutting in two pieces of lengths 2 and 6)

length | 1 2 3 4 5 6 7 8   
--------------------------------------------  
price | 1 5 8 9 10 17 17 20

And if the prices are as following, then the maximum obtainable value is 24 (by cutting in eight pieces of length 1)

length | 1 2 3 4 5 6 7 8   
--------------------------------------------  
price | 3 5 8 9 10 17 17 20

The naive solution for this problem is to generate all configurations of different pieces and find the highest priced configuration. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem and can efficiently solved using Dynamic Programming.

**1) Optimal Substructure:**  
 We can get the best price by making a cut at different positions and comparing the values obtained after a cut. We can recursively call the same function for a piece obtained after a cut.

Let cutRoad(n) be the required (best possible price) value for a rod of lenght n. cutRod(n) can be written as following.

cutRod(n) = max(price[i] + cutRod(n-i-1)) for all i in {0, 1 .. n-1}

**2) Overlapping Subproblems**  
 Following is simple recursive implementation of the Rod Cutting problem. The implementation simply follows the recursive structure mentioned above.

// A Naive recursive solution for Rod cutting problem  
#include<stdio.h>  
#include<limits.h>  
  
// A utility function to get the maximum of two integers  
int max(int a, int b) { return (a > b)? a : b;}  
  
/\* Returns the best obtainable price for a rod of length n and  
 price[] as prices of different pieces \*/  
int cutRod(int price[], int n)  
{  
 if (n <= 0)  
 return 0;  
 int max\_val = INT\_MIN;  
  
 // Recursively cut the rod in different pieces and compare different   
 // configurations  
 for (int i = 0; i<n; i++)  
 max\_val = max(max\_val, price[i] + cutRod(price, n-i-1));  
  
 return max\_val;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 5, 8, 9, 10, 17, 17, 20};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 printf("Maximum Obtainable Value is %d\n", cutRod(arr, size));  
 getchar();  
 return 0;  
}

Output:

Maximum Obtainable Value is 22

Considering the above implementation, following is recursion tree for a Rod of length 4.

cR() ---> cutRod()   
  
 cR(4)  
 / / \ \  
 / / \ \  
 cR(3) cR(2) cR(1) cR(0)  
 / | \ / \ |  
 / | \ / \ |   
 cR(2) cR(1) cR(0) cR(1) cR(0) cR(0)  
 / \ | |  
 / \ | |   
 cR(1) cR(0) cR(0) cR(0)

In the above partial recursion tree, cR(2) is being solved twice. We can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So the Rod Cutting problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array val[] in bottom up manner.

// A Dynamic Programming solution for Rod cutting problem  
#include<stdio.h>  
#include<limits.h>  
  
// A utility function to get the maximum of two integers  
int max(int a, int b) { return (a > b)? a : b;}  
  
/\* Returns the best obtainable price for a rod of length n and  
 price[] as prices of different pieces \*/  
int cutRod(int price[], int n)  
{  
 int val[n+1];  
 val[0] = 0;  
 int i, j;  
  
 // Build the table val[] in bottom up manner and return the last entry  
 // from the table  
 for (i = 1; i<=n; i++)  
 {  
 int max\_val = INT\_MIN;  
 for (j = 0; j < i; j++)  
 max\_val = max(max\_val, price[j] + val[i-j-1]);  
 val[i] = max\_val;  
 }  
  
 return val[n];  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 5, 8, 9, 10, 17, 17, 20};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 printf("Maximum Obtainable Value is %d\n", cutRod(arr, size));  
 getchar();  
 return 0;  
}

Output:

Maximum Obtainable Value is 22

Time Complexity of the above implementation is O(n^2) which is much better than the worst case time complexity of Naive Recursive implementation.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-13-cutting-a-rod/>

# Dynamic Programming | Set 21 (Variations of LIS)

We have discussed Dynamic Programming solution for Longest Increasing Subsequence problem in [this](http://www.geeksforgeeks.org/archives/12832)post and a O(nLogn) solution in [this](http://www.geeksforgeeks.org/archives/9591)post. Following are commonly asked variations of the standard[LIS problem](http://www.geeksforgeeks.org/archives/12832).

**1. Building Bridges:** Consider a 2-D map with a horizontal river passing through its center. There are n cities on the southern bank with x-coordinates a(1) … a(n) and n cities on the northern bank with x-coordinates b(1) … b(n). You want to connect as many north-south pairs of cities as possible with bridges such that no two bridges cross. When connecting cities, you can only connect city i on the northern bank to city i on the southern bank.

8 1 4 3 5 2 6 7   
  
--------------------------------------------  
   
--------------------------------------------  
1 2 3 4 5 6 7 8

Source:[Dynamic Programming Practice Problems](http://people.csail.mit.edu/bdean/6.046/dp/). The link also has well explained solution for the problem.

**2. Maximum Sum Increasing Subsequence:** Given an array of n positive integers. Write a program to find the maximum sum subsequence of the given array such that the intgers in the subsequence are sorted in increasing order. For example, if input is {1, 101, 2, 3, 100, 4, 5}, then output should be {1, 2, 3, 100}. The solution to this problem has been published [here](http://www.geeksforgeeks.org/archives/19248).

**3. The Longest Chain** You are given pairs of numbers. In a pair, the first number is smaller with respect to the second number. Suppose you have two sets (a, b) and (c, d), the second set can follow the first set if b here.

**4. Box Stacking** You are given a set of n types of rectangular 3-D boxes, where the i^th box has height h(i), width w(i) and depth d(i) (all real numbers). You want to create a stack of boxes which is as tall as possible, but you can only stack a box on top of another box if the dimensions of the 2-D base of the lower box are each strictly larger than those of the 2-D base of the higher box. Of course, you can rotate a box so that any side functions as its base. It is also allowable to use multiple instances of the same type of box.  
 Source:[Dynamic Programming Practice Problems](http://people.csail.mit.edu/bdean/6.046/dp/). The link also has well explained solution for the problem.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-14-variations-of-lis/>

# Dynamic Programming | Set 19 (Word Wrap Problem)

Given a sequence of words, and a limit on the number of characters that can be put in one line (line width). Put line breaks in the given sequence such that the lines are printed neatly. Assume that the length of each word is smaller than the line width.

The word processors like MS Word do task of placing line breaks. The idea is to have balanced lines. In other words, not have few lines with lots of extra spaces and some lines with small amount of extra spaces.

The extra spaces includes spaces put at the end of every line except the last one.   
The problem is to minimize the following total cost.  
 Cost of a line = (Number of extra spaces in the line)^3  
 Total Cost = Sum of costs for all lines  
  
For example, consider the following string and line width M = 15  
 "Geeks for Geeks presents word wrap problem"   
   
Following is the optimized arrangement of words in 3 lines  
Geeks for Geeks  
presents word  
wrap problem   
  
The total extra spaces in line 1, line 2 and line 3 are 0, 2 and 3 respectively.   
So optimal value of total cost is 0 + 2\*2 + 3\*3 = 13

Please note that the total cost function is not sum of extra spaces, but sum of cubes (or square is also used) of extra spaces. The idea behind this cost function is to balance the spaces among lines. For example, consider the following two arrangement of same set of words:

**1)** There are 3 lines. One line has 3 extra spaces and all other lines have 0 extra spaces. Total extra spaces = 3 + 0 + 0 = 3. Total cost = 3\*3\*3 + 0\*0\*0 + 0\*0\*0 = 27.

**2)** There are 3 lines. Each of the 3 lines has one extra space. Total extra spaces = 1 + 1 + 1 = 3. Total cost = 1\*1\*1 + 1\*1\*1 + 1\*1\*1 = 3.

Total extra spaces are 3 in both scenarios, but second arrangement should be preferred because extra spaces are balanced in all three lines. The cost function with cubic sum serves the purpose because the value of total cost in second scenario is less.

**Method 1 (Greedy Solution)**  
 The greedy solution is to place as many words as possible in the first line. Then do the same thing for the second line and so on until all words are placed. This solution gives optimal solution for many cases, but doesn’t give optimal solution in all cases. For example, consider the following string “aaa bb cc ddddd” and line width as 6. Greedy method will produce following output.

aaa bb   
cc   
ddddd

Extra spaces in the above 3 lines are 0, 4 and 1 respectively. So total cost is 0 + 64 + 1 = 65.

But the above solution is not the best solution. Following arrangement has more balanced spaces. Therefore less value of total cost function.

aaa  
bb cc  
ddddd

Extra spaces in the above 3 lines are 3, 1 and 1 respectively. So total cost is 27 + 1 + 1 = 29.

Despite being sub-optimal in some cases, the greedy approach is used by many word processors like MS Word and OpenOffice.org Writer.

**Method 2 (Dynamic Programming)**  
 The following Dynamic approach strictly follows the algorithm given in solution of Cormen book. First we compute costs of all possible lines in a 2D table lc[][]. The value lc[i][j] indicates the cost to put words from i to j in a single line where i and j are indexes of words in the input sequences. If a sequence of words from i to j cannot fit in a single line, then lc[i][j] is considered infinite (to avoid it from being a part of the solution). Once we have the lc[][] table constructed, we can calculate total cost using following recursive formula. In the following formula, C[j] is the optimized total cost for arranging words from 1 to j.

[![word_wrap](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/word_wrap.png)

The above recursion has [overlapping subproblem property](http://www.geeksforgeeks.org/archives/12635). For example, the solution of subproblem c(2) is used by c(3), C(4) and so on. So Dynamic Programming is used to store the results of subproblems. The array c[] can be computed from left to right, since each value depends only on earlier values.  
 To print the output, we keep track of what words go on what lines, we can keep a parallel p array that points to where each c value came from. The last line starts at word p[n] and goes through word n. The previous line starts at word p[p[n]] and goes through word p[n?] – 1, etc. The function printSolution() uses p[] to print the solution.  
 In the below program, input is an array l[] that represents lengths of words in a sequence. The value l[i] indicates length of the ith word (i starts from 1) in theinput sequence.

// A Dynamic programming solution for Word Wrap Problem  
#include <limits.h>  
#include <stdio.h>  
#define INF INT\_MAX  
  
// A utility function to print the solution  
int printSolution (int p[], int n);  
  
// l[] represents lengths of different words in input sequence. For example,   
// l[] = {3, 2, 2, 5} is for a sentence like "aaa bb cc ddddd". n is size of   
// l[] and M is line width (maximum no. of characters that can fit in a line)  
void solveWordWrap (int l[], int n, int M)  
{  
 // For simplicity, 1 extra space is used in all below arrays   
  
 // extras[i][j] will have number of extra spaces if words from i   
 // to j are put in a single line  
 int extras[n+1][n+1];   
  
 // lc[i][j] will have cost of a line which has words from   
 // i to j  
 int lc[n+1][n+1];  
   
 // c[i] will have total cost of optimal arrangement of words   
 // from 1 to i  
 int c[n+1];  
  
 // p[] is used to print the solution.   
 int p[n+1];  
  
 int i, j;  
  
 // calculate extra spaces in a single line. The value extra[i][j]  
 // indicates extra spaces if words from word number i to j are  
 // placed in a single line  
 for (i = 1; i <= n; i++)  
 {  
 extras[i][i] = M - l[i-1];  
 for (j = i+1; j <= n; j++)  
 extras[i][j] = extras[i][j-1] - l[j-1] - 1;  
 }  
  
 // Calculate line cost corresponding to the above calculated extra  
 // spaces. The value lc[i][j] indicates cost of putting words from  
 // word number i to j in a single line  
 for (i = 1; i <= n; i++)  
 {  
 for (j = i; j <= n; j++)  
 {  
 if (extras[i][j] < 0)  
 lc[i][j] = INF;  
 else if (j == n && extras[i][j] >= 0)  
 lc[i][j] = 0;  
 else  
 lc[i][j] = extras[i][j]\*extras[i][j];  
 }  
 }  
  
 // Calculate minimum cost and find minimum cost arrangement.  
 // The value c[j] indicates optimized cost to arrange words  
 // from word number 1 to j.  
 c[0] = 0;  
 for (j = 1; j <= n; j++)  
 {  
 c[j] = INF;  
 for (i = 1; i <= j; i++)  
 {  
 if (c[i-1] != INF && lc[i][j] != INF && (c[i-1] + lc[i][j] < c[j]))  
 {  
 c[j] = c[i-1] + lc[i][j];  
 p[j] = i;  
 }  
 }  
 }  
  
 printSolution(p, n);  
}  
  
int printSolution (int p[], int n)  
{  
 int k;  
 if (p[n] == 1)  
 k = 1;  
 else  
 k = printSolution (p, p[n]-1) + 1;  
 printf ("Line number %d: From word no. %d to %d \n", k, p[n], n);  
 return k;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int l[] = {3, 2, 2, 5};  
 int n = sizeof(l)/sizeof(l[0]);  
 int M = 6;  
 solveWordWrap (l, n, M);  
 return 0;  
}

Output:

Line number 1: From word no. 1 to 1  
Line number 2: From word no. 2 to 3  
Line number 3: From word no. 4 to 4

Time Complexity: O(n^2)  
 Auxiliary Space: O(n^2) The auxiliary space used in the above program cane be optimized to O(n) (See the reference 2 for details)

**References:**  
 <http://en.wikipedia.org/wiki/Word_wrap>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-18-word-wrap/>

# Dynamic Programming | Set 1 (Overlapping Subproblems Property)

Dynamic Programming is an algorithmic paradigm that solves a given complex problem by breaking it into subproblems and stores the results of subproblems to avoid computing the same results again. Following are the two main properties of a problem that suggest that the given problem can be solved using Dynamic programming.

1) Overlapping Subproblems  
 2) Optimal Substructure

**1) Overlapping Subproblems:**  
 Like Divide and Conquer, Dynamic Programming combines solutions to sub-problems. Dynamic Programming is mainly used when solutions of same subproblems are needed again and again. In dynamic programming, computed solutions to subproblems are stored in a table so that these don’t have to recomputed. So Dynamic Programming is not useful when there are no common (overlapping) subproblems because there is no point storing the solutions if they are not needed again. For example, [Binary Search](http://en.wikipedia.org/wiki/Binary_search_algorithm) doesn’t have common subproblems. If we take example of following recursive program for Fibonacci Numbers, there are many subproblems which are solved again and again.

/\* simple recursive program for Fibonacci numbers \*/  
int fib(int n)  
{  
 if ( n <= 1 )  
 return n;  
 return fib(n-1) + fib(n-2);  
}

Recursion tree for execution of *fib(5)*

fib(5)  
 / \  
 fib(4) fib(3)  
 / \ / \  
 fib(3) fib(2) fib(2) fib(1)  
 / \ / \ / \  
 fib(2) fib(1) fib(1) fib(0) fib(1) fib(0)  
 / \  
fib(1) fib(0)

We can see that the function f(3) is being called 2 times. If we would have stored the value of f(3), then instead of computing it again, we would have reused the old stored value. There are following two different ways to store the values so that these values can be reused.

*a) Memoization (Top Down):*  
 *b) Tabulation (Bottom Up):*

*a) Memoization (Top Down):* The memoized program for a problem is similar to the recursive version with a small modification that it looks into a lookup table before computing solutions. We initialize a lookup array with all initial values as NIL. Whenever we need solution to a subproblem, we first look into the lookup table. If the precomputed value is there then we return that value, otherwise we calculate the value and put the result in lookup table so that it can be reused later.

Following is the memoized version for nth Fibonacci Number.

/\* Memoized version for nth Fibonacci number \*/  
#include<stdio.h>  
#define NIL -1  
#define MAX 100  
  
int lookup[MAX];  
  
/\* Function to initialize NIL values in lookup table \*/  
void \_initialize()  
{  
 int i;  
 for (i = 0; i < MAX; i++)  
 lookup[i] = NIL;  
}  
  
/\* function for nth Fibonacci number \*/  
int fib(int n)  
{  
 if(lookup[n] == NIL)  
 {  
 if ( n <= 1 )  
 lookup[n] = n;  
 else  
 lookup[n] = fib(n-1) + fib(n-2);  
 }  
  
 return lookup[n];  
}  
  
int main ()  
{  
 int n = 40;  
 \_initialize();  
 printf("Fibonacci number is %d ", fib(n));  
 getchar();  
 return 0;  
}

*b) Tabulation (Bottom Up):* The tabulated program for a given problem builds a table in bottom up fashion and returns the last entry from table.

/\* tabulated version \*/  
#include<stdio.h>  
int fib(int n)  
{  
 int f[n+1];  
 int i;  
 f[0] = 0; f[1] = 1;   
 for (i = 2; i <= n; i++)  
 f[i] = f[i-1] + f[i-2];  
  
 return f[n];  
}  
   
int main ()  
{  
 int n = 9;  
 printf("Fibonacci number is %d ", fib(n));  
 getchar();  
 return 0;  
}

Both tabulated and Memoized store the solutions of subproblems. In Memoized version, table is filled on demand while in tabulated version, starting from the first entry, all entries are filled one by one. Unlike the tabulated version, all entries of the lookup table are not necessarily filled in memoized version. For example, memoized solution of[LCS problem](http://en.wikipedia.org/wiki/Longest_common_subsequence_problem) doesn’t necessarily fill all entries.

To see the optimization achieved by memoized and tabulated versions over the basic recursive version, see the time taken by following runs for 40th Fibonacci number.

[Simple recursive program](https://ideone.com/HgmDT)  
 [Memoized version](https://ideone.com/yQd8u)  
 [tabulated version](https://ideone.com/S3ATh)

Also see method 2 of [Ugly Number post](http://geeksforgeeks.org/?p=753) for one more simple example where we have overlapping subproblems and we store the results of subproblems.

We will be covering Optimal Substructure Property and some more example problems in future posts on Dynamic Programming.

Try following questions as an exercise of this post.  
 1) Write a memoized version for LCS problem. Note that the tabular version is given in the CLRS book.  
 2) How would you choose between Memoization and Tabulation?

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

References:  
 <http://www.youtube.com/watch?v=V5hZoJ6uK-s>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-1/>

# Dynamic Programming | Set 2 (Optimal Substructure Property)

As we discussed in [Set 1](http://geeksforgeeks.org/?p=12635), following are the two main properties of a problem that suggest that the given problem can be solved using Dynamic programming.

1) Overlapping Subproblems  
 2) Optimal Substructure

We have already discussed Overlapping Subproblem property in the [Set 1](http://geeksforgeeks.org/?p=12635). Let us discuss Optimal Substructure property here.

**2) Optimal Substructure:** A given problems has Optimal Substructure Property if optimal solution of the given problem can be obtained by using optimal solutions of its subproblems.  
 For example the shortest path problem has following optimal substructure property: If a node x lies in the shortest path from a source node u to destination node v then the shortest path from u to v is combination of shortest path from u to x and shortest path from x to v. The standard All Pair Shortest Path algorithms like [Floyd–Warshall](http://en.wikipedia.org/wiki/Floyd%E2%80%93Warshall_algorithm) and [Bellman–Ford](http://en.wikipedia.org/wiki/Bellman%E2%80%93Ford_algorithm)are typical examples of Dynamic Programming.  
 On the other hand the Longest path problem doesn’t have the Optimal Substructure property. Here by Longest Path we mean longest simple path (path without cycle) between two nodes. Consider the following unweighted graph given in the [CLRS book](http://mitpress.mit.edu/catalog/item/default.asp?ttype=2&tid=11866). There are two longest paths from q to t: q -> r ->t and q ->s->t. Unlike shortest paths, these longest paths do not have the optimal substructure property. For example, the longest path q->r->t is not a combination of longest path from q to r and longest path from r to t, because the longest path from q to r is q->s->t->r.

[![LongestPath](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/LongestPath.gif)

We will be covering some example problems in future posts on Dynamic Programming.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://en.wikipedia.org/wiki/Optimal_substructure>  
 [CLRS book](http://mitpress.mit.edu/catalog/item/default.asp?ttype=2&tid=11866)

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Dynamic Programming | Set 22 (Box Stacking Problem)

You are given a set of n types of rectangular 3-D boxes, where the i^th box has height h(i), width w(i) and depth d(i) (all real numbers). You want to create a stack of boxes which is as tall as possible, but you can only stack a box on top of another box if the dimensions of the 2-D base of the lower box are each strictly larger than those of the 2-D base of the higher box. Of course, you can rotate a box so that any side functions as its base. It is also allowable to use multiple instances of the same type of box.

Source: <http://people.csail.mit.edu/bdean/6.046/dp/>. The link also has video for explanation of solution.
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The [Box Stacking problem is a variation of LIS problem](http://www.geeksforgeeks.org/archives/19255). We need to build a maximum height stack.

Following are the key points to note in the problem statement:  
 1) A box can be placed on top of another box only if both width and depth of the upper placed box are smaller than width and depth of the lower box respectively.  
 2) We can rotate boxes. For example, if there is a box with dimensions {1x2x3} where 1 is height, 2×3 is base, then there can be three possibilities, {1x2x3}, {2x1x3} and {3x1x2}.  
 3) We can use multiple instances of boxes. What it means is, we can have two different rotations of a box as part of our maximum height stack.

Following is the **solution** based on [DP solution of LIS problem](http://www.geeksforgeeks.org/archives/12832).

**1)** Generate all 3 rotations of all boxes. The size of rotation array becomes 3 times the size of original array. For simplicity, we consider depth as always smaller than or equal to width.

**2)** Sort the above generated 3n boxes in decreasing order of base area.

**3)** After sorting the boxes, the problem is same as LIS with following optimal substructure property.  
 MSH(i) = Maximum possible Stack Height with box i at top of stack  
 MSH(i) = { Max ( MSH(j) ) + height(i) } where j width(i) and depth(j) > depth(i).  
 If there is no such j then MSH(i) = height(i)

**4)** To get overall maximum height, we return max(MSH(i)) where 0 /\* Dynamic Programming implementation of Box Stacking problem \*/ #include<stdio.h> #include<stdlib.h> /\* Representation of a box \*/ struct Box { // h –> height, w –> width, d –> depth int h, w, d; // for simplicity of solution, always keep w <= d }; // A utility function to get minimum of two intgers int min (int x, int y) { return (x < y)? x : y; } // A utility function to get maximum of two intgers int max (int x, int y) { return (x > y)? x : y; } /\* Following function is needed for library function qsort(). We use qsort() to sort boxes in decreasing order of base area. Refer following link for help of qsort() and compare() http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/ int compare (const void \*a, const void \* b) { return ( (\*(Box \*)b).d \* (\*(Box \*)b).w ) – ( (\*(Box \*)a).d \* (\*(Box \*)a).w ); } /\* Returns the height of the tallest stack that can be formed with give type of boxes \*/ int maxStackHeight( Box arr[], int n ) { /\* Create an array of all rotations of given boxes For example, for a box {1, 2, 3}, we consider three instances{{1, 2, 3}, {2, 1, 3}, {3, 1, 2}} \*/ Box rot[3\*n]; int index = 0; for (int i = 0; i < n; i++) { // Copy the original box rot[index] = arr[i]; index++; // First rotation of box rot[index].h = arr[i].w; rot[index].d = max(arr[i].h, arr[i].d); rot[index].w = min(arr[i].h, arr[i].d); index++; // Second rotation of box rot[index].h = arr[i].d; rot[index].d = max(arr[i].h, arr[i].w); rot[index].w = min(arr[i].h, arr[i].w); index++; } // Now the number of boxes is 3n n = 3\*n; /\* Sort the array ‘rot[]’ in decreasing order, using library function for quick sort \*/ qsort (rot, n, sizeof(rot[0]), compare); // Uncomment following two lines to print all rotations // for (int i = 0; i < n; i++ ) // printf("%d x %d x %d\n", rot[i].h, rot[i].w, rot[i].d); /\* Initialize msh values for all indexes msh[i] –> Maximum possible Stack Height with box i on top \*/ int msh[n]; for (int i = 0; i < n; i++ ) msh[i] = rot[i].h; /\* Compute optimized msh values in bottom up manner \*/ for (int i = 1; i < n; i++ ) for (int j = 0; j < i; j++ ) if ( rot[i].w < rot[j].w && rot[i].d < rot[j].d && msh[i] < msh[j] + rot[i].h ) { msh[i] = msh[j] + rot[i].h; } /\* Pick maximum of all msh values \*/ int max = -1; for ( int i = 0; i < n; i++ ) if ( max < msh[i] ) max = msh[i]; return max; } /\* Driver program to test above function \*/ int main() { Box arr[] = { {4, 6, 7}, {1, 2, 3}, {4, 5, 6}, {10, 12, 32} }; int n = sizeof(arr)/sizeof(arr[0]); printf("The maximum possible height of stack is %d\n", maxStackHeight (arr, n) ); return 0; }

Output:

The maximum possible height of stack is 60

In the above program, given input boxes are {4, 6, 7}, {1, 2, 3}, {4, 5, 6}, {10, 12, 32}. Following are all rotations of the boxes in decreasing order of base area.

10 x 12 x 32  
 12 x 10 x 32  
 32 x 10 x 12  
 4 x 6 x 7  
 4 x 5 x 6  
 6 x 4 x 7  
 5 x 4 x 6  
 7 x 4 x 6  
 6 x 4 x 5  
 1 x 2 x 3  
 2 x 1 x 3  
 3 x 1 x 2

The height 60 is obtained by boxes { {**3**, 1, 2}, {**1**, 2, 3}, {**6**, 4, 5}, {**4**, 5, 6}, {**4**, 6, 7}, {**32**, 10, 12}, {**10**, 12, 32}}

Time Complexity: O(n^2)  
 Auxiliary Space: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-21-box-stacking-problem/>

# Dynamic Programming | Set 24 (Optimal Binary Search Tree)

Given a sorted array *keys[0.. n-1]* of search keys and an array *freq[0.. n-1]* of frequency counts, where *freq[i]* is the number of searches to *keys[i]*. Construct a binary search tree of all keys such that the total cost of all the searches is as small as possible.

Let us first define the cost of a BST. The cost of a BST node is level of that node multiplied by its frequency. Level of root is 1.

Example 1  
Input: keys[] = {10, 12}, freq[] = {34, 50}  
There can be following two possible BSTs   
 10 12  
 \ /   
 12 10  
 I II  
Frequency of searches of 10 and 12 are 34 and 50 respectively.  
The cost of tree I is 34\*1 + 50\*2 = 134  
The cost of tree II is 50\*1 + 34\*2 = 118   
  
Example 2  
Input: keys[] = {10, 12, 20}, freq[] = {34, 8, 50}  
There can be following possible BSTs  
 10 12 20 10 20  
 \ / \ / \ /  
 12 10 20 12 20 10   
 \ / / \  
 20 10 12 12   
 I II III IV V  
Among all possible BSTs, cost of the fifth BST is minimum.   
Cost of the fifth BST is 1\*50 + 2\*34 + 3\*8 = 142

**1) Optimal Substructure:**  
 The optimal cost for freq[i..j] can be recursively calculated using following formula.  
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We need to calculate ***optCost(0, n-1)*** to find the result.

The idea of above formula is simple, we one by one try all nodes as root (r varies from i to j in second term). When we make *rth* node as root, we recursively calculate optimal cost from i to r-1 and r+1 to j.  
 We add sum of frequencies from i to j (see first term in the above formula), this is added because every search will go through root and one comparison will be done for every search.

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

// A naive recursive implementation of optimal binary search tree problem  
#include <stdio.h>  
#include <limits.h>  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j);  
  
// A recursive function to calculate cost of optimal binary search tree  
int optCost(int freq[], int i, int j)  
{  
 // Base cases  
 if (j < i) // If there are no elements in this subarray  
 return 0;  
 if (j == i) // If there is one element in this subarray  
 return freq[i];  
  
 // Get sum of freq[i], freq[i+1], ... freq[j]  
 int fsum = sum(freq, i, j);  
  
 // Initialize minimum value  
 int min = INT\_MAX;  
  
 // One by one consider all elements as root and recursively find cost  
 // of the BST, compare the cost with min and update min if needed  
 for (int r = i; r <= j; ++r)  
 {  
 int cost = optCost(freq, i, r-1) + optCost(freq, r+1, j);  
 if (cost < min)  
 min = cost;  
 }  
  
 // Return minimum value  
 return min + fsum;  
}  
  
// The main function that calculates minimum cost of a Binary Search Tree.  
// It mainly uses optCost() to find the optimal cost.  
int optimalSearchTree(int keys[], int freq[], int n)  
{  
 // Here array keys[] is assumed to be sorted in increasing order.  
 // If keys[] is not sorted, then add code to sort keys, and rearrange  
 // freq[] accordingly.  
 return optCost(freq, 0, n-1);  
}  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j)  
{  
 int s = 0;  
 for (int k = i; k <=j; k++)  
 s += freq[k];  
 return s;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int keys[] = {10, 12, 20};  
 int freq[] = {34, 8, 50};  
 int n = sizeof(keys)/sizeof(keys[0]);  
 printf("Cost of Optimal BST is %d ", optimalSearchTree(keys, freq, n));  
 return 0;  
}

Output:

Cost of Optimal BST is 142

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. We can see many subproblems being repeated in the following recursion tree for freq[1..4].
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Since same suproblems are called again, this problem has Overlapping Subprolems property. So optimal BST problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](http://www.geeksforgeeks.org/archives/tag/dynamic-programming) recomputations of same subproblems can be avoided by constructing a temporary array cost[][] in bottom up manner.

**Dynamic Programming Solution**  
 Following is C/C++ implementation for optimal BST problem using Dynamic Programming. We use an auxiliary array cost[n][n] to store the solutions of subproblems. cost[0][n-1] will hold the final result. The challenge in implementation is, all diagonal values must be filled first, then the values which lie on the line just above the diagonal. In other words, we must first fill all cost[i][i] values, then all cost[i][i+1] values, then all cost[i][i+2] values. So how to fill the 2D array in such manner> The idea used in the implementation is same as [Matrix Chain Multiplication problem](http://www.geeksforgeeks.org/archives/15553), we use a variable ‘L’ for chain length and increment ‘L’, one by one. We calculate column number ‘j’ using the values of ‘i’ and ‘L’.

// Dynamic Programming code for Optimal Binary Search Tree Problem  
#include <stdio.h>  
#include <limits.h>  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j);  
  
/\* A Dynamic Programming based function that calculates minimum cost of  
 a Binary Search Tree. \*/  
int optimalSearchTree(int keys[], int freq[], int n)  
{  
 /\* Create an auxiliary 2D matrix to store results of subproblems \*/  
 int cost[n][n];  
  
 /\* cost[i][j] = Optimal cost of binary search tree that can be  
 formed from keys[i] to keys[j].  
 cost[0][n-1] will store the resultant cost \*/  
  
 // For a single key, cost is equal to frequency of the key  
 for (int i = 0; i < n; i++)  
 cost[i][i] = freq[i];  
  
 // Now we need to consider chains of length 2, 3, ... .  
 // L is chain length.  
 for (int L=2; L<=n; L++)  
 {  
 // i is row number in cost[][]  
 for (int i=0; i<=n-L+1; i++)  
 {  
 // Get column number j from row number i and chain length L  
 int j = i+L-1;  
 cost[i][j] = INT\_MAX;  
  
 // Try making all keys in interval keys[i..j] as root  
 for (int r=i; r<=j; r++)  
 {  
 // c = cost when keys[r] becomes root of this subtree  
 int c = ((r > i)? cost[i][r-1]:0) +   
 ((r < j)? cost[r+1][j]:0) +   
 sum(freq, i, j);  
 if (c < cost[i][j])  
 cost[i][j] = c;  
 }  
 }  
 }  
 return cost[0][n-1];  
}  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j)  
{  
 int s = 0;  
 for (int k = i; k <=j; k++)  
 s += freq[k];  
 return s;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int keys[] = {10, 12, 20};  
 int freq[] = {34, 8, 50};  
 int n = sizeof(keys)/sizeof(keys[0]);  
 printf("Cost of Optimal BST is %d ", optimalSearchTree(keys, freq, n));  
 return 0;  
}

Output:

Cost of Optimal BST is 142

**Notes**  
 **1)** The time complexity of the above solution is O(n^4). The time complexity can be easily reduced to O(n^3) by pre-calculating sum of frequencies instead of calling sum() again and again.

**2)** In the above solutions, we have computed optimal cost only. The solutions can be easily modified to store the structure of BSTs also. We can create another auxiliary array of size n to store the structure of tree. All we need to do is, store the chosen ‘r’ in the innermost loop.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-24-optimal-binary-search-tree/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Dynamic Programming | Set 28 (Minimum insertions to form a palindrome)

Given a string, find the minimum number of characters to be inserted to convert it to palindrome.

Before we go further, let us understand with few examples:  
     ab: Number of insertions required is 1. **b**ab  
     aa: Number of insertions required is 0. aa  
     abcd: Number of insertions required is 3. **dcb**abcd  
     abcda: Number of insertions required is 2. a**dc**bcda which is same as number of insertions in the substring bcd(Why?).  
     abcde: Number of insertions required is 4. **edcb**abcde

Let the input string be *str[l……h]*. The problem can be broken down into three parts:  
 **1.** Find the minimum number of insertions in the substring str[l+1,…….h].  
 **2.** Find the minimum number of insertions in the substring str[l…….h-1].  
 **3.** Find the minimum number of insertions in the substring str[l+1……h-1].

**Recursive Solution**  
 The minimum number of insertions in the string str[l…..h] can be given as:  
 minInsertions(str[l+1…..h-1]) if str[l] is equal to str[h]  
 min(minInsertions(str[l…..h-1]), minInsertions(str[l+1…..h])) + 1 otherwise

// A Naive recursive program to find minimum number insertions  
// needed to make a string palindrome  
#include <stdio.h>  
#include <limits.h>  
#include <string.h>  
  
// A utility function to find minimum of two numbers  
int min(int a, int b)  
{ return a < b ? a : b; }  
  
// Recursive function to find minimum number of insersions  
int findMinInsertions(char str[], int l, int h)  
{  
 // Base Cases  
 if (l > h) return INT\_MAX;  
 if (l == h) return 0;  
 if (l == h - 1) return (str[l] == str[h])? 0 : 1;  
  
 // Check if the first and last characters are same. On the basis of the  
 // comparison result, decide which subrpoblem(s) to call  
 return (str[l] == str[h])? findMinInsertions(str, l + 1, h - 1):  
 (min(findMinInsertions(str, l, h - 1),  
 findMinInsertions(str, l + 1, h)) + 1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "geeks";  
 printf("%d", findMinInsertions(str, 0, strlen(str)-1));  
 return 0;  
}

Output:

3

**Dynamic Programming based Solution**  
 If we observe the above approach carefully, we can find that it exhibits [overlapping subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/).  
 Suppose we want to find the minimum number of insertions in string “abcde”:

abcde  
 / | \  
 / | \  
 bcde abcd bcd <- case 3 is discarded as str[l] != str[h]  
 / | \ / | \  
 / | \ / | \  
 cde bcd cd bcd abc bc  
 / | \ / | \ /|\ / | \  
de cd d cd bc c………………….

The substrings in bold show that the recursion to be terminated and the recursion tree cannot originate from there. Substring in the same color indicates [overlapping subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/).

*How to reuse solutions of subproblems?*  
 We can create a table to store results of subproblems so that they can be used directly if same subproblem is encountered again.

The below table represents the stored values for the string abcde.

a b c d e  
----------  
0 1 2 3 4  
0 0 1 2 3   
0 0 0 1 2   
0 0 0 0 1   
0 0 0 0 0

*How to fill the table?*  
 The table should be filled in diagonal fashion. For the string abcde, 0….4, the following should be order in which the table is filled:

Gap = 1:  
(0, 1) (1, 2) (2, 3) (3, 4)  
  
Gap = 2:  
(0, 2) (1, 3) (2, 4)  
  
Gap = 3:  
(0, 3) (1, 4)  
  
Gap = 4:  
(0, 4)

// A Dynamic Programming based program to find minimum number  
// insertions needed to make a string palindrome  
#include <stdio.h>  
#include <string.h>  
  
// A utility function to find minimum of two integers  
int min(int a, int b)  
{ return a < b ? a : b; }  
  
// A DP function to find minimum number of insersions  
int findMinInsertionsDP(char str[], int n)  
{  
 // Create a table of size n\*n. table[i][j] will store  
 // minumum number of insertions needed to convert str[i..j]  
 // to a palindrome.  
 int table[n][n], l, h, gap;  
  
 // Initialize all table entries as 0  
 memset(table, 0, sizeof(table));  
  
 // Fill the table  
 for (gap = 1; gap < n; ++gap)  
 for (l = 0, h = gap; h < n; ++l, ++h)  
 table[l][h] = (str[l] == str[h])? table[l+1][h-1] :  
 (min(table[l][h-1], table[l+1][h]) + 1);  
  
 // Return minimum number of insertions for str[0..n-1]  
 return table[0][n-1];  
}  
  
// Driver program to test above function.  
int main()  
{  
 char str[] = "geeks";  
 printf("%d", findMinInsertionsDP(str, strlen(str)));  
 return 0;  
}

Output:

3

Time complexity: O(N^2)  
 Auxiliary Space: O(N^2)

**Another Dynamic Programming Solution (Variation of** [**Longest Common Subsequence Problem)**](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/)  
 The problem of finding minimum insertions can also be solved using Longest Common Subsequence (LCS) Problem. If we find out LCS of string and its reverse, we know how many maximum characters can form a palindrome. We need insert remaining characters. Following are the steps.  
 1) Find the length of LCS of input string and its reverse. Let the length be ‘l’.  
 2) The minimum number insertions needed is length of input string minus ‘l’.

// An LCS based program to find minimum number insertions needed to  
// make a string palindrome  
#include<stdio.h>  
#include <string.h>  
  
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b)  
{ return (a > b)? a : b; }  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1].   
 See http://goo.gl/bHQVP for details of this function \*/  
int lcs( char \*X, char \*Y, int m, int n )  
{  
 int L[n+1][n+1];  
 int i, j;  
  
 /\* Following steps build L[m+1][n+1] in bottom up fashion. Note  
 that L[i][j] contains length of LCS of X[0..i-1] and Y[0..j-1] \*/  
 for (i=0; i<=m; i++)  
 {  
 for (j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 L[i][j] = 0;  
  
 else if (X[i-1] == Y[j-1])  
 L[i][j] = L[i-1][j-1] + 1;  
  
 else  
 L[i][j] = max(L[i-1][j], L[i][j-1]);  
 }  
 }  
  
 /\* L[m][n] contains length of LCS for X[0..n-1] and Y[0..m-1] \*/  
 return L[m][n];  
}  
  
// LCS based function to find minimum number of insersions  
int findMinInsertionsLCS(char str[], int n)  
{  
 // Creata another string to store reverse of 'str'  
 char rev[n+1];  
 strcpy(rev, str);  
 strrev(rev);  
  
 // The output is length of string minus length of lcs of  
 // str and it reverse  
 return (n - lcs(str, rev, n, n));  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "geeks";  
 printf("%d", findMinInsertionsLCS(str, strlen(str)));  
 return 0;  
}

Output:

3

Time complexity of this method is also O(n^2) and this method also requires O(n^2) extra space.

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Dynamic Programming | Set 3 (Longest Increasing Subsequence)

We have discussed Overlapping Subproblems and Optimal Substructure properties in [Set 1](http://geeksforgeeks.org/?p=12635) and [Set 2](http://geeksforgeeks.org/?p=12819) respectively.

Let us discuss Longest Increasing Subsequence (LIS) problem as an example problem that can be solved using Dynamic Programming.  
 The longest Increasing Subsequence (LIS) problem is to find the length of the longest subsequence of a given sequence such that all elements of the subsequence are sorted in increasing order. For example, length of LIS for { 10, 22, 9, 33, 21, 50, 41, 60, 80 } is 6 and LIS is {10, 22, 33, 50, 60, 80}.

**Optimal Substructure:**  
 Let arr[0..n-1] be the input array and L(i) be the length of the LIS till index i such that arr[i] is part of LIS and arr[i] is the last element in LIS, then L(i) can be recursively written as.  
 *L(i) = { 1 + Max ( L(j) ) } where j*  
 *To get LIS of a given array, we need to return max(L(i)) where 0 Overlapping Subproblems:*  
 *Following is simple recursive implementation of the LIS problem. The implementation simply follows the recursive structure mentioned above. The value of lis ending with every element is returned using max\_ending\_here. The overall lis is returned using pointer to a variable max.*

/\* A Naive recursive implementation of LIS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* To make use of recursive calls, this function must return two things:  
 1) Length of LIS ending with element arr[n-1]. We use max\_ending\_here   
 for this purpose  
 2) Overall maximum as the LIS may end with an element before arr[n-1]   
 max\_ref is used this purpose.  
The value of LIS of full array of size n is stored in \*max\_ref which is our final result  
\*/  
int \_lis( int arr[], int n, int \*max\_ref)  
{  
 /\* Base case \*/  
 if(n == 1)  
 return 1;  
  
 int res, max\_ending\_here = 1; // length of LIS ending with arr[n-1]  
  
 /\* Recursively get all LIS ending with arr[0], arr[1] ... ar[n-2]. If   
 arr[i-1] is smaller than arr[n-1], and max ending with arr[n-1] needs  
 to be updated, then update it \*/  
 for(int i = 1; i < n; i++)  
 {  
 res = \_lis(arr, i, max\_ref);  
 if (arr[i-1] < arr[n-1] && res + 1 > max\_ending\_here)  
 max\_ending\_here = res + 1;  
 }  
  
 // Compare max\_ending\_here with the overall max. And update the  
 // overall max if needed  
 if (\*max\_ref < max\_ending\_here)  
 \*max\_ref = max\_ending\_here;  
  
 // Return length of LIS ending with arr[n-1]  
 return max\_ending\_here;  
}  
  
// The wrapper function for \_lis()  
int lis(int arr[], int n)  
{  
 // The max variable holds the result  
 int max = 1;  
  
 // The function \_lis() stores its result in max  
 \_lis( arr, n, &max );  
  
 // returns max  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of LIS is %d\n", lis( arr, n ));  
 getchar();  
 return 0;  
}

Considering the above implementation, following is recursion tree for an array of size 4. lis(n) gives us the length of LIS for arr[].

lis(4)   
 / | \  
 lis(3) lis(2) lis(1)   
 / \ /   
 lis(2) lis(1) lis(1)   
 /   
lis(1)

We can see that there are many subproblems which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation. Following is a tabluated implementation for the LIS problem.

/\* Dynamic Programming implementation of LIS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* lis() returns the length of the longest increasing subsequence in   
 arr[] of size n \*/  
int lis( int arr[], int n )  
{  
 int \*lis, i, j, max = 0;  
 lis = (int\*) malloc ( sizeof( int ) \* n );  
  
 /\* Initialize LIS values for all indexes \*/  
 for ( i = 0; i < n; i++ )  
 lis[i] = 1;  
   
 /\* Compute optimized LIS values in bottom up manner \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i] > arr[j] && lis[i] < lis[j] + 1)  
 lis[i] = lis[j] + 1;  
   
 /\* Pick maximum of all LIS values \*/  
 for ( i = 0; i < n; i++ )  
 if ( max < lis[i] )  
 max = lis[i];  
  
 /\* Free memory to avoid memory leak \*/  
 free( lis );  
  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of LIS is %d\n", lis( arr, n ) );  
  
 getchar();  
 return 0;  
}

Note that the time complexity of the above Dynamic Programmig (DP) solution is O(n^2) and there is a O(nLogn) solution for the LIS problem (see [this](http://en.wikipedia.org/wiki/Longest_increasing_subsequence#Efficient_algorithms)). We have not discussed the nLogn solution here as the purpose of this post is to explain Dynamic Programmig with a simple example.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Dynamic Programming | Set 31 (Optimal Strategy for a Game)

Problem statement: Consider a row of n coins of values v1 . . . vn, where n is even. We play a game against an opponent by alternating turns. In each turn, a player selects either the first or last coin from the row, removes it from the row permanently, and receives the value of the coin. Determine the maximum possible amount of money we can definitely win if we move first.

Note: The opponent is as clever as the user.

Let us understand the problem with few examples:

**1.** 5, 3, 7, 10 : The user collects maximum value as 15(10 + 5)

**2.** 8, 15, 3, 7 : The user collects maximum value as 22(7 + 15)

Does choosing the best at each move give an optimal solution?

No. In the second example, this is how the game can finish:

**1.**  
 …….User chooses 8.  
 …….Opponent chooses 15.  
 …….User chooses 7.  
 …….Opponent chooses 3.  
 Total value collected by user is 15(8 + 7)

**2.**  
 …….User chooses 7.  
 …….Opponent chooses 8.  
 …….User chooses 15.  
 …….Opponent chooses 3.  
 Total value collected by user is 22(7 + 15)

So if the user follows the second game state, maximum value can be collected although the first move is not the best.

There are two choices:  
 **1.** The user chooses the ith coin with value Vi: The opponent either chooses (i+1)th coin or jth coin. The opponent intends to choose the coin which leaves the user with minimum value.  
 i.e. The user can collect the value Vi + min(F(i+2, j), F(i+1, j-1) )  
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**2.** The user chooses the jth coin with value Vj: The opponent either chooses ith coin or (j-1)th coin. The opponent intends to choose the coin which leaves the user with minimum value.  
 i.e. The user can collect the value Vj + min(F(i+1, j-1), F(i, j-2) )  
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Following is recursive solution that is based on above two choices. We take the maximum of two choices.

F(i, j) represents the maximum value the user can collect from   
 i'th coin to j'th coin.  
  
 F(i, j) = Max(Vi + min(F(i+2, j), F(i+1, j-1) ),   
 Vj + min(F(i+1, j-1), F(i, j-2) ))   
Base Cases  
 F(i, j) = Vi If j == i  
 F(i, j) = max(Vi, Vj) If j == i+1

**Why Dynamic Programming?**  
 The above relation exhibits overlapping sub-problems. In the above relation, F(i+1, j-1) is calculated twice.

// C program to find out maximum value from a given sequence of coins  
#include <stdio.h>  
#include <limits.h>  
  
// Utility functions to get maximum and minimum of two intgers  
int max(int a, int b) { return a > b ? a : b; }  
int min(int a, int b) { return a < b ? a : b; }  
  
// Returns optimal value possible that a player can collect from  
// an array of coins of size n. Note than n must be even  
int optimalStrategyOfGame(int\* arr, int n)  
{  
 // Create a table to store solutions of subproblems  
 int table[n][n], gap, i, j, x, y, z;  
  
 // Fill table using above recursive formula. Note that the table  
 // is filled in diagonal fashion (similar to http://goo.gl/PQqoS),  
 // from diagonal elements to table[0][n-1] which is the result.  
 for (gap = 0; gap < n; ++gap)  
 {  
 for (i = 0, j = gap; j < n; ++i, ++j)  
 {  
 // Here x is value of F(i+2, j), y is F(i+1, j-1) and  
 // z is F(i, j-2) in above recursive formula  
 x = ((i+2) <= j) ? table[i+2][j] : 0;  
 y = ((i+1) <= (j-1)) ? table[i+1][j-1] : 0;  
 z = (i <= (j-2))? table[i][j-2]: 0;  
  
 table[i][j] = max(arr[i] + min(x, y), arr[j] + min(y, z));  
 }  
 }  
  
 return table[0][n-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr1[] = {8, 15, 3, 7};  
 int n = sizeof(arr1)/sizeof(arr1[0]);  
 printf("%d\n", optimalStrategyOfGame(arr1, n));  
  
 int arr2[] = {2, 2, 2, 2};  
 n = sizeof(arr2)/sizeof(arr2[0]);  
 printf("%d\n", optimalStrategyOfGame(arr2, n));  
  
 int arr3[] = {20, 30, 2, 2, 2, 10};  
 n = sizeof(arr3)/sizeof(arr3[0]);  
 printf("%d\n", optimalStrategyOfGame(arr3, n));  
  
 return 0;  
}

Output:

22  
4  
42

**Exercise**  
 Your thoughts on the strategy when the user wishes to only win instead of winning with the maximum value. Like above problem, number of coins is even.  
 Can Greedy approach work quite well and give an optimal solution? Will your answer change if number of coins is odd?

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-31-optimal-strategy-for-a-game/>

# Dynamic Programming | Set 32 (Word Break Problem)

Given an input string and a dictionary of words, find out if the input string can be segmented into a space-separated sequence of dictionary words. See following examples for more details.  
 This is a famous Google interview question, also being asked by many other companies now a days.

Consider the following dictionary   
{ i, like, sam, sung, samsung, mobile, ice,   
 cream, icecream, man, go, mango}  
  
Input: ilike  
Output: Yes   
The string can be segmented as "i like".  
  
Input: ilikesamsung  
Output: Yes  
The string can be segmented as "i like samsung" or "i like sam sung".

**Recursive implementation:**  
 The idea is simple, we consider each prefix and search it in dictionary. If the prefix is present in dictionary, we recur for rest of the string (or suffix). If the recursive call for suffix returns true, we return true, otherwise we try next prefix. If we have tried all prefixes and none of them resulted in a solution, we return false.

We strongly recommend to see [**substr**](http://www.cplusplus.com/reference/string/string/substr/)function which is used extensively in following implementations.

// A recursive program to test whether a given string can be segmented into  
// space separated words in dictionary  
#include <iostream>  
using namespace std;  
  
/\* A utility function to check whether a word is present in dictionary or not.  
 An array of strings is used for dictionary. Using array of strings for  
 dictionary is definitely not a good idea. We have used for simplicity of  
 the program\*/  
int dictionaryContains(string word)  
{  
 string dictionary[] = {"mobile","samsung","sam","sung","man","mango",  
 "icecream","and","go","i","like","ice","cream"};  
 int size = sizeof(dictionary)/sizeof(dictionary[0]);  
 for (int i = 0; i < size; i++)  
 if (dictionary[i].compare(word) == 0)  
 return true;  
 return false;  
}  
  
// returns true if string can be segmented into space separated  
// words, otherwise returns false  
bool wordBreak(string str)  
{  
 int size = str.size();  
  
 // Base case  
 if (size == 0) return true;  
  
 // Try all prefixes of lengths from 1 to size  
 for (int i=1; i<=size; i++)  
 {  
 // The parameter for dictionaryContains is str.substr(0, i)  
 // str.substr(0, i) which is prefix (of input string) of  
 // length 'i'. We first check whether current prefix is in  
 // dictionary. Then we recursively check for remaining string  
 // str.substr(i, size-i) which is suffix of length size-i  
 if (dictionaryContains( str.substr(0, i) ) &&  
 wordBreak( str.substr(i, size-i) ))  
 return true;  
 }  
  
 // If we have tried all prefixes and none of them worked  
 return false;  
}  
  
// Driver program to test above functions  
int main()  
{  
 wordBreak("ilikesamsung")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("iiiiiiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("ilikelikeimangoiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmango")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmangok")? cout <<"Yes\n": cout << "No\n";  
 return 0;  
}

Output:

Yes  
Yes  
Yes  
Yes  
Yes  
No

**Dynamic Programming**  
 Why Dynamic Programming? The above problem exhibits overlapping sub-problems. For example, see the following partial recursion tree for string “abcde” in worst case.
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// A Dynamic Programming based program to test whether a given string can  
// be segmented into space separated words in dictionary  
#include <iostream>  
#include <string.h>  
using namespace std;  
  
/\* A utility function to check whether a word is present in dictionary or not.  
 An array of strings is used for dictionary. Using array of strings for  
 dictionary is definitely not a good idea. We have used for simplicity of  
 the program\*/  
int dictionaryContains(string word)  
{  
 string dictionary[] = {"mobile","samsung","sam","sung","man","mango",  
 "icecream","and","go","i","like","ice","cream"};  
 int size = sizeof(dictionary)/sizeof(dictionary[0]);  
 for (int i = 0; i < size; i++)  
 if (dictionary[i].compare(word) == 0)  
 return true;  
 return false;  
}  
  
// Returns true if string can be segmented into space separated  
// words, otherwise returns false  
bool wordBreak(string str)  
{  
 int size = str.size();  
 if (size == 0) return true;  
  
 // Create the DP table to store results of subroblems. The value wb[i]  
 // will be true if str[0..i-1] can be segmented into dictionary words,  
 // otherwise false.  
 bool wb[size+1];  
 memset(wb, 0, sizeof(wb)); // Initialize all values as false.  
  
 for (int i=1; i<=size; i++)  
 {  
 // if wb[i] is false, then check if current prefix can make it true.  
 // Current prefix is "str.substr(0, i)"  
 if (wb[i] == false && dictionaryContains( str.substr(0, i) ))  
 wb[i] = true;  
  
 // wb[i] is true, then check for all substrings starting from  
 // (i+1)th character and store their results.  
 if (wb[i] == true)  
 {  
 // If we reached the last prefix  
 if (i == size)  
 return true;  
  
 for (int j = i+1; j <= size; j++)  
 {  
 // Update wb[j] if it is false and can be updated  
 // Note the parameter passed to dictionaryContains() is  
 // substring starting from index 'i' and length 'j-i'  
 if (wb[j] == false && dictionaryContains( str.substr(i, j-i) ))  
 wb[j] = true;  
  
 // If we reached the last character  
 if (j == size && wb[j] == true)  
 return true;  
 }  
 }  
 }  
  
 /\* Uncomment these lines to print DP table "wb[]"  
 for (int i = 1; i <= size; i++)  
 cout << " " << wb[i]; \*/  
  
 // If we have tried all prefixes and none of them worked  
 return false;  
}  
  
// Driver program to test above functions  
int main()  
{  
 wordBreak("ilikesamsung")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("iiiiiiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("ilikelikeimangoiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmango")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmangok")? cout <<"Yes\n": cout << "No\n";  
 return 0;  
}

Output:

Yes  
Yes  
Yes  
Yes  
Yes  
No

**Exercise:**  
 The above solutions only finds out whether a given string can be segmented or not. Extend the above Dynamic Programming solution to print all possible partitions of input string. See [extended recursive solution](http://ideone.com/53LMkr) for reference.

Examples:

Input: ilikeicecreamandmango  
Output:   
i like ice cream and man go  
i like ice cream and mango  
i like icecream and man go  
i like icecream and mango  
  
Input: ilikesamsungmobile  
Output:  
i like sam sung mobile  
i like samsung mobile

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-32-word-break-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Amazon Interview | Set 33](http://www.geeksforgeeks.org/amazon-interview-set-33-2/) [Custom Tree Problem →](http://www.geeksforgeeks.org/custom-tree-problem/)

# Dynamic Programming | Set 34 (Assembly Line Scheduling)

A car factory has two assembly lines, each with n stations. A station is denoted by Si,j where i is either 1 or 2 and indicates the assembly line the station is on, and j indicates the number of the station. The time taken per station is denoted by ai,j. Each station is dedicated to some sort of work like engine fitting, body fitting, painting and so on. So, a car chassis must pass through each of the n stations in order before exiting the factory. The parallel stations of the two assembly lines perform the same task. After it passes through station Si,j, it will continue to station Si,j+1 unless it decides to transfer to the other line. Continuing on the same line incurs no extra cost, but transferring from line i at station j – 1 to station j on the other line takes time ti,j. Each assembly line takes an entry time ei and exit time xi which may be different for the two lines. Give an algorithm for computing the minimum time it will take to build a car chassis.

The below figure presents the problem in a clear picture:  
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The following information can be extracted from the problem statement to make it simpler:

* Two assembly lines, 1 and 2, each with stations from 1 to n.
* A car chassis must pass through all stations from 1 to n in order(in any of the two assembly lines). i.e. it cannot jump from station i to station j if they are not at one move distance.
* The car chassis can move one station forward in the same line, or one station diagonally in the other line. It incurs an extra cost ti, j to move to station j from line i. No cost is incurred for movement in same line.
* The time taken in station j on line i is ai, j.
* Si, j represents a station j on line i.

**Breaking the problem into smaller sub-problems:**  
 We can easily find the ith factorial if (i-1)th factorial is known. Can we apply the similar funda here?  
 If the minimum time taken by the chassis to leave station Si, j-1 is known, the minimum time taken to leave station Si, j can be calculated quickly by combining ai, j and ti, j.

**T1(j)** indicates the minimum time taken by the car chassis to leave station j on assembly line 1.

**T2(j)** indicates the minimum time taken by the car chassis to leave station j on assembly line 2.

***Base cases:***  
 The entry time ei comes into picture only when the car chassis enters the car factory.

Time taken to leave first station in line 1 is given by:  
 T1(1) = Entry time in Line 1 + Time spent in station S1,1  
 T1(1) = e1 + a1,1  
 Similarly, time taken to leave first station in line 2 is given by:  
 T2(1) = e2 + a2,1

***Recursive Relations:***  
 If we look at the problem statement, it quickly boils down to the below observations:  
 The car chassis at station S1,j can come either from station S1, j-1 or station S2, j-1.

Case #1: Its previous station is S1, j-1  
 The minimum time to leave station S1,j is given by:  
 T1(j) = Minimum time taken to leave station S1, j-1 + Time spent in station S1, j  
 T1(j) = T1(j-1) + a1, j

Case #2: Its previous station is S2, j-1  
 The minimum time to leave station S1, j is given by:  
 T1(j) = Minimum time taken to leave station S2, j-1 + Extra cost incurred to change the assembly line + Time spent in station S1, j  
 T1(j) = T2(j-1) + t2, j + a1, j

The minimum time T1(j) is given by the minimum of the two obtained in cases #1 and #2.  
 T1(j) = min((T1(j-1) + a1, j), (T2(j-1) + t2, j + a1, j))  
 Similarly the minimum time to reach station S2, j is given by:  
 T2(j) = min((T2(j-1) + a2, j), (T1(j-1) + t1, j + a2, j))

The total minimum time taken by the car chassis to come out of the factory is given by:  
 Tmin = min(Time taken to leave station Si,n + Time taken to exit the car factory)  
 Tmin = min(T1(n) + x1, T2(n) + x2)

**Why dynamic programming?**  
 The above recursion exhibits overlapping sub-problems. There are two ways to reach station S1, j:

1. From station S1, j-1
2. From station S2, j-1

So, to find the minimum time to leave station S1, j the minimum time to leave the previous two stations must be calculated(as explained in above recursion).  
 Similarly, there are two ways to reach station S2, j:

1. From station S2, j-1
2. From station S1, j-1

Please note that the minimum times to leave stations S1, j-1 and S2, j-1 have already been calculated.

So, we need two tables to store the partial results calculated for each station in an assembly line. The table will be filled in bottom-up fashion.

**Note:**  
 In this post, the word “leave” has been used in place of “reach” to avoid the confusion. Since the car chassis must spend a fixed time in each station, the word leave suits better.

**Implementation:**

// A C program to find minimum possible time by the car chassis to complete  
#include <stdio.h>  
#define NUM\_LINE 2  
#define NUM\_STATION 4  
  
// Utility function to find minimum of two numbers  
int min(int a, int b) { return a < b ? a : b; }  
  
int carAssembly(int a[][NUM\_STATION], int t[][NUM\_STATION], int \*e, int \*x)  
{  
 int T1[NUM\_STATION], T2[NUM\_STATION], i;  
  
 T1[0] = e[0] + a[0][0]; // time taken to leave first station in line 1  
 T2[0] = e[1] + a[1][0]; // time taken to leave first station in line 2  
  
 // Fill tables T1[] and T2[] using the above given recursive relations  
 for (i = 1; i < NUM\_STATION; ++i)  
 {  
 T1[i] = min(T1[i-1] + a[0][i], T2[i-1] + t[1][i] + a[0][i]);  
 T2[i] = min(T2[i-1] + a[1][i], T1[i-1] + t[0][i] + a[1][i]);  
 }  
  
 // Consider exit times and retutn minimum  
 return min(T1[NUM\_STATION-1] + x[0], T2[NUM\_STATION-1] + x[1]);  
}  
  
int main()  
{  
 int a[][NUM\_STATION] = {{4, 5, 3, 2},  
 {2, 10, 1, 4}};  
 int t[][NUM\_STATION] = {{0, 7, 4, 5},  
 {0, 9, 2, 8}};  
 int e[] = {10, 12}, x[] = {18, 7};  
  
 printf("%d", carAssembly(a, t, e, x));  
  
 return 0;  
}

Output:
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 The bold line shows the path covered by the car chassis for given input values.

**Exercise:**  
 Extend the above algorithm to print the path covered by the car chassis in the factory.

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

This article is compiled by [**Aashish Barnwal**](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-34-assembly-line-scheduling/>

# Dynamic Programming | Set 36 (Maximum Product Cutting)

Given a rope of length n meters, cut the rope in different parts of integer lengths in a way that maximizes product of lengths of all parts. You must make at least one cut. Assume that the length of rope is more than 2 meters.

Examples:

Input: n = 2  
Output: 1 (Maximum obtainable product is 1\*1)  
  
Input: n = 3  
Output: 2 (Maximum obtainable product is 1\*2)  
  
Input: n = 4  
Output: 4 (Maximum obtainable product is 2\*2)  
  
Input: n = 5  
Output: 6 (Maximum obtainable product is 2\*3)  
  
Input: n = 10  
Output: 36 (Maximum obtainable product is 3\*3\*4)

**1) Optimal Substructure:**  
 This problem is similar to [Rod Cutting Problem.](http://www.geeksforgeeks.org/dynamic-programming-set-13-cutting-a-rod/) We can get the maximum product by making a cut at different positions and comparing the values obtained after a cut. We can recursively call the same function for a piece obtained after a cut.

Let maxProd(n) be the maximum product for a rope of length n. maxProd(n) can be written as following.

maxProd(n) = max(i\*(n-i), maxProdRec(n-i)\*i) for all i in {1, 2, 3 .. n}

**2) Overlapping Subproblems**  
 Following is simple recursive C++ implementation of the problem. The implementation simply follows the recursive structure mentioned above.

// A Naive Recursive method to find maxium product  
#include <iostream>  
using namespace std;  
  
// Utility function to get the maximum of two and three integers  
int max(int a, int b) { return (a > b)? a : b;}  
int max(int a, int b, int c) { return max(a, max(b, c));}  
  
// The main function that returns maximum product obtainable  
// from a rope of length n  
int maxProd(int n)  
{  
 // Base cases  
 if (n == 0 || n == 1) return 0;  
  
 // Make a cut at different places and take the maximum of all  
 int max\_val = 0;  
 for (int i = 1; i < n; i++)  
 max\_val = max(max\_val, i\*(n-i), maxProd(n-i)\*i);  
  
 // Return the maximum of all values  
 return max\_val;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 cout << "Maximum Product is " << maxProd(10);  
 return 0;  
}

Output:

Maximum Product is 36

Considering the above implementation, following is recursion tree for a Rope of length 5.

mP() ---> maxProd()   
  
 mP(5)  
 / / \ \  
 / / \ \  
 mP(4) mP(3) mP(2) mP(1)  
 / | \ / \ |  
 / | \ / \ |   
 mP(3) mP(2) mP(1) mP(2) mP(1) mP(1)  
 / \ | |  
 / \ | |   
 mP(2) mP(1) mP(1) mP(1)

In the above partial recursion tree, mP(3) is being solved twice. We can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So the problem has both properties (see [this](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/)and [this](http://www.geeksforgeeks.org/dynamic-programming-set-1/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/tag/dynamic-programming/), recomputations of same subproblems can be avoided by constructing a temporary array val[] in bottom up manner.

// A Dynamic Programming solution for Max Product Problem  
int maxProd(int n)  
{  
 int val[n+1];  
 val[0] = val[1] = 0;  
   
 // Build the table val[] in bottom up manner and return  
 // the last entry from the table  
 for (int i = 1; i <= n; i++)  
 {  
 int max\_val = 0;  
 for (int j = 1; j <= i/2; j++)  
 max\_val = max(max\_val, (i-j)\*j, j\*val[i-j]);  
 val[i] = max\_val;  
 }  
 return val[n];  
}

Time Complexity of the Dynamic Programming solution is O(n^2) and it requires O(n) extra space.

**A Tricky Solution:**  
 If we see some examples of this problems, we can easily observe following pattern.  
 The maximum product can be obtained be repeatedly cutting parts of size 3 while size is greater than 4, keeping the last part as size of 2 or 3 or 4. For example, n = 10, the maximum product is obtained by 3, 3, 4. For n = 11, the maximum product is obtained by 3, 3, 3, 2. Following is C++ implementation of this approach.

#include <iostream>  
using namespace std;  
  
/\* The main function that teturns the max possible product \*/  
int maxProd(int n)  
{  
 // n equals to 2 or 3 must be handled explicitly  
 if (n == 2 || n == 3) return (n-1);  
  
 // Keep removing parts of size 3 while n is greater than 4  
 int res = 1;  
 while (n > 4)  
 {  
 n -= 3;  
 res \*= 3; // Keep multiplying 3 to res  
 }  
 return (n \* res); // The last part multiplied by previous parts  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 cout << "Maximum Product is " << maxProd(10);  
 return 0;  
}

Output:

Maximum Product is 36

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-36-cut-a-rope-to-maximize-product/>

# Dynamic Programming | Set 37 (Boolean Parenthesization Problem)

Given a boolean expression with following symbols.

Symbols  
 'T' ---> true   
 'F' ---> false

And following operators filled between symbols

Operators  
 & ---> boolean AND  
 | ---> boolean OR  
 ^ ---> boolean XOR

Count the number of ways we can parenthesize the expression so that the value of expression evaluates to true.

Let the input be in form of two arrays one contains the symbols (T and F) in order and other contains operators (&, | and ^}

**Examples:**

Input: symbol[] = {T, F, T}  
 operator[] = {^, &}  
Output: 2  
The given expression is "T ^ F & T", it evaluates true  
in two ways "((T ^ F) & T)" and "(T ^ (F & T))"  
  
Input: symbol[] = {T, F, F}  
 operator[] = {^, |}  
Output: 2  
The given expression is "T ^ F | F", it evaluates true  
in two ways "( (T ^ F) | F )" and "( T ^ (F | F) )".   
  
Input: symbol[] = {T, T, F, T}  
 operator[] = {|, &, ^}  
Output: 4  
The given expression is "T | T & F ^ T", it evaluates true  
in 4 ways ((T|T)&(F^T)), (T|(T&(F^T))), (((T|T)&F)^T)   
and (T|((T&F)^T)).

**Solution:**  
 Let **T(i, j)** represents the number of ways to parenthesize the symbols between i and j (both inclusive) such that the subexpression between i and j evaluates to true.
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Let **F(i, j)** represents the number of ways to parenthesize the symbols between i and j (both inclusive) such that the subexpression between i and j evaluates to false.
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Base Cases:

T(i, i) = 1 if symbol[i] = 'T'   
T(i, i) = 0 if symbol[i] = 'F'   
  
F(i, i) = 1 if symbol[i] = 'F'   
F(i, i) = 0 if symbol[i] = 'T'

If we draw recursion tree of above recursive solution, we can observe that it many overlapping subproblems. Like other [dynamic programming problems](http://www.geeksforgeeks.org/tag/dynamic-programming/), it can be solved by filling a table in bottom up manner. Following is C++ implementation of dynamic programming solution.

#include<iostream>  
#include<cstring>  
using namespace std;  
  
// Returns count of all possible parenthesizations that lead to  
// result true for a boolean expression with symbols like true  
// and false and operators like &, | and ^ filled between symbols  
int countParenth(char symb[], char oper[], int n)  
{  
 int F[n][n], T[n][n];  
  
 // Fill diaginal entries first  
 // All diagonal entries in T[i][i] are 1 if symbol[i]  
 // is T (true). Similarly, all F[i][i] entries are 1 if  
 // symbol[i] is F (False)  
 for (int i = 0; i < n; i++)  
 {  
 F[i][i] = (symb[i] == 'F')? 1: 0;  
 T[i][i] = (symb[i] == 'T')? 1: 0;  
 }  
  
 // Now fill T[i][i+1], T[i][i+2], T[i][i+3]... in order  
 // And F[i][i+1], F[i][i+2], F[i][i+3]... in order  
 for (int gap=1; gap<n; ++gap)  
 {  
 for (int i=0, j=gap; j<n; ++i, ++j)  
 {  
 T[i][j] = F[i][j] = 0;  
 for (int g=0; g<gap; g++)  
 {  
 // Find place of parenthesization using current value  
 // of gap  
 int k = i + g;  
  
 // Store Total[i][k] and Total[k+1][j]  
 int tik = T[i][k] + F[i][k];  
 int tkj = T[k+1][j] + F[k+1][j];  
  
 // Follow the recursive formulas according to the current  
 // operator  
 if (oper[k] == '&')  
 {  
 T[i][j] += T[i][k]\*T[k+1][j];  
 F[i][j] += (tik\*tkj - T[i][k]\*T[k+1][j]);  
 }  
 if (oper[k] == '|')  
 {  
 F[i][j] += F[i][k]\*F[k+1][j];  
 T[i][j] += (tik\*tkj - F[i][k]\*F[k+1][j]);  
 }  
 if (oper[k] == '^')  
 {  
 T[i][j] += F[i][k]\*T[k+1][j] + T[i][k]\*F[k+1][j];  
 F[i][j] += T[i][k]\*T[k+1][j] + F[i][k]\*F[k+1][j];  
 }  
 }  
 }  
 }  
 return T[0][n-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 char symbols[] = "TTFT";  
 char operators[] = "|&^";  
 int n = strlen(symbols);  
  
 // There are 4 ways  
 // ((T|T)&(F^T)), (T|(T&(F^T))), (((T|T)&F)^T) and (T|((T&F)^T))  
 cout << countParenth(symbols, operators, n);  
 return 0;  
}

Output:

4

Time Complexity: O(n3)  
 Auxiliary Space: O(n2)

**References:**  
 <http://people.cs.clemson.edu/~bcdean/dp_practice/dp_9.swf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-37-boolean-parenthesization-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

Post navigation

[← Pilani Soft Labs (redBus) Interview](http://www.geeksforgeeks.org/pilani-soft-labs-redbus-interview/) [Print substring of a given string without using any string function and loop in C →](http://www.geeksforgeeks.org/print-substring-of-a-given-string-without-using-any-string-function-and-loop-in-c/)

# Dynamic Programming | Set 4 (Longest Common Subsequence)

We have discussed Overlapping Subproblems and Optimal Substructure properties in [Set 1](http://geeksforgeeks.org/?p=12635) and [Set 2](http://geeksforgeeks.org/?p=12819) respectively. We also discussed one example problem in [Set 3](http://geeksforgeeks.org/?p=12832). Let us discuss Longest Common Subsequence (LCS) problem as one more example problem that can be solved using Dynamic Programming.

*LCS Problem Statement:* Given two sequences, find the length of longest subsequence present in both of them. A subsequence is a sequence that appears in the same relative order, but not necessarily contiguous. For example, “abc”, “abg”, “bdf”, “aeg”, ‘”acefg”, .. etc are subsequences of “abcdefg”. So a string of length n has 2^n different possible subsequences.

It is a classic computer science problem, the basis of [diff](http://en.wikipedia.org/wiki/Diff)(a file comparison program that outputs the differences between two files), and has applications in bioinformatics.

**Examples:**  
 LCS for input Sequences “ABCDGH” and “AEDFHR” is “ADH” of length 3.  
 LCS for input Sequences “AGGTAB” and “GXTXAYB” is “GTAB” of length 4.

The naive solution for this problem is to generate all subsequences of both given sequences and find the longest matching subsequence. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem.

**1) Optimal Substructure:**  
 Let the input sequences be X[0..m-1] and Y[0..n-1] of lengths m and n respectively. And let L(X[0..m-1], Y[0..n-1]) be the length of LCS of the two sequences X and Y. Following is the recursive definition of L(X[0..m-1], Y[0..n-1]).

If last characters of both sequences match (or X[m-1] == Y[n-1]) then  
 L(X[0..m-1], Y[0..n-1]) = 1 + L(X[0..m-2], Y[0..n-2])

If last characters of both sequences do not match (or X[m-1] != Y[n-1]) then  
 L(X[0..m-1], Y[0..n-1]) = MAX ( L(X[0..m-2], Y[0..n-1]), L(X[0..m-1], Y[0..n-2])

Examples:  
 1) Consider the input strings “AGGTAB” and “GXTXAYB”. Last characters match for the strings. So length of LCS can be written as:  
 L(“AGGTAB”, “GXTXAYB”) = 1 + L(“AGGTA”, “GXTXAY”)

2) Consider the input strings “ABCDGH” and “AEDFHR. Last characters do not match for the strings. So length of LCS can be written as:  
 L(“ABCDGH”, “AEDFHR”) = MAX ( L(“ABCDG”, “AEDFH**R**”), L(“ABCDG**H**”, “AEDFH”) )

So the LCS problem has optimal substructure property as the main problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems:**  
 Following is simple recursive implementation of the LCS problem. The implementation simply follows the recursive structure mentioned above.

/\* A Naive recursive implementation of LCS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
int max(int a, int b);  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n )  
{  
 if (m == 0 || n == 0)  
 return 0;  
 if (X[m-1] == Y[n-1])  
 return 1 + lcs(X, Y, m-1, n-1);  
 else  
 return max(lcs(X, Y, m, n-1), lcs(X, Y, m-1, n));  
}  
  
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b)  
{  
 return (a > b)? a : b;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
  
 int m = strlen(X);  
 int n = strlen(Y);  
  
 printf("Length of LCS is %d\n", lcs( X, Y, m, n ) );  
  
 getchar();  
 return 0;  
}

Time complexity of the above naive recursive approach is O(2^n) in worst case and worst case happens when all characters of X and Y mismatch i.e., length of LCS is 0.  
 Considering the above implementation, following is a partial recursion tree for input strings “AXYT” and “AYZX”

lcs("AXYT", "AYZX")  
 / \  
 lcs("AXY", "AYZX") lcs("AXYT", "AYZ")  
 / \ / \  
lcs("AX", "AYZX") lcs("AXY", "AYZ") lcs("AXY", "AYZ") lcs("AXYT", "AY")

In the above partial recursion tree, lcs(“AXY”, “AYZ”) is being solved twice. If we draw the complete recursion tree, then we can see that there are many subproblems which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation. Following is a tabulated implementation for the LCS problem.

/\* Dynamic Programming implementation of LCS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
   
int max(int a, int b);  
   
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n )  
{  
 int L[m+1][n+1];  
 int i, j;  
   
 /\* Following steps build L[m+1][n+1] in bottom up fashion. Note   
 that L[i][j] contains length of LCS of X[0..i-1] and Y[0..j-1] \*/  
 for (i=0; i<=m; i++)  
 {  
 for (j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 L[i][j] = 0;  
   
 else if (X[i-1] == Y[j-1])  
 L[i][j] = L[i-1][j-1] + 1;  
   
 else  
 L[i][j] = max(L[i-1][j], L[i][j-1]);  
 }  
 }  
   
 /\* L[m][n] contains length of LCS for X[0..n-1] and Y[0..m-1] \*/  
 return L[m][n];  
}  
   
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b)  
{  
 return (a > b)? a : b;  
}  
   
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
   
 int m = strlen(X);  
 int n = strlen(Y);  
   
 printf("Length of LCS is %d\n", lcs( X, Y, m, n ) );  
   
 getchar();  
 return 0;  
}

Time Complexity of the above implementation is O(mn) which is much better than the worst case time complexity of Naive Recursive implementation.

The above algorithm/code returns only length of LCS. Please see the following post for printing the LCS.  
 [Printing Longest Common Subsequence](http://www.geeksforgeeks.org/printing-longest-common-subsequence/)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://www.youtube.com/watch?v=V5hZoJ6uK-s>  
 <http://www.algorithmist.com/index.php/Longest_Common_Subsequence>  
 <http://www.ics.uci.edu/~eppstein/161/960229.html>  
 <http://en.wikipedia.org/wiki/Longest_common_subsequence_problem>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/>

# Dynamic Programming | Set 5 (Edit Distance)

Continuing further on dynamic programming series, *edit distance* is an interesting algorithm.

**Problem:** Given two strings of size m, n and set of operations replace (R), insert (I) and delete (D) all at equal cost. Find minimum number of edits (operations) required to convert one string into another.

**Identifying Recursive Methods:**

What will be sub-problem in this case? Consider finding edit distance of part of the strings, say small prefix. Let us denote them as [1…i] and [1…j] for some 1< i < m and 1 < j < n. Clearly it is solving smaller instance of final problem, denote it as E(i, j). Our goal is finding E(m, n) and minimizing the cost.

In the prefix, we can right align the strings in three ways (i, -), (-, j) and (i, j). The hyphen symbol (-) representing no character. An example can make it more clear.

Given strings SUNDAY and SATURDAY. We want to convert SUNDAY into SATURDAY with minimum edits. Let us pick i = 2 and j = 4 i.e. prefix strings are SUN and SATU respectively (assume the strings indices start at 1). The right most characters can be aligned in three different ways.

*Case 1:* Align characters U and U. They are equal, no edit is required. We still left with the problem of i = 1 and j = 3, E(i-1, j-1).

*Case 2:* Align right character from first string and no character from second string. We need a deletion (D) here. We still left with problem of i = 1 and j = 4, E(i-1, j).

*Case 3:* Align right character from second string and no character from first string. We need an insertion (I) here. We still left with problem of i = 2 and j = 3, E(i, j-1).

Combining all the subproblems minimum cost of aligning prefix strings ending at i and j given by

E(i, j) = min( [E(i-1, j) + D], [E(i, j-1) + I],  [E(i-1, j-1) + R if i,j characters are not same] )

We still not yet done. What will be base case(s)?

When both of the strings are of size 0, the cost is 0. When only one of the string is zero, we need edit operations as that of non-zero length string. Mathematically,

E(0, 0) = 0, E(i, 0) = i, E(0, j) = j

Now it is easy to complete recursive method. Go through the code for recursive algorithm (edit\_distance\_recursive).

**Dynamic Programming Method:**

We can calculate the complexity of recursive expression fairly easily.

T(m, n) = T(m-1, n-1) + T(m, n-1) + T(m-1, n) + C

The complexity of T(m, n) can be calculated by successive substitution method or solving homogeneous equation of two variables. It will result in an exponential complexity algorithm. It is evident from the recursion tree that it will be solving subproblems again and again. Few strings result in many overlapping subproblems (try the below program with strings *exponential* and *polynomial* and note the delay in recursive method).

We can tabulate the repeating subproblems and look them up when required next time (bottom up). A two dimensional array formed by the strings can keep track of the minimum cost till the current character comparison. The visualization code will help in understanding the construction of matrix.

The time complexity of dynamic programming method is *O(mn)* as we need to construct the table fully. The space complexity is also *O(mn)*. If we need only the cost of edit, we just need *O(min(m, n))* space as it is required only to keep track of the current row and previous row.

Usually the costs D, I and R are not same. In such case the problem can be represented as an acyclic directed graph (DAG) with weights on each edge, and finding shortest path gives edit distance.

**Applications**:

There are many practical applications of edit distance algorithm, refer [Lucene](http://en.wikipedia.org/wiki/Lucene) API for sample. Another example, display all the words in a dictionary that are near proximity to a given word\incorrectly spelled word.

// Dynamic Programming implementation of edit distance  
#include<stdio.h>  
#include<stdlib.h>  
#include<string.h>  
  
// Change these strings to test the program  
#define STRING\_X "SUNDAY"  
#define STRING\_Y "SATURDAY"  
  
#define SENTINEL (-1)  
#define EDIT\_COST (1)  
  
inline  
int min(int a, int b) {  
 return a < b ? a : b;  
}  
  
// Returns Minimum among a, b, c  
int Minimum(int a, int b, int c)  
{  
 return min(min(a, b), c);  
}  
  
// Strings of size m and n are passed.  
// Construct the Table for X[0...m, m+1], Y[0...n, n+1]  
int EditDistanceDP(char X[], char Y[])  
{  
 // Cost of alignment  
 int cost = 0;  
 int leftCell, topCell, cornerCell;  
  
 int m = strlen(X)+1;  
 int n = strlen(Y)+1;  
  
 // T[m][n]  
 int \*T = (int \*)malloc(m \* n \* sizeof(int));  
  
 // Initialize table  
 for(int i = 0; i < m; i++)  
 for(int j = 0; j < n; j++)  
 \*(T + i \* n + j) = SENTINEL;  
  
 // Set up base cases  
 // T[i][0] = i  
 for(int i = 0; i < m; i++)  
 \*(T + i \* n) = i;  
  
 // T[0][j] = j  
 for(int j = 0; j < n; j++)  
 \*(T + j) = j;  
  
 // Build the T in top-down fashion  
 for(int i = 1; i < m; i++)  
 {  
 for(int j = 1; j < n; j++)  
 {  
 // T[i][j-1]  
 leftCell = \*(T + i\*n + j-1);  
 leftCell += EDIT\_COST; // deletion  
  
 // T[i-1][j]  
 topCell = \*(T + (i-1)\*n + j);  
 topCell += EDIT\_COST; // insertion  
  
 // Top-left (corner) cell  
 // T[i-1][j-1]  
 cornerCell = \*(T + (i-1)\*n + (j-1) );  
  
 // edit[(i-1), (j-1)] = 0 if X[i] == Y[j], 1 otherwise  
 cornerCell += (X[i-1] != Y[j-1]); // may be replace  
  
 // Minimum cost of current cell  
 // Fill in the next cell T[i][j]  
 \*(T + (i)\*n + (j)) = Minimum(leftCell, topCell, cornerCell);  
 }  
 }  
  
 // Cost is in the cell T[m][n]  
 cost = \*(T + m\*n - 1);  
 free(T);  
 return cost;  
}  
  
// Recursive implementation  
int EditDistanceRecursion( char \*X, char \*Y, int m, int n )  
{  
 // Base cases  
 if( m == 0 && n == 0 )  
 return 0;  
  
 if( m == 0 )  
 return n;  
  
 if( n == 0 )  
 return m;  
  
 // Recurse  
 int left = EditDistanceRecursion(X, Y, m-1, n) + 1;  
 int right = EditDistanceRecursion(X, Y, m, n-1) + 1;  
 int corner = EditDistanceRecursion(X, Y, m-1, n-1) + (X[m-1] != Y[n-1]);  
  
 return Minimum(left, right, corner);  
}  
  
int main()  
{  
 char X[] = STRING\_X; // vertical  
 char Y[] = STRING\_Y; // horizontal  
  
 printf("Minimum edits required to convert %s into %s is %d\n",  
 X, Y, EditDistanceDP(X, Y) );  
 printf("Minimum edits required to convert %s into %s is %d by recursion\n",  
 X, Y, EditDistanceRecursion(X, Y, strlen(X), strlen(Y)));  
  
 return 0;  
}

— [**Venki**](http://geeksforgeeks.org/?page_id=2). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-5-edit-distance/>

# Dynamic Programming | Set 6 (Min Cost Path)

Given a cost matrix cost[][] and a position (m, n) in cost[][], write a function that returns cost of minimum cost path to reach (m, n) from (0, 0). Each cell of the matrix represents a cost to traverse through that cell. Total cost of a path to reach (m, n) is sum of all the costs on that path (including both source and destination). You can only traverse down, right and diagonally lower cells from a given cell, i.e., from a given cell (i, j), cells (i+1, j), (i, j+1) and (i+1, j+1) can be traversed. You may assume that all costs are positive integers.

For example, in the following figure, what is the minimum cost path to (2, 2)?  
 [![dp](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/dp.png)

The path with minimum cost is highlighted in the following figure. The path is (0, 0) –> (0, 1) –> (1, 2) –> (2, 2). The cost of the path is 8 (1 + 2 + 2 + 3).  
 [![dp2](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/dp2.png)

**1) Optimal Substructure**  
 The path to reach (m, n) must be through one of the 3 cells: (m-1, n-1) or (m-1, n) or (m, n-1). So minimum cost to reach (m, n) can be written as “minimum of the 3 cells plus cost[m][n]”.

minCost(m, n) = min (minCost(m-1, n-1), minCost(m-1, n), minCost(m, n-1)) + cost[m][n]

**2) Overlapping Subproblems**  
 Following is simple recursive implementation of the MCP (Minimum Cost Path) problem. The implementation simply follows the recursive structure mentioned above.

/\* A Naive recursive implementation of MCP(Minimum Cost Path) problem \*/  
#include<stdio.h>  
#include<limits.h>  
#define R 3  
#define C 3  
  
int min(int x, int y, int z);  
  
/\* Returns cost of minimum cost path from (0,0) to (m, n) in mat[R][C]\*/  
int minCost(int cost[R][C], int m, int n)  
{  
 if (n < 0 || m < 0)  
 return INT\_MAX;  
 else if (m == 0 && n == 0)  
 return cost[m][n];  
 else  
 return cost[m][n] + min( minCost(cost, m-1, n-1),  
 minCost(cost, m-1, n),   
 minCost(cost, m, n-1) );  
}  
  
/\* A utility function that returns minimum of 3 integers \*/  
int min(int x, int y, int z)  
{  
 if (x < y)  
 return (x < z)? x : z;  
 else  
 return (y < z)? y : z;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int cost[R][C] = { {1, 2, 3},  
 {4, 8, 2},  
 {1, 5, 3} };  
 printf(" %d ", minCost(cost, 2, 2));  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree, there are many nodes which apear more than once. Time complexity of this naive recursive solution is exponential and it is terribly slow.

mC refers to minCost()  
 mC(2, 2)  
 / | \  
 / | \   
 mC(1, 1) mC(1, 2) mC(2, 1)  
 / | \ / | \ / | \   
 / | \ / | \ / | \  
 mC(0,0) mC(0,1) mC(1,0) mC(0,1) mC(0,2) mC(1,1) mC(1,0) mC(1,1) mC(2,0)

So the MCP problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array tc[][] in bottom up manner.

/\* Dynamic Programming implementation of MCP problem \*/  
#include<stdio.h>  
#include<limits.h>  
#define R 3  
#define C 3  
  
int min(int x, int y, int z);  
  
int minCost(int cost[R][C], int m, int n)  
{  
 int i, j;  
  
 // Instead of following line, we can use int tc[m+1][n+1] or   
 // dynamically allocate memoery to save space. The following line is  
 // used to keep te program simple and make it working on all compilers.  
 int tc[R][C];   
  
 tc[0][0] = cost[0][0];  
  
 /\* Initialize first column of total cost(tc) array \*/  
 for (i = 1; i <= m; i++)  
 tc[i][0] = tc[i-1][0] + cost[i][0];  
  
 /\* Initialize first row of tc array \*/  
 for (j = 1; j <= n; j++)  
 tc[0][j] = tc[0][j-1] + cost[0][j];  
  
 /\* Construct rest of the tc array \*/  
 for (i = 1; i <= m; i++)  
 for (j = 1; j <= n; j++)  
 tc[i][j] = min(tc[i-1][j-1], tc[i-1][j], tc[i][j-1]) + cost[i][j];  
  
 return tc[m][n];  
}  
  
/\* A utility function that returns minimum of 3 integers \*/  
int min(int x, int y, int z)  
{  
 if (x < y)  
 return (x < z)? x : z;  
 else  
 return (y < z)? y : z;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int cost[R][C] = { {1, 2, 3},  
 {4, 8, 2},  
 {1, 5, 3} };  
 printf(" %d ", minCost(cost, 2, 2));  
 return 0;  
}

Time Complexity of the DP implementation is O(mn) which is much better than Naive Recursive implementation.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-6-min-cost-path/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Dynamic Programming | Set 7 (Coin Change)

Given a value N, if we want to make change for N cents, and we have infinite supply of each of S = { S1, S2, .. , Sm} valued coins, how many ways can we make the change? The order of coins doesn’t matter.

For example, for N = 4 and S = {1,2,3}, there are four solutions: {1,1,1,1},{1,1,2},{2,2},{1,3}. So output should be 4. For N = 10 and S = {2, 5, 3, 6}, there are five solutions: {2,2,2,2,2}, {2,2,3,3}, {2,2,6}, {2,3,5} and {5,5}. So the output should be 5.

**1) Optimal Substructure**  
 To count total number solutions, we can divide all set solutions in two sets.  
 1) Solutions that do not contain mth coin (or Sm).  
 2) Solutions that contain at least one Sm.  
 Let count(S[], m, n) be the function to count the number of solutions, then it can be written as sum of count(S[], m-1, n) and count(S[], m, n-Sm).

Therefore, the problem has optimal substructure property as the problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems**  
 Following is a simple recursive implementation of the Coin Change problem. The implementation simply follows the recursive structure mentioned above.

#include<stdio.h>  
  
// Returns the count of ways we can sum S[0...m-1] coins to get sum n  
int count( int S[], int m, int n )  
{  
 // If n is 0 then there is 1 solution (do not include any coin)  
 if (n == 0)  
 return 1;  
   
 // If n is less than 0 then no solution exists  
 if (n < 0)  
 return 0;  
  
 // If there are no coins and n is greater than 0, then no solution exist  
 if (m <=0 && n >= 1)  
 return 0;  
  
 // count is sum of solutions (i) including S[m-1] (ii) excluding S[m-1]  
 return count( S, m - 1, n ) + count( S, m, n-S[m-1] );  
}  
  
// Driver program to test above function  
int main()  
{  
 int i, j;  
 int arr[] = {1, 2, 3};  
 int m = sizeof(arr)/sizeof(arr[0]);  
 printf("%d ", count(arr, m, 4));  
 getchar();  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for S = {1, 2, 3} and n = 5.  
 The function C({1}, 3) is called two times. If we draw the complete tree, then we can see that there are many subproblems being called more than once.

C() --> count()  
 C({1,2,3}, 5)   
 / \  
 / \   
 C({1,2,3}, 2) C({1,2}, 5)  
 / \ / \  
 / \ / \  
C({1,2,3}, -1) C({1,2}, 2) C({1,2}, 3) C({1}, 5)  
 / \ / \ / \  
 / \ / \ / \  
 C({1,2},0) C({1},2) C({1,2},1) C({1},3) C({1}, 4) C({}, 5)  
 / \ / \ / \ / \   
 / \ / \ / \ / \   
 . . . . . . C({1}, 3) C({}, 4)  
 / \  
 / \   
 . .

Since same suproblems are called again, this problem has Overlapping Subprolems property. So the Coin Change problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner.

**Dynamic Programming Solution**

#include<stdio.h>  
  
int count( int S[], int m, int n )  
{  
 int i, j, x, y;  
  
 // We need n+1 rows as the table is consturcted in bottom up manner using   
 // the base case 0 value case (n = 0)  
 int table[n+1][m];  
   
 // Fill the enteries for 0 value case (n = 0)  
 for (i=0; i<m; i++)  
 table[0][i] = 1;  
  
 // Fill rest of the table enteries in bottom up manner   
 for (i = 1; i < n+1; i++)  
 {  
 for (j = 0; j < m; j++)  
 {  
 // Count of solutions including S[j]  
 x = (i-S[j] >= 0)? table[i - S[j]][j]: 0;  
  
 // Count of solutions excluding S[j]  
 y = (j >= 1)? table[i][j-1]: 0;  
  
 // total count  
 table[i][j] = x + y;  
 }  
 }  
 return table[n][m-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 2, 3};  
 int m = sizeof(arr)/sizeof(arr[0]);  
 int n = 4;  
 printf(" %d ", count(arr, m, n));  
 return 0;  
}

Time Complexity: O(mn)

Following is a simplified version of method 2. The auxiliary space required here is O(n) only.

int count( int S[], int m, int n )  
{  
 // table[i] will be storing the number of solutions for  
 // value i. We need n+1 rows as the table is consturcted  
 // in bottom up manner using the base case (n = 0)  
 int table[n+1];  
  
 // Initialize all table values as 0  
 memset(table, 0, sizeof(table));  
  
 // Base case (If given value is 0)  
 table[0] = 1;  
  
 // Pick all coins one by one and update the table[] values  
 // after the index greater than or equal to the value of the  
 // picked coin  
 for(int i=0; i<m; i++)  
 for(int j=S[i]; j<=n; j++)  
 table[j] += table[j-S[i]];  
  
 return table[n];  
}

Thanks to [Rohan Laishram](http://www.geeksforgeeks.org/archives/17401/comment-page-1#comment-7383) for suggesting this space optimized version.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

References:  
 <http://www.algorithmist.com/index.php/Coin_Change>
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# Dynamic Programming | Set 8 (Matrix Chain Multiplication)

Given a sequence of matrices, find the most efficient way to multiply these matrices together. The problem is not actually to perform the multiplications, but merely to decide in which order to perform the multiplications.

We have many options to multiply a chain of matrices because matrix multiplication is associative. In other words, no matter how we parenthesize the product, the result will be the same. For example, if we had four matrices A, B, C, and D, we would have:

(ABC)D = (AB)(CD) = A(BCD) = ....

However, the order in which we parenthesize the product affects the number of simple arithmetic operations needed to compute the product, or the efficiency. For example, suppose A is a 10 × 30 matrix, B is a 30 × 5 matrix, and C is a 5 × 60 matrix. Then,

(AB)C = (10×30×5) + (10×5×60) = 1500 + 3000 = 4500 operations  
 A(BC) = (30×5×60) + (10×30×60) = 9000 + 18000 = 27000 operations.

Clearly the first parenthesization requires less number of operations.

*Given an array p[] which represents the chain of matrices such that the ith matrix Ai is of dimension p[i-1] x p[i]. We need to write a function MatrixChainOrder() that should return the minimum number of multiplications needed to multiply the chain.*

Input: p[] = {40, 20, 30, 10, 30}   
 Output: 26000   
 There are 4 matrices of dimensions 40x20, 20x30, 30x10 and 10x30.  
 Let the input 4 matrices be A, B, C and D. The minimum number of   
 multiplications are obtained by putting parenthesis in following way  
 (A(BC))D --> 20\*30\*10 + 40\*20\*10 + 40\*10\*30  
  
 Input: p[] = {10, 20, 30, 40, 30}   
 Output: 30000   
 There are 4 matrices of dimensions 10x20, 20x30, 30x40 and 40x30.   
 Let the input 4 matrices be A, B, C and D. The minimum number of   
 multiplications are obtained by putting parenthesis in following way  
 ((AB)C)D --> 10\*20\*30 + 10\*30\*40 + 10\*40\*30  
  
 Input: p[] = {10, 20, 30}   
 Output: 6000   
 There are only two matrices of dimensions 10x20 and 20x30. So there   
 is only one way to multiply the matrices, cost of which is 10\*20\*30

**1) Optimal Substructure:**  
 A simple solution is to place parenthesis at all possible places, calculate the cost for each placement and return the minimum value. In a chain of matrices of size n, we can place the first set of parenthesis in n-1 ways. For example, if the given chain is of 4 matrices. let the chain be ABCD, then there are 3 way to place first set of parenthesis: A(BCD), (AB)CD and (ABC)D. So when we place a set of parenthesis, we divide the problem into subproblems of smaller size. Therefore, the problem has optimal substructure property and can be easily solved using recursion.

Minimum number of multiplication needed to multiply a chain of size n = Minimum of all n-1 placements (these placements create subproblems of smaller size)

**2) Overlapping Subproblems**  
 Following is a recursive implementation that simply follows the above optimal substructure property.

/\* A naive recursive implementation that simply follows the above optimal   
 substructure property \*/  
#include<stdio.h>  
#include<limits.h>  
  
// Matrix Ai has dimension p[i-1] x p[i] for i = 1..n  
int MatrixChainOrder(int p[], int i, int j)  
{  
 if(i == j)  
 return 0;  
 int k;  
 int min = INT\_MAX;  
 int count;  
  
 // place parenthesis at different places between first and last matrix,  
 // recursively calculate count of multiplcations for each parenthesis   
 // placement and return the minimum count  
 for (k = i; k <j; k++)  
 {  
 count = MatrixChainOrder(p, i, k) +  
 MatrixChainOrder(p, k+1, j) +  
 p[i-1]\*p[k]\*p[j];  
  
 if (count < min)  
 min = count;  
 }  
  
 // Return minimum count  
 return min;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 printf("Minimum number of multiplications is %d ",   
 MatrixChainOrder(arr, 1, n-1));  
  
 getchar();  
 return 0;  
}

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for a matrix chain of size 4. The function MatrixChainOrder(p, 3, 4) is called two times. We can see that there are many subproblems being called more than once.
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Since same suproblems are called again, this problem has Overlapping Subprolems property. So Matrix Chain Multiplication problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array m[][] in bottom up manner.

**Dynamic Programming Solution**  
 Following is C/C++ implementation for Matrix Chain Multiplication problem using Dynamic Programming.

// See the Cormen book for details of the following algorithm  
#include<stdio.h>  
#include<limits.h>  
  
// Matrix Ai has dimension p[i-1] x p[i] for i = 1..n  
int MatrixChainOrder(int p[], int n)  
{  
  
 /\* For simplicity of the program, one extra row and one extra column are  
 allocated in m[][]. 0th row and 0th column of m[][] are not used \*/  
 int m[n][n];  
  
 int i, j, k, L, q;  
  
 /\* m[i,j] = Minimum number of scalar multiplications needed to compute  
 the matrix A[i]A[i+1]...A[j] = A[i..j] where dimention of A[i] is  
 p[i-1] x p[i] \*/  
  
 // cost is zero when multiplying one matrix.  
 for (i = 1; i < n; i++)  
 m[i][i] = 0;  
  
 // L is chain length.   
 for (L=2; L<n; L++)   
 {  
 for (i=1; i<=n-L+1; i++)  
 {  
 j = i+L-1;  
 m[i][j] = INT\_MAX;  
 for (k=i; k<=j-1; k++)  
 {  
 // q = cost/scalar multiplications  
 q = m[i][k] + m[k+1][j] + p[i-1]\*p[k]\*p[j];  
 if (q < m[i][j])  
 m[i][j] = q;  
 }  
 }  
 }  
  
 return m[1][n-1];  
}  
  
int main()  
{  
 int arr[] = {1, 2, 3, 4};  
 int size = sizeof(arr)/sizeof(arr[0]);  
  
 printf("Minimum number of multiplications is %d ",  
 MatrixChainOrder(arr, size));  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^3)  
 Auxiliary Space: O(n^2)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://en.wikipedia.org/wiki/Matrix_chain_multiplication>  
 <http://www.personal.kent.edu/~rmuhamma/Algorithms/MyAlgorithms/Dynamic/chainMatrixMult.htm>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-8-matrix-chain-multiplication/>

# Dynamic Programming | Set 9 (Binomial Coefficient)

Following are common definition of [Binomial Coefficients](http://en.wikipedia.org/wiki/Binomial_coefficient).  
 1) A [binomial coefficient](http://en.wikipedia.org/wiki/Binomial_coefficient) C(n, k) can be defined as the coefficient of X^k in the expansion of (1 + X)^n.

2) A binomial coefficient C(n, k) also gives the number of ways, disregarding order, that k objects can be chosen from among n objects; more formally, the number of k-element subsets (or k-combinations) of an n-element set.

**The Problem**  
 *Write a function that takes two parameters n and k and returns the value of Binomial Coefficient C(n, k).* For example, your function should return 6 for n = 4 and k = 2, and it should return 10 for n = 5 and k = 2.

**1) Optimal Substructure**  
 The value of C(n, k) can recursively calculated using following standard formula for Binomial Cofficients.

C(n, k) = C(n-1, k-1) + C(n-1, k)  
 C(n, 0) = C(n, n) = 1

**2) Overlapping Subproblems**  
 Following is simple recursive implementation that simply follows the recursive structure mentioned above.

// A Naive Recursive Implementation  
#include<stdio.h>  
  
// Returns value of Binomial Coefficient C(n, k)  
int binomialCoeff(int n, int k)  
{  
 // Base Cases  
 if (k==0 || k==n)  
 return 1;  
  
 // Recur  
 return binomialCoeff(n-1, k-1) + binomialCoeff(n-1, k);  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int n = 5, k = 2;  
 printf("Value of C(%d, %d) is %d ", n, k, binomialCoeff(n, k));  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for n = 5 an k = 2. The function C(3, 1) is called two times. For large values of n, there will be many common subproblems.

C(5, 2)  
 / \  
 C(4, 1) C(4, 2)  
 / \ / \  
 C(3, 0) C(3, 1) C(3, 1) C(3, 2)  
 / \ / \ / \  
 C(2, 0) C(2, 1) C(2, 0) C(2, 1) C(2, 1) C(2, 2)  
 / \ / \ / \  
 C(1, 0) C(1, 1) C(1, 0) C(1, 1) C(1, 0) C(1, 1)

Since same suproblems are called again, this problem has Overlapping Subprolems property. So the Binomial Coefficient problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array C[][] in bottom up manner. Following is Dynamic Programming based implementation.

// A Dynamic Programming based solution that uses table C[][] to calculate the   
// Binomial Coefficient   
#include<stdio.h>  
  
// Prototype of a utility function that returns minimum of two integers  
int min(int a, int b);  
  
// Returns value of Binomial Coefficient C(n, k)  
int binomialCoeff(int n, int k)  
{  
 int C[n+1][k+1];  
 int i, j;  
  
 // Caculate value of Binomial Coefficient in bottom up manner  
 for (i = 0; i <= n; i++)  
 {  
 for (j = 0; j <= min(i, k); j++)  
 {  
 // Base Cases  
 if (j == 0 || j == i)  
 C[i][j] = 1;  
  
 // Calculate value using previosly stored values  
 else  
 C[i][j] = C[i-1][j-1] + C[i-1][j];  
 }  
 }  
  
 return C[n][k];  
}  
  
// A utility function to return minimum of two integers  
int min(int a, int b)  
{  
 return (a<b)? a: b;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int n = 5, k = 2;  
 printf ("Value of C(%d, %d) is %d ", n, k, binomialCoeff(n, k) );  
 return 0;  
}

Time Complexity: O(n\*k)  
 Auxiliary Space: O(n\*k)

Following is a space optimized version of the above code. The following code only uses O(k). Thanks to [AK](http://www.geeksforgeeks.org/archives/17806/comment-page-1#comment-7460)for suggesting this method.

// A space optimized Dynamic Programming Solution  
int binomialCoeff(int n, int k)  
{  
 int\* C = (int\*)calloc(k+1, sizeof(int));  
 int i, j, res;  
  
 C[0] = 1;  
  
 for(i = 1; i <= n; i++)  
 {  
 for(j = min(i, k); j > 0; j--)  
 C[j] = C[j] + C[j-1];  
 }  
  
 res = C[k]; // Store the result before freeing memory  
  
 free(C); // free dynamically allocated memory to avoid memory leak  
  
 return res;  
}

Time Complexity: O(n\*k)  
 Auxiliary Space: O(k)

References:  
 <http://www.csl.mtu.edu/cs4321/www/Lectures/Lecture%2015%20-%20Dynamic%20Programming%20Binomial%20Coefficients.htm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-9-binomial-coefficient/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Dynamic Programming

Given a set of non-negative integers, and a value *sum*, determine if there is a subset of the given set with sum equal to given *sum*.

Examples: set[] = {3, 34, 4, 12, 5, 2}, sum = 9  
Output: True //There is a subset (4, 5) with sum 9.

Let isSubSetSum(int set[], int n, int sum) be the function to find whether there is a subset of set[] with sum equal to *sum*. n is the number of elements in set[].

The isSubsetSum problem can be divided into two subproblems  
 …a) Include the last element, recur for n = n-1, sum = sum – set[n-1]  
 …b) Exclude the last element, recur for n = n-1.  
 If any of the above the above subproblems return true, then return true.

Following is the recursive formula for isSubsetSum() problem.

isSubsetSum(set, n, sum) = isSubsetSum(set, n-1, sum) ||   
 isSubsetSum(arr, n-1, sum-set[n-1])  
Base Cases:  
isSubsetSum(set, n, sum) = false, if sum > 0 and n == 0  
isSubsetSum(set, n, sum) = true, if sum == 0

Following is naive recursive implementation that simply follows the recursive structure mentioned above.

// A recursive solution for subset sum problem  
#include <stdio.h>  
  
// Returns true if there is a subset of set[] with sun equal to given sum  
bool isSubsetSum(int set[], int n, int sum)  
{  
 // Base Cases  
 if (sum == 0)  
 return true;  
 if (n == 0 && sum != 0)  
 return false;  
  
 // If last element is greater than sum, then ignore it  
 if (set[n-1] > sum)  
 return isSubsetSum(set, n-1, sum);  
  
 /\* else, check if sum can be obtained by any of the following  
 (a) including the last element  
 (b) excluding the last element \*/  
 return isSubsetSum(set, n-1, sum) || isSubsetSum(set, n-1, sum-set[n-1]);  
}  
  
// Driver program to test above function  
int main()  
{  
 int set[] = {3, 34, 4, 12, 5, 2};  
 int sum = 9;  
 int n = sizeof(set)/sizeof(set[0]);  
 if (isSubsetSum(set, n, sum) == true)  
 printf("Found a subset with given sum");  
 else  
 printf("No subset with given sum");  
 return 0;  
}

Output:

Found a subset with given sum

The above solution may try all subsets of given set in worst case. Therefore time complexity of the above solution is exponential. The problem is in-fact [NP-Complete](http://en.wikipedia.org/wiki/NP-complete) (There is no known polynomial time solution for this problem).

**We can solve the problem in** [**Pseudo-polynomial time**](http://en.wikipedia.org/wiki/Pseudo-polynomial_time) **using Dynamic programming.** We create a boolean 2D table subset[][] and fill it in bottom up manner. The value of subset[i][j] will be true if there is a subset of set[0..j-1] with sum equal to i., otherwise false. Finally, we return subset[sum][n]

// A Dynamic Programming solution for subset sum problem  
#include <stdio.h>  
  
// Returns true if there is a subset of set[] with sun equal to given sum  
bool isSubsetSum(int set[], int n, int sum)  
{  
 // The value of subset[i][j] will be true if there is a subset of set[0..j-1]  
 // with sum equal to i  
 bool subset[sum+1][n+1];  
  
 // If sum is 0, then answer is true  
 for (int i = 0; i <= n; i++)  
 subset[0][i] = true;  
  
 // If sum is not 0 and set is empty, then answer is false  
 for (int i = 1; i <= sum; i++)  
 subset[i][0] = false;  
  
 // Fill the subset table in botton up manner  
 for (int i = 1; i <= sum; i++)  
 {  
 for (int j = 1; j <= n; j++)  
 {  
 subset[i][j] = subset[i][j-1];  
 if (i >= set[j-1])  
 subset[i][j] = subset[i][j] || subset[i - set[j-1]][j-1];  
 }  
 }  
  
 /\* // uncomment this code to print table  
 for (int i = 0; i <= sum; i++)  
 {  
 for (int j = 0; j <= n; j++)  
 printf ("%4d", subset[i][j]);  
 printf("\n");  
 } \*/  
  
 return subset[sum][n];  
}  
  
// Driver program to test above function  
int main()  
{  
 int set[] = {3, 34, 4, 12, 5, 2};  
 int sum = 9;  
 int n = sizeof(set)/sizeof(set[0]);  
 if (isSubsetSum(set, n, sum) == true)  
 printf("Found a subset with given sum");  
 else  
 printf("No subset with given sum");  
 return 0;  
}

Output:

Found a subset with given sum

Time complexity of the above solution is O(sum\*n).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-subset-sum-problem/>
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# How to efficiently implement k Queues in a single array?

We have discussed [efficient implementation of k stack in an array](http://www.geeksforgeeks.org/efficiently-implement-k-stacks-single-array/). In this post, same for queue is discussed. Following is the detailed problem statement.

*Create a data structure kQueues that represents k queues. Implementation of kQueues should use only one array, i.e., k queues should use the same array for storing elements. Following functions must be supported by kQueues.*

enqueue(int x, int qn) –> adds x to queue number ‘qn’ where qn is from 0 to k-1  
 dequeue(int qn) –> deletes an element from queue number ‘qn’ where qn is from 0 to k-1

**Method 1 (Divide the array in slots of size n/k)**  
 A simple way to implement k queues is to divide the array in k slots of size n/k each, and fix the slots for different queues, i.e., use arr[0] to arr[n/k-1] for first queue, and arr[n/k] to arr[2n/k-1] for queue2 where arr[] is the array to be used to implement two queues and size of array be n.

The problem with this method is inefficient use of array space. An enqueue operation may result in overflow even if there is space available in arr[]. For example, consider k as 2 and array size n as 6. Let we enqueue 3 elements to first and do not enqueue anything to second second queue. When we enqueue 4th element to first queue, there will be overflow even if we have space for 3 more elements in array.

**Method 2 (A space efficient implementation)**  
 The idea is similar to the [stack post](http://www.geeksforgeeks.org/efficiently-implement-k-stacks-single-array/), here we need to use three extra arrays. In stack post, we needed to extra arrays, one more array is required because in queues, enqueue() and dequeue() operations are done at different ends.

Following are the three extra arrays are used:  
 1) **front[]**: This is of size k and stores indexes of front elements in all queues.  
 2) **rear[]**: This is of size k and stores indexes of rear elements in all queues.  
 2) **next[]**: This is of size n and stores indexes of next item for all items in array arr[].

Here arr[] is actual array that stores k stacks.

Together with k queues, a stack of free slots in arr[] is also maintained. The top of this stack is stored in a variable ‘free’.

All entries in front[] are initialized as -1 to indicate that all queues are empty. All entries next[i] are initialized as i+1 because all slots are free initially and pointing to next slot. Top of free stack, ‘free’ is initialized as 0.

Following is C++ implementation of the above idea.

// A C++ program to demonstrate implementation of k queues in a single  
// array in time and space efficient way  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// A C++ class to represent k queues in a single array of size n  
class kQueues  
{  
 int \*arr; // Array of size n to store actual content to be stored in queue  
 int \*front; // Array of size k to store indexes of front elements of queue  
 int \*rear; // Array of size k to store indexes of rear elements of queue  
 int \*next; // Array of size n to store next entry in all queues  
 // and free list  
 int n, k;  
 int free; // To store beginning index of free list  
public:  
 //constructor to create k queue in an array of size n  
 kQueues(int k, int n);  
  
 // A utility function to check if there is space available  
 bool isFull() { return (free == -1); }  
  
 // To enqueue an item in queue number 'qn' where qn is from 0 to k-1  
 void enqueue(int item, int qn);  
  
 // To dequeue an from queue number 'qn' where qn is from 0 to k-1  
 int dequeue(int qn);  
  
 // To check whether queue number 'qn' is empty or not  
 bool isEmpty(int qn) { return (front[qn] == -1); }  
};  
  
// Constructor to create k queues in an array of size n  
kQueues::kQueues(int k1, int n1)  
{  
 // Initialize n and k, and allocate memory for all arrays  
 k = k1, n = n1;  
 arr = new int[n];  
 front = new int[k];  
 rear = new int[k];  
 next = new int[n];  
  
 // Initialize all queues as empty  
 for (int i = 0; i < k; i++)  
 front[i] = -1;  
  
 // Initialize all spaces as free  
 free = 0;  
 for (int i=0; i<n-1; i++)  
 next[i] = i+1;  
 next[n-1] = -1; // -1 is used to indicate end of free list  
}  
  
// To enqueue an item in queue number 'qn' where qn is from 0 to k-1  
void kQueues::enqueue(int item, int qn)  
{  
 // Overflow check  
 if (isFull())  
 {  
 cout << "\nQueue Overflow\n";  
 return;  
 }  
  
 int i = free; // Store index of first free slot  
  
 // Update index of free slot to index of next slot in free list  
 free = next[i];  
  
 if (isEmpty(qn))  
 front[qn] = i;  
 else  
 next[rear[qn]] = i;  
  
 next[i] = -1;  
  
 // Update next of rear and then rear for queue number 'qn'  
 rear[qn] = i;  
  
 // Put the item in array  
 arr[i] = item;  
}  
  
// To dequeue an from queue number 'qn' where qn is from 0 to k-1  
int kQueues::dequeue(int qn)  
{  
 // Underflow checkSAS  
 if (isEmpty(qn))  
 {  
 cout << "\nQueue Underflow\n";  
 return INT\_MAX;  
 }  
  
 // Find index of front item in queue number 'qn'  
 int i = front[qn];  
  
 front[qn] = next[i]; // Change top to store next of previous top  
  
 // Attach the previous front to the beginning of free list  
 next[i] = free;  
 free = i;  
  
 // Return the previous front item  
 return arr[i];  
}  
  
/\* Driver program to test kStacks class \*/  
int main()  
{  
 // Let us create 3 queue in an array of size 10  
 int k = 3, n = 10;  
 kQueues ks(k, n);  
  
 // Let us put some items in queue number 2  
 ks.enqueue(15, 2);  
 ks.enqueue(45, 2);  
  
 // Let us put some items in queue number 1  
 ks.enqueue(17, 1);  
 ks.enqueue(49, 1);  
 ks.enqueue(39, 1);  
  
 // Let us put some items in queue number 0  
 ks.enqueue(11, 0);  
 ks.enqueue(9, 0);  
 ks.enqueue(7, 0);  
  
 cout << "Dequeued element from queue 2 is " << ks.dequeue(2) << endl;  
 cout << "Dequeued element from queue 1 is " << ks.dequeue(1) << endl;  
 cout << "Dequeued element from queue 0 is " << ks.dequeue(0) << endl;  
  
 return 0;  
}

Output:

Dequeued element from queue 2 is 15  
Dequeued element from queue 1 is 17  
Dequeued element from queue 0 is 11

Time complexities of enqueue() and dequeue() is O(1).

The best part of above implementation is, if there is a slot available in queue, then an item can be enqueued in any of the queues, i.e., no wastage of space. This method requires some extra space. Space may not be an issue because queue items are typically large, for example queues of employees, students, etc where every item is of hundreds of bytes. For such large queues, the extra space used is comparatively very less as we use three integer arrays as extra space.

This article is contributed by **Sachin**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/efficiently-implement-k-queues-single-array/>

# How to efficiently implement k stacks in a single array?

We have discussed [space efficient implementation of 2 stacks in a single array](http://www.geeksforgeeks.org/implement-two-stacks-in-an-array/). In this post, a general solution for k stacks is discussed. Following is the detailed problem statement.

*Create a data structure kStacks that represents k stacks. Implementation of kStacks should use only one array, i.e., k stacks should use the same array for storing elements. Following functions must be supported by kStacks.*

push(int x, int sn) –> pushes x to stack number ‘sn’ where sn is from 0 to k-1  
 pop(int sn) –> pops an element from stack number ‘sn’ where sn is from 0 to k-1

**Method 1 (Divide the array in slots of size n/k)**  
 A simple way to implement k stacks is to divide the array in k slots of size n/k each, and fix the slots for different stacks, i.e., use arr[0] to arr[n/k-1] for first stack, and arr[n/k] to arr[2n/k-1] for stack2 where arr[] is the array to be used to implement two stacks and size of array be n.

The problem with this method is inefficient use of array space. A stack push operation may result in stack overflow even if there is space available in arr[]. For example, say the k is 2 and array size (n) is 6 and we push 3 elements to first and do not push anything to second second stack. When we push 4th element to first, there will be overflow even if we have space for 3 more elements in array.

**Method 2 (A space efficient implementation)**  
 The idea is to use two extra arrays for efficient implementation of k stacks in an array. This may not make much sense for integer stacks, but stack items can be large for example stacks of employees, students, etc where every item is of hundreds of bytes. For such large stacks, the extra space used is comparatively very less as we use two *integer* arrays as extra space.

Following are the two extra arrays are used:  
 ***1) top[]:*** This is of size k and stores indexes of top elements in all stacks.  
 ***2) next[]:*** This is of size n and stores indexes of next item for the items in array arr[]. Here arr[] is actual array that stores k stacks.  
 Together with k stacks, a stack of free slots in arr[] is also maintained. The top of this stack is stored in a variable ‘free’.

All entries in top[] are initialized as -1 to indicate that all stacks are empty. All entries next[i] are initialized as i+1 because all slots are free initially and pointing to next slot. Top of free stack, ‘free’ is initialized as 0.

Following is C++ implementation of the above idea.

// A C++ program to demonstrate implementation of k stacks in a single   
// array in time and space efficient way  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// A C++ class to represent k stacks in a single array of size n  
class kStacks  
{  
 int \*arr; // Array of size n to store actual content to be stored in stacks  
 int \*top; // Array of size k to store indexes of top elements of stacks  
 int \*next; // Array of size n to store next entry in all stacks  
 // and free list  
 int n, k;  
 int free; // To store beginning index of free list  
public:  
 //constructor to create k stacks in an array of size n  
 kStacks(int k, int n);  
  
 // A utility function to check if there is space available  
 bool isFull() { return (free == -1); }  
  
 // To push an item in stack number 'sn' where sn is from 0 to k-1  
 void push(int item, int sn);  
  
 // To pop an from stack number 'sn' where sn is from 0 to k-1  
 int pop(int sn);  
  
 // To check whether stack number 'sn' is empty or not  
 bool isEmpty(int sn) { return (top[sn] == -1); }  
};  
  
//constructor to create k stacks in an array of size n  
kStacks::kStacks(int k1, int n1)  
{  
 // Initialize n and k, and allocate memory for all arrays  
 k = k1, n = n1;  
 arr = new int[n];  
 top = new int[k];  
 next = new int[n];  
  
 // Initialize all stacks as empty  
 for (int i = 0; i < k; i++)  
 top[i] = -1;  
  
 // Initialize all spaces as free  
 free = 0;  
 for (int i=0; i<n-1; i++)  
 next[i] = i+1;  
 next[n-1] = -1; // -1 is used to indicate end of free list  
}  
  
// To push an item in stack number 'sn' where sn is from 0 to k-1  
void kStacks::push(int item, int sn)  
{  
 // Overflow check  
 if (isFull())  
 {  
 cout << "\nStack Overflow\n";  
 return;  
 }  
  
 int i = free; // Store index of first free slot  
  
 // Update index of free slot to index of next slot in free list  
 free = next[i];  
  
 // Update next of top and then top for stack number 'sn'  
 next[i] = top[sn];  
 top[sn] = i;  
  
 // Put the item in array  
 arr[i] = item;  
}  
  
// To pop an from stack number 'sn' where sn is from 0 to k-1  
int kStacks::pop(int sn)  
{  
 // Underflow check  
 if (isEmpty(sn))  
 {  
 cout << "\nStack Underflow\n";  
 return INT\_MAX;  
 }  
  
  
 // Find index of top item in stack number 'sn'  
 int i = top[sn];  
  
 top[sn] = next[i]; // Change top to store next of previous top  
  
 // Attach the previous top to the beginning of free list  
 next[i] = free;  
 free = i;  
  
 // Return the previous top item  
 return arr[i];  
}  
  
/\* Driver program to test twStacks class \*/  
int main()  
{  
 // Let us create 3 stacks in an array of size 10  
 int k = 3, n = 10;  
 kStacks ks(k, n);  
  
 // Let us put some items in stack number 2  
 ks.push(15, 2);  
 ks.push(45, 2);  
  
 // Let us put some items in stack number 1  
 ks.push(17, 1);  
 ks.push(49, 1);  
 ks.push(39, 1);  
  
 // Let us put some items in stack number 0  
 ks.push(11, 0);  
 ks.push(9, 0);  
 ks.push(7, 0);  
  
 cout << "Popped element from stack 2 is " << ks.pop(2) << endl;  
 cout << "Popped element from stack 1 is " << ks.pop(1) << endl;  
 cout << "Popped element from stack 0 is " << ks.pop(0) << endl;  
  
 return 0;  
}

Output:

Popped element from stack 2 is 45  
Popped element from stack 1 is 39  
Popped element from stack 0 is 7

Time complexities of operations push() and pop() is O(1).

The best part of above implementation is, if there is a slot available in stack, then an item can be pushed in any of the stacks, i.e., no wastage of space.

This article is contributed by **Sachin**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/efficiently-implement-k-stacks-single-array/>

# Euler's Totient Function

Euler’s Totient function Φ(n) for an input n is count of numbers in {1, 2, 3, …, n} that are relatively prime to n, i.e., the numbers whose GCD (Greatest Common Divisor) with n is 1.

Examples:

Φ(1) = 1   
gcd(1, 1) is 1  
  
Φ(2) = 1  
gcd(1, 2) is 1, but gcd(2, 2) is 2.  
  
Φ(3) = 2  
gcd(1, 3) is 1 and gcd(2, 3) is 1  
  
Φ(4) = 2  
gcd(1, 4) is 1 and gcd(3, 4) is 1  
  
Φ(5) = 4  
gcd(1, 5) is 1, gcd(2, 5) is 1,   
gcd(3, 5) is 1 and gcd(4, 5) is 1  
  
Φ(6) = 2  
gcd(1, 6) is 1 and gcd(5, 6) is 1,

**How to compute Φ(n) for an input n?**

A **simple solution** is to iterate through all numbers from 1 to n-1 and count numbers with gcd with n as 1. Below is C implementation of the simple method to compute Euler’s Totient function for an input integer n.

// A simple C program to calculate Euler's Totient Function  
#include <stdio.h>  
  
// Function to return gcd of a and b  
int gcd(int a, int b)  
{  
 if (a == 0)  
 return b;  
 return gcd(b%a, a);  
}  
  
// A simple method to evaluate Euler Totient Function  
int phi(unsigned int n)  
{  
 unsigned int result = 1;  
 for (int i=2; i<n; i++)  
 if (gcd(i, n) == 1)  
 result++;  
 return result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n;  
 for (n=1; n<=10; n++)  
 printf("phi(%d) = %d\n", n, phi(n));  
 return 0;  
}

Output:

phi(1) = 1  
phi(2) = 1  
phi(3) = 2  
phi(4) = 2  
phi(5) = 4  
phi(6) = 2  
phi(7) = 6  
phi(8) = 4   
phi(9) = 6  
phi(10) = 4

The above code calls gcd function O(n) times. Time complexity of the gcd function is O(h) where h is number of digits in smaller number of given two numbers. Therefore, an upper bound on time complexity of above solution is O(nLogn) [How? there can be at most Log10n digits in all numbers from 1 to n]

Below is a **Better Solution**. The idea is based on Euler’s product formula which states that value of totient functions is below product over all prime factors p of n.  
 [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALsAAAA2BAMAAABtkPVfAAAAMFBMVEX///8wMDBQUFCenp4WFhaKiorMzMxiYmIiIiK2trYMDAwEBARAQEDm5uZ0dHQAAAB23GKkAAAAAXRSTlMAQObYZgAABF5JREFUWAm1V02IHEUUft2T6fntmVFBFBUHWYmHqONFD4IZJGI8pXGCmksyAckt7mwOySFCBiEBk0sfPOVgRjCiICEeAoqKA4I/eHByUjbgjkdNzO5GkhA1ju9VVfd01bya7d7gg6167/ve+7r2VXd1D8CmLdeylJYCC5EJft2a/baVyUB8YM1dHlmp1ITT41L9IaL5Nkdlw06z6af7BL/AcpnAs1z2xYU+wc/ScEdWG7DlTp/gIts4tsAClscsIeVzayyZAdw+YpOlPFxgyQzgfXyukv+OZ9Oj1/lUJX+G/9/4GgbN3WZAhJR8/Q73tjqYK19s8HRatGypV6t3z6cVUnn+ZPL352iTyS1C6mOFG5OSz90wcDisgN9MQsXeLqE7+UzEZ0I+zWkL3P/XoPOBApyRwUThqpQfinhVZIkDLOJpdh9ef1zE15Io+vuj2GtEnjHvk/JNAf8oRnmAGXkifM8A74/je2JPdzT5U8RdXOjTxNkOA2zH8VOxpzuavCxXG6nniegBHasN47gee7qjyX8iOLu8bB4m/QHww0dQDABebez9FXdsS0uTzS/lrz5EiCa/LnLs8k+iEJk/huLh3bAlBBh/ETpNfK7HCFd3kO1Er1b5Hu7GWZf/h5DoCBC+PkTyNYAOuFAZQe7gdSg28ebCv4Q9vRLAWxRrq99I/lhXShRw1VAAaji+BCoBQGEomWjcDvL4Tsr78r6WzfEOkFE36hO0NSpc7dKIYlDq4urryLp9WMTJlH8MPHE8WuX330XWk3pqXA2l4wK2Zw9UurinPVhAsEqJ097Di+C2Edlcc5zQhXwTyni1egjnsFdOQGJTuwXlMV0xuXpI23v/40Pv4s7R7YJNvvELiCtNxWlH6geR1eXVjdlOJGquuHOWx9jxrz7FldNjdQVgKy6zrOUR4x4hSFu9eKziA0yvoEjIX2qjN8A/8MVIHrwsxtlBk/9wltcQ+dSOAbyBwL+O2ROxpzua/Emdm4kkj7tYaAju5yijNIw8Y9bk4zPFSIrC98nxWvGNksOuC3PUPDNp8sdmaB0Qe5NPYK8oH4843rS31b4unxShNyMn7eztWh/hfabetYsBW/dcY++jRJT+ZGk7iF8Kk7/AwVG8EytNNrW3s1vpIlOzfGWxRQyovggMxgsv4COOoDMwmIxhYY0twMNPfP+VmyydGvREi2bS8UfFYgvRFRoy22ha8fzUTXjOEI5SeDmBpXc701ReoBLAOcrhLz6t5r2EfJ399xd74hDwZj4xeT0DTchXGwYnwt+fuUozvvc2Ywl5n13gg1L1UphZ/afjV8KOv/TGIVW5xCmIxgNs47j5WHC21O7kyz36piCj16dpquf+lyaRIj6fG3RgBaIf+6X2bM3udXFN+uTLarm+O+zAa/BIVIjvTou9acHnwW5zedSBb+GlnsqqtizpXt9CzIOLT3yDn4v3wlab6rzijbkKpiRuzI0LsmW887/K+yexKXuyrQjgP1lnFlJIEQbXAAAAAElFTkSuQmCC)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/eulersproduct.png)

We can find all prime factors using the idea used in [this](http://www.geeksforgeeks.org/print-all-prime-factors-of-a-given-number/)post.

Below is C implementation of Euler’s product formula.

// C program to calculate Euler's Totient Function  
// using Euler's product formula  
#include <stdio.h>  
  
int phi(int n)  
{  
 float result = n; // Initialize result as n  
  
 // Consider all prime factors of n and for every prime  
 // factor p, multiply result with (1 - 1/p)  
 for (int p=2; p\*p<=n; ++p)  
 {  
 // Check if i is a prime factor.  
 if (n % p == 0)  
 {  
 // If yes, then update n and result  
 while (n % p == 0)  
 n /= p;  
 result \*= (1 - (1 / (float) p));  
 }  
 }  
  
 // If n has a prime factor greater than sqrt(n)  
 // (There can be at-most one such prime factor)  
 if (n > 1)  
 result \*= (1 - (1 / (float) n));  
  
 return (int)result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n;  
 for (n=1; n<=10; n++)  
 printf("phi(%d) = %d\n", n, phi(n));  
 return 0;  
}

Output:

phi(1) = 1  
phi(2) = 1  
phi(3) = 2  
phi(4) = 2  
phi(5) = 4  
phi(6) = 2  
phi(7) = 6  
phi(8) = 4  
phi(9) = 6  
phi(10) = 4

We can avoid floating point calculations in above method. The idea is to count all prime factors and their multiples and subtract this count from n to get the totient function value (Prime factors and multiples of prime factors won’t have gcd as 1)

1) Initialize result as n  
2) Consider every number 'p' (where 'p' varies from 2 to √n).   
 If p divides n, then do following  
 a) Subtract all multiples of p from 1 to n [all multiples of p  
 will have gcd more than 1 (at least p) with n]  
 b) Update n by repeatedly dividing it by p.  
3) If the reduced n is more than 1, then remove all multiples  
 of n from result.

Below is C implementation of above algorithm.

// C program to calculate Euler's Totient Function  
#include <stdio.h>  
  
int phi(int n)  
{   
 int result = n; // Initialize result as n  
  
 // Consider all prime factors of n and subtract their  
 // multiples from result  
 for (int p=2; p\*p<=n; ++p)  
 {  
 // Check if i is a prime factor.  
 if (n % p == 0)  
 {  
 // If yes, then update n and result   
 while (n % p == 0)  
 n /= p;  
 result -= result / p;  
 }  
 }  
  
 // If n has a prime factor greater than sqrt(n)  
 // (There can be at-most one such prime factor)  
 if (n > 1)  
 result -= result / n;  
 return result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n;  
 for (n=1; n<=10; n++)  
 printf("phi(%d) = %d\n", n, phi(n));  
 return 0;  
}

Output:

phi(1) = 1  
phi(2) = 1  
phi(3) = 2  
phi(4) = 2  
phi(5) = 4  
phi(6) = 2  
phi(7) = 6  
phi(8) = 4  
phi(9) = 6  
phi(10) = 4

Let us take an example to understand the above algorithm.

n = 10.   
Initialize: result = 10  
  
2 is a prime factor, so n = n/i = 5, result = 5  
3 is not a prime factor.  
  
The for loop stops after 3 as 4\*4 is not less than or equal  
to 10.  
  
After for loop, result = 5, n = 5  
Since n > 1, result = result - n/result = 4

**Some Interesting Properties of Euler’s Totient Function**  
 **1)** For a prime number p, Φ(p) is p-1. For example Φ(5) is 4, Φ(7) is 6 and Φ(13) is 12. This is obvious, gcd of all numbers from 1 to p-1 will be 1 because p is a prime.

**2)** For two numbers a and b, if gcd(a, b) is 1, then Φ(ab) = Φ(a) \* Φ(b). For example Φ(5) is 4 and Φ(6) is 2, so Φ(30) must be 8 as 5 and 6 are relatively prime.

**3)** For any two prime numbers p and q, Φ(pq) = (p-1)\*(q-1). This property is used in RSA algorithm.

**4)** If p is a prime number, then Φ(pk) = pk – pk-1. This can be proved using Euler’s product formula.

**5)** Sum of values of totient functions of all divisors of n is equal to n.  
 [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGwAAAApBAMAAAAi3dEhAAAAMFBMVEX///9AQECenp5QUFDm5uaKiorMzMwiIiIwMDB0dHRiYmK2trYEBAQMDAwWFhYAAAD57LP1AAAAAXRSTlMAQObYZgAAAmVJREFUSA3VVD9o1FAY/13z53LJ3eV0VJGbpIt44CCK2ODiolyIoEj9c4qDTi0Iri0qLoJkcKkuKQelHChBJxF1Udxs7SCIQ8/BRbHUWopYJX7v5b27XHMOyeY35Pu935/kfS+5gx2tUH1biKJNZCgz8rnbevgzQwqY2hD2s04iNxfjBwlqEB7/I9ZWoy9oLsOHVw2nzw2ikagmCG6N8RXelK4+LbR0G1tLc3c4VW3gRloTTPW3k9K6nLHrGE1JktCj2CTX1EvxvvcBdoLdAi/86BP3gF0fUWRjPukcAar1vkZIm9dmbgmmEPU01Udx7jyqITm6Ot3O8Mm0m30RK5OESuWduCliWH4lUQnwoKDsABMt0FkpDSnxvqfp4ppkXn6XyAR8mHyiuxhZBcyalOJO476WjNJ7mgmrRU+zHeAXlG46dgD6uoydCCVSQNscR7kFfQ302lAISOrPhi/8ZrH9s0zBCBVoDVRCqBto1n0Ybk/jYBMVP4ipoui0Ut+1n9LI7PyWMHY0ZDdIFo1rX/bVD4zblhCUhTdkZK/74n3lIFBJaARJUDpQ3zI4mZQW2ULlV4ZOskuq6ACw1xF0g7oeB7YLCtclGOgaGd8LRvEJmNN8dUxwVk2AwXYJkKdvTTmkiZMbCWKfEbetVxf49Izq8ZnZ5YH/klOxk77s4WVEsob8WodHGGuxh/EK/236nxUn3+a9PDFtPVdMX8wVM2t5Yp1HrqfOX21nm68QNB1PqwR2ttiE84L+G5t4ni12Dm2Kncb+bLFRLPkeduBrkClXmJl1PdzGoXqmGDPneQH5Y+NZ9/cXBJaZLnb+8noAAAAASUVORK5CYII=)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/gausss.png)  
 For example, n = 6, the divisors of n are 1, 2, 3 and 6. According to Gauss, sum of Φ(1) + Φ(2) + Φ(3) + Φ(6) should be 6. We can verify the same by putting values, we get (1 + 1 + 2 + 2) = 6.

**6)** The most famous and important feature is expressed in [***Euler’s theorem***](http://en.wikipedia.org/wiki/Euler%27s_theorem) :

The theorem states that if n and a are coprime  
(or relatively prime) positive integers, then  
  
aΦ(n) ≡ 1 (mod n)

The [RSA cryptosystem](http://en.wikipedia.org/wiki/RSA_%28algorithm%29) is based on this theorem:

In the particular case when m is prime say p, Euler’s theorem turns into the so-called [***Fermat’s little theorem***](http://en.wikipedia.org/wiki/Fermat%27s_little_theorem) :

ap-1 ≡ 1 (mod p)

**References:**  
 <http://e-maxx.ru/algo/euler_function>

<http://en.wikipedia.org/wiki/Euler%27s_totient_function>
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# Expected Number of Trials until Success

Consider the following famous puzzle.

*In a country, all families want a boy. They keep having babies till a boy is born. What is the expected ratio of boys and girls in the country?*

This puzzle can be easily solved if we know following interesting result in probability and expectation.

**If probability of success is p in every trial, then expected number of trials until success is 1/p**

**Proof:** Let R be a random variable that indicates number of trials until success.

The expected value of R is sum of following infinite series  
E[R] = 1\*p + 2\*(1-p)\*p + 3\*(1-p)2\*p + 4\*(1-p)3\*p + ........   
  
Taking 'p' out  
E[R] = p[1 + 2\*(1-p) + 3\*(1-p)2 + 4\*(1-p)3 + .......] ---->(1)  
  
Multiplying both sides with '(1-p)' and subtracting   
(1-p)\*E[R] = p[1\*(1-p) + 2\*(1-p)2 + 3\*(1-p)3 + .......] --->(2)  
  
Subtracting (2) from (1), we get  
  
p\*E[R] = p[1 + (1-p) + (1-p)2 + (1-p)3 + ........]   
  
Canceling p from both sides  
E[R] = [1 + (1-p) + (1-p)2 + (1-p)3 + ........]   
  
Above is an infinite geometric progression with ratio (1-p).   
Since (1-p) is less than, we can apply sum formula.  
 E[R] = 1/[1 - (1-p)]  
 = 1/p

***Solution of Boys/Girls ratio puzzle:***  
 Let us use the above result to solve the puzzle. In the given puzzle, probability of success in every trial is 1/2 (assuming that girls and boys are equally likely).

Let p be probability of having a baby boy.  
Number of kids until a baby boy is born = 1/p   
 = 1/(1/2)  
 = 2   
Since expected number of kids in a family is 2,  
ratio of boys and girls is 50:50.

Let us discuss another problem that uses above result.

**Coupon Collector Problem:**  
 *Suppose there are n types of coupons in a lottery and each lot contains one coupon (with probability 1 = n each). How many lots have to be bought (in expectation) until we have at least one coupon of each type.*

The solution of this problem is also based on above result.

Let Xi be the number of lots bought before i’th new coupon is collected.

Note that X1 is 1 as the first coupon is always a new coupon (not collected before).

Let ‘p’ be probability that 2nd coupon is collected in next buy. The value of p is (n-1)/n. So the number of trials needed before 2nd new coupon is picked is 1/p which means n/(n-1). [This is where we use above result]

Similarly, the number of trials needed before 3rd new coupon is collected is n/(n-2)

Using Linearity of expectation,   
we can say that the total number of expected trials =   
 1 + n/(n-1) + n/(n-2) + n/(n-3) + .... + n/2 + n/1  
 = n[1/n + 1/(n-1) + 1/(n-2) + 1/(n-3) + ....+ 1/2 + 1/1]  
 = n \* Hn  
Here Hn is n-th Harmonic number  
  
Since Logn n   
Exercise:  
  
1) A 6 faced fair dice is thrown until a '5' is seen as result of dice throw. What is the expected number of throws?  
2) What is the ratio of boys and girls in above puzzle if probability of a baby boy is 1/3?  
Reference:  
  
http://www.cse.iitd.ac.in/~mohanty/col106/Resources/linearity\_expectation.pdf  
http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-042j-mathematics-for-computer-science-fall-2010/video-lectures/lecture-22-expectation-i/  
Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Expression Evaluation

Evaluate an expression represented by a String. Expression can contain parentheses, you can assume parentheses are well-matched. For simplicity, you can assume only binary operations allowed are +, -, \*, and /. Arithmetic Expressions can be written in one of three forms:

*Infix Notation:* Operators are written between the operands they operate on, e.g. 3 + 4 .

*Prefix Notation:* Operators are written before the operands, e.g + 3 4

*Postfix Notation:* Operators are written after operands.

Infix Expressions are harder for Computers to evaluate because of the addional work needed to decide precedence. Infix notation is how expressions are written and recognized by humans and, generally, input to programs. Given that they are harder to evaluate, they are generally converted to one of the two remaining forms. A very well known algorithm for converting an infix notation to a postfix notation is [Shunting Yard Algorithm by Edgar Dijkstra](http://en.wikipedia.org/wiki/Shunting-yard_algorithm). This algorithm takes as input an Infix Expression and produces a queue that has this expression converted to a postfix notation. Same algorithm can be modified so that it outputs result of evaluation of expression instead of a queue. Trick is using two stacks instead of one, one for operands and one for operators. Algorithm was described succinctly on http://www.cis.upenn.edu/ matuszek/cit594-2002/Assignments/5-expressions.htm, and is re-produced here. (Note that credit for succinctness goes to author of said page)

1. While there are still tokens to be read in,  
 1.1 Get the next token.  
 1.2 If the token is:  
 1.2.1 A number: push it onto the value stack.  
 1.2.2 A variable: get its value, and push onto the value stack.  
 1.2.3 A left parenthesis: push it onto the operator stack.  
 1.2.4 A right parenthesis:  
 1 While the thing on top of the operator stack is not a   
 left parenthesis,  
 1 Pop the operator from the operator stack.  
 2 Pop the value stack twice, getting two operands.  
 3 Apply the operator to the operands, in the correct order.  
 4 Push the result onto the value stack.  
 2 Pop the left parenthesis from the operator stack, and discard it.  
 1.2.5 An operator (call it thisOp):  
 1 While the operator stack is not empty, and the top thing on the  
 operator stack has the same or greater precedence as thisOp,  
 1 Pop the operator from the operator stack.  
 2 Pop the value stack twice, getting two operands.  
 3 Apply the operator to the operands, in the correct order.  
 4 Push the result onto the value stack.  
 2 Push thisOp onto the operator stack.  
2. While the operator stack is not empty,  
 1 Pop the operator from the operator stack.  
 2 Pop the value stack twice, getting two operands.  
 3 Apply the operator to the operands, in the correct order.  
 4 Push the result onto the value stack.  
3. At this point the operator stack should be empty, and the value  
 stack should have only one value in it, which is the final result.

It should be clear that this algorithm runs in linear time – each number or operator is pushed onto and popped from Stack only once. Also see <http://www2.lawrence.edu/fast/GREGGJ/CMSC270/Infix.html>,  
 <http://faculty.cs.niu.edu/~hutchins/csci241/eval.htm>.

Following is Java implementation of above algorithm.

/\* A Java program to evaluate a given expression where tokens are separated   
 by space.  
 Test Cases:  
 "10 + 2 \* 6" ---> 22  
 "100 \* 2 + 12" ---> 212  
 "100 \* ( 2 + 12 )" ---> 1400  
 "100 \* ( 2 + 12 ) / 14" ---> 100   
\*/   
import java.util.Stack;  
  
public class EvaluateString  
{  
 public static int evaluate(String expression)  
 {  
 char[] tokens = expression.toCharArray();  
  
 // Stack for numbers: 'values'  
 Stack<Integer> values = new Stack<Integer>();  
  
 // Stack for Operators: 'ops'  
 Stack<Character> ops = new Stack<Character>();  
  
 for (int i = 0; i < tokens.length; i++)  
 {  
 // Current token is a whitespace, skip it  
 if (tokens[i] == ' ')  
 continue;  
  
 // Current token is a number, push it to stack for numbers  
 if (tokens[i] >= '0' && tokens[i] <= '9')  
 {  
 StringBuffer sbuf = new StringBuffer();  
 // There may be more than one digits in number  
 while (i < tokens.length && tokens[i] >= '0' && tokens[i] <= '9')  
 sbuf.append(tokens[i++]);  
 values.push(Integer.parseInt(sbuf.toString()));  
 }  
  
 // Current token is an opening brace, push it to 'ops'  
 else if (tokens[i] == '(')  
 ops.push(tokens[i]);  
  
 // Closing brace encountered, solve entire brace  
 else if (tokens[i] == ')')  
 {  
 while (ops.peek() != '(')  
 values.push(applyOp(ops.pop(), values.pop(), values.pop()));  
 ops.pop();  
 }  
  
 // Current token is an operator.  
 else if (tokens[i] == '+' || tokens[i] == '-' ||  
 tokens[i] == '\*' || tokens[i] == '/')  
 {  
 // While top of 'ops' has same or greater precedence to current  
 // token, which is an operator. Apply operator on top of 'ops'  
 // to top two elements in values stack  
 while (!ops.empty() && hasPrecedence(tokens[i], ops.peek()))  
 values.push(applyOp(ops.pop(), values.pop(), values.pop()));  
  
 // Push current token to 'ops'.  
 ops.push(tokens[i]);  
 }  
 }  
  
 // Entire expression has been parsed at this point, apply remaining  
 // ops to remaining values  
 while (!ops.empty())  
 values.push(applyOp(ops.pop(), values.pop(), values.pop()));  
  
 // Top of 'values' contains result, return it  
 return values.pop();  
 }  
  
 // Returns true if 'op2' has higher or same precedence as 'op1',  
 // otherwise returns false.  
 public static boolean hasPrecedence(char op1, char op2)  
 {  
 if (op2 == '(' || op2 == ')')  
 return false;  
 if ((op1 == '\*' || op1 == '/') && (op2 == '+' || op2 == '-'))  
 return false;  
 else  
 return true;  
 }  
  
 // A utility method to apply an operator 'op' on operands 'a'   
 // and 'b'. Return the result.  
 public static int applyOp(char op, int b, int a)  
 {  
 switch (op)  
 {  
 case '+':  
 return a + b;  
 case '-':  
 return a - b;  
 case '\*':  
 return a \* b;  
 case '/':  
 if (b == 0)  
 throw new  
 UnsupportedOperationException("Cannot divide by zero");  
 return a / b;  
 }  
 return 0;  
 }  
  
 // Driver method to test above methods  
 public static void main(String[] args)  
 {  
 System.out.println(EvaluateString.evaluate("10 + 2 \* 6"));  
 System.out.println(EvaluateString.evaluate("100 \* 2 + 12"));  
 System.out.println(EvaluateString.evaluate("100 \* ( 2 + 12 )"));  
 System.out.println(EvaluateString.evaluate("100 \* ( 2 + 12 ) / 14"));  
 }  
}

Output:

22  
212  
1400  
100

See [this](http://ideone.com/NEYfnD)for a sample run with more test cases.
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# Russian Peasant Multiplication

Given two integers, write a function to multiply them without using multiplication operator.

There are many other ways to multiply two numbers (For example, see [this](http://www.geeksforgeeks.org/multiply-two-numbers-without-using-multiply-division-bitwise-operators-and-no-loops/)). One interesting method is the [Russian peasant algorithm](http://en.wikipedia.org/wiki/Ancient_Egyptian_multiplication#Russian_peasant_multiplication). The idea is to double the first number and halve the second number repeatedly till the second number doesn’t become 1. In the process, whenever the second number become odd, we add the first number to result (result is initialized as 0)  
 The following is simple algorithm.

Let the two given numbers be 'a' and 'b'  
1) Initialize result 'res' as 0.  
2) Do following while 'b' is greater than 0  
 a) If 'b' is odd, add 'a' to 'res'  
 b) Double 'a' and halve 'b'  
3) Return 'res'.

#include <iostream>  
using namespace std;  
  
// A method to multiply two numbers using Russian Peasant method  
unsigned int russianPeasant(unsigned int a, unsigned int b)  
{  
 int res = 0; // initialize result  
  
 // While second number doesn't become 1  
 while (b > 0)  
 {  
 // If second number becomes odd, add the first number to result  
 if (b & 1)  
 res = res + a;  
  
 // Double the first number and halve the second number  
 a = a << 1;  
 b = b >> 1;  
 }  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << russianPeasant(18, 1) << endl;  
 cout << russianPeasant(20, 12) << endl;  
 return 0;  
}

Output:

18  
240

**How does this work?**  
 The value of a\*b is same as (a\*2)\*(b/2) if b is even, otherwise the value is same as ((a\*2)\*(b/2) + a). In the while loop, we keep multiplying ‘a’ with 2 and keep dividing ‘b’ by 2. If ‘b’ becomes odd in loop, we add ‘a’ to ‘res’. When value of ‘b’ becomes 1, the value of ‘res’ + ‘a’, gives us the result.  
 Note that when ‘b’ is a power of 2, the ‘res’ would remain 0 and ‘a’ would have the multiplication. See the reference for more information.

**Reference:**  
 <http://mathforum.org/dr.math/faq/faq.peasant.html>
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# Find day of the week for a given date

Write a function that calculates the day of the week for any particular date in the past or future. A typical application is to calculate the day of the week on which someone was born or some other special event occurred.

Following is a simple C function suggested by [Sakamoto, Lachman, Keith and Craver](http://en.wikipedia.org/wiki/Determination_of_the_day_of_the_week#Implementation-dependent_methods_of_Sakamoto.2C_Lachman.2C_Keith_and_Craver) to calculate day. The following function returns 0 for Sunday, 1 for Monday, etc.

/\* A program to find day of a given date \*/  
#include<stdio.h>  
  
int dayofweek(int d, int m, int y)  
{  
 static int t[] = { 0, 3, 2, 5, 0, 3, 5, 1, 4, 6, 2, 4 };  
 y -= m < 3;  
 return ( y + y/4 - y/100 + y/400 + t[m-1] + d) % 7;  
}  
  
/\* Driver function to test above function \*/  
int main()  
{  
 int day = dayofweek(30, 8, 2010);  
 printf ("%d", day);  
  
 return 0;  
}

Output: 1 (Monday)

See [this](http://stackoverflow.com/questions/6385190/correctness-of-sakamotos-algorithm-to-find-the-day-of-week/6385934#6385934)for explanation of the above function.

References:  
 <http://en.wikipedia.org/wiki/Determination_of_the_day_of_the_week>
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# Find Itinerary from a given list of tickets

Given a list of tickets, find itinerary in order using the given list.

Example:

Input:  
"Chennai" -> "Banglore"  
"Bombay" -> "Delhi"  
"Goa" -> "Chennai"  
"Delhi" -> "Goa"  
  
Output:   
Bombay->Delhi, Delhi->Goa, Goa->Chennai, Chennai->Banglore,

It may be assumed that the input list of tickets is not cyclic and there is one ticket from every city except final destination.

One Solution is to build a graph and do [Topological Sorting](http://www.geeksforgeeks.org/topological-sorting/) of the graph. Time complexity of this solution is O(n).

We can also use [hashing](http://geeksquiz.com/hashing-set-1-introduction/)to avoid building a graph. The idea is to first find the starting point. A starting point would never be on ‘to’ side of a ticket. Once we find the starting point, we can simply traverse the given map to print itinerary in order. Following are steps.

1) Create a HashMap of given pair of tickets. Let the created   
 HashMap be 'dataset'. Every entry of 'dataset' is of the form   
 "from->to" like "Chennai" -> "Banglore"  
  
2) Find the starting point of itinerary.  
 a) Create a reverse HashMap. Let the reverse be 'reverseMap'  
 Entries of 'reverseMap' are of the form "to->form".   
 Following is 'reverseMap' for above example.  
 "Banglore"-> "Chennai"   
 "Delhi" -> "Bombay"   
 "Chennai" -> "Goa"  
 "Goa" -> "Delhi"  
   
 b) Traverse 'dataset'. For every key of dataset, check if it  
 is there in 'reverseMap'. If a key is not present, then we   
 found the starting point. In the above example, "Bombay" is  
 starting point.  
  
3) Start from above found starting point and traverse the 'dataset'   
 to print itinerary.

All of the above steps require O(n) time so overall time complexity is O(n).

Below is Java implementation of above idea.

// Java program to print itinerary in order  
import java.util.HashMap;  
import java.util.Map;  
  
public class printItinerary  
{  
 // Driver function  
 public static void main(String[] args)  
 {  
 Map<String, String> dataSet = new HashMap<String, String>();  
 dataSet.put("Chennai", "Banglore");  
 dataSet.put("Bombay", "Delhi");  
 dataSet.put("Goa", "Chennai");  
 dataSet.put("Delhi", "Goa");  
  
 printResult(dataSet);  
 }  
  
 // This function populates 'result' for given input 'dataset'  
 private static void printResult(Map<String, String> dataSet)  
 {  
 // To store reverse of given map  
 Map<String, String> reverseMap = new HashMap<String, String>();  
  
 // To fill reverse map, iterate through the given map  
 for (Map.Entry<String,String> entry: dataSet.entrySet())  
 reverseMap.put(entry.getValue(), entry.getKey());  
  
 // Find the starting point of itinerary  
 String start = null;  
 for (Map.Entry<String,String> entry: dataSet.entrySet())  
 {  
 if (!reverseMap.containsKey(entry.getKey()))  
 {  
 start = entry.getKey();  
 break;  
 }  
 }  
  
 // If we could not find a starting point, then something wrong  
 // with input  
 if (start == null)  
 {  
 System.out.println("Invalid Input");  
 return;  
 }  
  
 // Once we have starting point, we simple need to go next, next  
 // of next using given hash map  
 String to = dataSet.get(start);  
 while (to != null)  
 {  
 System.out.print(start + "->" + to + ", ");  
 start = to;  
 to = dataSet.get(to);  
 }  
 }  
}

Output:

Bombay->Delhi, Delhi->Goa, Goa->Chennai, Chennai->Banglore,

This article is compiled by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Find length of period in decimal value of 1/n

Given a positive integer n, find the period in decimal value of 1/n. Period in decimal value is number of digits (somewhere after decimal point) that keep repeating.

Examples:

Input: n = 3  
Output: 1  
The value of 1/3 is 0.333333...  
  
Input: n = 7  
Output: 6  
The value of 1/7 is 0.142857142857142857.....  
  
Input: n = 210  
Output: 6  
The value of 1/210 is 0.0047619047619048.....

Let us first discuss a simpler problem of finding individual digits in value of 1/n.

**How to find individual digits in value of 1/n?**  
 Let us take an example to understand the process. For example for n = 7. The first digit can be obtained by doing 10/7. Second digit can be obtained by 30/7 (3 is remainder in previous division). Third digit can be obtained by 20/7 (2 is remainder of previous division). So the idea is to get the first digit, then keep taking value of (remainder \* 10)/n as next digit and keep updating remainder as (remainder \* 10) % 10. The complete program is discussed [here](http://geeksquiz.com/print-first-k-digits-1n-n-positive-integer/).

**How to find the period?**  
 The period of 1/n is equal to the period in sequence of remainders used in the above process. This can be easily proved from the fact that digits are directly derived from remainders.  
 One interesting fact about sequence of remainders is, all terns in period of this remainder sequence are distinct. The reason for this is simple, if a remainder repeats, then it’s beginning of new period.

The following is C++ implementation of above idea.

// C++ program to find length of period of 1/n  
#include <iostream>  
#include <map>  
using namespace std;  
  
// Function to find length of period in 1/n  
int getPeriod(int n)  
{  
 // Create a map to store mapping from remainder  
 // its position  
 map<int, int> mymap;  
 map<int, int>::iterator it;  
  
 // Initialize remainder and position of remainder  
 int rem = 1, i = 1;  
  
 // Keep finding remainders till a repeating remainder  
 // is found  
 while (true)  
 {  
 // Find next remainder  
 rem = (10\*rem) % n;  
  
 // If remainder exists in mymap, then the difference  
 // between current and previous position is length of  
 // period  
 it = mymap.find(rem);  
 if (it != mymap.end())  
 return (i - it->second);  
  
 // If doesn't exist, then add 'i' to mymap  
 mymap[rem] = i;  
 i++;  
 }  
  
 // This code should never be reached  
 return INT\_MAX;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << getPeriod(3) << endl;  
 cout << getPeriod(7) << endl;  
 return 0;  
}

Output:

1  
6

We can avoid the use of map or hash using the following fact. For a number n, there can be at most n distinct remainders. Also, the period may not begin from the first remainder as some initial remainders may be non-repetitive (not part of any period). So to make sure that a remainder from a period is picked, start from the (n+1)th remainder and keep looking for its next occurrence. The distance between (n+1)’th remainder and its next occurrence is the length of the period.

// C++ program to find length of period of 1/n without   
// using map or hash  
#include <iostream>  
using namespace std;  
  
// Function to find length of period in 1/n  
int getPeriod(int n)  
{  
 // Find the (n+1)th remainder after decimal point  
 // in value of 1/n  
 int rem = 1; // Initialize remainder  
 for (int i = 1; i <= n+1; i++)  
 rem = (10\*rem) % n;  
  
 // Store (n+1)th remainder  
 int d = rem;  
  
 // Count the number of remainders before next  
 // occurrence of (n+1)'th remainder 'd'  
 int count = 0;  
 do {  
 rem = (10\*rem) % n;  
 count++;  
 } while(rem != d);  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << getPeriod(3) << endl;  
 cout << getPeriod(7) << endl;  
 return 0;  
}

Output:

1  
6

**Reference:**  
 [Algorithms And Programming: Problems And Solutions by Alexander Shen](http://www.flipkart.com/algorithms-programming-problems-solutions-english-first/p/itmdwjdzydjcdmmp?pid=9780817638474&affid=sandeepgfg)

This article is contributed by **Sachin**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Find the maximum distance covered using n bikes

There are n bikes and each can cover 100 km when fully fueled. What is the maximum amount of distance you can go using n bikes? You may assume that all bikes are similar and a bike takes 1 litre to cover 1 km.

You have n bikes and using one bike you can only cover 100 km. so if n bikes start from same point and run simultaneously you can go only 100 km. Let’s think bit differently, trick is when you want to cover maximum distance, you should always try to waste minimum fuel. Minimum wastage of fuel means to run minimum number of bikes. Instead of parallel running of n bikes, you can think of serially running them. That means if you transfer some amount of fuel from last bike to another bikes and throw the last bike i.e., don’t run the last bike after certain point. But the question is, after what distance the fuel transfer has to be done so that the maximum distance is covered and fuel tank of remaining bikes do not overflow. Let us take following base cases and then generalize the solution.

**Base Case 1: There is one bike** This is simple, we can cover 100 kms only.

**Base Case 2: There are two bikes:** What is the maximum distance we can cover when there are 2 bikes? To maximize the distance, we must drop second bike at some point and transfer its fuel to first bike. Let we do the transfer after x kms.

Total distance covered = Distance covered by 100 ltr in first bike +   
 Distance covered by fuel transferred from first bike.

Remaining fuel in second bike is 100 – x. If we transfer this much fuel to first bike, then the total distance would become 100 + 100 – x which is 200 – x. So our task is to maximize 200-x. The constraint is, 100 – x must be less than or equal to the space created in first bike after x kms, i.e., 100 – x Base Case 3: There are three bikes:  
 Let the first transfer is done after x kms. After x distance all bikes contain 100-x amount of fuel. If we take 100-x amount of fuel from 3rd bike and distribute it among 1st and 2nd bike so that fuel tanks of 1st and 2nd bikes get full. So 100-x #include <stdio.h> // Returns maximum distance that can be traveled by n bikes and given fuel // in every bike double maxDistance(int n, int fuel) { // dist\_covered is the result of this function double dist\_covered = 0; while (n > 0) { // after ever fuel/n km we are discarding one bike and filling // all the other bikes with fuel/n liters of fuel i.e. to their // maximum limit (100 litre) dist\_covered += (double)fuel / n; n -= 1; // reduce number of bikes } return dist\_covered; } // Driver program to test above function int main() { int n = 3; // number of bikes int fuel = 100; printf("Maximum distance possible with %d bikes is %f", n, maxDistance(n, fuel)); return 0; }

Output:

Maximum distance possible with 3 bikes is 183.333333

This article is contributed by [**Shamik Mitra**](https://www.facebook.com/shamik.mitra1). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-maximum-distance-covered-100-bikes/>
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# Find memory conflicts among multiple threads

Consider a RAM organized in blocks. There are multiple processes running on the system. Every application gets below information.

(Thread T, Memory Block M, time t, R/W) which essentially tells that the thread T was using memory block M at time t and operation could be read or write.

Memory conflict is defined as –  
 – Multiple read operations at the same location are not cause of conflict.  
 – One write operation between x+5 to x-5 to location M, will be cause of conflict for a thread accessing location M at time x where x is some time in standard unit of time measurement.  
 – Example – If thread T1 accessed memory location M at time x+1 and if a thread T2 accesses location M before time x+6, then T1 and T2 are candidate of conflict given one of them does write operation.

You are given with the list of threads accessing memory locations, you have to find all conflicts.

Example–

Input:  
 (1, 512, 1, R)  
 (2, 432, 2, W)  
 (3, 512, 3, R)  
 (4, 932, 4, R)  
 (5, 512, 5, W)  
 (6, 932, 6, R)  
 (7, 835, 7, R)  
 (8, 432, 8, R)  
  
Output:  
Thread 1 & 3 conflict with thread 5  
All other operations are safe.

**We strongly recommend you to minimize your browser and try this yourself first.**  
 The idea is to sort all threads by memory block and if memory block is same, then by time. Once we have all threads sorted, we can traverse all threads one by one. For every thread being traversed, we simply need to check previous adjacent threads of same block as threads are sorted by time.

Below is C++ implementation of this idea.

// C++ program to find memory conflicts among threads  
#include<bits/stdc++.h>  
using namespace std;  
  
/\* Structure for details of thread \*/  
struct Thread  
{  
 int id, memblck, time;  
 char access;  
};  
  
/\* Compare function needed for sorting threads  
 We first sort threads on the basis of memory block,  
 If they are same, then we sort on the basis of time \*/  
bool compare(const Thread& x, const Thread& y)  
{  
 if (x.memblck == y.memblck)  
 return x.time < y.time;  
 else return x.memblck < y.memblck;  
}  
  
// Function to print all conflicts among threads  
void printConflicts(Thread arr[], int n)  
{  
 /\* Sort the threads first by memblock, then by  
 time \*/  
 sort(arr, arr+n, compare);  
  
 /\*start from second thread till last thread\*/  
 for (int i = 1; i < n; i++)  
 {  
 /\* As threads are sorted, We check further  
 for conflict possibility only if there  
 memblock is same\*/  
 if(arr[i].memblck == arr[i-1].memblck)  
 {  
  
 /\* As threads with same block are sorted in increasing order  
 of access time. So we check possibility conflict from last  
 thread to all previous threads which access the same block  
 of memory such that the current thread access under the  
 arr[i-1].time + 5.. and if any of them does read operation  
 than conflict occurs. at any point memblock becomes different  
 or current thread moves out of vulnerable time of latest  
 previous processed thread, the loop breaks.  
 \*/  
 if (arr[i].time <= arr[i-1].time+5)  
 {  
 int j = i-1; /\* start with previous thread \*/  
  
 // Find all previous conflicting threads  
 while (arr[i].memblck == arr[j].memblck &&  
 arr[i].time <= arr[j].time+5 &&  
 j >= 0)  
 {  
 if (arr[i].access == 'W' || arr[j].access == 'W')  
 {  
 cout << "threads " << arr[j].id << " and "  
 << arr[i].id << " conflict.\n";  
 }  
 j--;  
 }  
 }  
 }  
 }  
  
 cout << "All other operations are same\n";  
}  
  
// Driver program to test above function  
int main()  
{  
 Thread arr[] = { {1, 512, 1, 'R'}, {2, 432, 2, 'W'},  
 {3, 512, 3, 'R'}, {4, 932, 4, 'R'},  
 {5, 512, 5, 'W'}, {6, 932, 6, 'R'},  
 {7, 835, 7, 'R'}, {8, 432, 8, 'R'}  
 };  
  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printConflicts(arr, n);  
 return 0;  
}

Output:

threads 3 and 5 conflict.  
threads 1 and 5 conflict.  
All other operations are same

Time complexity: The above solution uses sorting to sort threads. Sorting can be done in O(nLogn) time. Then it prints all conflicts. Printing all conflicts takes O(n + m) time where m is number of conflicts. So overall time complexity is O(nLogn + m).

This article is contributed by [Gaurav Ahirwar](https://www.facebook.com/COOL.DUDE.BORN.NUD3). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Find n'th number in a number system with only 3 and 4

Given a number system with only 3 and 4. Find the nth number in the number system. First few numbers in the number system are: 3, 4, 33, 34, 43, 44, 333, 334, 343, 344, 433, 434, 443, 444, 3333, 3334, 3343, 3344, 3433, 3434, 3443, 3444, …

Source: [Zoho Interview](http://www.geeksforgeeks.org/zoho-interview-set-2-campus/)

**We strongly recommend to minimize the browser and try this yourself first.**

We can generate all numbers with i digits using the numbers with (i-1) digits. The idea is to first add a ‘3’ as prefix in all numbers with (i-1) digit, then add a ‘4’. For example, the numbers with 2 digits are 33, 34, 43 and 44. The numbers with 3 digits are 333, 334, 343, 344, 433, 434, 443 and 444 which can be generated by first adding a 3 as prefix, then 4.

Following are detailed steps.

1) Create an array 'arr[]' of strings size n+1.   
2) Initialize arr[0] as empty string. (Number with 0 digits)  
3) Do following while array size is smaller than or equal to n  
.....a) Generate numbers by adding a 3 as prefix to the numbers generated   
 in previous iteration. Add these numbers to arr[]  
.....a) Generate numbers by adding a 4 as prefix to the numbers generated   
 in previous iteration. Add these numbers to arr[]

Thanks to kaushik Lele for suggesting this idea in a comment [here](http://www.geeksforgeeks.org/zoho-interview-set-2-campus/). Following is C++ implementation for the same.

// C++ program to find n'th number in a number system with only 3 and 4  
#include <iostream>  
using namespace std;  
  
// Function to find n'th number in a number system with only 3 and 4  
void find(int n)  
{  
 // An array of strings to store first n numbers. arr[i] stores i'th number  
 string arr[n+1];  
 arr[0] = ""; // arr[0] stores the empty string (String with 0 digits)  
  
 // size indicates number of current elements in arr[]. m indicates  
 // number of elements added to arr[] in previous iteration.  
 int size = 1, m = 1;  
  
 // Every iteration of following loop generates and adds 2\*m numbers to  
 // arr[] using the m numbers generated in previous iteration.  
 while (size <= n)  
 {  
 // Consider all numbers added in previous iteration, add a prefix  
 // "3" to them and add new numbers to arr[]  
 for (int i=0; i<m && (size+i)<=n; i++)  
 arr[size + i] = "3" + arr[size - m + i];  
  
 // Add prefix "4" to numbers of previous iteration and add new  
 // numbers to arr[]  
 for (int i=0; i<m && (size + m + i)<=n; i++)  
 arr[size + m + i] = "4" + arr[size - m + i];  
  
 // Update no. of elements added in previous iteration  
 m = m<<1; // Or m = m\*2;  
  
 // Update size  
 size = size + m;  
 }  
 cout << arr[n] << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 for (int i = 1; i < 16; i++)  
 find(i);  
 return 0;  
}

Output:

3  
4  
33  
34  
43  
44  
333  
334  
343  
344  
433  
434  
443  
444  
3333

This article is contributed by **Raman**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-nth-number-number-system-3-4/>

# Find number of days between two given dates

Given two dates, find total number of days between them. The count of days must be calculated in O(1) time and O(1) auxiliary space.

Examples:

Input: dt1 = {10, 2, 2014}  
 dt2 = {10, 3, 2015}  
Output: 393  
dt1 represents "10-Feb-2014" and dt2 represents "10-Mar-2015"  
The difference is 365 + 28  
  
Input: dt1 = {10, 2, 2000}  
 dt2 = {10, 3, 2000}  
Output: 29  
Note that 2000 is a leap year  
  
Input: dt1 = {10, 2, 2000}  
 dt2 = {10, 2, 2000}  
Output: 0  
Both dates are same  
  
Input: dt1 = {1, 2, 2000};  
 dt2 = {1, 2, 2004};  
Output: 1461  
Number of days is 365\*4 + 1

**We strongly recommend to minimize your browser and try this yourself first.**  
 One Naive Solution is to start from dt1 and keep counting days till dt2 is reached. This solution requires more than O(1) time.  
 A Better and Simple solution is to count total number of days before dt1 from i.e., total days from 00/00/0000 to dt1, then count total number of days before dt2. Finally return the difference between two counts.

Let the given two dates be "1-Feb-2000" and "1-Feb-2004"  
dt1 = {1, 2, 2000};  
dt2 = {1, 2, 2004};  
  
Count number of days before dt1. Let this count be n1.  
Every leap year adds one extra day (29 Feb) to total days.  
  
n1 = 2000\*365 + 31 + 1 + Number of leap years   
  
Count of leap years for a date 'd/m/y' can be calculated   
using following formula:  
Number leap years   
 = y/4 - y/100 + y/400 if m > 2  
 = (y-1)/4 - (y-1)/100 + (y-1)/400 if m   
Below is C++ implementation of above idea.  
   
// C++ program two find number of days between two given dates  
#include<iostream>  
using namespace std;  
  
// A date has day 'd', month 'm' and year 'y'  
struct Date  
{  
 int d, m, y;  
};  
  
// To store number of days in all months from January to Dec.  
const int monthDays[12] = {31, 28, 31, 30, 31, 30,  
 31, 31, 30, 31, 30, 31};  
  
// This function counts number of leap years before the  
// given date  
int countLeapYears(Date d)  
{  
 int years = d.y;  
  
 // Check if the current year needs to be considered  
 // for the count of leap years or not  
 if (d.m <= 2)  
 years--;  
  
 // An year is a leap year if it is a multiple of 4,  
 // multiple of 400 and not a multiple of 100.  
 return years / 4 - years / 100 + years / 400;  
}  
  
// This function returns number of days between two given  
// dates  
int getDifference(Date dt1, Date dt2)  
{  
 // COUNT TOTAL NUMBER OF DAYS BEFORE FIRST DATE 'dt1'  
  
 // initialize count using years and day  
 long int n1 = dt1.y\*365 + dt1.d;  
  
 // Add days for months in given date  
 for (int i=0; i<dt1.m - 1; i++)  
 n1 += monthDays[i];  
  
 // Since every leap year is of 366 days,  
 // Add a day for every leap year  
 n1 += countLeapYears(dt1);  
  
  
 // SIMILARLY, COUNT TOTAL NUMBER OF DAYS BEFORE 'dt2'  
  
 long int n2 = dt2.y\*365 + dt2.d;  
 for (int i=0; i<dt2.m - 1; i++)  
 n2 += monthDays[i];  
 n2 += countLeapYears(dt2);  
  
 // return difference between two counts  
 return (n2 - n1);  
}  
  
// Driver program  
int main()  
{  
 Date dt1 = {1, 2, 2000};  
 Date dt2 = {1, 2, 2004};  
  
 cout << "Difference between two dates is " << getDifference(dt1, dt2);  
   
 return 0;  
}

Output:

Difference between two dates is 1461

This article is contributed by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Find number of Employees Under every Employee

Given a dictionary that contains mapping of employee and his manager as a number of (employee, manager) pairs like below.

{ "A", "C" },  
{ "B", "C" },  
{ "C", "F" },  
{ "D", "E" },  
{ "E", "F" },  
{ "F", "F" }   
  
In this example C is manager of A,   
C is also manager of B, F is manager   
of C and so on.

Write a function to get no of employees under each manager in the hierarchy not just their direct reports. It may be assumed that an employee directly reports to only one manager. In the above dictionary the root node/ceo is listed as reporting to himself.

Output should be a Dictionary that contains following.

A - 0   
B - 0  
C - 2  
D - 0  
E - 1  
F - 5

Source: Microsoft Interview

This question might be solved differently but i followed this and found interesting, so sharing:

1. Create a reverse map with Manager->DirectReportingEmployee   
 combination. Off-course employee will be multiple so Value   
 in Map is List of Strings.  
 "C" --> "A", "B",  
 "E" --> "D"   
 "F" --> "C", "E", "F"  
  
   
2. Now use the given employee-manager map to iterate and at   
 the same time use newly reverse map to find the count of   
 employees under manager.  
   
 Let the map created in step 2 be 'mngrEmpMap'   
 Do following for every employee 'emp'.  
 a) If 'emp' is not present in 'mngrEmpMap'   
 Count under 'emp' is 0 [Nobody reports to 'emp']  
 b) If 'emp' is present in 'mngrEmpMap'   
 Use the list of direct reports from map 'mngrEmpMap'  
 and recursively calculate number of total employees  
 under 'emp'.

A trick in step 2.b is to use memorization(Dynamic programming) while finding number of employees under a manager so that we don’t need to find number of employees again for any of the employees. In the below code populateResultUtil() is the recursive function that uses memoization to avoid re-computation of same results.

Below is Java implementation of above ides

// Java program to find number of persons under every employee  
import java.util.ArrayList;  
import java.util.HashMap;  
import java.util.List;  
import java.util.Map;  
  
public class NumberEmployeeUnderManager  
{  
 // A hashmap to store result. It stores count of employees  
 // under every employee, the count may by 0 also  
 static Map<String,Integer> result =  
 new HashMap<String, Integer>();  
  
 // Driver function  
 public static void main(String[] args)  
 {  
 Map<String, String> dataSet = new HashMap<String, String>();  
 dataSet.put("A", "C");  
 dataSet.put("B", "C");  
 dataSet.put("C", "F");  
 dataSet.put("D", "E");  
 dataSet.put("E", "F");  
 dataSet.put("F", "F");  
  
 populateResult(dataSet);  
 System.out.println("result = " + result);  
 }  
  
 // This function populates 'result' for given input 'dataset'  
 private static void populateResult(Map<String, String> dataSet)  
 {  
 // To store reverse of original map, each key will have 0  
 // to multiple values  
 Map<String, List<String>> mngrEmpMap =  
 new HashMap<String, List<String>>();  
  
 // To fill mngrEmpMap, iterate through the given map  
 for (Map.Entry<String,String> entry: dataSet.entrySet())  
 {  
 String emp = entry.getKey();  
 String mngr = entry.getValue();  
 if (!emp.equals(mngr)) // excluding emp-emp entry  
 {  
 // Get the previous list of direct reports under  
 // current 'mgr' and add the current 'emp' to the list  
 List<String> directReportList = mngrEmpMap.get(mngr);  
  
 // If 'emp' is the first employee under 'mgr'  
 if (directReportList == null)  
 directReportList = new ArrayList<String>();  
  
 directReportList.add(emp);  
   
 // Replace old value for 'mgr' with new  
 // directReportList  
 mngrEmpMap.put(mngr, directReportList);  
 }  
 }  
  
 // Now use manager-Emp map built above to populate result   
 // with use of populateResultUtil()  
  
 // note- we are iterating over original emp-manager map and  
 // will use mngr-emp map in helper to get the count  
 for (String mngr: dataSet.keySet())  
 populateResultUtil(mngr, mngrEmpMap);  
 }  
  
 // This is a recursive function to fill count for 'mgr' using  
 // mngrEmpMap. This function uses memoization to avoid re-  
 // computations of subproblems.  
 private static int populateResultUtil(String mngr,  
 Map<String, List<String>> mngrEmpMap)  
 {  
 int count = 0;  
  
 // means employee is not a manager of any other employee  
 if (!mngrEmpMap.containsKey(mngr))  
 {  
 result.put(mngr, 0);  
 return 0;  
 }  
  
 // this employee count has already been done by this  
 // method, so avoid re-computation  
 else if (result.containsKey(mngr))  
 count = result.get(mngr);  
  
 else  
 {  
 List<String> directReportEmpList = mngrEmpMap.get(mngr);  
 count = directReportEmpList.size();  
 for (String directReportEmp: directReportEmpList)  
 count += populateResultUtil(directReportEmp, mngrEmpMap);  
  
 result.put(mngr, count);  
 }  
 return count;  
 }  
}

Output:

result = {D=0, E=1, F=5, A=0, B=0, C=2}

This article is contributed by **Chandan Prakash**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Find the smallest number whose digits multiply to a given number n

Given a number ‘n’, find the smallest number ‘p’ such that if we multiply all digits of ‘p’, we get ‘n’. The result ‘p’ should have minimum two digits.

Examples:

Input: n = 36  
Output: p = 49   
// Note that 4\*9 = 36 and 49 is the smallest such number  
  
Input: n = 100  
Output: p = 455  
// Note that 4\*5\*5 = 100 and 455 is the smallest such number  
  
Input: n = 1  
Output:p = 11  
// Note that 1\*1 = 1  
  
Input: n = 13  
Output: Not Possible

For a given n, following are the two cases to be considered.  
 **Case 1: n When n is smaller than n, the output is always n+10. For example for n = 7, output is 17. For n = 9, output is 19.**

**Case 2: n >= 10** Find all factors of n which are between 2 and 9 (both inclusive). The idea is to start searching from 9 so that the number of digits in result are minimized. For example 9 is preferred over 33 and 8 is preferred over 24.  
 Store all found factors in an array. The array would contain digits in non-increasing order, so finally print the array in reverse order.

Following is C implementation of above concept.

#include<stdio.h>  
  
// Maximum number of digits in output  
#define MAX 50  
  
// prints the smallest number whose digits multiply to n  
void findSmallest(int n)  
{  
 int i, j=0;  
 int res[MAX]; // To sore digits of result in reverse order  
  
 // Case 1: If number is smaller than 10  
 if (n < 10)  
 {  
 printf("%d", n+10);  
 return;  
 }  
  
 // Case 2: Start with 9 and try every possible digit  
 for (i=9; i>1; i--)  
 {  
 // If current digit divides n, then store all  
 // occurrences of current digit in res  
 while (n%i == 0)  
 {  
 n = n/i;  
 res[j] = i;  
 j++;  
 }  
 }  
  
 // If n could not be broken in form of digits (prime factors of n  
 // are greater than 9)  
 if (n > 10)  
 {  
 printf("Not possible");  
 return;  
 }  
  
 // Print the result array in reverse order  
 for (i=j-1; i>=0; i--)  
 printf("%d", res[i]);  
}  
  
// Driver program to test above function  
int main()  
{  
 findSmallest(7);  
 printf("\n");  
  
 findSmallest(36);  
 printf("\n");  
  
 findSmallest(13);  
 printf("\n");  
  
 findSmallest(100);  
 return 0;  
}

Output:

17  
49  
Not possible  
455

This article is contributed by **Ashish Bansal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Find the k most frequent words from a file

Given a book of words. Assume you have enough main memory to accommodate all words. design a data structure to find top K maximum occurring words. The data structure should be dynamic so that new words can be added.

A simple solution is to **use Hashing**. Hash all words one by one in a hash table. If a word is already present, then increment its count. Finally, traverse through the hash table and return the k words with maximum counts.

We can **use Trie and Min Heap** to get the k most frequent words efficiently. The idea is to use Trie for searching existing words adding new words efficiently. Trie also stores count of occurrences of words. A Min Heap of size k is used to keep track of k most frequent words at any point of time(Use of Min Heap is same as we used it to find k largest elements in [this](http://www.geeksforgeeks.org/archives/2392) post).  
 Trie and Min Heap are linked with each other by storing an additional field in Trie ‘indexMinHeap’ and a pointer ‘trNode’ in Min Heap. The value of ‘indexMinHeap’ is maintained as -1 for the words which are currently not in Min Heap (or currently not among the top k frequent words). For the words which are present in Min Heap, ‘indexMinHeap’ contains, index of the word in Min Heap. The pointer ‘trNode’ in Min Heap points to the leaf node corresponding to the word in Trie.

Following is the complete process to print k most frequent words from a file.

Read all words one by one. For every word, insert it into Trie. Increase the counter of the word, if already exists. Now, we need to insert this word in min heap also. For insertion in min heap, 3 cases arise:

**1.** The word is already present. We just increase the corresponding frequency value in min heap and call minHeapify() for the index obtained by “indexMinHeap” field in Trie. When the min heap nodes are being swapped, we change the corresponding minHeapIndex in the Trie. Remember each node of the min heap is also having pointer to Trie leaf node.

**2.** The minHeap is not full. we will insert the new word into min heap & update the root node in the min heap node & min heap index in Trie leaf node. Now, call buildMinHeap().

**3.** The min heap is full. Two sub-cases arise.  
 ….**3.1** The frequency of the new word inserted is less than the frequency of the word stored in the head of min heap. Do nothing.

….**3.2** The frequency of the new word inserted is greater than the frequency of the word stored in the head of min heap. Replace & update the fields. Make sure to update the corresponding min heap index of the “word to be replaced” in Trie with -1 as the word is no longer in min heap.

**4.** Finally, Min Heap will have the k most frequent words of all words present in given file. So we just need to print all words present in Min Heap.

// A program to find k most frequent words in a file  
#include <stdio.h>  
#include <string.h>  
#include <ctype.h>  
  
# define MAX\_CHARS 26  
# define MAX\_WORD\_SIZE 30  
  
// A Trie node  
struct TrieNode  
{  
 bool isEnd; // indicates end of word  
 unsigned frequency; // the number of occurrences of a word  
 int indexMinHeap; // the index of the word in minHeap  
 TrieNode\* child[MAX\_CHARS]; // represents 26 slots each for 'a' to 'z'.  
};  
  
// A Min Heap node  
struct MinHeapNode  
{  
 TrieNode\* root; // indicates the leaf node of TRIE  
 unsigned frequency; // number of occurrences  
 char\* word; // the actual word stored  
};  
  
// A Min Heap  
struct MinHeap  
{  
 unsigned capacity; // the total size a min heap  
 int count; // indicates the number of slots filled.  
 MinHeapNode\* array; // represents the collection of minHeapNodes  
};  
  
// A utility function to create a new Trie node  
TrieNode\* newTrieNode()  
{  
 // Allocate memory for Trie Node  
 TrieNode\* trieNode = new TrieNode;  
  
 // Initialize values for new node  
 trieNode->isEnd = 0;  
 trieNode->frequency = 0;  
 trieNode->indexMinHeap = -1;  
 for( int i = 0; i < MAX\_CHARS; ++i )  
 trieNode->child[i] = NULL;  
  
 return trieNode;  
}  
  
// A utility function to create a Min Heap of given capacity  
MinHeap\* createMinHeap( int capacity )  
{  
 MinHeap\* minHeap = new MinHeap;  
  
 minHeap->capacity = capacity;  
 minHeap->count = 0;  
  
 // Allocate memory for array of min heap nodes  
 minHeap->array = new MinHeapNode [ minHeap->capacity ];  
  
 return minHeap;  
}  
  
// A utility function to swap two min heap nodes. This function  
// is needed in minHeapify  
void swapMinHeapNodes ( MinHeapNode\* a, MinHeapNode\* b )  
{  
 MinHeapNode temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// This is the standard minHeapify function. It does one thing extra.  
// It updates the minHapIndex in Trie when two nodes are swapped in  
// in min heap  
void minHeapify( MinHeap\* minHeap, int idx )  
{  
 int left, right, smallest;  
  
 left = 2 \* idx + 1;  
 right = 2 \* idx + 2;  
 smallest = idx;  
 if ( left < minHeap->count &&  
 minHeap->array[ left ]. frequency <  
 minHeap->array[ smallest ]. frequency  
 )  
 smallest = left;  
  
 if ( right < minHeap->count &&  
 minHeap->array[ right ]. frequency <  
 minHeap->array[ smallest ]. frequency  
 )  
 smallest = right;  
  
 if( smallest != idx )  
 {  
 // Update the corresponding index in Trie node.  
 minHeap->array[ smallest ]. root->indexMinHeap = idx;  
 minHeap->array[ idx ]. root->indexMinHeap = smallest;  
  
 // Swap nodes in min heap  
 swapMinHeapNodes (&minHeap->array[ smallest ], &minHeap->array[ idx ]);  
  
 minHeapify( minHeap, smallest );  
 }  
}  
  
// A standard function to build a heap  
void buildMinHeap( MinHeap\* minHeap )  
{  
 int n, i;  
 n = minHeap->count - 1;  
  
 for( i = ( n - 1 ) / 2; i >= 0; --i )  
 minHeapify( minHeap, i );  
}  
  
// Inserts a word to heap, the function handles the 3 cases explained above  
void insertInMinHeap( MinHeap\* minHeap, TrieNode\*\* root, const char\* word )  
{  
 // Case 1: the word is already present in minHeap  
 if( (\*root)->indexMinHeap != -1 )  
 {  
 ++( minHeap->array[ (\*root)->indexMinHeap ]. frequency );  
  
 // percolate down  
 minHeapify( minHeap, (\*root)->indexMinHeap );  
 }  
  
 // Case 2: Word is not present and heap is not full  
 else if( minHeap->count < minHeap->capacity )  
 {  
 int count = minHeap->count;  
 minHeap->array[ count ]. frequency = (\*root)->frequency;  
 minHeap->array[ count ]. word = new char [strlen( word ) + 1];  
 strcpy( minHeap->array[ count ]. word, word );  
  
 minHeap->array[ count ]. root = \*root;  
 (\*root)->indexMinHeap = minHeap->count;  
  
 ++( minHeap->count );  
 buildMinHeap( minHeap );  
 }  
  
 // Case 3: Word is not present and heap is full. And frequency of word  
 // is more than root. The root is the least frequent word in heap,  
 // replace root with new word  
 else if ( (\*root)->frequency > minHeap->array[0]. frequency )  
 {  
  
 minHeap->array[ 0 ]. root->indexMinHeap = -1;  
 minHeap->array[ 0 ]. root = \*root;  
 minHeap->array[ 0 ]. root->indexMinHeap = 0;  
 minHeap->array[ 0 ]. frequency = (\*root)->frequency;  
  
 // delete previously allocated memoory and  
 delete [] minHeap->array[ 0 ]. word;  
 minHeap->array[ 0 ]. word = new char [strlen( word ) + 1];  
 strcpy( minHeap->array[ 0 ]. word, word );  
  
 minHeapify ( minHeap, 0 );  
 }  
}  
  
// Inserts a new word to both Trie and Heap  
void insertUtil ( TrieNode\*\* root, MinHeap\* minHeap,  
 const char\* word, const char\* dupWord )  
{  
 // Base Case  
 if ( \*root == NULL )  
 \*root = newTrieNode();  
  
 // There are still more characters in word  
 if ( \*word != '\0' )  
 insertUtil ( &((\*root)->child[ tolower( \*word ) - 97 ]),  
 minHeap, word + 1, dupWord );  
 else // The complete word is processed  
 {  
 // word is already present, increase the frequency  
 if ( (\*root)->isEnd )  
 ++( (\*root)->frequency );  
 else  
 {  
 (\*root)->isEnd = 1;  
 (\*root)->frequency = 1;  
 }  
  
 // Insert in min heap also  
 insertInMinHeap( minHeap, root, dupWord );  
 }  
}  
  
  
// add a word to Trie & min heap. A wrapper over the insertUtil  
void insertTrieAndHeap(const char \*word, TrieNode\*\* root, MinHeap\* minHeap)  
{  
 insertUtil( root, minHeap, word, word );  
}  
  
// A utility function to show results, The min heap  
// contains k most frequent words so far, at any time  
void displayMinHeap( MinHeap\* minHeap )  
{  
 int i;  
  
 // print top K word with frequency  
 for( i = 0; i < minHeap->count; ++i )  
 {  
 printf( "%s : %d\n", minHeap->array[i].word,  
 minHeap->array[i].frequency );  
 }  
}  
  
// The main funtion that takes a file as input, add words to heap  
// and Trie, finally shows result from heap  
void printKMostFreq( FILE\* fp, int k )  
{  
 // Create a Min Heap of Size k  
 MinHeap\* minHeap = createMinHeap( k );  
   
 // Create an empty Trie  
 TrieNode\* root = NULL;  
  
 // A buffer to store one word at a time  
 char buffer[MAX\_WORD\_SIZE];  
  
 // Read words one by one from file. Insert the word in Trie and Min Heap  
 while( fscanf( fp, "%s", buffer ) != EOF )  
 insertTrieAndHeap(buffer, &root, minHeap);  
  
 // The Min Heap will have the k most frequent words, so print Min Heap nodes  
 displayMinHeap( minHeap );  
}  
  
// Driver program to test above functions  
int main()  
{  
 int k = 5;  
 FILE \*fp = fopen ("file.txt", "r");  
 if (fp == NULL)  
 printf ("File doesn't exist ");  
 else  
 printKMostFreq (fp, k);  
 return 0;  
}

Output:

your : 3  
well : 3  
and : 4  
to : 4  
Geeks : 6

The above output is for a file with following content.

Welcome to the world of Geeks   
This portal has been created to provide well written well thought and well explained   
solutions for selected questions If you like Geeks for Geeks and would like to contribute   
here is your chance You can write article and mail your article to contribute at   
geeksforgeeks org See your article appearing on the Geeks for Geeks main page and help   
thousands of other Geeks

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Find the largest multiple of 2, 3 and 5

An array of size n is given. The array contains digits from 0 to 9. Generate the largest number using the digits in the array such that the number is divisible by 2, 3 and 5.  
 For example, if the arrays is {1, 8, 7, 6, 0}, output must be: 8760. And if the arrays is {7, 7, 7, 6}, output must be: “no number can be formed”.

Source: [Amazon Interview | Set 7](http://www.geeksforgeeks.org/archives/24148#comment-11141)

This problem is a variation of “[Find the largest multiple of 3](http://www.geeksforgeeks.org/archives/24460)“.

Since the number has to be divisible by 2 and 5, it has to have last digit as 0. So if the given array doesn’t contain any zero, then no solution exists.

Once a 0 is available, extract 0 from the given array. Only thing left is, the number should be is divisible by 3 and the largest of all. Which has been discussed [here](http://www.geeksforgeeks.org/archives/24460).

Thanks to [shashank](http://www.geeksforgeeks.org/archives/24148#comment-11141) for suggesting this solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-largest-multiple-of-2-3-and-5/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find the largest multiple of 3

Given an array of non-negative integers. Find the largest multiple of 3 that can be formed from array elements.

For example, if the input array is {8, 1, 9}, the output should be “9 8 1″, and if the input array is {8, 1, 7, 6, 0}, output should be “8 7 6 0″.

**Method 1 (Brute Force)**  
 The simple & straight forward approach is to generate all the combinations of the elements and keep track of the largest number formed which is divisible by 3.

Time Complexity: O(n x 2^n). There will be 2^n combinations of array elements. To compare each combination with the largest number so far may take O(n) time.  
 Auxiliary Space: O(n) // to avoid integer overflow, the largest number is assumed to be stored in the form of array.

**Method 2 (Tricky)**  
 This problem can be solved efficiently with the help of O(n) extra space. This method is based on the following facts about numbers which are multiple of 3.

**1)** A number is multiple of 3 if and only if the sum of digits of number is multiple of 3. For example, let us consider 8760, it is a multiple of 3 because sum of digits is 8 + 7+ 6+ 0 = 21, which is a multiple of 3.

**2)** If a number is multiple of 3, then all permutations of it are also multiple of 3. For example, since 6078 is a multiple of 3, the numbers 8760, 7608, 7068, ….. are also multiples of 3.

**3)** We get the same remainder when we divide the number and sum of digits of the number. For example, if divide number 151 and sum of it digits 7, by 3, we get the same remainder 1.

*What is the idea behind above facts?*  
 The value of 10%3 and 100%3 is 1. The same is true for all the higher powers of 10, because 3 divides 9, 99, 999, … etc.  
 Let us consider a 3 digit number n to prove above facts. Let the first, second and third digits of n be ‘a’, ‘b’ and ‘c’ respectively. n can be written as

n = 100.a + 10.b + c

Since (10^x)%3 is 1 for any x, the above expression gives the same remainder as following expression

1.a + 1.b + c

So the remainder obtained by sum of digits and ‘n’ is same.

Following is a solution based on the above observation.

**1.** Sort the array in non-decreasing order.

**2.** Take three queues. One for storing elements which on dividing by 3 gives remainder as 0.The second queue stores digits which on dividing by 3 gives remainder as 1. The third queue stores digits which on dividing by 3 gives remainder as 2. Call them as queue0, queue1 and queue2

**3.** Find the sum of all the digits.

**4.** Three cases arise:  
 ……**4.1** The sum of digits is divisible by 3. Dequeue all the digits from the three queues. Sort them in non-increasing order. Output the array.

……**4.2** The sum of digits produces remainder 1 when divided by 3.  
 Remove one item from queue1. If queue1 is empty, remove two items from queue2. If queue2 contains less than two items, the number is not possible.

……**4.3** The sum of digits produces remainder 2 when divided by 3.  
 Remove one item from queue2. If queue2 is empty, remove two items from queue1. If queue1 contains less than two items, the number is not possible.

**5.** Finally empty all the queues into an auxiliary array. Sort the auxiliary array in non-increasing order. Output the auxiliary array.

Based on the above, below is the implementation:

/\* A program to find the largest multiple of 3 from an array of elements \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
// A queue node  
typedef struct Queue  
{  
 int front;  
 int rear;  
 int capacity;  
 int\* array;  
} Queue;  
  
// A utility function to create a queue with given capacity  
Queue\* createQueue( int capacity )  
{  
 Queue\* queue = (Queue \*) malloc (sizeof(Queue));  
 queue->capacity = capacity;  
 queue->front = queue->rear = -1;  
 queue->array = (int \*) malloc (queue->capacity \* sizeof(int));  
 return queue;  
}  
  
// A utility function to check if queue is empty  
int isEmpty (Queue\* queue)  
{  
 return queue->front == -1;  
}  
  
// A function to add an item to queue  
void Enqueue (Queue\* queue, int item)  
{  
 queue->array[ ++queue->rear ] = item;  
 if ( isEmpty(queue) )  
 ++queue->front;  
}  
  
// A function to remove an item from queue  
int Dequeue (Queue\* queue)  
{  
 int item = queue->array[ queue->front ];  
 if( queue->front == queue->rear )  
 queue->front = queue->rear = -1;  
 else  
 queue->front++;  
  
 return item;  
}  
  
// A utility function to print array contents  
void printArr (int\* arr, int size)  
{  
 int i;  
 for (i = 0; i< size; ++i)  
 printf ("%d ", arr[i]);  
}  
  
/\* Following two functions are needed for library function qsort().  
 Refer following link for help of qsort()  
 http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
int compareAsc( const void\* a, const void\* b )  
{  
 return \*(int\*)a > \*(int\*)b;  
}  
int compareDesc( const void\* a, const void\* b )  
{  
 return \*(int\*)a < \*(int\*)b;  
}  
  
// This function puts all elements of 3 queues in the auxiliary array  
void populateAux (int\* aux, Queue\* queue0, Queue\* queue1,  
 Queue\* queue2, int\* top )  
{  
 // Put all items of first queue in aux[]  
 while ( !isEmpty(queue0) )  
 aux[ (\*top)++ ] = Dequeue( queue0 );  
  
 // Put all items of second queue in aux[]  
 while ( !isEmpty(queue1) )  
 aux[ (\*top)++ ] = Dequeue( queue1 );  
  
 // Put all items of third queue in aux[]  
 while ( !isEmpty(queue2) )  
 aux[ (\*top)++ ] = Dequeue( queue2 );  
}  
  
// The main function that finds the largest possible multiple of  
// 3 that can be formed by arr[] elements  
int findMaxMultupleOf3( int\* arr, int size )  
{  
 // Step 1: sort the array in non-decreasing order  
 qsort( arr, size, sizeof( int ), compareAsc );  
  
 // Create 3 queues to store numbers with remainder 0, 1  
 // and 2 respectively  
 Queue\* queue0 = createQueue( size );  
 Queue\* queue1 = createQueue( size );  
 Queue\* queue2 = createQueue( size );  
  
 // Step 2 and 3 get the sum of numbers and place them in  
 // corresponding queues  
 int i, sum;  
 for ( i = 0, sum = 0; i < size; ++i )  
 {  
 sum += arr[i];  
 if ( (arr[i] % 3) == 0 )  
 Enqueue( queue0, arr[i] );  
 else if ( (arr[i] % 3) == 1 )  
 Enqueue( queue1, arr[i] );  
 else  
 Enqueue( queue2, arr[i] );  
 }  
  
 // Step 4.2: The sum produces remainder 1  
 if ( (sum % 3) == 1 )  
 {  
 // either remove one item from queue1  
 if ( !isEmpty( queue1 ) )  
 Dequeue( queue1 );  
  
 // or remove two items from queue2  
 else  
 {  
 if ( !isEmpty( queue2 ) )  
 Dequeue( queue2 );  
 else  
 return 0;  
  
 if ( !isEmpty( queue2 ) )  
 Dequeue( queue2 );  
 else  
 return 0;  
 }  
 }  
  
 // Step 4.3: The sum produces remainder 2  
 else if ((sum % 3) == 2)  
 {  
 // either remove one item from queue2  
 if ( !isEmpty( queue2 ) )  
 Dequeue( queue2 );  
  
 // or remove two items from queue1  
 else  
 {  
 if ( !isEmpty( queue1 ) )  
 Dequeue( queue1 );  
 else  
 return 0;  
  
 if ( !isEmpty( queue1 ) )  
 Dequeue( queue1 );  
 else  
 return 0;  
 }  
 }  
  
 int aux[size], top = 0;  
  
 // Empty all the queues into an auxiliary array.  
 populateAux (aux, queue0, queue1, queue2, &top);  
  
 // sort the array in non-increasing order  
 qsort (aux, top, sizeof( int ), compareDesc);  
  
 // print the result  
 printArr (aux, top);  
  
 return top;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {8, 1, 7, 6, 0};  
 int size = sizeof(arr)/sizeof(arr[0]);  
  
 if (findMaxMultupleOf3( arr, size ) == 0)  
 printf( "Not Possible" );  
  
 return 0;  
}

The above method can be optimized in following ways.  
 1) We can use Heap Sort or Merge Sort to make the time complexity O(nLogn).

2) We can avoid extra space for queues. We know at most two items will be removed from the input array. So we can keep track of two items in two variables.

3) At the end, instead of sorting the array again in descending order, we can print the ascending sorted array in reverse order. While printing in reverse order, we can skip the two elements to be removed.

The above code works only if the input arrays has numbers from 0 to 9. It can be easily extended for any positive integer array. We just have to modify the part where we sort the array in decreasing order, at the end of code.

Time Complexity: O(nLogn), assuming a O(nLogn) algorithm is used for sorting.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source
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# Find if two rectangles overlap

Given two rectangles, find if the given two rectangles overlap or not.

Note that a rectangle can be represented by two coordinates, top left and bottom right. So mainly we are given following four coordinates.  
 **l1**: Top Left coordinate of first rectangle.  
 **r1**: Bottom Right coordinate of first rectangle.  
 **l2**: Top Left coordinate of second rectangle.  
 **r2**: Bottom Right coordinate of second rectangle.

[![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/rectanglesOverlap.png)

We need to write a function *bool doOverlap(l1, r1, l2, r2)* that returns true if the two given rectangles overlap.

One solution is to one by one pick all points of one rectangle and [see if the point lies inside the other rectangle or not](http://www.geeksforgeeks.org/how-to-check-if-a-given-point-lies-inside-a-polygon/). This can be done using the algorithm discussed [here](http://www.geeksforgeeks.org/how-to-check-if-a-given-point-lies-inside-a-polygon/).  
 Following is a simpler approach. Two rectangles **do not** overlap if one of the following conditions is true.  
 **1)** One rectangle is above top edge of other rectangle.  
 **2)** One rectangle is on left side of left edge of other rectangle.

We need to check above cases to find out if given rectangles overlap or not. Following is C++ implementation of the above approach.

#include<stdio.h>  
  
struct Point  
{  
 int x, y;  
};  
  
// Returns true if two rectangles (l1, r1) and (l2, r2) overlap  
bool doOverlap(Point l1, Point r1, Point l2, Point r2)  
{  
 // If one rectangle is on left side of other  
 if (l1.x > r2.x || l2.x > r1.x)  
 return false;  
  
 // If one rectangle is above other  
 if (l1.y < r2.y || l2.y < r1.y)  
 return false;  
  
 return true;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 Point l1 = {0, 10}, r1 = {10, 0};  
 Point l2 = {5, 5}, r2 = {15, 0};  
 if (doOverlap(l1, r1, l2, r2))  
 printf("Rectangles Overlap");  
 else  
 printf("Rectangles Don't Overlap");  
 return 0;  
}

Output:

Rectangles Overlap

Time Complexity of above code is O(1) as the code doesn’t have any loop or recursion.

This article is compiled by **Aman Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-two-rectangles-overlap/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/)

# Program to find amount of water in a given glass

There are some glasses with equal capacity as 1 litre. The glasses are kept as follows:

1  
 2 3  
 4 5 6  
 7 8 9 10

You can put water to only top glass. If you put more than 1 litre water to 1st glass, water overflows and fills equally in both 2nd and 3rd glasses. Glass 5 will get water from both 2nd glass and 3rd glass and so on.  
 If you have X litre of water and you put that water in top glass, how much water will be contained by jth glass in ith row?

Example. If you will put 2 litre on top.  
 1st – 1 litre  
 2nd – 1/2 litre  
 3rd – 1/2 litre

Source: [Amazon Interview | Set 12](http://www.geeksforgeeks.org/archives/28130)

The approach is similar to Method 2 of the [Pascal’s Triangle](http://www.geeksforgeeks.org/archives/26569). If we take a closer look at the problem, the problem boils down to [Pascal’s Triangle](http://www.geeksforgeeks.org/archives/26569).

1 ---------------- 1  
 2 3 ---------------- 2  
 4 5 6 ------------ 3  
 7 8 9 10 --------- 4

Each glass contributes to the two glasses down the glass. Initially, we put all water in first glass. Then we keep 1 litre (or less than 1 litre) in it, and move rest of the water to two glasses down to it. We follow the same process for the two glasses and all other glasses till ith row. There will be i\*(i+1)/2 glasses till ith row.

// Program to find the amount of water in jth glass of ith row  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
// Returns the amount of water in jth glass of ith row  
float findWater(int i, int j, float X)  
{  
 // A row number i has maximum i columns. So input column number must  
 // be less than i  
 if (j > i)  
 {  
 printf("Incorrect Input\n");  
 exit(0);  
 }  
  
 // There will be i\*(i+1)/2 glasses till ith row (including ith row)  
 float glass[i \* (i + 1) / 2];  
  
 // Initialize all glasses as empty  
 memset(glass, 0, sizeof(glass));  
  
 // Put all water in first glass  
 int index = 0;  
 glass[index] = X;  
  
 // Now let the water flow to the downward glassses till the  
 // amount of water X is not 0 and row number is less than or  
 // equal to i (given row)  
 for (int row = 1; row <= i && X !=0.0; ++row)  
 {  
 // Fill glasses in a given row. Number of columns in a row  
 // is equal to row number  
 for (int col = 1; col <= row; ++col, ++index)  
 {  
 // Get the water from current glass  
 X = glass[index];  
  
 // Keep the amount less than or equal to  
 // capacity in current glass  
 glass[index] = (X >= 1.0f) ? 1.0f : X;  
  
 // Get the remaining amount  
 X = (X >= 1.0f) ? (X - 1) : 0.0f;  
  
 // Distribute the remaining amount to the down two glasses  
 glass[index + row] += X / 2;  
 glass[index + row + 1] += X / 2;  
 }  
 }  
  
 // The index of jth glass in ith row will be i\*(i-1)/2 + j - 1  
 return glass[i\*(i-1)/2 + j - 1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int i = 2, j = 2;  
 float X = 2.0; // Total amount of water  
  
 printf("Amount of water in jth glass of ith row is: %f",  
 findWater(i, j, X));  
  
 return 0;  
}

Output:

Amount of water in jth glass of ith row is: 0.500000

Time Complexity: O(i\*(i+1)/2) or O(i^2)  
 Auxiliary Space: O(i\*(i+1)/2) or O(i^2)

This article is compiled by **Rahul** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-water-in-a-glass/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Comma operator should be used carefully

In C and C++, comma is the last operator in [precedence table](http://www.cppreference.com/wiki/operator_precedence). So comma should be carefully used on right side of an assignment expression. For example, one might expect the output as b = 10 in below program. But program prints b = 20 as assignment has higher precedence over comma and the statement “b = 20, a” becomes equivalent to “(b = 20), a”.

#include<stdio.h>  
int main()  
{  
 int a = 10, b;  
 b = 20, a; // b = 20  
 printf(" b = %d ", b);  
 getchar();  
 return 0;  
}

Putting a bracket with comma makes b = a (or 10).

#include<stdio.h>  
int main()  
{  
 int a = 10, b;  
 b = (20, a); // b = a  
 printf(" b = %d ", b);  
 getchar();  
 return 0;  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-41/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# How does default virtual behavior differ in C++ and Java ?

**Default virtual behavior of methods is opposite in C++ and Java:**

In C++, class member methods are non-virtual by default. They can be made virtual by using *virtual* keyword. For example, *Base::show()* is non-virtual in following program and program prints *“Base::show() called”*.

#include<iostream>  
  
using namespace std;  
  
class Base {  
public:   
  
 // non-virtual by default  
 void show() {   
 cout<<"Base::show() called";  
 }  
};  
  
class Derived: public Base {  
public:   
 void show() {  
 cout<<"Derived::show() called";  
 }   
};  
  
int main()  
{  
 Derived d;  
 Base &b = d;   
 b.show();   
 getchar();  
 return 0;  
}

Adding *virtual* before definition of *Base::show()* makes program print *“Derived::show() called”*

In Java, methods are virtual by default and can be made non-virtual by using *final* keyword. For example, in the following java program, *show()* is by default virtual and the program prints *“Derived::show() called”*

class Base {  
  
 // virtual by default  
 public void show() {  
 System.out.println("Base::show() called");  
 }  
}  
  
class Derived extends Base {  
 public void show() {  
 System.out.println("Derived::show() called");  
 }  
}  
  
public class Main {  
 public static void main(String[] args) {  
 Base b = new Derived();;  
 b.show();  
 }  
}

Unlike C++ non-virtual behavior, if we add *final* before definition of show() in *Base* , then the above program fails in compilation.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-43/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Java](http://www.geeksforgeeks.org/tag/java/)

# Critical Section

[**Critical Section**](http://en.wikipedia.org/wiki/Critical_section)**:**

In simple terms a critical section is group of instructions/statements or region of code that need to be executed atomically ([read this post](http://geeksforgeeks.org/?p=9179) for atomicity), such as accessing a resource (file, input or output port, global data, etc.).

In concurrent programming, if one thread tries to change the value of shared data at the same time as another thread tries to read the value (i.e. data race across threads), the result is unpredictable.

The access to such shared variable (shared memory, shared files, shared port, etc…) to be synchronized. Few programming languages have built in support for synchronization.

It is critical to understand the importance of race condition while writing kernel mode programming (a device driver, kernel thread, etc.). since the programmer can directly access and modifying kernel data structures.

A simple solution to critical section can be thought as shown below,

acquireLock();  
Process Critical Section  
releaseLock();

A thread must acquire a lock prior to executing critical section. The lock can be acquired by only one thread. There are various ways to implement locks in the above pseudo code. Let us discuss them in future articles.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-70/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Endian order and binary files

While working with binary files, how do you measure their endianness?

For example, if a programmer is making configuration file in binary format (e.g. on small systems it may not be possible to use XML like text files for configuration, text files require another wrapper/layer over binary files), the same binary file would need to be read on different architectures. In such case endianness issue to be addressed.

Or consider, a binary file is created on little endian machine, can it be read on big endian machine without altering byte order?

We can consider binary file as sequence of increasing addresses starting from low order to high order, each address can store one byte. If we are writing some data to binary file on little endian machine it need not to be altered. Where as if the binary file to be created on big endian machines, the data to be altered.

Note that some file formats define endian ordering. Example are JPEG (big endian) and BMP (little endian).

**Related Posts:**

1. [Little and Big Endian Mystery](http://geeksforgeeks.org/?p=801)
2. [Output of C Programs | Set 14](http://geeksforgeeks.org/?p=5147)

Article compiled by **Venki**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-71/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Access specifier of methods in interfaces

In Java, all methods in an interface are *public* even if we do not specify *public* with method names. Also, data fields are *public static final* even if we do not mention it with fields names. Therefore, data fields must be initialized.

Consider the following example, *x* is by default *public static final* and *foo()* is *public* even if there are no specifiers.

interface Test {  
 int x = 10; // x is public static final and must be initialized here  
 void foo(); // foo() is public  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-73/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Java](http://www.geeksforgeeks.org/tag/java/)

# Access specifiers for classes or interfaces in Java

In Java, methods and data members of a class/interface can have one of the following four access specifiers. The access specifiers are listed according to their restrictiveness order.

1) private  
 2) default (when no access specifier is specified)  
 3) protected  
 4) public

But, the classes and interfaces themselves can have only two access specifiers.  
 1) public  
 2) default (when no access specifier is specified)

We cannot declare class/interface with private or protected access specifiers. For example, following program fails in compilation.

//filename: Main.java  
protected class Test {}  
  
public class Main {  
 public static void main(String args[]) {  
  
 }  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-81/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Java](http://www.geeksforgeeks.org/tag/java/)

# Time Complexity of building a heap

Consider the following algorithm for building a Heap of an input array A.

BUILD-HEAP(A)   
 heapsize := size(A);   
 for i := floor(heapsize/2) downto 1   
 do HEAPIFY(A, i);   
 end for   
END

*What is the worst case time complexity of the above algo?*  
 Although the worst case complexity looks like O(nLogn), upper bound of time complexity is O(n). See following links for the proof of time complexity.

http://www.cse.iitk.ac.in/users/sbaswana/Courses/ESO211/heap.pdf/  
 <http://www.cs.sfu.ca/CourseCentral/307/petra/2009/SLN_2.pdf>

### Source

<http://www.geeksforgeeks.org/g-fact-85/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# What does 'Space Complexity' mean?

**Space Complexity:**  
 The term Space Complexity is misused for Auxiliary Space at many places. Following are the correct definitions of Auxiliary Space and Space Complexity.

*Auxiliary Space* is the extra space or temporary space used by an algorithm.

*Space Complexity* of an algorithm is total space taken by the algorithm with respect to the input size. Space complexity includes both Auxiliary space and space used by input.

For example, if we want to compare standard sorting algorithms on the basis of space, then Auxiliary Space would be a better criteria than Space Complexity. Merge Sort uses O(n) auxiliary space, Insertion sort and Heap Sort use O(1) auxiliary space. Space complexity of all these sorting algorithms is O(n) though.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-86/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Spaghetti Stack

[**Spaghetti stack**](http://en.wikipedia.org/wiki/Spaghetti_stack)  
 A spaghetti stack is an N-ary tree data structure in which child nodes have pointers to the parent nodes (but not vice-versa)
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Spaghetti stack structure is used in situations when records are dynamically pushed and popped onto a stack as execution progresses, but references to the popped records remain in use. Following are some applications of Spaghetti Stack.

Compilers for languages such as C create a spaghetti stack as it opens and closes symbol tables representing block scopes. When a new block scope is opened, a symbol table is pushed onto a stack. When the closing curly brace is encountered, the scope is closed and the symbol table is popped. But that symbol table is remembered, rather than destroyed. And of course it remembers its higher level “parent” symbol table and so on.

Spaghetti Stacks are also used to implement [Disjoint-set data structure](http://en.wikipedia.org/wiki/Disjoint-set_data_structure).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Sources:  
 <http://en.wikipedia.org/wiki/Spaghetti_stack>

### Source

<http://www.geeksforgeeks.org/g-fact-87/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/)

# Accessing Grandparent’s member in Java

**Directly accessing Grandparent’s member in Java:**

Predict the output of following Java program.

// filename Main.java  
class Grandparent {  
 public void Print() {  
 System.out.println("Grandparent's Print()");  
 }  
}  
   
class Parent extends Grandparent {  
 public void Print() {   
 System.out.println("Parent's Print()");  
 }  
}  
   
class Child extends Parent {  
 public void Print() {  
 super.super.Print(); // Trying to access Grandparent's Print()  
 System.out.println("Child's Print()");  
 }  
}  
   
public class Main {  
 public static void main(String[] args) {  
 Child c = new Child();  
 c.Print();  
 }  
}

Output: Compiler Error  
 There is error in line “super.super.print();”. In Java, a class cannot directly access the grandparent’s members. It is allowed in C++ though. In C++, we can use scope resolution operator (::) to access any ancestor’s member in inheritance hierarchy. ***In Java, we can access grandparent’s members only through the parent class.*** For example, the following program compiles and runs fine.

// filename Main.java  
class Grandparent {  
 public void Print() {  
 System.out.println("Grandparent's Print()");  
 }  
}  
   
class Parent extends Grandparent {  
 public void Print() {  
 super.Print();  
 System.out.println("Parent's Print()");  
 }  
}  
   
class Child extends Parent {  
 public void Print() {  
 super.Print();  
 System.out.println("Child's Print()");  
 }  
}  
   
public class Main {  
 public static void main(String[] args) {  
 Child c = new Child();  
 c.Print();  
 }  
}

Output:

Grandparent's Print()  
Parent's Print()  
Child's Print()

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/g-fact-91/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Java](http://www.geeksforgeeks.org/tag/java/)

# Generate integer from 1 to 7 with equal probability

Given a function foo() that returns integers from 1 to 5 with equal probability, write a function that returns integers from 1 to 7 with equal probability using foo() only. Minimize the number of calls to foo() method. Also, use of any other library function is not allowed and no floating point arithmetic allowed.

**Solution:**  
 We know foo() returns integers from 1 to 5. How we can ensure that integers from 1 to 7 occur with equal probability?  
 If we somehow generate integers from 1 to a-multiple-of-7 (like 7, 14, 21, …) with equal probability, we can use modulo division by 7 followed by adding 1 to get the numbers from 1 to 7 with equal probability.

We can generate from 1 to 21 with equal probability using the following expression.

5\*foo() + foo() -5

Let us see how above expression can be used.  
 1. For each value of first foo(), there can be 5 possible combinations for values of second foo(). So, there are total 25 combinations possible.  
 2. The range of values returned by the above equation is 1 to 25, each integer occurring exactly once.  
 3. If the value of the equation comes out to be less than 22, return modulo division by 7 followed by adding 1. Else, again call the method recursively. The probability of returning each integer thus becomes 1/7.

The below program shows that the expression returns each integer from 1 to 25 exactly once.

#include <stdio.h>  
  
int main()  
{  
 int first, second;  
 for ( first=1; first<=5; ++first )  
 for ( second=1; second<=5; ++second )  
 printf ("%d \n", 5\*first + second - 5);  
 return 0;  
}

Output:

1  
2  
.  
.  
24  
25

The below program depicts how we can use foo() to return 1 to 7 with equal probability.

#include <stdio.h>  
  
int foo() // given method that returns 1 to 5 with equal probability  
{  
 // some code here  
}  
  
int my\_rand() // returns 1 to 7 with equal probability  
{  
 int i;  
 i = 5\*foo() + foo() - 5;  
 if (i < 22)  
 return i%7 + 1;  
 return my\_rand();  
}  
  
int main()  
{  
 printf ("%d ", my\_rand());  
 return 0;  
}

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/generate-integer-from-1-to-7-with-equal-probability/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Generate all unique partitions of an integer

Given a positive integer n, generate all possible unique ways to represent n as sum of positive integers.

Input: n = 2  
 Output:   
 2  
 1 1  
  
 Input: n = 3  
 Output:   
 3  
 2 1  
 1 1 1  
 Note: 2+1 and 1+2 are considered as duplicates.  
  
 Input: n = 4  
 Output:   
 4  
 3 1  
 2 2  
 2 1 1  
 1 1 1 1

***We strongly recommend you to minimize the browser and try this yourself first.***

**Solution:** We print all partition in sorted order and numbers within a partition are also printed in sorted order (as shown in the above examples). The idea is to get next partition using the values in current partition. We store every partition in an array p[]. We initialize p[] as n where n is the input number. In every iteration. we first print p[] and then update p[] to store the next partition. So the main problem is to get next partition from a given partition.

**Steps to get next partition from current partition**  
 We are given current partition in p[] and its size. We need to update p[] to store next partition. Values in p[] must be sorted in non-increasing order.

**1)** Find the rightmost non-one value in p[] and store the count of 1’s encountered before a non-one value in a variable rem\_val (It indicates sum of values on right side to be updated). Let the index of non-one value be k.

**2)** Decrease the value of p[k] by 1 and increase rem\_val by 1. Now there may be two cases:  
     **a) If** p[k] is more than or equal to rem\_val. This is a simple case (we have the sorted order in new partition). Put rem\_val at p[k+1] and p[0…k+1] is our new partition.  
    **b) Else** (This is a interesting case, take initial p[] as {3, 1, 1, 1}, p[k] is decreased from 3 to 2, rem\_val is increased from 3 to 4, the next partition should be {2, 2, 2}).  
        Copy p[k] to next position, increment k and reduce count by p[k] while p[k] is less than rem\_val. Finally, put rem\_val at p[k+1] and p[0…k+1] is our new partition. This step is like dividing rem\_val in terms of p[k] (4 is divided in 2’s).

Following is C++ implementation of above algorithm.

#include<iostream>  
using namespace std;  
  
// A utility function to print an array p[] of size 'n'  
void printArray(int p[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << p[i] << " ";  
 cout << endl;  
}  
  
void printAllUniqueParts(int n)  
{  
 int p[n]; // An array to store a partition  
 int k = 0; // Index of last element in a partition  
 p[k] = n; // Initialize first partition as number itself  
  
 // This loop first prints current partition, then generates next  
 // partition. The loop stops when the current partition has all 1s  
 while (true)  
 {  
 // print current partition  
 printArray(p, k+1);  
  
 // Generate next partition  
  
 // Find the rightmost non-one value in p[]. Also, update the  
 // rem\_val so that we know how much value can be accommodated  
 int rem\_val = 0;  
 while (k >= 0 && p[k] == 1)  
 {  
 rem\_val += p[k];  
 k--;  
 }  
  
 // if k < 0, all the values are 1 so there are no more partitions  
 if (k < 0) return;  
  
 // Decrease the p[k] found above and adjust the rem\_val  
 p[k]--;  
 rem\_val++;  
  
  
 // If rem\_val is more, then the sorted order is violeted. Divide  
 // rem\_val in differnt values of size p[k] and copy these values at  
 // different positions after p[k]  
 while (rem\_val > p[k])  
 {  
 p[k+1] = p[k];  
 rem\_val = rem\_val - p[k];  
 k++;  
 }  
  
 // Copy rem\_val to next position and increment position  
 p[k+1] = rem\_val;  
 k++;  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 cout << "All Unique Partitions of 2 \n";  
 printAllUniqueParts(2);  
  
 cout << "\nAll Unique Partitions of 3 \n";  
 printAllUniqueParts(3);  
  
 cout << "\nAll Unique Partitions of 4 \n";  
 printAllUniqueParts(4);  
  
 return 0;  
}

Output:

All Unique Partitions of 2  
2  
1 1  
  
All Unique Partitions of 3  
3  
2 1  
1 1 1  
  
All Unique Partitions of 4  
4  
3 1  
2 2  
2 1 1  
1 1 1 1

This article is contributed by **Hariprasad NG**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/generate-unique-partitions-of-an-integer/>

# Given a number, find the next smallest palindrome

Given a number, find the next smallest palindrome larger than this number. For example, if the input number is “2 3 5 4 5″, the output should be “2 3 6 3 2″. And if the input number is “9 9 9″, the output should be “1 0 0 1″.

The input is assumed to be an array. Every entry in array represents a digit in input number. Let the array be ‘num[]’ and size of array be ‘n’

There can be three different types of inputs that need to be handled separately.  
 **1)** The input number is palindrome and has all 9s. For example “9 9 9″. Output should be “1 0 0 1″  
 **2)** The input number is not palindrome. For example “1 2 3 4″. Output should be “1 3 3 1″  
 **3)** The input number is palindrome and doesn’t have all 9s. For example “1 2 2 1″. Output should be “1 3 3 1″.

Solution for input type 1 is easy. The output contains n + 1 digits where the corner digits are 1, and all digits between corner digits are 0.

Now let us first talk about input type 2 and 3. How to convert a given number to a greater palindrome? To understand the solution, let us first define the following two terms:  
 *Left Side:* The left half of given number. Left side of “1 2 3 4 5 6″ is “1 2 3″ and left side of “1 2 3 4 5″ is “1 2″  
 *Right Side:* The right half of given number. Right side of “1 2 3 4 5 6″ is “4 5 6″ and right side of “1 2 3 4 5″ is “4 5″  
 To convert to palindrome, we can either take the mirror of its left side or take mirror of its right side. However, if we take the mirror of the right side, then the palindrome so formed is not guaranteed to be next larger palindrome. So, we must take the mirror of left side and copy it to right side. But there are some cases that must be handled in different ways. See the following steps.

We will start with two indices i and j. i pointing to the two middle elements (or pointing to two elements around the middle element in case of n being odd). We one by one move i and j away from each other.

**Step 1.** Initially, ignore the part of left side which is same as the corresponding part of right side. For example, if the number is “8 3 **4 2 2 4** 6 9″, we ignore the middle four elements. i now points to element 3 and j now points to element 6.

**Step 2.** After step 1, following cases arise:

**Case 1:** Indices i & j cross the boundary.  
 This case occurs when the input number is palindrome. In this case, we just add 1 to the middle digit (or digits in case n is even) propagate the carry towards MSB digit of left side and simultaneously copy mirror of the left side to the right side.  
 For example, if the given number is “1 2 9 2 1″, we increment 9 to 10 and propagate the carry. So the number becomes “1 3 0 3 1″

**Case 2:** There are digits left between left side and right side which are not same. So, we just mirror the left side to the right side & try to minimize the number formed to guarantee the next smallest palindrome.  
 In this case, there can be **two sub-cases**.

**2.1)** Copying the left side to the right side is sufficient, we don’t need to increment any digits and the result is just mirror of left side. Following are some examples of this sub-case.  
 Next palindrome for “7 **8** 3 3 2 2″ is “7 8 3 3 8 7″  
 Next palindrome for “1 2 **5** 3 2 2″ is “1 2 5 5 2 1″  
 Next palindrome for “1 4 **5** 8 7 6 7 8 3 2 2″ is “1 4 5 8 7 6 7 8 5 4 1″  
 How do we check for this sub-case? All we need to check is the digit just after the ignored part in step 1. This digit is highlighted in above examples. If this digit is greater than the corresponding digit in right side digit, then copying the left side to the right side is sufficient and we don’t need to do anything else.

**2.2)** Copying the left side to the right side is NOT sufficient. This happens when the above defined digit of left side is smaller. Following are some examples of this case.  
 Next palindrome for “7 **1** 3 3 2 2″ is “7 1 4 4 1 7″  
 Next palindrome for “1 2 **3** 4 6 2 8″ is “1 2 3 5 3 2 1″  
 Next palindrome for “9 4 **1** 8 7 9 7 8 3 2 2″ is “9 4 1 8 8 0 8 8 1 4 9″  
 We handle this subcase like Case 1. We just add 1 to the middle digit (or digits in ase n is even) propagate the carry towards MSB digit of left side and simultaneously copy mirror of the left side to the right side.

#include <stdio.h>  
  
// A utility function to print an array  
void printArray (int arr[], int n);  
  
// A utility function to check if num has all 9s  
int AreAll9s (int num[], int n );  
  
// Returns next palindrome of a given number num[].  
// This function is for input type 2 and 3  
void generateNextPalindromeUtil (int num[], int n )  
{  
 // find the index of mid digit  
 int mid = n/2;  
  
 // A bool variable to check if copy of left side to right is sufficient or not  
 bool leftsmaller = false;  
  
 // end of left side is always 'mid -1'  
 int i = mid - 1;  
  
 // Begining of right side depends if n is odd or even  
 int j = (n % 2)? mid + 1 : mid;  
  
 // Initially, ignore the middle same digits   
 while (i >= 0 && num[i] == num[j])  
 i--,j++;  
  
 // Find if the middle digit(s) need to be incremented or not (or copying left   
 // side is not sufficient)  
 if ( i < 0 || num[i] < num[j])  
 leftsmaller = true;  
  
 // Copy the mirror of left to tight  
 while (i >= 0)  
 {  
 num[j] = num[i];  
 j++;  
 i--;  
 }  
  
 // Handle the case where middle digit(s) must be incremented.   
 // This part of code is for CASE 1 and CASE 2.2  
 if (leftsmaller == true)  
 {  
 int carry = 1;  
 i = mid - 1;  
  
 // If there are odd digits, then increment  
 // the middle digit and store the carry  
 if (n%2 == 1)  
 {  
 num[mid] += carry;  
 carry = num[mid] / 10;  
 num[mid] %= 10;  
 j = mid + 1;  
 }  
 else  
 j = mid;  
  
 // Add 1 to the rightmost digit of the left side, propagate the carry   
 // towards MSB digit and simultaneously copying mirror of the left side   
 // to the right side.  
 while (i >= 0)  
 {  
 num[i] += carry;  
 carry = num[i] / 10;  
 num[i] %= 10;  
 num[j++] = num[i--]; // copy mirror to right  
 }  
 }  
}  
  
// The function that prints next palindrome of a given number num[]  
// with n digits.  
void generateNextPalindrome( int num[], int n )  
{  
 int i;  
  
 printf("\nNext palindrome is:\n");  
  
 // Input type 1: All the digits are 9, simply o/p 1  
 // followed by n-1 0's followed by 1.  
 if( AreAll9s( num, n ) )  
 {  
 printf( "1 ");  
 for( i = 1; i < n; i++ )  
 printf( "0 " );  
 printf( "1" );  
 }  
  
 // Input type 2 and 3  
 else  
 {  
 generateNextPalindromeUtil ( num, n );  
  
 // print the result  
 printArray (num, n);  
 }  
}  
  
// A utility function to check if num has all 9s  
int AreAll9s( int\* num, int n )  
{  
 int i;  
 for( i = 0; i < n; ++i )  
 if( num[i] != 9 )  
 return 0;  
 return 1;  
}  
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int n)  
{  
 int i;  
 for (i=0; i < n; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
// Driver Program to test above function  
int main()  
{  
 int num[] = {9, 4, 1, 8, 7, 9, 7, 8, 3, 2, 2};  
  
 int n = sizeof (num)/ sizeof(num[0]);  
  
 generateNextPalindrome( num, n );  
  
 return 0;  
}

Output:

Next palindrome is:  
9 4 1 8 8 0 8 8 1 4 9

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-a-number-find-next-smallest-palindrome-larger-than-this-number/>

# Generate n-bit Gray Codes

Given a number n, generate bit patterns from 0 to 2^n-1 such that successive patterns differ by one bit.

**Examples:**

Following is 2-bit sequence (n = 2)  
 00 01 11 10  
Following is 3-bit sequence (n = 3)  
 000 001 011 010 110 111 101 100  
And Following is 4-bit sequence (n = 4)  
 0000 0001 0011 0010 0110 0111 0101 0100 1100 1101 1111   
 1110 1010 1011 1001 1000

The above sequences are [Gray Codes](http://en.wikipedia.org/wiki/Gray_code) of different widths. Following is an interesting pattern in Gray Codes.

**n-bit Gray Codes can be generated from list of (n-1)-bit Gray codes using following steps.**  
 **1)** Let the list of (n-1)-bit Gray codes be L1. Create another list L2 which is reverse of L1.  
 **2)** Modify the list L1 by prefixing a ‘0’ in all codes of L1.  
 **3)** Modify the list L2 by prefixing a ‘1’ in all codes of L2.  
 **4)** Concatenate L1 and L2. The concatenated list is required list of n-bit Gray codes.

For example, following are steps for generating the 3-bit Gray code list from the list of 2-bit Gray code list.  
 L1 = {00, 01, 11, 10} (List of 2-bit Gray Codes)  
 L2 = {10, 11, 01, 00} (Reverse of L1)  
 Prefix all entries of L1 with ‘0’, L1 becomes {000, 001, 011, 010}  
 Prefix all entries of L2 with ‘1’, L2 becomes {110, 111, 101, 100}  
 Concatenate L1 and L2, we get {000, 001, 011, 010, 110, 111, 101, 100}

To generate n-bit Gray codes, we start from list of 1 bit Gray codes. The list of 1 bit Gray code is {0, 1}. We repeat above steps to generate 2 bit Gray codes from 1 bit Gray codes, then 3-bit Gray codes from 2-bit Gray codes till the number of bits becomes equal to n. Following is C++ implementation of this approach.

// C++ program to generate n-bit Gray codes  
#include <iostream>  
#include <string>  
#include <vector>  
using namespace std;  
  
// This function generates all n bit Gray codes and prints the  
// generated codes  
void generateGrayarr(int n)  
{  
 // base case  
 if (n <= 0)  
 return;  
  
 // 'arr' will store all generated codes  
 vector<string> arr;  
  
 // start with one-bit pattern  
 arr.push\_back("0");  
 arr.push\_back("1");  
  
 // Every iteration of this loop generates 2\*i codes from previously  
 // generated i codes.  
 int i, j;  
 for (i = 2; i < (1<<n); i = i<<1)  
 {  
 // Enter the prviously generated codes again in arr[] in reverse  
 // order. Nor arr[] has double number of codes.  
 for (j = i-1 ; j >= 0 ; j--)  
 arr.push\_back(arr[j]);  
  
 // append 0 to the first half  
 for (j = 0 ; j < i ; j++)  
 arr[j] = "0" + arr[j];  
  
 // append 1 to the second half  
 for (j = i ; j < 2\*i ; j++)  
 arr[j] = "1" + arr[j];  
 }  
  
 // print contents of arr[]  
 for (i = 0 ; i < arr.size() ; i++ )  
 cout << arr[i] << endl;  
}  
  
// Driver program to test above function  
int main()  
{  
 generateGrayarr(4);  
 return 0;  
}

Output

000  
001  
011  
010  
110  
111  
101  
100

This article is compiled by **Ravi Chandra Enaganti**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-a-number-n-generate-bit-patterns-from-0-to-2n-1-so-that-successive-patterns-differ-by-one-bit/>

# Given n line segments, find if any two segments intersect

We have discussed the problem to detect if[two given line segments intersect or not](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/). In this post, we extend the problem. Here we are given n line segments and we need to find out if any two line segments intersect or not.

**Naive Algorithm** A naive solution to solve this problem is to check every pair of lines and check if the pair intersects or not. [We can check two line segments in O(1) time](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/). Therefore, this approach takes O(n2).

**Sweep Line Algorithm:** We can solve this problem in **O(nLogn)** time using Sweep Line Algorithm. The algorithm first sorts the end points along the x axis from left to right, then it passes a vertical line through all points from left to right and checks for intersections. Following are detailed steps.

**1)** Let there be n given lines. There must be 2n end points to represent the n lines. Sort all points according to x coordinates. While sorting maintain a flag to indicate whether this point is left point of its line or right point.

**2)** Start from the leftmost point. Do following for every point  
 …..**a)** If the current point is a left point of its line segment, check for intersection of its line segment with the segments just above and below it. And add its line to *active* line segments (line segments for which left end point is seen, but right end point is not seen yet).  Note that we consider only those neighbors which are still active.  
 ….**b)** If the current point is a right point, remove its line segment from active list and check whether its two active neighbors (points just above and below) intersect with each other.

The step 2 is like passing a vertical line from all points starting from the leftmost point to the rightmost point. That is why this algorithm is called Sweep Line Algorithm. The Sweep Line technique is useful in many other geometric algorithms like [calculating the 2D Voronoi diagram](http://cgm.cs.mcgill.ca/~mcleish/644/Projects/DerekJohns/Sweep.htm)

**What data structures should be used for efficient implementation?**  
 In step 2, we need to store all active line segments. We need to do following operations efficiently:  
 a) Insert a new line segment  
 b) Delete a line segment  
 c) Find predecessor and successor according to y coordinate values  
 The obvious choice for above operations is Self-Balancing Binary Search Tree like AVL Tree, Red Black Tree. With a Self-Balancing BST, we can do all of the above operations in O(Logn) time.  
 Also, in step 1, instead of sorting, we can use min heap data structure. Building a min heap takes O(n) time and every extract min operation takes O(Logn) time (See [this](http://courses.csail.mit.edu/6.006/spring11/lectures/lec24.pdf)).

**PseudoCode:**  
 The following pseudocode doesn’t use heap. It simply sort the array.

sweepLineIntersection(Points[0..2n-1]):  
1. Sort Points[] from left to right (according to x coordinate)  
  
2. Create an empty Self-Balancing BST T. It will contain all active line   
 Segments ordered by y coordinate.  
  
// Process all 2n points   
3. for i = 0 to 2n-1  
  
 // If this point is left end of its line   
 if (Points[i].isLeft)   
 T.insert(Points[i].line()) // Insert into the tree  
  
 // Check if this points intersects with its predecessor and successor  
 if ( doIntersect(Points[i].line(), T.pred(Points[i].line()) )  
 return true  
 if ( doIntersect(Points[i].line(), T.succ(Points[i].line()) )  
 return true  
  
 else // If it's a right end of its line  
 // Check if its predecessor and successor intersect with each other  
 if ( doIntersect(T.pred(Points[i].line(), T.succ(Points[i].line()))  
 return true  
 T.delete(Points[i].line()) // Delete from tree  
  
4. return False

**Example:**  
 Let us consider the following example taken from [here](http://www.eecs.wsu.edu/~cook/aa/lectures/l25/node10.html).  There are 5 line segments 1, 2, 3, 4 and 5.  The dotted green lines show sweep lines.

[![](data:image/gif;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/sweepline.gif)

Following are steps followed by the algorithm.  All points from left to right are processed one by one. We maintain a self-balancing binary search tree.

*Left end point of line segment 1 is processed*: 1 is inserted into the Tree. The tree contains 1.   No intersection.

*Left end point of line segment  2 is processed*:  Intersection of 1 and 2 is checked. 2 is inserted into the Tree. No intersection. The tree contains 1, 2.

*Left end point of line segment 3 is processed:*  Intersection of  3 with 1 is checked.  No intersection. 3 is inserted into the Tree. The tree contains  2, 1, 3.

*Right end point of line segment 1 is processed:* 1 is deleted from the Tree.  Intersection of 2 and 3 is checked.  Intersection of 2 and 3 is reported.  The tree contains  2, 3. Note that the above pseudocode returns at this point. We can continue from here to report all intersection points.

*Left end point of line segment  4 is processed*:   Intersections of  line 4 with lines 2 and 3 are checked.  No intersection. 4 is inserted into the Tree. The tree contains  2, 4, 3.

*Left end point of line segment 5 is processed*:   Intersection of  5 with 3 is checked.  No intersection. 4 is inserted into the Tree. The tree contains   2, 4, 3, 5.

*Right end point of line segment 5 is processed:*5 is deleted from the Tree.   The tree contains  2, 4, 3.

*Right end point of line segment 4 is processed:* 4 is deleted from the Tree.   The tree contains  2, 4, 3.   Intersection of 2 with 3 is checked.  Intersection of 2 with 3 is reported.  The tree contains  2, 3. Note that the intersection of 2 and 3 is reported again. We can add some logic to check for duplicates.

*Right end point of line segment  2 and 3 are processed:*  Both are deleted from tree and tree becomes empty.

**Time Complexity:** The first step is sorting which takes O(nLogn) time. The second step process 2n points and for processing every point, it takes O(Logn) time. Therefore, overall time complexity is O(nLogn)

**References:**  
 <http://www.cs.uiuc.edu/~jeffe/teaching/373/notes/x06-sweepline.pdf>  
 <http://courses.csail.mit.edu/6.006/spring11/lectures/lec24.pdf>  
 <http://www.youtube.com/watch?v=dePDHVovJlE>  
 <http://www.eecs.wsu.edu/~cook/aa/lectures/l25/node10.html>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-a-set-of-line-segments-find-if-any-two-segments-intersect/>

# Given p and n, find the largest x such that p^x divides n!

Given an integer n and a prime number p, find the largest x such that px (p raised to power x) divides n! (factorial)

Examples:

Input: n = 7, p = 3  
Output: x = 2  
32 divides 7! and 2 is the largest such power of 3.  
  
Input: n = 10, p = 3  
Output: x = 4  
34 divides 10! and 4 is the largest such power of 3.

**We strongly recommend to minimize your browser and try this yourself first.**

n! is multiplication of {1, 2, 3, 4, …n}.

*How many numbers in {1, 2, 3, 4, ….. n} are divisible by p?*  
 Every p’th number is divisible by p in {1, 2, 3, 4, ….. n}. Therefore in n!, there are ⌊n/p⌋ numbers divisible by p. So we know that the value of x (largest power of p that divides n!) is at-least ⌊n/p⌋.

*Can x be larger than ⌊n/p⌋ ?*  
 Yes, there may be numbers which are divisible by p2, p3, …

*How many numbers in {1, 2, 3, 4, ….. n} are divisible by p2, p3, …?*  
 There are ⌊n/(p2)⌋ numbers divisible by p2 (Every p2‘th number would be divisible). Similarly, there are ⌊n/(p3)⌋ numbers divisible by p3 and so on.

*What is the largest possible value of x?*  
 So the largest possible power is ⌊n/p⌋ + ⌊n/(p2)⌋ + ⌊n/(p3)⌋ + ……  
 Note that we add only ⌊n/(p2)⌋ only once (not twice) as one p is already considered by expression ⌊n/p⌋. Similarly, we consider ⌊n/(p3)⌋ (not thrice).

Following is C implementation based on above idea.

// C program to find largest x such that p\*x divides n!  
#include <stdio.h>  
  
// Returns largest power of p that divides n!  
int largestPower(int n, int p)  
{  
 // Initialize result  
 int x = 0;  
  
 // Calculate x = n/p + n/(p^2) + n/(p^3) + ....  
 while (n)  
 {  
 n /= p;  
 x += n;  
 }  
 return x;  
}  
  
// Driver program  
int main()  
{  
 int n = 10, p = 3;  
 printf("The largest power of %d that divides %d! is %d\n",  
 p, n, largestPower(n, p));  
 return 0;  
}

Output:

The largest power of 3 that divides 10! is 4

Time complexity of the above solution is Logpn.

**Source:**  
 <http://e-maxx.ru/algo/factorial_divisors>

This article is contributed by **Ankur**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-p-and-n-find-the-largest-x-such-that-px-divides-n-2/>

# Greedy Algorithm for Egyptian Fraction

Every positive fraction can be represented as sum of unique unit fractions. A fraction is unit fraction if numerator is 1 and denominator is a positive integer, for example 1/3 is a unit fraction. Such a representation is called Egyptial Fraction as it was used by ancient Egyptians.

Following are few examples:

Egyptian Fraction Representation of 2/3 is 1/2 + 1/6  
Egyptian Fraction Representation of 6/14 is 1/3 + 1/11 + 1/231  
Egyptian Fraction Representation of 12/13 is 1/2 + 1/3 + 1/12 + 1/156

We can generate Egyptian Fractions using [Greedy Algorithm](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/). For a given number of the form ‘nr/dr’ where dr > nr, first find the greatest possible unit fraction, then recur for the remaining part. For example, consider 6/14, we first find ceiling of 14/6, i.e., 3. So the first unit fraction becomes 1/3, then recur for (6/14 – 1/3) i.e., 4/42.

Below is C++ implementation of above idea.

// C++ program to print a fraction in Egyptian Form using Greedy  
// Algorithm  
#include <iostream>  
using namespace std;  
  
void printEgyptian(int nr, int dr)  
{  
 // If either numerator or denominator is 0  
 if (dr == 0 || nr == 0)  
 return;  
  
 // If numerator divides denominator, then simple division  
 // makes the fraction in 1/n form  
 if (dr%nr == 0)  
 {  
 cout << "1/" << dr/nr;  
 return;  
 }  
  
 // If denominator divides numerator, then the given number  
 // is not fraction  
 if (nr%dr == 0)  
 {  
 cout << nr/dr;  
 return;  
 }  
  
 // If numerator is more than denominator  
 if (nr > dr)  
 {  
 cout << nr/dr << " + ";  
 printEgyptian(nr%dr, dr);  
 return;  
 }  
  
 // We reach here dr > nr and dr%nr is non-zero  
 // Find ceiling of dr/nr and print it as first  
 // fraction  
 int n = dr/nr + 1;  
 cout << "1/" << n << " + ";  
  
 // Recur for remaining part  
 printEgyptian(nr\*n-dr, dr\*n);  
 }  
  
// Driver Program  
int main()  
{  
 int nr = 6, dr = 14;  
 cout << "Egyptian Fraction Representation of "  
 << nr << "/" << dr << " is\n ";  
 printEgyptian(nr, dr);  
 return 0;  
}

Output:

Egyptian Fraction Representation of 6/14 is  
 1/3 + 1/11 + 1/231

The Greedy algorithm works because a fraction is always reduced to a form where denominator is greater than numerator and numerator doesn’t divide denominator. For such reduced forms, the highlighted recursive call is made for reduced numerator. So the recursive calls keep on reducing the numerator till it reaches 1.

References:  
 <http://www.maths.surrey.ac.uk/hosted-sites/R.Knott/Fractions/egyptian.html>

This article is contributed by **Shubham**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/greedy-algorithm-egyptian-fraction/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Greedy Algorithms | Set 1 (Activity Selection Problem)

Greedy is an algorithmic paradigm that builds up a solution piece by piece, always choosing the next piece that offers the most obvious and immediate benefit. Greedy algorithms are used for optimization problems. An optimization problem can be solved using Greedy if the problem has the following property: *At every step, we can make a choice that looks best at the moment, and we get the optimal solution of the complete problem*.  
 If a Greedy Algorithm can solve a problem, then it generally becomes the best method to solve that problem as the Greedy algorithms are in general more efficient than other techniques like Dynamic Programming. But Greedy algorithms cannot always be applied. For example, Fractional Knapsack problem (See [this](http://www.cs.binghamton.edu/~dima/cs333/knapsack.ppt)) can be solved using Greedy, but [0-1 Knapsack](http://www.geeksforgeeks.org/archives/18430) cannot be solved using Greedy.

Following are some standard algorithms that are Greedy algorithms.  
 **1)** [**Kruskal’s Minimum Spanning Tree (MST)**](http://en.wikipedia.org/wiki/Kruskal%27s_algorithm)**:** In Kruskal’s algorithm, we create a MST by picking edges one by one. The Greedy Choice is to pick the smallest weight edge that doesn’t cause a cycle in the MST constructed so far.  
 **2)** [**Prim’s Minimum Spanning Tree**](http://en.wikipedia.org/wiki/Prim%27s_algorithm)**:** In Prim’s algorithm also, we create a MST by picking edges one by one. We maintain two sets: set of the vertices already included in MST and the set of the vertices not yet included. The Greedy Choice is to pick the smallest weight edge that connects the two sets.  
 **3)** [**Dijkstra’s Shortest Path**](http://en.wikipedia.org/wiki/Dijkstra%27s_algorithm)**:** The Dijkstra’s algorithm is very similar to Prim’s algorithm. The shortest path tree is built up, edge by edge. We maintain two sets: set of the vertices already included in the tree and the set of the vertices not yet included. The Greedy Choice is to pick the edge that connects the two sets and is on the smallest weight path from source to the set that contains not yet included vertices.  
 **4)** [**Huffman Coding**](http://en.wikipedia.org/wiki/Huffman_coding)**:** Huffman Coding is a loss-less compression technique. It assigns variable length bit codes to different characters. The Greedy Choice is to assign least bit length code to the most frequent character.

The greedy algorithms are sometimes also used to get an approximation for Hard optimization problems. For example, [Traveling Salesman Problem](http://en.wikipedia.org/wiki/Travelling_salesman_problem) is a NP Hard problem. A Greedy choice for this problem is to pick the nearest unvisited city from the current city at every step. This solutions doesn’t always produce the best optimal solution, but can be used to get an approximate optimal solution.

Let us consider the [Activity Selection problem](http://en.wikipedia.org/wiki/Activity_selection_problem) as our first example of Greedy algorithms. Following is the problem statement.  
 *You are given n activities with their start and finish times. Select the maximum number of activities that can be performed by a single person, assuming that a person can only work on a single activity at a time.*  
 Example:

Consider the following 6 activities.   
 start[] = {1, 3, 0, 5, 8, 5};  
 finish[] = {2, 4, 6, 7, 9, 9};  
The maximum set of activities that can be executed   
by a single person is {0, 1, 3, 4}

The greedy choice is to always pick the next activity whose finish time is least among the remaining activities and the start time is more than or equal to the finish time of previously selected activity. We can sort the activities according to their finishing time so that we always consider the next activity as minimum finishing time activity.

1) Sort the activities according to their finishing time  
 2) Select the first activity from the sorted array and print it.  
 3) Do following for remaining activities in the sorted array.  
 …….a) If the start time of this activity is greater than the finish time of previously selected activity then select this activity and print it.

In the following C implementation, it is assumed that the activities are already sorted according to their finish time.

#include<stdio.h>  
  
// Prints a maximum set of activities that can be done by a single  
// person, one at a time.  
// n --> Total number of activities  
// s[] --> An array that contains start time of all activities  
// f[] --> An array that contains finish time of all activities  
void printMaxActivities(int s[], int f[], int n)  
{  
 int i, j;  
  
 printf ("Following activities are selected \n");  
  
 // The first activity always gets selected  
 i = 0;  
 printf("%d ", i);  
  
 // Consider rest of the activities  
 for (j = 1; j < n; j++)  
 {  
 // If this activity has start time greater than or equal to the finish  
 // time of previously selected activity, then select it  
 if (s[j] >= f[i])  
 {  
 printf ("%d ", j);  
 i = j;  
 }  
 }  
}  
  
// driver program to test above function  
int main()  
{  
 int s[] = {1, 3, 0, 5, 8, 5};  
 int f[] = {2, 4, 6, 7, 9, 9};  
 int n = sizeof(s)/sizeof(s[0]);  
 printMaxActivities(s, f, n);  
 getchar();  
 return 0;  
}

Output:

Following activities are selected  
0 1 3 4

**How does Greedy Choice work for Activities sorted according to finish time?**  
 Let the give set of activities be S = {1, 2, 3, ..n} and activities be sorted by finish time. The greedy choice is to always pick activity 1. How come the activity 1 always provides one of the optimal solutions. We can prove it by showing that if there is another solution B with first activity other than 1, then there is also a solution A of same size with activity 1 as first activity. Let the first activity selected by B be k, then there always exist A = {B – {k}} U {1}.(Note that the activities in B are independent and k has smallest finishing time among all. Since k is not 1, finish(k) >= finish(1)).

**References:**  
 [Introduction to Algorithms by Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest, Clifford Stein](http://mitpress.mit.edu/algorithms/)  
 [Algorithms by S. Dasgupta, C.H. Papadimitriou, and U.V. Vazirani](http://www.cs.berkeley.edu/~vazirani/algorithms.html)  
 <http://en.wikipedia.org/wiki/Greedy_algorithm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/>

# Greedy Algorithms | Set 4 (Efficient Huffman Coding for Sorted Input)

We recommend to read following post as a prerequisite for this.

[Greedy Algorithms | Set 3 (Huffman Coding)](http://www.geeksforgeeks.org/archives/26851)

Time complexity of the algorithm discussed in above post is O(nLogn). If we know that the given array is sorted (by non-decreasing order of frequency), we can generate Huffman codes in O(n) time. Following is a O(n) algorithm for sorted input.

**1.** Create two empty queues.

**2.** Create a leaf node for each unique character and Enqueue it to the first queue in non-decreasing order of frequency. Initially second queue is empty.

**3.** Dequeue two nodes with the minimum frequency by examining the front of both queues. Repeat following steps two times  
 …..**a)** If second queue is empty, dequeue from first queue.  
 …..**b)** If first queue is empty, dequeue from second queue.  
 …..**c)** Else, compare the front of two queues and dequeue the minimum.

**4.** Create a new internal node with frequency equal to the sum of the two nodes frequencies. Make the first Dequeued node as its left child and the second Dequeued node as right child. Enqueue this node to second queue.

**5.** Repeat steps#3 and #4 until there is more than one node in the queues. The remaining node is the root node and the tree is complete.

// C Program for Efficient Huffman Coding for Sorted input  
#include <stdio.h>  
#include <stdlib.h>  
  
// This constant can be avoided by explicitly calculating height of Huffman Tree  
#define MAX\_TREE\_HT 100  
  
// A node of huffman tree  
struct QueueNode  
{  
 char data;  
 unsigned freq;  
 struct QueueNode \*left, \*right;  
};  
  
// Structure for Queue: collection of Huffman Tree nodes (or QueueNodes)  
struct Queue  
{  
 int front, rear;  
 int capacity;  
 struct QueueNode \*\*array;  
};  
  
// A utility function to create a new Queuenode  
struct QueueNode\* newNode(char data, unsigned freq)  
{  
 struct QueueNode\* temp =  
 (struct QueueNode\*) malloc(sizeof(struct QueueNode));  
 temp->left = temp->right = NULL;  
 temp->data = data;  
 temp->freq = freq;  
 return temp;  
}  
  
// A utility function to create a Queue of given capacity  
struct Queue\* createQueue(int capacity)  
{  
 struct Queue\* queue = (struct Queue\*) malloc(sizeof(struct Queue));  
 queue->front = queue->rear = -1;  
 queue->capacity = capacity;  
 queue->array =  
 (struct QueueNode\*\*) malloc(queue->capacity \* sizeof(struct QueueNode\*));  
 return queue;  
}  
  
// A utility function to check if size of given queue is 1  
int isSizeOne(struct Queue\* queue)  
{  
 return queue->front == queue->rear && queue->front != -1;  
}  
  
// A utility function to check if given queue is empty  
int isEmpty(struct Queue\* queue)  
{  
 return queue->front == -1;  
}  
  
// A utility function to check if given queue is full  
int isFull(struct Queue\* queue)  
{  
 return queue->rear == queue->capacity - 1;  
}  
  
// A utility function to add an item to queue  
void enQueue(struct Queue\* queue, struct QueueNode\* item)  
{  
 if (isFull(queue))  
 return;  
 queue->array[++queue->rear] = item;  
 if (queue->front == -1)  
 ++queue->front;  
}  
  
// A utility function to remove an item from queue  
struct QueueNode\* deQueue(struct Queue\* queue)  
{  
 if (isEmpty(queue))  
 return NULL;  
 struct QueueNode\* temp = queue->array[queue->front];  
 if (queue->front == queue->rear) // If there is only one item in queue  
 queue->front = queue->rear = -1;  
 else  
 ++queue->front;  
 return temp;  
}  
  
// A utility function to get from of queue  
struct QueueNode\* getFront(struct Queue\* queue)  
{  
 if (isEmpty(queue))  
 return NULL;  
 return queue->array[queue->front];  
}  
  
/\* A function to get minimum item from two queues \*/  
struct QueueNode\* findMin(struct Queue\* firstQueue, struct Queue\* secondQueue)  
{  
 // Step 3.a: If second queue is empty, dequeue from first queue  
 if (isEmpty(firstQueue))  
 return deQueue(secondQueue);  
  
 // Step 3.b: If first queue is empty, dequeue from second queue  
 if (isEmpty(secondQueue))  
 return deQueue(firstQueue);  
  
 // Step 3.c: Else, compare the front of two queues and dequeue minimum  
 if (getFront(firstQueue)->freq < getFront(secondQueue)->freq)  
 return deQueue(firstQueue);  
  
 return deQueue(secondQueue);  
}  
  
// Utility function to check if this node is leaf  
int isLeaf(struct QueueNode\* root)  
{  
 return !(root->left) && !(root->right) ;  
}  
  
// A utility function to print an array of size n  
void printArr(int arr[], int n)  
{  
 int i;  
 for (i = 0; i < n; ++i)  
 printf("%d", arr[i]);  
 printf("\n");  
}  
  
// The main function that builds Huffman tree  
struct QueueNode\* buildHuffmanTree(char data[], int freq[], int size)  
{  
 struct QueueNode \*left, \*right, \*top;  
  
 // Step 1: Create two empty queues  
 struct Queue\* firstQueue = createQueue(size);  
 struct Queue\* secondQueue = createQueue(size);  
  
 // Step 2:Create a leaf node for each unique character and Enqueue it to  
 // the first queue in non-decreasing order of frequency. Initially second  
 // queue is empty  
 for (int i = 0; i < size; ++i)  
 enQueue(firstQueue, newNode(data[i], freq[i]));  
  
 // Run while Queues contain more than one node. Finally, first queue will  
 // be empty and second queue will contain only one node  
 while (!(isEmpty(firstQueue) && isSizeOne(secondQueue)))  
 {  
 // Step 3: Dequeue two nodes with the minimum frequency by examining  
 // the front of both queues  
 left = findMin(firstQueue, secondQueue);  
 right = findMin(firstQueue, secondQueue);  
  
 // Step 4: Create a new internal node with frequency equal to the sum  
 // of the two nodes frequencies. Enqueue this node to second queue.  
 top = newNode('$' , left->freq + right->freq);  
 top->left = left;  
 top->right = right;  
 enQueue(secondQueue, top);  
 }  
  
 return deQueue(secondQueue);  
}  
  
// Prints huffman codes from the root of Huffman Tree. It uses arr[] to  
// store codes  
void printCodes(struct QueueNode\* root, int arr[], int top)  
{  
 // Assign 0 to left edge and recur  
 if (root->left)  
 {  
 arr[top] = 0;  
 printCodes(root->left, arr, top + 1);  
 }  
  
 // Assign 1 to right edge and recur  
 if (root->right)  
 {  
 arr[top] = 1;  
 printCodes(root->right, arr, top + 1);  
 }  
  
 // If this is a leaf node, then it contains one of the input  
 // characters, print the character and its code from arr[]  
 if (isLeaf(root))  
 {  
 printf("%c: ", root->data);  
 printArr(arr, top);  
 }  
}  
  
// The main function that builds a Huffman Tree and print codes by traversing  
// the built Huffman Tree  
void HuffmanCodes(char data[], int freq[], int size)  
{  
 // Construct Huffman Tree  
 struct QueueNode\* root = buildHuffmanTree(data, freq, size);  
  
 // Print Huffman codes using the Huffman tree built above  
 int arr[MAX\_TREE\_HT], top = 0;  
 printCodes(root, arr, top);  
}  
  
// Driver program to test above functions  
int main()  
{  
 char arr[] = {'a', 'b', 'c', 'd', 'e', 'f'};  
 int freq[] = {5, 9, 12, 13, 16, 45};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 HuffmanCodes(arr, freq, size);  
 return 0;  
}

Output:

f: 0  
c: 100  
d: 101  
a: 1100  
b: 1101  
e: 111

***Time complexity:*** O(n)

If the input is not sorted, it need to be sorted first before it can be processed by the above algorithm. Sorting can be done using heap-sort or merge-sort both of which run in Theta(nlogn). So, the overall time complexity becomes O(nlogn) for unsorted input.

***Reference:***  
 <http://en.wikipedia.org/wiki/Huffman_coding>

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/greedy-algorithms-set-3-huffman-coding-set-2/>
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# Greedy Algorithms | Set 3 (Huffman Coding)

Huffman coding is a lossless data compression algorithm. The idea is to assign variable-legth codes to input characters, lengths of the assigned codes are based on the frequencies of corresponding characters. The most frequent character gets the smallest code and the least frequent character gets the largest code.  
 The variable-length codes assigned to input characters are [Prefix Codes](http://en.wikipedia.org/wiki/Prefix_code), means the codes (bit sequences) are assigned in such a way that the code assigned to one character is not prefix of code assigned to any other character. This is how Huffman Coding makes sure that there is no ambiguity when decoding the generated bit stream.  
 Let us understand prefix codes with a counter example. Let there be four characters a, b, c and d, and their corresponding variable length codes be 00, 01, 0 and 1. This coding leads to ambiguity because code assigned to c is prefix of codes assigned to a and b. If the compressed bit stream is 0001, the de-compressed output may be “cccd” or “ccb” or “acd” or “ab”.

See [this](http://en.wikipedia.org/wiki/Huffman_coding#Applications) for applications of Huffman Coding.

There are mainly two major parts in Huffman Coding  
 **1)** Build a Huffman Tree from input characters.  
 **2)** Traverse the Huffman Tree and assign codes to characters.

***Steps to build Huffman Tree***  
 Input is array of unique characters along with their frequency of occurrences and output is Huffman Tree.

**1.** Create a leaf node for each unique character and build a min heap of all leaf nodes (Min Heap is used as a priority queue. The value of frequency field is used to compare two nodes in min heap. Initially, the least frequent character is at root)

**2.** Extract two nodes with the minimum frequency from the min heap.

**3.** Create a new internal node with frequency equal to the sum of the two nodes frequencies. Make the first extracted node as its left child and the other extracted node as its right child. Add this node to the min heap.

**4.** Repeat steps#2 and #3 until the heap contains only one node. The remaining node is the root node and the tree is complete.

Let us understand the algorithm with an example:

character Frequency  
 a 5  
 b 9  
 c 12  
 d 13  
 e 16  
 f 45

**Step 1.** Build a min heap that contains 6 nodes where each node represents root of a tree with single node.

**Step 2** Extract two minimum frequency nodes from min heap. Add a new internal node with frequency 5 + 9 = 14.  
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 Now min heap contains 5 nodes where 4 nodes are roots of trees with single element each, and one heap node is root of tree with 3 elements

character Frequency  
 c 12  
 d 13  
 Internal Node 14  
 e 16  
 f 45

**Step 3:** Extract two minimum frequency nodes from heap. Add a new internal node with frequency 12 + 13 = 25  
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 Now min heap contains 4 nodes where 2 nodes are roots of trees with single element each, and two heap nodes are root of tree with more than one nodes.

character Frequency  
Internal Node 14  
 e 16  
Internal Node 25  
 f 45

**Step 4:** Extract two minimum frequency nodes. Add a new internal node with frequency 14 + 16 = 30  
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 Now min heap contains 3 nodes.

character Frequency  
Internal Node 25  
Internal Node 30  
 f 45

**Step 5:** Extract two minimum frequency nodes. Add a new internal node with frequency 25 + 30 = 55  
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 Now min heap contains 2 nodes.

character Frequency  
 f 45  
Internal Node 55

**Step 6:** Extract two minimum frequency nodes. Add a new internal node with frequency 45 + 55 = 100  
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 Now min heap contains only one node.

character Frequency  
Internal Node 100

Since the heap contains only one node, the algorithm stops here.

***Steps to print codes from Huffman Tree:***  
 Traverse the tree formed starting from the root. Maintain an auxiliary array. While moving to the left child, write 0 to the array. While moving to the right child, write 1 to the array. Print the array when a leaf node is encountered.
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 The codes are as follows:

character code-word  
 f 0  
 c 100  
 d 101  
 a 1100  
 b 1101  
 e 111

// C program for Huffman Coding  
#include <stdio.h>  
#include <stdlib.h>  
  
// This constant can be avoided by explicitly calculating height of Huffman Tree  
#define MAX\_TREE\_HT 100  
  
// A Huffman tree node  
struct MinHeapNode  
{  
 char data; // One of the input characters  
 unsigned freq; // Frequency of the character  
 struct MinHeapNode \*left, \*right; // Left and right child of this node  
};  
  
// A Min Heap: Collection of min heap (or Hufmman tree) nodes  
struct MinHeap  
{  
 unsigned size; // Current size of min heap  
 unsigned capacity; // capacity of min heap  
 struct MinHeapNode \*\*array; // Attay of minheap node pointers  
};  
  
// A utility function allocate a new min heap node with given character  
// and frequency of the character  
struct MinHeapNode\* newNode(char data, unsigned freq)  
{  
 struct MinHeapNode\* temp =  
 (struct MinHeapNode\*) malloc(sizeof(struct MinHeapNode));  
 temp->left = temp->right = NULL;  
 temp->data = data;  
 temp->freq = freq;  
 return temp;  
}  
  
// A utility function to create a min heap of given capacity  
struct MinHeap\* createMinHeap(unsigned capacity)  
{  
 struct MinHeap\* minHeap =  
 (struct MinHeap\*) malloc(sizeof(struct MinHeap));  
 minHeap->size = 0; // current size is 0  
 minHeap->capacity = capacity;  
 minHeap->array =  
 (struct MinHeapNode\*\*)malloc(minHeap->capacity \* sizeof(struct MinHeapNode\*));  
 return minHeap;  
}  
  
// A utility function to swap two min heap nodes  
void swapMinHeapNode(struct MinHeapNode\*\* a, struct MinHeapNode\*\* b)  
{  
 struct MinHeapNode\* t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
// The standard minHeapify function.  
void minHeapify(struct MinHeap\* minHeap, int idx)  
{  
 int smallest = idx;  
 int left = 2 \* idx + 1;  
 int right = 2 \* idx + 2;  
  
 if (left < minHeap->size &&  
 minHeap->array[left]->freq < minHeap->array[smallest]->freq)  
 smallest = left;  
  
 if (right < minHeap->size &&  
 minHeap->array[right]->freq < minHeap->array[smallest]->freq)  
 smallest = right;  
  
 if (smallest != idx)  
 {  
 swapMinHeapNode(&minHeap->array[smallest], &minHeap->array[idx]);  
 minHeapify(minHeap, smallest);  
 }  
}  
  
// A utility function to check if size of heap is 1 or not  
int isSizeOne(struct MinHeap\* minHeap)  
{  
 return (minHeap->size == 1);  
}  
  
// A standard function to extract minimum value node from heap  
struct MinHeapNode\* extractMin(struct MinHeap\* minHeap)  
{  
 struct MinHeapNode\* temp = minHeap->array[0];  
 minHeap->array[0] = minHeap->array[minHeap->size - 1];  
 --minHeap->size;  
 minHeapify(minHeap, 0);  
 return temp;  
}  
  
// A utility function to insert a new node to Min Heap  
void insertMinHeap(struct MinHeap\* minHeap, struct MinHeapNode\* minHeapNode)  
{  
 ++minHeap->size;  
 int i = minHeap->size - 1;  
 while (i && minHeapNode->freq < minHeap->array[(i - 1)/2]->freq)  
 {  
 minHeap->array[i] = minHeap->array[(i - 1)/2];  
 i = (i - 1)/2;  
 }  
 minHeap->array[i] = minHeapNode;  
}  
  
// A standard funvtion to build min heap  
void buildMinHeap(struct MinHeap\* minHeap)  
{  
 int n = minHeap->size - 1;  
 int i;  
 for (i = (n - 1) / 2; i >= 0; --i)  
 minHeapify(minHeap, i);  
}  
  
// A utility function to print an array of size n  
void printArr(int arr[], int n)  
{  
 int i;  
 for (i = 0; i < n; ++i)  
 printf("%d", arr[i]);  
 printf("\n");  
}  
  
// Utility function to check if this node is leaf  
int isLeaf(struct MinHeapNode\* root)  
{  
 return !(root->left) && !(root->right) ;  
}  
  
// Creates a min heap of capacity equal to size and inserts all character of   
// data[] in min heap. Initially size of min heap is equal to capacity  
struct MinHeap\* createAndBuildMinHeap(char data[], int freq[], int size)  
{  
 struct MinHeap\* minHeap = createMinHeap(size);  
 for (int i = 0; i < size; ++i)  
 minHeap->array[i] = newNode(data[i], freq[i]);  
 minHeap->size = size;  
 buildMinHeap(minHeap);  
 return minHeap;  
}  
  
// The main function that builds Huffman tree  
struct MinHeapNode\* buildHuffmanTree(char data[], int freq[], int size)  
{  
 struct MinHeapNode \*left, \*right, \*top;  
  
 // Step 1: Create a min heap of capacity equal to size. Initially, there are  
 // modes equal to size.  
 struct MinHeap\* minHeap = createAndBuildMinHeap(data, freq, size);  
  
 // Iterate while size of heap doesn't become 1  
 while (!isSizeOne(minHeap))  
 {  
 // Step 2: Extract the two minimum freq items from min heap  
 left = extractMin(minHeap);  
 right = extractMin(minHeap);  
  
 // Step 3: Create a new internal node with frequency equal to the  
 // sum of the two nodes frequencies. Make the two extracted node as  
 // left and right children of this new node. Add this node to the min heap  
 // '$' is a special value for internal nodes, not used  
 top = newNode('$', left->freq + right->freq);  
 top->left = left;  
 top->right = right;  
 insertMinHeap(minHeap, top);  
 }  
  
 // Step 4: The remaining node is the root node and the tree is complete.  
 return extractMin(minHeap);  
}  
  
// Prints huffman codes from the root of Huffman Tree. It uses arr[] to  
// store codes  
void printCodes(struct MinHeapNode\* root, int arr[], int top)  
{  
 // Assign 0 to left edge and recur  
 if (root->left)  
 {  
 arr[top] = 0;  
 printCodes(root->left, arr, top + 1);  
 }  
  
 // Assign 1 to right edge and recur  
 if (root->right)  
 {  
 arr[top] = 1;  
 printCodes(root->right, arr, top + 1);  
 }  
  
 // If this is a leaf node, then it contains one of the input  
 // characters, print the character and its code from arr[]  
 if (isLeaf(root))  
 {  
 printf("%c: ", root->data);  
 printArr(arr, top);  
 }  
}  
  
// The main function that builds a Huffman Tree and print codes by traversing  
// the built Huffman Tree  
void HuffmanCodes(char data[], int freq[], int size)  
{  
 // Construct Huffman Tree  
 struct MinHeapNode\* root = buildHuffmanTree(data, freq, size);  
  
 // Print Huffman codes using the Huffman tree built above  
 int arr[MAX\_TREE\_HT], top = 0;  
 printCodes(root, arr, top);  
}  
  
// Driver program to test above functions  
int main()  
{  
 char arr[] = {'a', 'b', 'c', 'd', 'e', 'f'};  
 int freq[] = {5, 9, 12, 13, 16, 45};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 HuffmanCodes(arr, freq, size);  
 return 0;  
}

f: 0  
c: 100  
d: 101  
a: 1100  
b: 1101  
e: 111

***Time complexity:*** O(nlogn) where n is the number of unique characters. If there are n nodes, extractMin() is called 2\*(n – 1) times. extractMin() takes O(logn) time as it calles minHeapify(). So, overall complexity is O(nlogn).

If the input array is sorted, there exists a linear time algorithm. We will soon be discussing in our next post.

***Reference:***  
 <http://en.wikipedia.org/wiki/Huffman_coding>

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Horner's Method for Polynomial Evaluation

Given a polynomial of the form cnxn + cn-1xn-1 + cn-2xn-2 + … + c1x + c0 and a value of x, find the value of polynomial for a given value of x. Here cn, cn-1, .. are integers (may be negative) and n is a positive integer.

Input is in the form of an array say *poly[]* where poly[0] represents coefficient for xn and poly[1] represents coefficient for xn-1 and so on.

Examples:

// Evaluate value of 2x3 - 6x2 + 2x - 1 for x = 3  
Input: poly[] = {2, -6, 2, -1}, x = 3  
Output: 5  
  
// Evaluate value of 2x3 + 3x + 1 for x = 2  
Input: poly[] = {2, 0, 3, 1}, x = 2  
Output: 23

A naive way to evaluate a polynomial is to one by one evaluate all terms. First calculate xn, multiply the value with cn, repeat the same steps for other terms and return the sum. Time complexity of this approach is O(n2) if we use a simple loop for evaluation of xn. Time complexity can be improved to O(nLogn) if we use [O(Logn) approach for evaluation of xn](http://www.geeksforgeeks.org/write-a-c-program-to-calculate-powxn/).

[**Horner’s method**](http://en.wikipedia.org/wiki/Horner%27s_method) can be used to evaluate polynomial in O(n) time. To understand the method, let us consider the example of 2x3 – 6x2 + 2x – 1. The polynomial can be evaluated as ((2x – 6)x + 2)x – 1. The idea is to initialize result as coefficient of xn which is 2 in this case, repeatedly multiply result with x and add next coefficient to result. Finally return result.

Following is C++ implementation of Horner’s Method.

#include <iostream>  
using namespace std;  
  
// returns value of poly[0]x(n-1) + poly[1]x(n-2) + .. + poly[n-1]  
int horner(int poly[], int n, int x)  
{  
 int result = poly[0]; // Initialize result  
  
 // Evaluate value of polynomial using Horner's method  
 for (int i=1; i<n; i++)  
 result = result\*x + poly[i];  
  
 return result;  
}  
  
// Driver program to test above function.  
int main()  
{  
 // Let us evaluate value of 2x3 - 6x2 + 2x - 1 for x = 3  
 int poly[] = {2, -6, 2, -1};  
 int x = 3;  
 int n = sizeof(poly)/sizeof(poly[0]);  
 cout << "Value of polynomial is " << horner(poly, n, x);  
 return 0;  
}

Output:

Value of polynomial is 5

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/horners-method-polynomial-evaluation/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# [TopTalent.in] How Tech companies Like Their Résumés

Have all the skills require to be a great Software Engineer? Here are 9 tips to make your résumé look just like how the Tech Companies want them to be. After all, your résumé is the most powerful ship to a perfect job, suitable for your skills.

**1. The Opening:** If your résumé starts with “*Objective****:****To utilize my knowledge, skills and abilities as a Software Engineer”*then you can definitely bid the job a farewell.

**2. Long = Boring:** Unless you have 10+ years of experience, your résumé’s length cannot exceed one page. When the HR professional has only get 15 seconds to read someone’s resume, paragraphs would simply get overlooked*.*Use bullets which are short (1-2 lines) and ideally, no more than half of the bullets should be 2 lines.

**3. Always provide specifics:** You can speak about all the positions you held and companies you worked for, but it may all go in vain. Most HR professionals don’t have time to interview you just to bring those specifics out. Focus on specific accomplishments, not responsibilities. Just that one point, arguably, can give you an edge over most people in the pile of résumé.

**4. Grammar Voes:** I know we have endlessly told this (Read [Your résumé is your sharpest sword,](http://www.toptalent.in/blog/2012/06/11/your-resume-is-your-sharpest-sword-keep-it-sharp-and-clean/)keep it sharp and clean ),  but it deserves repetition. Grievous spelling errors = trash can. As simple as that. In today’s world, poor mastery of the English language is not acceptable – even if your job is related to coding and developing software.

**5. Ignore the obvious:** You have experience with Windows and MS Office? Please tell the person more, because that definitely is uninteresting. Furthermore, No acronyms on the résumé unless the word is very popular in the industry.

**6. Best format for experience:** Unless the company you’re applying for is huge, where you are sure that only keyword matching systems can get your résumé from the mail box to the HR official’s table please avoid listing every single programming language that you’ve worked with on your resume. Here’s a good example of a format which provides the key words that Applicant Tracking Systems search for, at the same time giving any recruiter a better idea of how you used each technology at each of your jobs.

**What it should be like:**

*Software Engineer, Company X 2007- present:*

– *Coded a web application using JavaScript, HTML5, and CSS3*

– *Designed and implemented a JSON/REST API to allow access to the Company database*

**What it shouldn’t be like:**

*Programming languages known: C, C++, Java, C#, Python, JavaScript, Visual Basic, Visual C#, Visual Basic .NET, and so on.* A dozen languages listed together don’t make much sense. How can you make it worse? By listing all the versions of a language you’ve used.

**7. More content, less space:** Use a good resume template, with columns. This will allow you to fit more content on your resume while making it easier to scan for key information like company names and titles.

*3 lines –*

Microsoft Corporation

Software Engineer

2008 – 2011 

*1 line –*

Software Engineer                 *Microsoft Corporation*                2008 – 2011

**8. Team vs. You:** The HR guy knows that most of your work in companies must be team work. But, he is hiring you. So, tell them what you specifically built, created, implemented, designed, programmed. But showing that you are team focussed and good with adapting to team work is also a good thing to do

**9. Failure can be great:** To conclude, we advise you to stop thinking about what does and doesn’t belong on a resume and start thinking about whether something makes you look more or less awesome. For example, a large number of people decide not to include meaty projects because they were for a class assignment/independent projects/unfinished/unsuccessful. But coding is coding, and your exposure to real work rather than courses at college can put you in a really good position. Links to code (having a GitHub link is a great thing), portfolio work, or publicly visible projects can also act as positive things on your résumé.

This article is powered by [**TopTalent.in**](http://toptalent.in/)– A high end Job portal for students and alumni of Premier Colleges in India. Sign up now for free exclusive access to top notch jobs in India and abroad. Get in touch with [t](http://toptalent.in/)hem via [facebook](https://www.facebook.com/toptalent.in), [twitter](https://twitter.com/TopTalentIndia) or [linkedin](http://www.linkedin.com/groups?gid=3224387). If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks

### Source

<http://www.geeksforgeeks.org/how-tech-companies-like-their-resumes/>

# How to check if a given point lies inside or outside a polygon?

Given a polygon and a point ‘p’, find if ‘p’ lies inside the polygon or not. The points lying on the border are considered inside.
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We strongly recommend to see the following post first.  
 [How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/)

Following is a simple idea to check whether a point is inside or outside.

1) Draw a horizontal line to the right of each point and extend it to infinity  
  
1) Count the number of times the line intersects with polygon edges.  
  
2) A point is inside the polygon if either count of intersections is odd or  
 point lies on an edge of polygon. If none of the conditions is true, then   
 point lies outside.
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**How to handle point ‘g’ in the above figure?**  
 Note that we should returns true if the point lies on the line or same as one of the vertices of the given polygon. To handle this, after checking if the line from ‘p’ to extreme intersects, we check whether ‘p’ is colinear with vertices of current line of polygon. If it is coliear, then we check if the point ‘p’ lies on current side of polygon, if it lies, we return true, else false.

Following is C++ implementation of the above idea.

// A C++ program to check if a given point lies inside a given polygon  
// Refer http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/  
// for explanation of functions onSegment(), orientation() and doIntersect()  
#include <iostream>  
using namespace std;  
  
// Define Infinite (Using INT\_MAX caused overflow problems)  
#define INF 10000  
  
struct Point  
{  
 int x;  
 int y;  
};  
  
// Given three colinear points p, q, r, the function checks if  
// point q lies on line segment 'pr'  
bool onSegment(Point p, Point q, Point r)  
{  
 if (q.x <= max(p.x, r.x) && q.x >= min(p.x, r.x) &&  
 q.y <= max(p.y, r.y) && q.y >= min(p.y, r.y))  
 return true;  
 return false;  
}  
  
// To find orientation of ordered triplet (p, q, r).  
// The function returns following values  
// 0 --> p, q and r are colinear  
// 1 --> Clockwise  
// 2 --> Counterclockwise  
int orientation(Point p, Point q, Point r)  
{  
 int val = (q.y - p.y) \* (r.x - q.x) -  
 (q.x - p.x) \* (r.y - q.y);  
  
 if (val == 0) return 0; // colinear  
 return (val > 0)? 1: 2; // clock or counterclock wise  
}  
  
// The function that returns true if line segment 'p1q1'  
// and 'p2q2' intersect.  
bool doIntersect(Point p1, Point q1, Point p2, Point q2)  
{  
 // Find the four orientations needed for general and  
 // special cases  
 int o1 = orientation(p1, q1, p2);  
 int o2 = orientation(p1, q1, q2);  
 int o3 = orientation(p2, q2, p1);  
 int o4 = orientation(p2, q2, q1);  
  
 // General case  
 if (o1 != o2 && o3 != o4)  
 return true;  
  
 // Special Cases  
 // p1, q1 and p2 are colinear and p2 lies on segment p1q1  
 if (o1 == 0 && onSegment(p1, p2, q1)) return true;  
  
 // p1, q1 and p2 are colinear and q2 lies on segment p1q1  
 if (o2 == 0 && onSegment(p1, q2, q1)) return true;  
  
 // p2, q2 and p1 are colinear and p1 lies on segment p2q2  
 if (o3 == 0 && onSegment(p2, p1, q2)) return true;  
  
 // p2, q2 and q1 are colinear and q1 lies on segment p2q2  
 if (o4 == 0 && onSegment(p2, q1, q2)) return true;  
  
 return false; // Doesn't fall in any of the above cases  
}  
  
// Returns true if the point p lies inside the polygon[] with n vertices  
bool isInside(Point polygon[], int n, Point p)  
{  
 // There must be at least 3 vertices in polygon[]  
 if (n < 3) return false;  
  
 // Create a point for line segment from p to infinite  
 Point extreme = {INF, p.y};  
  
 // Count intersections of the above line with sides of polygon  
 int count = 0, i = 0;  
 do  
 {  
 int next = (i+1)%n;  
  
 // Check if the line segment from 'p' to 'extreme' intersects  
 // with the line segment from 'polygon[i]' to 'polygon[next]'  
 if (doIntersect(polygon[i], polygon[next], p, extreme))  
 {  
 // If the point 'p' is colinear with line segment 'i-next',  
 // then check if it lies on segment. If it lies, return true,  
 // otherwise false  
 if (orientation(polygon[i], p, polygon[next]) == 0)  
 return onSegment(polygon[i], p, polygon[next]);  
  
 count++;  
 }  
 i = next;  
 } while (i != 0);  
  
 // Return true if count is odd, false otherwise  
 return count&1; // Same as (count%2 == 1)  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point polygon1[] = {{0, 0}, {10, 0}, {10, 10}, {0, 10}};  
 int n = sizeof(polygon1)/sizeof(polygon1[0]);  
 Point p = {20, 20};  
 isInside(polygon1, n, p)? cout << "Yes \n": cout << "No \n";  
  
 p = {5, 5};  
 isInside(polygon1, n, p)? cout << "Yes \n": cout << "No \n";  
  
 Point polygon2[] = {{0, 0}, {5, 5}, {5, 0}};  
 p = {3, 3};  
 n = sizeof(polygon2)/sizeof(polygon2[0]);  
 isInside(polygon2, n, p)? cout << "Yes \n": cout << "No \n";  
  
 p = {5, 1};  
 isInside(polygon2, n, p)? cout << "Yes \n": cout << "No \n";  
  
 p = {8, 1};  
 isInside(polygon2, n, p)? cout << "Yes \n": cout << "No \n";  
  
 Point polygon3[] = {{0, 0}, {10, 0}, {10, 10}, {0, 10}};  
 p = {-1,10};  
 n = sizeof(polygon3)/sizeof(polygon3[0]);  
 isInside(polygon3, n, p)? cout << "Yes \n": cout << "No \n";  
  
 return 0;  
}

Output:

No  
Yes  
Yes  
Yes  
No  
No

**Time Complexity:** O(n) where n is the number of vertices in the given polygon.

**Source:**  
 <http://www.dcs.gla.ac.uk/~pat/52233/slides/Geometry1x1.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/how-to-check-if-a-given-point-lies-inside-a-polygon/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

Post navigation

[← How to check if two given line segments intersect?](http://www.geeksforgeeks.org/check-if-two-given-line-segments-intersect/) [Convex Hull | Set 1 (Jarvis’s Algorithm or Wrapping) →](http://www.geeksforgeeks.org/convex-hull-set-1-jarviss-algorithm-or-wrapping/)

# How to print maximum number of A's using given four keys

This is a famous interview question asked in [Google](http://www.careercup.com/question?id=7184083), [Paytm](http://www.geeksforgeeks.org/one97paytm-interview-experience/) and many other company interviews.

Below is the problem statement.

Imagine you have a special keyboard with the following keys:   
Key 1: Prints 'A' on screen  
Key 2: (Ctrl-A): Select screen  
Key 3: (Ctrl-C): Copy selection to buffer  
Key 4: (Ctrl-V): Print buffer on screen appending it  
 after what has already been printed.   
  
If you can only press the keyboard for N times (with the above four  
keys), write a program to produce maximum numbers of A's. That is to  
say, the input parameter is N (No. of keys that you can press), the   
output is M (No. of As that you can produce).

Examples:

Input: N = 3  
Output: 3  
We can at most get 3 A's on screen by pressing   
following key sequence.  
A, A, A  
  
Input: N = 7  
Output: 9  
We can at most get 9 A's on screen by pressing   
following key sequence.  
A, A, A, Ctrl A, Ctrl C, Ctrl V, Ctrl V  
  
Input: N = 11  
Output: 27  
We can at most get 27 A's on screen by pressing   
following key sequence.  
A, A, A, Ctrl A, Ctrl C, Ctrl V, Ctrl V, Ctrl A,   
Ctrl C, Ctrl V, Ctrl V

**We strongly recommend to minimize your browser and try this yourself first.**

Below are few important points to note.  
 a) For N 6).  
 The task is to find out the break=point after which we get the above suffix of keystrokes. Definition of a breakpoint is that instance after which we need to only press Ctrl-A, Ctrl-C once and the only Ctrl-V’s afterwards to generate the optimal length. If we loop from N-3 to 1 and choose each of these values for the break-point, and compute that optimal string they would produce. Once the loop ends, we will have the maximum of the optimal lengths for various breakpoints, thereby giving us the optimal length for N keystrokes.

Below is C implementation based on above idea.

/\* A recursive C program to print maximum number of A's using   
 following four keys \*/  
#include<stdio.h>  
  
// A recursive function that returns the optimal length string   
// for N keystrokes  
int findoptimal(int N)  
{  
 // The optimal string length is N when N is smaller than 7  
 if (N <= 6)  
 return N;  
  
 // Initialize result  
 int max = 0;  
  
 // TRY ALL POSSIBLE BREAK-POINTS  
 // For any keystroke N, we need to loop from N-3 keystrokes  
 // back to 1 keystroke to find a breakpoint 'b' after which we  
 // will have Ctrl-A, Ctrl-C and then only Ctrl-V all the way.  
 int b;  
 for (b=N-3; b>=1; b--)  
 {  
 // If the breakpoint is s at b'th keystroke then  
 // the optimal string would have length  
 // (n-b-1)\*screen[b-1];  
 int curr = (N-b-1)\*findoptimal(b);  
 if (curr > max)  
 max = curr;  
 }  
 return max;  
}  
  
// Driver program  
int main()  
{  
 int N;  
  
 // for the rest of the array we will rely on the previous  
 // entries to compute new ones  
 for (N=1; N<=20; N++)  
 printf("Maximum Number of A's with %d keystrokes is %d\n",  
 N, findoptimal(N));  
}

Output:

Maximum Number of A's with 1 keystrokes is 1  
Maximum Number of A's with 2 keystrokes is 2  
Maximum Number of A's with 3 keystrokes is 3  
Maximum Number of A's with 4 keystrokes is 4  
Maximum Number of A's with 5 keystrokes is 5  
Maximum Number of A's with 6 keystrokes is 6  
Maximum Number of A's with 7 keystrokes is 9  
Maximum Number of A's with 8 keystrokes is 12  
Maximum Number of A's with 9 keystrokes is 16  
Maximum Number of A's with 10 keystrokes is 20  
Maximum Number of A's with 11 keystrokes is 27  
Maximum Number of A's with 12 keystrokes is 36  
Maximum Number of A's with 13 keystrokes is 48  
Maximum Number of A's with 14 keystrokes is 64  
Maximum Number of A's with 15 keystrokes is 81  
Maximum Number of A's with 16 keystrokes is 108  
Maximum Number of A's with 17 keystrokes is 144  
Maximum Number of A's with 18 keystrokes is 192  
Maximum Number of A's with 19 keystrokes is 256  
Maximum Number of A's with 20 keystrokes is 324

The above function computes the same subproblems again and again. Recomputations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

Below is Dynamic Programming based C implementation where an auxiliary array screen[N] is used to store result of subproblems.

/\* A Dynamic Programming based C program to find maximum number of A's  
 that can be printed using four keys \*/  
#include<stdio.h>  
  
// this function returns the optimal length string for N keystrokes  
int findoptimal(int N)  
{  
 // The optimal string length is N when N is smaller than 7  
 if (N <= 6)  
 return N;  
  
 // An array to store result of subproblems  
 int screen[N];  
  
 int b; // To pick a breakpoint  
  
 // Initializing the optimal lengths array for uptil 6 input  
 // strokes.  
 int n;  
 for (n=1; n<=6; n++)  
 screen[n-1] = n;  
  
 // Solve all subproblems in bottom manner  
 for (n=7; n<=N; n++)  
 {  
 // Initialize length of optimal string for n keystrokes  
 screen[n-1] = 0;  
  
 // For any keystroke n, we need to loop from n-3 keystrokes  
 // back to 1 keystroke to find a breakpoint 'b' after which we  
 // will have ctrl-a, ctrl-c and then only ctrl-v all the way.  
 for (b=n-3; b>=1; b--)  
 {  
 // if the breakpoint is at b'th keystroke then  
 // the optimal string would have length  
 // (n-b-1)\*screen[b-1];  
 int curr = (n-b-1)\*screen[b-1];  
 if (curr > screen[n-1])  
 screen[n-1] = curr;  
 }  
 }  
  
 return screen[N-1];  
}  
  
// Driver program  
int main()  
{  
 int N;  
  
 // for the rest of the array we will rely on the previous  
 // entries to compute new ones  
 for (N=1; N<=20; N++)  
 printf("Maximum Number of A's with %d keystrokes is %d\n",  
 N, findoptimal(N));  
}

Output:

Maximum Number of A's with 1 keystrokes is 1  
Maximum Number of A's with 2 keystrokes is 2  
Maximum Number of A's with 3 keystrokes is 3  
Maximum Number of A's with 4 keystrokes is 4  
Maximum Number of A's with 5 keystrokes is 5  
Maximum Number of A's with 6 keystrokes is 6  
Maximum Number of A's with 7 keystrokes is 9  
Maximum Number of A's with 8 keystrokes is 12  
Maximum Number of A's with 9 keystrokes is 16  
Maximum Number of A's with 10 keystrokes is 20  
Maximum Number of A's with 11 keystrokes is 27  
Maximum Number of A's with 12 keystrokes is 36  
Maximum Number of A's with 13 keystrokes is 48  
Maximum Number of A's with 14 keystrokes is 64  
Maximum Number of A's with 15 keystrokes is 81  
Maximum Number of A's with 16 keystrokes is 108  
Maximum Number of A's with 17 keystrokes is 144  
Maximum Number of A's with 18 keystrokes is 192  
Maximum Number of A's with 19 keystrokes is 256  
Maximum Number of A's with 20 keystrokes is 324

Thanks to **Gaurav Saxena** for providing the above approach to solve this problem.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/how-to-print-maximum-number-of-a-using-given-four-keys/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← CouponDunia Interview Experience | Set 2 (Fresher)](http://www.geeksforgeeks.org/coupondunia-interview-experience-set-2-fresher/) [Amazon Interview Experience | Set 179 (For SDE-1) →](http://www.geeksforgeeks.org/amazon-interview-experience-set-179-for-sde-1/)

# How to Implement Forward DNS Look Up Cache?

We have discussed [implementation of Reverse DNS Look Up Cache](http://www.geeksforgeeks.org/implement-reverse-dns-look-cache/). Forward DNS look up is getting IP address for a given domain name typed in the web browser.

The cache should do the following operations :  
 1. Add a mapping from URL to IP address  
 2. Find IP address for a given URL.

There are a few changes from [reverse DNS look up cache](http://www.geeksforgeeks.org/implement-reverse-dns-look-cache/) that we need to incorporate.  
 1. Instead of [0-9] and (.) dot we need to take care of [A-Z], [a-z] and (.) dot. As most of the domain name contains only lowercase characters we can assume that there will be [a-z] and (.) 27 children for each trie node.

2. When we type www.google.in and google.in the browser takes us to the same page. So, we need to add a domain name into trie for the words after www(.). Similarly while searching for a domain name corresponding IP address remove the www(.) if the user has provided it.

This is left as an exercise and for simplicity we have taken care of www. also.

One solution is to use [Hashing](http://geeksquiz.com/hashing-set-1-introduction/). In this post, a [Trie](http://www.geeksforgeeks.org/trie-insert-and-search/)based solution is discussed. One advantage of Trie based solutions is, worst case upper bound is O(1) for Trie, for hashing, the best possible average case time complexity is O(1). Also, with Trie we can implement prefix search (finding all IPs for a common prefix of URLs). The general disadvantage of Trie is large amount of memory requirement.  
 The idea is to store URLs in Trie nodes and store the corresponding IP address in last or leaf node.

Following is C style implementation in C++.

// C based program to implement reverse DNS lookup  
#include<stdio.h>  
#include<stdlib.h>  
#include<string.h>  
  
// There are atmost 27 different chars in a valid URL  
// assuming URL consists [a-z] and (.)  
#define CHARS 27  
  
// Maximum length of a valid URL  
#define MAX 100  
  
// A utility function to find index of child for a given character 'c'  
int getIndex(char c)  
{  
 return (c == '.') ? 26 : (c - 'a');  
}  
  
// A utility function to find character for a given child index.  
char getCharFromIndex(int i)  
{  
 return (i == 26) ? '.' : ('a' + i);  
}  
  
// Trie Node.  
struct trieNode  
{  
 bool isLeaf;  
 char \*ipAdd;  
 struct trieNode \*child[CHARS];  
};  
  
// Function to create a new trie node.  
struct trieNode \*newTrieNode(void)  
{  
 struct trieNode \*newNode = new trieNode;  
 newNode->isLeaf = false;  
 newNode->ipAdd = NULL;  
 for (int i = 0; i<CHARS; i++)  
 newNode->child[i] = NULL;  
 return newNode;  
}  
  
// This method inserts a URL and corresponding IP address  
// in the trie. The last node in Trie contains the ip address.  
void insert(struct trieNode \*root, char \*URL, char \*ipAdd)  
{  
 // Length of the URL  
 int len = strlen(URL);  
 struct trieNode \*pCrawl = root;  
  
 // Traversing over the length of the URL.  
 for (int level = 0; level<len; level++)  
 {  
 // Get index of child node from current character  
 // in URL[] Index must be from 0 to 26 where  
 // 0 to 25 is used for alphabets and 26 for dot  
 int index = getIndex(URL[level]);  
  
 // Create a new child if not exist already  
 if (!pCrawl->child[index])  
 pCrawl->child[index] = newTrieNode();  
  
 // Move to the child  
 pCrawl = pCrawl->child[index];  
 }  
  
 //Below needs to be carried out for the last node.  
 //Save the corresponding ip address of the URL in the  
 //last node of trie.  
 pCrawl->isLeaf = true;  
 pCrawl->ipAdd = new char[strlen(ipAdd) + 1];  
 strcpy(pCrawl->ipAdd, ipAdd);  
}  
  
// This function returns IP address if given URL is  
// present in DNS cache. Else returns NULL  
char \*searchDNSCache(struct trieNode \*root, char \*URL)  
{  
 // Root node of trie.  
 struct trieNode \*pCrawl = root;  
 int len = strlen(URL);  
  
 // Traversal over the length of URL.  
 for (int level = 0; level<len; level++)  
 {  
 int index = getIndex(URL[level]);  
 if (!pCrawl->child[index])  
 return NULL;  
 pCrawl = pCrawl->child[index];  
 }  
  
 // If we find the last node for a given ip address,  
 // print the ip address.  
 if (pCrawl != NULL && pCrawl->isLeaf)  
 return pCrawl->ipAdd;  
  
 return NULL;  
}  
  
// Driver function.  
int main()  
{  
 char URL[][50] = { "www.samsung.com", "www.samsung.net",  
 "www.google.in"  
 };  
 char ipAdd[][MAX] = { "107.108.11.123", "107.109.123.255",  
 "74.125.200.106"  
 };  
 int n = sizeof(URL) / sizeof(URL[0]);  
 struct trieNode \*root = newTrieNode();  
  
 // Inserts all the domain name and their corresponding  
 // ip address  
 for (int i = 0; i<n; i++)  
 insert(root, URL[i], ipAdd[i]);  
  
 // If forward DNS look up succeeds print the url along  
 // with the resolved ip address.  
 char url[] = "www.samsung.com";  
 char \*res\_ip = searchDNSCache(root, url);  
 if (res\_ip != NULL)  
 printf("Forward DNS look up resolved in cache:\n%s --> %s",  
 url, res\_ip);  
 else  
 printf("Forward DNS look up not resolved in cache ");  
  
 return 0;  
}

Output:

Forward DNS look up resolved in cache:  
www.samsung.com --> 107.108.11.123

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/implement-forward-dns-look-cache/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Implement Stack using Queues

The problem is opposite of [this](http://www.geeksforgeeks.org/archives/5009)post. We are given a Queue data structure that supports standard operations like enqueue() and dequeue(). We need to implement a Stack data structure using only instances of Queue.

A stack can be implemented using two queues. Let stack to be implemented be ‘s’ and queues used to implement be ‘q1′ and ‘q2′. Stack ‘s’ can be implemented in two ways:

**Method 1 (By making push operation costly)**  
 This method makes sure that newly entered element is always at the front of ‘q1′, so that pop operation just dequeues from ‘q1′. ‘q2′ is used to put every new element at front of ‘q1′.

push(s, x) // x is the element to be pushed and s is stack  
 1) Enqueue x to q2  
 2) One by one dequeue everything from q1 and enqueue to q2.  
 3) Swap the names of q1 and q2   
// Swapping of names is done to avoid one more movement of all elements   
// from q2 to q1.   
  
pop(s)  
 1) Dequeue an item from q1 and return it.

**Method 2 (By making pop operation costly)**  
 In push operation, the new element is always enqueued to q1. In pop() operation, if q2 is empty then all the elements except the last, are moved to q2. Finally the last element is dequeued from q1 and returned.

push(s, x)  
 1) Enqueue x to q1 (assuming size of q1 is unlimited).  
  
pop(s)   
 1) One by one dequeue everything except the last element from q1 and enqueue to q2.  
 2) Dequeue the last item of q1, the dequeued item is result, store it.  
 3) Swap the names of q1 and q2  
 4) Return the item stored in step 2.  
// Swapping of names is done to avoid one more movement of all elements   
// from q2 to q1.

**References:**  
 [Implement Stack using Two Queues](http://stackoverflow.com/questions/688276/implement-stack-using-two-queues)

This article is compiled by **Sumit Jain** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/implement-stack-using-queue/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Queue](http://www.geeksforgeeks.org/tag/queue/), [stack](http://www.geeksforgeeks.org/tag/stack/)

# An Interesting Method to Generate Binary Numbers from 1 to n

Given a number n, write a function that generates and prints all binary numbers with decimal values from 1 to n.

Examples:

Input: n = 2  
Output: 1, 10  
  
Input: n = 5  
Output: 1, 10, 11, 100, 101

A simple method is to run a loop from 1 to n, call decimal to binary inside the loop.

Following is an interesting method that uses [queue data structure](http://geeksquiz.com/queue-set-1introduction-and-array-implementation/)to print binary numbers. Thanks to [Vivek](http://www.geeksforgeeks.org/amazon-interview-set-96-campus-internship/)for suggesting this approach.  
 1) Create an empty queue of strings  
 2) Enqueue the first binary number “1” to queue.  
 3) Now run a loop for generating and printing n binary numbers.  
 ……a) Dequeue and Print the front of queue.  
 ……b) Append “0” at the end of front item and enqueue it.  
 ……c) Append “1” at the end of front item and enqueue it.

Following is C++ implementation of above algorithm.

// C++ program to generate binary numbers from 1 to n  
#include <iostream>  
#include <queue>  
using namespace std;  
  
// This function uses queue data structure to print binary numbers  
void generatePrintBinary(int n)  
{  
 // Create an empty queue of strings  
 queue<string> q;  
  
 // Enqueue the first binary number  
 q.push("1");  
  
 // This loops is like BFS of a tree with 1 as root  
 // 0 as left child and 1 as right child and so on  
 while (n--)  
 {  
 // print the front of queue  
 string s1 = q.front();  
 q.pop();  
 cout << s1 << "\n";  
  
 string s2 = s1; // Store s1 before changing it  
   
 // Append "0" to s1 and enqueue it  
 q.push(s1.append("0"));  
  
 // Append "1" to s2 and enqueue it. Note that s2 contains  
 // the previous front  
 q.push(s2.append("1"));  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 10;  
 generatePrintBinary(n);  
 return 0;  
}

Output:

1  
10  
11  
100  
101  
110  
111  
1000  
1001  
1010

This article is contributed by **Abhishek**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/interesting-method-generate-binary-numbers-1-n/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Intersection of n sets

Given n sets of integers of different sizes. Each set may contain duplicates also. How to find the intersection of all the sets. If an element is present multiple times in all the sets, it should be added that many times in the result.

For example, consider there are three sets {1,2,2,3,4} {2,2,3,5,6} {1,3,2,2,6}. The intersection of the given sets should be {2,2,3}

The following is an efficient approach to solve this problem.

**1.** Sort all the sets.  
 **2.** Take the smallest set, and insert all the elements, and their frequencies into a map.  
 **3.** For each element in the map do the following  
 …..**a.** If the element is not present in any set, ignore it  
 …..**b.** Find the frequency of the element in each set (using binary search). If it less than the frequency in the map, update the frequency  
 …..**c.** If the element is found in all the sets, add it to the result.

Here is the C++ implementation of the above approach.

// C++ program to find intersection of n sets  
#include <iostream>  
#include <vector>  
#include <algorithm>  
#include <map>  
using namespace std;  
  
// The main function that receives a set of sets as parameter and  
// returns a set containing intersection of all sets  
vector <int> getIntersection(vector < vector <int> > &sets)  
{  
 vector <int> result; // To store the reaultant set  
 int smallSetInd = 0; // Initialize index of smallest set  
 int minSize = sets[0].size(); // Initialize size of smallest set  
  
 // sort all the sets, and also find the smallest set  
 for (int i = 1 ; i < sets.size() ; i++)  
 {  
 // sort this set  
 sort(sets[i].begin(), sets[i].end());  
  
 // update minSize, if needed  
 if (minSize > sets[i].size())  
 {  
 minSize = sets[i].size();  
 smallSetInd = i;  
 }  
 }  
  
 map<int,int> elementsMap;  
  
 // Add all the elements of smallest set to a map, if already present,  
 // update the frequency  
 for (int i = 0; i < sets[smallSetInd].size(); i++)  
 {  
 if (elementsMap.find( sets[smallSetInd][i] ) == elementsMap.end())  
 elementsMap[ sets[smallSetInd][i] ] = 1;  
 else  
 elementsMap[ sets[smallSetInd][i] ]++;  
 }  
  
 // iterate through the map elements to see if they are present in  
 // remaining sets  
 map<int,int>::iterator it;  
 for (it = elementsMap.begin(); it != elementsMap.end(); ++it)  
 {  
 int elem = it->first;  
 int freq = it->second;  
  
 bool bFound = true;  
  
 // Iterate through all sets  
 for (int j = 0 ; j < sets.size() ; j++)  
 {  
 // If this set is not the smallest set, then do binary search in it  
 if (j != smallSetInd)  
 {  
 // If the element is found in this set, then find its frequency  
 if (binary\_search( sets[j].begin(), sets[j].end(), elem ))  
 {  
 int lInd = lower\_bound(sets[j].begin(), sets[j].end(), elem)  
 - sets[j].begin();  
 int rInd = upper\_bound(sets[j].begin(), sets[j].end(), elem)  
 - sets[j].begin();  
  
 // Update the minimum frequency, if needed  
 if ((rInd - lInd) < freq)  
 freq = rInd - lInd;  
 }  
 // If the element is not present in any set, then no need   
 // to proceed for this element.  
 else  
 {  
 bFound = false;  
 break;  
 }  
 }  
 }  
  
 // If element was found in all sets, then add it to result 'freq' times  
 if (bFound)  
 {  
 for (int k = 0; k < freq; k++)  
 result.push\_back(elem);  
 }  
 }  
 return result;  
}  
  
// A utility function to print a set of elements  
void printset(vector <int> set)  
{  
 for (int i = 0 ; i < set.size() ; i++)  
 cout<<set[i]<<" ";  
}  
  
  
// Test case  
void TestCase1()  
{  
 vector < vector <int> > sets;  
 vector <int> set1;  
 set1.push\_back(1);  
 set1.push\_back(1);  
 set1.push\_back(2);  
 set1.push\_back(2);  
 set1.push\_back(5);  
  
 sets.push\_back(set1);  
  
 vector <int> set2;  
 set2.push\_back(1);  
 set2.push\_back(1);  
 set2.push\_back(4);  
 set2.push\_back(3);  
 set2.push\_back(5);  
 set2.push\_back(9);  
  
 sets.push\_back(set2);  
  
 vector <int> set3;  
 set3.push\_back(1);  
 set3.push\_back(1);  
 set3.push\_back(2);  
 set3.push\_back(3);  
 set3.push\_back(5);  
 set3.push\_back(6);  
  
 sets.push\_back(set3);  
  
 vector <int> r = getIntersection(sets);  
  
 printset(r);  
  
}  
  
// Driver program to test above functions  
int main()  
{  
 TestCase1();  
 return 0;  
}

Output:

1 1 5

**Time Complexity:** Let there be ‘n’ lists, and average size of lists be ‘m’. Sorting phase takes O( n\* m \*log m) time (Sorting n lists with average length m). Searching phase takes O( m \* n \* log m) time . ( for each element in a list, we are searching n lists with log m time). So the overall time complexity is O( n\*m\*log m ).

**Auxiliary Space:** O(m) space for storing the map.

This article is compiled by **Ravi Chandra Enaganti**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/intersection-of-n-sets/>

# Interview Experiences at D. E. Shaw & Co.

I had three rounds:

My first round was telephonic interview and it lasted for about an hour and the questions covered entire breadth of core CS subjects, there were questions on Operating Systems,  questions on some SQL queries, Computer Networks, Computer Organisation, Digital Design,  some algorithms and there were some questions based on the projects i did (that was specified in Resume) i was asked questions on Android since i did a project on Android,and at last they asked me a puzzle on probability.

In The second round (which was face to face interview), the emphasis was mostly on designing algorithms for some new problems, and they expected me to give optimal solutions, and they asked me to design web server and what are the various challenges you will be facing.

The third round was the most critical one and the questions were mostly on C++ concepts and some operating system design issues (e.g., spin locks, semaphores, etc.,) and there were even questions on storage classes and how do you think they might be implemented, there were some questions on algorithms which were simple but there were many in-depth analysis on those questions (e.g., In finding the loop in the linked-list what happens when the fast pointer takes 3 steps instead of 2 does this algorithm does this algorithm converges,what is the condition under which the algorithm converges), they asked me to code some design patterns, and i was asked some puzzles to solve

I got placed in some of the dream companies, and in this journey i should say,  <http://geeksforgeeks.org/> has a major role, i am following this site since my first day of graduation and i should say this one will give complete picture of what are the various questions you might be  asked in  various companies,along with great emphasis on core CS concepts.Thanks geeksforgeeks, i will say this is the one stop that will help you to land into some of the prestigious firms

If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

### Source

<http://www.geeksforgeeks.org/interview-experiences-at-cisco-systems-and-d-e-shaw-co/>

# Iterative Tower of Hanoi

Tower of Hanoi is a mathematical puzzle. It consists of three poles and a number of disks of different sizes which can slide onto any poles. The puzzle starts with the disk in a neat stack in ascending order of size in one pole, the smallest at the top thus making a conical shape. The objective of the puzzle is to move all the disks from one pole (say ‘source pole’) to another pole (say ‘destination pole’) with the help of third pole (say auxiliary pole).

The puzzle has the following two rules:

      1. You can’t place a larger disk onto smaller disk  
       2. Only one disk can be moved at a time

We’ve already discussed [recursive solution for Tower of Hanoi](http://geeksquiz.com/c-program-for-tower-of-hanoi/). We have also seen that, for n disks, total 2n – 1 moves are required.

**Iterative Algorithm:**

1. Calculate the total number of moves required i.e. "pow(2, n)  
 - 1" here n is number of disks.  
2. If number of disks (i.e. n) is even then interchange destination   
 pole and auxiliary pole.  
3. for i = 1 to total number of moves:  
 if i%3 == 1:  
 legal movement of top disk between source pole and   
 destination pole  
 if i%3 == 2:  
 legal movement top disk between source pole and   
 auxiliary pole   
 if i%3 == 0:  
 legal movement top disk between auxiliary pole   
 and destination pole

**Example:**

Let us understand with a simple example with 3 disks:  
So, total number of moves required = 7  
  
 S A D  
  
When i= 1, (i % 3 == 1) legal movement between‘S’ and ‘D’   
  
  
  
When i = 2, (i % 3 == 2) legal movement between ‘S’ and ‘A’   
  
  
  
When i = 3, (i % 3 == 0) legal movement between ‘A’ and ‘D’ ’  
  
  
  
When i = 4, (i % 4 == 1) legal movement between ‘S’ and ‘D’   
  
  
  
When i = 5, (i % 5 == 2) legal movement between ‘S’ and ‘A’   
  
  
When i = 6, (i % 6 == 0) legal movement between ‘A’ and ‘D’   
  
  
When i = 7, (i % 7 == 1) legal movement between ‘S’ and ‘D’

So, after all these destination pole contains all the in order of size.  
 After observing above iterations, we can think thatafter a disk other than the smallest disk is moved, the next disk to be moved must be the smallest disk because it is the top disk resting on the spare pole and there are no other choices to move a disk.

// C Program for Iterative Tower of Hanoi  
#include <stdio.h>  
#include <math.h>  
#include <stdlib.h>  
#include <limits.h>  
  
// A structure to represent a stack  
struct Stack  
{  
 unsigned capacity;  
 int top;  
 int \*array;  
};  
  
// function to create a stack of given capacity.  
struct Stack\* createStack(unsigned capacity)  
{  
 struct Stack\* stack =  
 (struct Stack\*) malloc(sizeof(struct Stack));  
 stack -> capacity = capacity;  
 stack -> top = -1;  
 stack -> array =  
 (int\*) malloc(stack -> capacity \* sizeof(int));  
 return stack;  
}  
  
// Stack is full when top is equal to the last index  
int isFull(struct Stack\* stack)  
{  
 return (stack->top == stack->capacity - 1);  
}  
  
// Stack is empty when top is equal to -1  
int isEmpty(struct Stack\* stack)  
{  
 return (stack->top == -1);  
}  
  
// Function to add an item to stack. It increases  
// top by 1  
void push(struct Stack \*stack, int item)  
{  
 if (isFull(stack))  
 return;  
 stack -> array[++stack -> top] = item;  
}  
  
// Function to remove an item from stack. It  
// decreases top by 1  
int pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return INT\_MIN;  
 return stack -> array[stack -> top--];  
}  
  
// Function to implement legal movement between  
// two poles  
void moveDisksBetweenTwoPoles(struct Stack \*src,  
 struct Stack \*dest, char s, char d)  
{  
 int pole1TopDisk = pop(src);  
 int pole2TopDisk = pop(dest);  
  
 // When pole 1 is empty  
 if (pole1TopDisk == INT\_MIN)  
 {  
 push(src, pole2TopDisk);  
 moveDisk(d, s, pole2TopDisk);  
 }  
  
 // When pole2 pole is empty  
 else if (pole2TopDisk == INT\_MIN)  
 {  
 push(dest, pole1TopDisk);  
 moveDisk(s, d, pole1TopDisk);  
 }  
  
 // When top disk of pole1 > top disk of pole2  
 else if (pole1TopDisk > pole2TopDisk)  
 {  
 push(src, pole1TopDisk);  
 push(src, pole2TopDisk);  
 moveDisk(d, s, pole2TopDisk);  
 }  
  
 // When top disk of pole1 < top disk of pole2  
 else  
 {  
 push(dest, pole2TopDisk);  
 push(dest, pole1TopDisk);  
 moveDisk(s, d, pole1TopDisk);  
 }  
}  
  
//Function to show the movement of disks  
void moveDisk(char fromPeg, char toPeg, int disk)  
{  
 printf("Move the disk %d from \'%c\' to \'%c\'\n",  
 disk, fromPeg, toPeg);  
}  
  
//Function to implement TOH puzzle  
void tohIterative(int num\_of\_disks, struct Stack  
 \*src, struct Stack \*aux,  
 struct Stack \*dest)  
{  
 int i, total\_num\_of\_moves;  
 char s = 'S', d = 'D', a = 'A';  
  
 //If number of disks is even, then interchange  
 //destination pole and auxiliary pole  
 if (num\_of\_disks % 2 == 0)  
 {  
 char temp = d;  
 d = a;  
 a = temp;  
 }  
 total\_num\_of\_moves = pow(2, num\_of\_disks) - 1;  
  
 //Larger disks will be pushed first  
 for (i = num\_of\_disks; i >= 1; i--)  
 push(src, i);  
  
 for (i = 1; i <= total\_num\_of\_moves; i++)  
 {  
 if (i % 3 == 1)  
 moveDisksBetweenTwoPoles(src, dest, s, d);  
  
 else if (i % 3 == 2)  
 moveDisksBetweenTwoPoles(src, aux, s, a);  
  
 else if (i % 3 == 0)  
 moveDisksBetweenTwoPoles(aux, dest, a, d);  
 }  
}  
  
// Driver Program  
int main()  
{  
 // Input: number of disks  
 unsigned num\_of\_disks = 3;  
  
 struct Stack \*src, \*dest, \*aux;  
  
 // Create three stacks of size 'num\_of\_disks'  
 // to hold the disks  
 src = createStack(num\_of\_disks);  
 aux = createStack(num\_of\_disks);  
 dest = createStack(num\_of\_disks);  
  
 tohIterative(num\_of\_disks, src, aux, dest);  
 return 0;  
}

Output:

Move the disk 1 from 'S' to 'D'  
Move the disk 2 from 'S' to 'A'  
Move the disk 1 from 'D' to 'A'  
Move the disk 3 from 'S' to 'D'  
Move the disk 1 from 'A' to 'S'  
Move the disk 2 from 'A' to 'D'  
Move the disk 1 from 'S' to 'D'

**References:**  
 <http://en.wikipedia.org/wiki/Tower_of_Hanoi#Iterative_solution>

This article is contributed by **Anand Barnwal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/iterative-tower-of-hanoi/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/), [Stack-Queue](http://www.geeksforgeeks.org/tag/stack-queue/), [StackAndQueue](http://www.geeksforgeeks.org/tag/stackandqueue/)
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# Job Sequencing Problem | Set 1 (Greedy Algorithm)

Given an array of jobs where every job has a deadline and associated profit if the job is finished before the deadline. It is also given that every job takes single unit of time, so the minimum possible deadline for any job is 1. How to maximize total profit if only one job can be scheduled at a time.

**Examples:**

Input: Four Jobs with following deadlines and profits  
 JobID Deadline Profit  
 a 4 20   
 b 1 10  
 c 1 40   
 d 1 30  
Output: Following is maximum profit sequence of jobs  
 c, a   
  
  
Input: Five Jobs with following deadlines and profits  
 JobID Deadline Profit  
 a 2 100  
 b 1 19  
 c 2 27  
 d 1 25  
 e 3 15  
Output: Following is maximum profit sequence of jobs  
 c, a, e

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to generate all subsets of given set of jobs and check individual subset for feasibility of jobs in that subset. Keep track of maximum profit among all feasible subsets. The time complexity of this solution is exponential.

This is a standard [Greedy Algorithm](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/)problem. Following is algorithm.

1) Sort all jobs in decreasing order of profit.  
2) Initialize the result sequence as first job in sorted jobs.  
3) Do following for remaining n-1 jobs  
.......a) If the current job can fit in the current result sequence   
 without missing the deadline, add current job to the result.  
 Else ignore the current job.

The Following is C++ implementation of above algorithm.

// Program to find the maximum profit job sequence from a given array  
// of jobs with deadlines and profits  
#include<iostream>  
#include<algorithm>  
using namespace std;  
  
// A structure to represent a job  
struct Job  
{  
 char id; // Job Id  
 int dead; // Deadline of job  
 int profit; // Profit if job is over before or on deadline  
};  
  
// This function is used for sorting all jobs according to profit  
bool comparison(Job a, Job b)  
{  
 return (a.profit > b.profit);  
}  
  
// Returns minimum number of platforms reqquired  
void printJobScheduling(Job arr[], int n)  
{  
 // Sort all jobs according to decreasing order of prfit  
 sort(arr, arr+n, comparison);  
  
 int result[n]; // To store result (Sequence of jobs)  
 bool slot[n]; // To keep track of free time slots  
  
 // Initialize all slots to be free  
 for (int i=0; i<n; i++)  
 slot[i] = false;  
  
 // Iterate through all given jobs  
 for (int i=0; i<n; i++)  
 {  
 // Find a free slot for this job (Note that we start  
 // from the last possible slot)  
 for (int j=min(n, arr[i].dead)-1; j>=0; j--)  
 {  
 // Free slot found  
 if (slot[j]==false)  
 {  
 result[j] = i; // Add this job to result  
 slot[j] = true; // Make this slot occupied  
 break;  
 }  
 }  
 }  
  
 // Print the result  
 for (int i=0; i<n; i++)  
 if (slot[i])  
 cout << arr[result[i]].id << " ";  
}  
  
// Driver program to test methods  
int main()  
{  
 Job arr[5] = { {'a', 2, 100}, {'b', 1, 19}, {'c', 2, 27},  
 {'d', 1, 25}, {'e', 3, 15}};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "Following is maximum profit sequence of jobs\n";  
 printJobScheduling(arr, n);  
 return 0;  
}

Output:

Following is maximum profit sequence of jobs  
c a e

**Time Complexity** of the above solution is O(n2). It can be optimized to almost O(n) by using [union-find data structure](http://www.geeksforgeeks.org/union-find/). We will son be discussing the optimized solution.

**Sources:**  
 <http://ocw.mit.edu/courses/civil-and-environmental-engineering/1-204-computer-algorithms-in-systems-engineering-spring-2010/lecture-notes/MIT1_204S10_lec10.pdf>

This article is contributed by **Shubham**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/job-sequencing-problem-set-1-greedy-algorithm/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Greedy Algorithm](http://www.geeksforgeeks.org/tag/greedy-algorithm/)

# Josephus problem | Set 1 (A O(n) Solution)

In computer science and mathematics, the [Josephus Problem (or Josephus permutation)](http://en.wikipedia.org/wiki/Josephus_problem) is a theoretical problem. Following is the problem statement:

There are n people standing in a circle waiting to be executed. The counting out begins at some point in the circle and proceeds around the circle in a fixed direction. In each step, a certain number of people are skipped and the next person is executed. The elimination proceeds around the circle (which is becoming smaller and smaller as the executed people are removed), until only the last person remains, who is given freedom. Given the total number of persons n and a number k which indicates that k-1 persons are skipped and kth person is killed in circle. The task is to choose the place in the initial circle so that you are the last one remaining and so survive.

For example, if n = 5 and k = 2, then the safe position is 3. Firstly, the person at position 2 is killed, then person at position 4 is killed, then person at position 1 is killed. Finally, the person at position 5 is killed. So the person at position 3 survives.  
 If n = 7 and k = 3, then the safe position is 4. The persons at positions 3, 6, 2, 7, 5, 1 are killed in order, and person at position 4 survives.

The problem has following recursive structure.

josephus(n, k) = (josephus(n - 1, k) + k-1) % n + 1  
 josephus(1, k) = 1

After the first person (kth from begining) is killed, n-1 persons are left. So we call josephus(n – 1, k) to get the position with n-1 persons. But the position returned by josephus(n – 1, k) will consider the position starting from k%n + 1. So, we must make adjustments to the position returned by josephus(n – 1, k).

Following is simple recursive implementation of the Josephus problem. The implementation simply follows the recursive structure mentioned above.

#include <stdio.h>  
  
int josephus(int n, int k)  
{  
 if (n == 1)  
 return 1;  
 else  
 /\* The position returned by josephus(n - 1, k) is adjusted because the  
 recursive call josephus(n - 1, k) considers the original position   
 k%n + 1 as position 1 \*/  
 return (josephus(n - 1, k) + k-1) % n + 1;  
}  
  
// Driver Program to test above function  
int main()  
{  
 int n = 14;  
 int k = 2;  
 printf("The chosen place is %d", josephus(n, k));  
 return 0;  
}

Output:

The chosen place is 13

Time Complexity: O(n)

The problem can also be solved in O(kLogn) time complexity which is a better solution for large n and small k. We will cover that solution in a separate post.

Source:  
 <http://en.wikipedia.org/wiki/Josephus_problem>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/josephus-problem-set-1-a-on-solution/>

# K'th largest element in a stream

Given an infinite stream of integers, find the k’th largest element at any point of time.

Example:

Input:  
stream[] = {10, 20, 11, 70, 50, 40, 100, 5, ...}  
k = 3  
  
Output: {\_, \_, 10, 11, 20, 40, 50, 50, ...}

Extra space allowed is O(k).

**We strongly recommend you to minimize your browser and try this yourself first.**  
 We have discussed different approaches to find k’th largest element in an array in the following posts.  
 [K’th Smallest/Largest Element in Unsorted Array | Set 1](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array/)  
 [K’th Smallest/Largest Element in Unsorted Array | Set 2 (Expected Linear Time)](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/)  
 [K’th Smallest/Largest Element in Unsorted Array | Set 3 (Worst Case Linear Time)](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-3-worst-case-linear-time/)

Here we have a stream instead of whole array and we are allowed to store only k elements.

A **Simple Solution** is to keep an array of size k. The idea is to keep the array sorted so that the k’th largest element can be found in O(1) time (we just need to return first element of array if array is sorted in increasing order)  
 How to process a new element of stream?  
 For every new element in stream, check if the new element is smaller than current k’th largest element. If yes, then ignore it. If no, then remove the smallest element from array and insert new element in sorted order. Time complexity of processing a new element is O(k).

A **Better Solution** is to use a Self Balancing Binary Search Tree of size k. The k’th largest element can be found in O(Logk) time.  
 How to process a new element of stream?  
 For every new element in stream, check if the new element is smaller than current k’th largest element. If yes, then ignore it. If no, then remove the smallest element from the tree and insert new element. Time complexity of processing a new element is O(Logk).

An **Efficient Solution** is to use Min Heap of size k to store k largest elements of stream. The k’th largest element is always at root and can be found in O(1) time.  
 How to process a new element of stream?  
 Compare the new element with root of heap. If new element is smaller, then ignore it. Otherwise replace root with new element and call heapify for the root of modified heap. Time complexity of finding the k’th largest element is O(Logk).

// A C++ program to find k'th smallest element in a stream  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// Prototype of a utility function to swap two integers  
void swap(int \*x, int \*y);  
  
// A class for Min Heap  
class MinHeap  
{  
 int \*harr; // pointer to array of elements in heap  
 int capacity; // maximum possible size of min heap  
 int heap\_size; // Current number of elements in min heap  
public:  
 MinHeap(int a[], int size); // Constructor  
 void buildHeap();  
 void MinHeapify(int i); //To minheapify subtree rooted with index i  
 int parent(int i) { return (i-1)/2; }  
 int left(int i) { return (2\*i + 1); }  
 int right(int i) { return (2\*i + 2); }  
 int extractMin(); // extracts root (minimum) element  
 int getMin() { return harr[0]; }  
  
 // to replace root with new node x and heapify() new root  
 void replaceMin(int x) { harr[0] = x; MinHeapify(0); }  
};  
  
MinHeap::MinHeap(int a[], int size)  
{  
 heap\_size = size;  
 harr = a; // store address of array  
}  
  
void MinHeap::buildHeap()  
{  
 int i = (heap\_size - 1)/2;  
 while (i >= 0)  
 {  
 MinHeapify(i);  
 i--;  
 }  
}  
  
// Method to remove minimum element (or root) from min heap  
int MinHeap::extractMin()  
{  
 if (heap\_size == 0)  
 return INT\_MAX;  
  
 // Store the minimum vakue.  
 int root = harr[0];  
  
 // If there are more than 1 items, move the last item to root  
 // and call heapify.  
 if (heap\_size > 1)  
 {  
 harr[0] = harr[heap\_size-1];  
 MinHeapify(0);  
 }  
 heap\_size--;  
  
 return root;  
}  
  
// A recursive method to heapify a subtree with root at given index  
// This method assumes that the subtrees are already heapified  
void MinHeap::MinHeapify(int i)  
{  
 int l = left(i);  
 int r = right(i);  
 int smallest = i;  
 if (l < heap\_size && harr[l] < harr[i])  
 smallest = l;  
 if (r < heap\_size && harr[r] < harr[smallest])  
 smallest = r;  
 if (smallest != i)  
 {  
 swap(&harr[i], &harr[smallest]);  
 MinHeapify(smallest);  
 }  
}  
  
// A utility function to swap two elements  
void swap(int \*x, int \*y)  
{  
 int temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
// Function to return k'th largest element from input stream  
void kthLargest(int k)  
{  
 // count is total no. of elements in stream seen so far  
 int count = 0, x; // x is for new element  
  
 // Create a min heap of size k  
 int \*arr = new int[k];  
 MinHeap mh(arr, k);  
  
  
 while (1)  
 {  
 // Take next element from stream  
 cout << "Enter next element of stream ";  
 cin >> x;  
  
 // Nothing much to do for first k-1 elements  
 if (count < k-1)  
 {  
 arr[count] = x;  
 count++;  
 }  
  
 else  
 {  
 // If this is k'th element, then store it  
 // and build the heap created above  
 if (count == k-1)  
 {  
 arr[count] = x;  
 mh.buildHeap();  
 }  
  
 // If next element is greater than k'th  
 // largest, then replace the root  
 if (x > mh.getMin())  
 mh.replaceMin(x); // replaceMin calls heapify()  
  
  
 // Root of heap is k'th largest element  
 cout << "K'th largest element is "  
 << mh.getMin() << endl;  
 count++;  
 }  
 }  
}  
  
// Driver program to test above methods  
int main()  
{  
 int k = 3;  
 cout << "K is " << k << endl;  
 kthLargest(k);  
 return 0;  
}

Output

K is 3  
Enter next element of stream 23  
Enter next element of stream 10  
Enter next element of stream 15  
K'th largest element is 10  
Enter next element of stream 70  
K'th largest element is 15  
Enter next element of stream 5  
K'th largest element is 15  
Enter next element of stream 80  
K'th largest element is 23  
Enter next element of stream 100  
K'th largest element is 70  
Enter next element of stream  
CTRL + C pressed

This article is contributed by **Shivam Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/kth-largest-element-in-a-stream/>

# Largest Rectangular Area in a Histogram | Set 2

Find the largest rectangular area possible in a given histogram where the largest rectangle can be made of a number of contiguous bars. For simplicity, assume that all bars have same width and the width is 1 unit.

For example, consider the following histogram with 7 bars of heights {6, 2, 5, 4, 5, 2, 6}. The largest possible rectangle possible is 12 (see the below figure, the max area rectangle is highlighted in red)

[![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/histogram1.png)

We have discussed a [Divide and Conquer based O(nLogn) solution](http://www.geeksforgeeks.org/largest-rectangular-area-in-a-histogram-set-1/) for this problem. In this post, O(n) time solution is discussed. Like the [previous post](http://www.geeksforgeeks.org/largest-rectangular-area-in-a-histogram-set-1/), width of all bars is assumed to be 1 for simplicity. For every bar ‘x’, we calculate the area with ‘x’ as the smallest bar in the rectangle. If we calculate such area for every bar ‘x’ and find the maximum of all areas, our task is done. How to calculate area with ‘x’ as smallest bar? We need to know index of the first smaller (smaller than ‘x’) bar on left of ‘x’ and index of first smaller bar on right of ‘x’. Let us call these indexes as ‘left index’ and ‘right index’ respectively.  
 We traverse all bars from left to right, maintain a stack of bars. Every bar is pushed to stack once. A bar is popped from stack when a bar of smaller height is seen. When a bar is popped, we calculate the area with the popped bar as smallest bar. How do we get left and right indexes of the popped bar – the current index tells us the ‘right index’ and index of previous item in stack is the ‘left index’. Following is the complete algorithm.

**1)** Create an empty stack.

**2)** Start from first bar, and do following for every bar ‘hist[i]’ where ‘i’ varies from 0 to n-1.  
 ……**a)** If stack is empty or hist[i] is higher than the bar at top of stack, then push ‘i’ to stack.  
 ……**b)** If this bar is smaller than the top of stack, then keep removing the top of stack while top of the stack is greater. Let the removed bar be hist[tp]. Calculate area of rectangle with hist[tp] as smallest bar. For hist[tp], the ‘left index’ is previous (previous to tp) item in stack and ‘right index’ is ‘i’ (current index).

**3)** If the stack is not empty, then one by one remove all bars from stack and do step 2.b for every removed bar.

Following is C++ implementation of the above algorithm.

// C++ program to find maximum rectangular area in linear time  
#include<iostream>  
#include<stack>  
using namespace std;  
  
// The main function to find the maximum rectangular area under given  
// histogram with n bars  
int getMaxArea(int hist[], int n)  
{  
 // Create an empty stack. The stack holds indexes of hist[] array  
 // The bars stored in stack are always in increasing order of their  
 // heights.  
 stack<int> s;  
  
 int max\_area = 0; // Initalize max area  
 int tp; // To store top of stack  
 int area\_with\_top; // To store area with top bar as the smallest bar  
  
 // Run through all bars of given histogram  
 int i = 0;  
 while (i < n)  
 {  
 // If this bar is higher than the bar on top stack, push it to stack  
 if (s.empty() || hist[s.top()] <= hist[i])  
 s.push(i++);  
  
 // If this bar is lower than top of stack, then calculate area of rectangle   
 // with stack top as the smallest (or minimum height) bar. 'i' is   
 // 'right index' for the top and element before top in stack is 'left index'  
 else  
 {  
 tp = s.top(); // store the top index  
 s.pop(); // pop the top  
  
 // Calculate the area with hist[tp] stack as smallest bar  
 area\_with\_top = hist[tp] \* (s.empty() ? i : i - s.top() - 1);  
  
 // update max area, if needed  
 if (max\_area < area\_with\_top)  
 max\_area = area\_with\_top;  
 }  
 }  
  
 // Now pop the remaining bars from stack and calculate area with every  
 // popped bar as the smallest bar  
 while (s.empty() == false)  
 {  
 tp = s.top();  
 s.pop();  
 area\_with\_top = hist[tp] \* (s.empty() ? i : i - s.top() - 1);  
  
 if (max\_area < area\_with\_top)  
 max\_area = area\_with\_top;  
 }  
  
 return max\_area;  
}  
  
// Driver program to test above function  
int main()  
{  
 int hist[] = {6, 2, 5, 4, 5, 1, 6};  
 int n = sizeof(hist)/sizeof(hist[0]);  
 cout << "Maximum area is " << getMaxArea(hist, n);  
 return 0;  
}

Output:

Maximum area is 12

**Time Complexity:** Since every bar is pushed and popped only once, the time complexity of this method is O(n).

**References**  
 <http://www.informatik.uni-ulm.de/acm/Locals/2003/html/histogram.html>  
 <http://www.informatik.uni-ulm.de/acm/Locals/2003/html/judge.html>

Thanks to [Ashish Anand](https://www.facebook.com/aasshishh?fref=ts) for suggesting initial solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/largest-rectangle-under-histogram/>

# Largest Rectangular Area in a Histogram | Set 1

Find the largest rectangular area possible in a given histogram where the largest rectangle can be made of a number of contiguous bars. For simplicity, assume that all bars have same width and the width is 1 unit.

For example, consider the following histogram with 7 bars of heights {6, 2, 5, 4, 5, 2, 6}. The largest possible rectangle possible is 12 (see the below figure, the max area rectangle is highlighted in red)
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A **simple solution** is to one by one consider all bars as starting points and calculate area of all rectangles starting with every bar. Finally return maximum of all possible areas. Time complexity of this solution would be O(n^2).

We can use [**Divide and Conquer**](http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/) to solve this in O(nLogn) time. The idea is to find the minimum value in the given array. Once we have index of the minimum value, the max area is maximum of following three values.  
 **a)** Maximum area in left side of minimum value (Not including the min value)  
 **b)** Maximum area in right side of minimum value (Not including the min value)  
 **c)** Number of bars multiplied by minimum value.  
 The areas in left and right of minimum value bar can be calculated recursively. If we use linear search to find the minimum value, then the worst case time complexity of this algorithm becomes O(n^2). In worst case, we always have (n-1) elements in one side and 0 elements in other side and if the finding minimum takes O(n) time, we get the recurrence similar to worst case of Quick Sort.  
 How to find the minimum efficiently? [Range Minimum Query using Segment Tree](http://www.geeksforgeeks.org/segment-tree-set-1-range-minimum-query/) can be used for this. We build segment tree of the given histogram heights. Once the segment tree is built, all [range minimum queries take O(Logn) time](http://www.geeksforgeeks.org/segment-tree-set-1-range-minimum-query/). So over all complexity of the algorithm becomes.

Overall Time = Time to build Segment Tree + Time to recursively find maximum area

[Time to build segment tree is O(n)](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/). Let the time to recursively find max area be T(n). It can be written as following.  
 T(n) = O(Logn) + T(n-1)  
 The solution of above recurrence is O(nLogn). So overall time is O(n) + O(nLogn) which is O(nLogn).

Following is C++ implementation of the above algorithm.

// A Divide and Conquer Program to find maximum rectangular area in a histogram  
#include <math.h>  
#include <limits.h>  
#include <iostream>  
using namespace std;  
  
// A utility function to find minimum of three integers  
int max(int x, int y, int z)  
{ return max(max(x, y), z); }  
  
// A utility function to get minimum of two numbers in hist[]  
int minVal(int \*hist, int i, int j)  
{  
 if (i == -1) return j;  
 if (j == -1) return i;  
 return (hist[i] < hist[j])? i : j;  
}  
  
// A utility function to get the middle index from corner indexes.  
int getMid(int s, int e)  
{ return s + (e -s)/2; }  
  
/\* A recursive function to get the index of minimum value in a given range of  
 indexes. The following are parameters for this function.  
  
 hist --> Input array for which segment tree is built  
 st --> Pointer to segment tree  
 index --> Index of current node in the segment tree. Initially 0 is  
 passed as root is always at index 0  
 ss & se --> Starting and ending indexes of the segment represented by  
 current node, i.e., st[index]  
 qs & qe --> Starting and ending indexes of query range \*/  
int RMQUtil(int \*hist, int \*st, int ss, int se, int qs, int qe, int index)  
{  
 // If segment of this node is a part of given range, then return the  
 // min of the segment  
 if (qs <= ss && qe >= se)  
 return st[index];  
  
 // If segment of this node is outside the given range  
 if (se < qs || ss > qe)  
 return -1;  
  
 // If a part of this segment overlaps with the given range  
 int mid = getMid(ss, se);  
 return minVal(hist, RMQUtil(hist, st, ss, mid, qs, qe, 2\*index+1),  
 RMQUtil(hist, st, mid+1, se, qs, qe, 2\*index+2));  
}  
  
// Return index of minimum element in range from index qs (quey start) to  
// qe (query end). It mainly uses RMQUtil()  
int RMQ(int \*hist, int \*st, int n, int qs, int qe)  
{  
 // Check for erroneous input values  
 if (qs < 0 || qe > n-1 || qs > qe)  
 {  
 cout << "Invalid Input";  
 return -1;  
 }  
  
 return RMQUtil(hist, st, 0, n-1, qs, qe, 0);  
}  
  
// A recursive function that constructs Segment Tree for hist[ss..se].  
// si is index of current node in segment tree st  
int constructSTUtil(int hist[], int ss, int se, int \*st, int si)  
{  
 // If there is one element in array, store it in current node of  
 // segment tree and return  
 if (ss == se)  
 return (st[si] = ss);  
  
 // If there are more than one elements, then recur for left and  
 // right subtrees and store the minimum of two values in this node  
 int mid = getMid(ss, se);  
 st[si] = minVal(hist, constructSTUtil(hist, ss, mid, st, si\*2+1),  
 constructSTUtil(hist, mid+1, se, st, si\*2+2));  
 return st[si];  
}  
  
/\* Function to construct segment tree from given array. This function  
 allocates memory for segment tree and calls constructSTUtil() to  
 fill the allocated memory \*/  
int \*constructST(int hist[], int n)  
{  
 // Allocate memory for segment tree  
 int x = (int)(ceil(log2(n))); //Height of segment tree  
 int max\_size = 2\*(int)pow(2, x) - 1; //Maximum size of segment tree  
 int \*st = new int[max\_size];  
  
 // Fill the allocated memory st  
 constructSTUtil(hist, 0, n-1, st, 0);  
  
 // Return the constructed segment tree  
 return st;  
}  
  
// A recursive function to find the maximum rectangular area.  
// It uses segment tree 'st' to find the minimum value in hist[l..r]  
int getMaxAreaRec(int \*hist, int \*st, int n, int l, int r)  
{  
 // Base cases  
 if (l > r) return INT\_MIN;  
 if (l == r) return hist[l];  
  
 // Find index of the minimum value in given range  
 // This takes O(Logn)time  
 int m = RMQ(hist, st, n, l, r);  
  
 /\* Return maximum of following three possible cases  
 a) Maximum area in Left of min value (not including the min)  
 a) Maximum area in right of min value (not including the min)  
 c) Maximum area including min \*/  
 return max(getMaxAreaRec(hist, st, n, l, m-1),  
 getMaxAreaRec(hist, st, n, m+1, r),  
 (r-l+1)\*(hist[m]) );  
}  
  
// The main function to find max area  
int getMaxArea(int hist[], int n)  
{  
 // Build segment tree from given array. This takes  
 // O(n) time  
 int \*st = constructST(hist, n);  
  
 // Use recursive utility function to find the  
 // maximum area  
 return getMaxAreaRec(hist, st, n, 0, n-1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int hist[] = {6, 1, 5, 4, 5, 2, 6};  
 int n = sizeof(hist)/sizeof(hist[0]);  
 cout << "Maximum area is " << getMaxArea(hist, n);  
 return 0;  
}

Output:

Maximum area is 12

This problem can be solved in linear time. See below [set 2](http://www.geeksforgeeks.org/largest-rectangle-under-histogram/) for linear time solution.  
 [Linear time solution for Largest Rectangular Area in a Histogram](http://www.geeksforgeeks.org/largest-rectangle-under-histogram/)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/largest-rectangular-area-in-a-histogram-set-1/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

Post navigation

[← GS Labs Interview | Set 1](http://www.geeksforgeeks.org/gs-labs-interview-set-1/) [Largest Rectangular Area in a Histogram | Set 2 →](http://www.geeksforgeeks.org/largest-rectangle-under-histogram/)

# Dynamic Programming | Set 35 (Longest Arithmetic Progression)

Given a set of numbers, find the **L**ength of the **L**ongest **A**rithmetic **P**rogression (**LLAP**) in it.

Examples:

set[] = {1, 7, 10, 15, 27, 29}  
output = 3  
The longest arithmetic progression is {1, 15, 29}  
  
set[] = {5, 10, 15, 20, 25, 30}  
output = 6  
The whole set is in AP

For simplicity, we have assumed that the given set is sorted. We can always add a pre-processing step to first sort the set and then apply the below algorithms.

A **simple solution** is to one by one consider every pair as first two elements of AP and check for the remaining elements in sorted set. To consider all pairs as first two elements, we need to run a O(n^2) nested loop. Inside the nested loops, we need a third loop which linearly looks for the more elements in **A**rithmetic **P**rogression (**AP**). This process takes O(n3) time.

We can solve this problem in O(n2) time **using Dynamic Programming**. To get idea of the DP solution, let us first discuss solution of following simpler problem.

***Given a sorted set, find if there exist three elements in Arithmetic Progression or not***  
 Please note that, the answer is true if there are 3 or more elements in AP, otherwise false.  
 To find the three elements, we first fix an element as middle element and search for other two (one smaller and one greater). We start from the second element and fix every element as middle element. For an element set[j] to be middle of AP, there must exist elements ‘set[i]’ and ‘set[k]’ such that set[i] + set[k] = 2\*set[j] where 0 How to efficiently find i and k for a given j? We can find i and k in linear time using following simple algorithm.  
 **1)** Initialize i as j-1 and k as j+1  
 **2)** Do following while i >= 0 and j a) If set[i] + set[k] is equal to 2\*set[j], then we are done.  
 ……..**b)** If set[i] + set[k] > 2\*set[j], then decrement i (do i–-).  
 ……..**c)** Else if set[i] + set[k] // The function returns true if there exist three elements in AP // Assumption: set[0..n-1] is sorted. // The code strictly implements the algorithm provided in the reference. bool arithmeticThree(int set[], int n) { // One by fix every element as middle element for (int j=1; j<n-1; j++) { // Initialize i and k for the current j int i = j-1, k = j+1; // Find if there exist i and k that form AP // with j as middle element while (i >= 0 && k <= n-1) { if (set[i] + set[k] == 2\*set[j]) return true; (set[i] + set[k] < 2\*set[j])? k++ : i–; } } return false; }

See [this](http://ideone.com/yL6r76)for a complete running program.

***How to extend the above solution for the original problem?***  
 The above function returns a boolean value. The required output of original problem is **L**ength of the **L**ongest **A**rithmetic **P**rogression (**LLAP**) which is an integer value. If the given set has two or more elements, then the value of LLAP is at least 2 (Why?).  
 The idea is to create a 2D table L[n][n]. An entry L[i][j] in this table stores LLAP with set[i] and set[j] as first two elements of AP and j > i. The last column of the table is always 2 (Why – see the meaning of L[i][j]). Rest of the table is filled from bottom right to top left. To fill rest of the table, j (second element in AP) is first fixed. i and k are searched for a fixed j. If i and k are found such that i, j, k form an AP, then the value of L[i][j] is set as L[j][k] + 1. Note that the value of L[j][k] must have been filled before as the loop traverses from right to left columns.

Following is C++ implementation of the Dynamic Programming algorithm.

// C++ program to find Length of the Longest AP (llap) in a given sorted set.  
// The code strictly implements the algorithm provided in the reference.  
#include <iostream>  
using namespace std;  
  
// Returns length of the longest AP subset in a given set  
int lenghtOfLongestAP(int set[], int n)  
{  
 if (n <= 2) return n;  
  
 // Create a table and initialize all values as 2. The value of  
 // L[i][j] stores LLAP with set[i] and set[j] as first two  
 // elements of AP. Only valid entries are the entries where j>i  
 int L[n][n];  
 int llap = 2; // Initialize the result  
  
 // Fill entries in last column as 2. There will always be  
 // two elements in AP with last number of set as second  
 // element in AP  
 for (int i = 0; i < n; i++)  
 L[i][n-1] = 2;  
  
 // Consider every element as second element of AP  
 for (int j=n-2; j>=1; j--)  
 {  
 // Search for i and k for j  
 int i = j-1, k = j+1;  
 while (i >= 0 && k <= n-1)  
 {  
 if (set[i] + set[k] < 2\*set[j])  
 k++;  
  
 // Before changing i, set L[i][j] as 2  
 else if (set[i] + set[k] > 2\*set[j])  
 { L[i][j] = 2, i--; }  
  
 else  
 {  
 // Found i and k for j, LLAP with i and j as first two  
 // elements is equal to LLAP with j and k as first two  
 // elements plus 1. L[j][k] must have been filled  
 // before as we run the loop from right side  
 L[i][j] = L[j][k] + 1;  
  
 // Update overall LLAP, if needed  
 llap = max(llap, L[i][j]);  
  
 // Change i and k to fill more L[i][j] values for  
 // current j  
 i--; k++;  
 }  
 }  
  
 // If the loop was stopped due to k becoming more than  
 // n-1, set the remaining entties in column j as 2  
 while (i >= 0)  
 {  
 L[i][j] = 2;  
 i--;  
 }  
 }  
 return llap;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int set1[] = {1, 7, 10, 13, 14, 19};  
 int n1 = sizeof(set1)/sizeof(set1[0]);  
 cout << lenghtOfLongestAP(set1, n1) << endl;  
  
 int set2[] = {1, 7, 10, 15, 27, 29};  
 int n2 = sizeof(set2)/sizeof(set2[0]);  
 cout << lenghtOfLongestAP(set2, n2) << endl;  
  
 int set3[] = {2, 4, 6, 8, 10};  
 int n3 = sizeof(set3)/sizeof(set3[0]);  
 cout << lenghtOfLongestAP(set3, n3) << endl;  
  
 return 0;  
}

Output:

4  
3  
5

**Time Complexity:** O(n2)  
 **Auxiliary Space:** O(n2)

**References:**  
 <http://www.cs.uiuc.edu/~jeffe/pubs/pdf/arith.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/length-of-the-longest-arithmatic-progression-in-a-sorted-array/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Linearity of Expectation

This post is about a mathematical concept, but it covers one of the required topics to understand Randomized Algorithms.

Let us consider the following simple problem.

Given a fair dice with 6 faces, the dice is thrown n times, find expected value of sum of all results.

For example, if n = 2, there are total 36 possible outcomes.

(1, 1), (1, 2), .... (1, 6)  
(2, 1), (2, 2), .... (2, 6)  
................  
................  
(6, 1), (6, 2), ..... (6, 6)

[**Expected value**](http://en.wikipedia.org/wiki/Expected_value) of a discrete random variable is R defined as following. Suppose R can take value r1 with probability p1, value r2 with probability p2, and so on, up to value rk with probability pk. Then the expectation of this random variable R is defined as

E[R] = r1\*p1 + r2\*p2 + ... rk\*pk

Let us calculate expected value for the above example.

Expected Value of sum = 2\*1/36 + 3\*1/6 + .... + 7\*1/36 +   
of two dice throws 3\*1/36 + 4\*1/6 + .... + 8\*1/36 +   
 ........................  
 .........................  
 7\*1/36 + 8\*1/6 + .... + 12\*1/36   
   
 = 7

The above way to solve the problem becomes difficult when there are more dice throws.

If we know about linearity of expectation, then we can quickly solve the above problem for any number of throws.

[**Linearity of Expectation:**](http://en.wikipedia.org/wiki/Expected_value#Linearity) Let R1 and R2 be two discrete random variables on some probability space, then

E[R1 + R2] = E[R1] + E[R2]

Using the above formula, we can quickly solve the dice problem.

Expected Value of sum of 2 dice throws = 2\*(Expected value of one dice throw)  
 = 2\*(1/6 + 2/6 + .... 6/6)  
 = 2\*7/2  
 = 7   
  
Expected value of sum for n dice throws is = n \* 7/2 = 3.5 \* n

Some interesting facts about Linearly of Expectation:  
 1) Linearity of expectation holds for both dependent and independent events. On the other hand the rule E[R1R2] = E[R1]\*E[R2] is true only for independent events.

2) Linearity of expectation holds for any number of random variables on some probability space. Let R1, R2, R3, … Rk be k random variables, then  
 E[R1 + R2 + R3 + … + Rk] = E[R1] + E[R2] + E[R3] + … + E[Rk]

**Another example that can be easily solved with linearity of expectation:**  
 Hat-Check Problem: Let there be group of n men where every man has one hat. The hats are redistributed and every man gets a random hat back. What is the expected number of men that get their original hat back.

Solution: Let Ri be a random variable, the value of random variable is 1 if i’th man gets the same hat back, otherwise 0.

So the expected number of men to get the right hat back is  
 = E[R1] + E[R2] + .. + E[Rn]   
 = P(R1 = 1) + P(R2 = 1) + .... + P(Rn = 1)   
 [Here P(Ri = 1) indicates probability that Ri is 1]  
 = 1/n + 1/n + ... + 1/n   
 = 1

So on average 1 person gets the right hat back.

**Exercise:**  
 1) Given a fair coin, what is the expected number of heads when coin is tossed n times.

2) Balls and Bins: Suppose we have m balls, labeled i = 1, … , m and n bins, labeled j = 1, .. ,n. Each ball is thrown into one of the bin independently and uniformly at random.  
      a) What is the expected number of balls in every bin  
      b) What is the expected number of empty bins.

3) Coupon Collector: Suppose there are n types of coupons in a lottery and each lot contains one coupon (with probability 1 = n each). How many lots have to be bought (in expectation) until we have at least one coupon of each type.

See following for solution of Coupon Collector.  
 [Expected Number of Trials until Success](http://www.geeksforgeeks.org/expected-number-of-trials-before-success/)

Linearity of expectation is useful in algorithms. For example, expected time complexity of random algorithms like randomized quick sort is evaluated using linearity of expectation (See [this](http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-046j-introduction-to-algorithms-sma-5503-fall-2005/video-lectures/lecture-4-quicksort-randomized-algorithms/)for reference).

**References:**  
 <http://www.cse.iitd.ac.in/~mohanty/col106/Resources/linearity_expectation.pdf>

<http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-042j-mathematics-for-computer-science-fall-2010/video-lectures/lecture-22-expectation-i/>

This article is contributed by **Shubham Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/linearity-of-expectation/>

# Load Balancing on Servers (Random Algorithm)

Consider a high traffic website that receives millions of requests (of different types) per five minutes, the site has k (for example n = 1000) servers to process the requests. How should the load be balanced among servers?

The solutions that we generally think of are  
 a) Round Robin  
 b) Assign new request to a server that has minimum load.

Both of the above approaches look good, but they require additional state information to be maintained for load balancing. Following is a simple approach that works better than above approaches.

Do following whenever a new request comes in,   
 Pick a random server and assign the request to a random server

The above approach is simpler, lightweight and surprisingly effective. This approach doesn’t calculate existing load on server and doesn’t need time management.

***Analysis of above Random Approach***  
 Let us analyze the average load on a server when above approach of randomly picking server is used.

Let there be k request (or jobs) J1, J2, … Jk

Let there be n servers be S1, S2, … Sk.

Let time taken by i’th job be Ti

Let Rij be load on server Si from Job Jj.

Rij is Tj if j’th job (or Jj) is assigned to Si, otherwise 0. Therefore, value of Rij is Tj with probability 1/n and value is 0 with probability (1-1/n)

Let Ri be load on i’th server

Average Load on i'th server 'Ex(Ri)'   
 [Applying Linearity of Expectation]  
 =   
 =   
 = (Total Load)/n

So average load on a server is total load divided by n which is a perfect result.

***What is the possibility of deviation from average (A particular server gets too much load)?***  
 The average load from above random assignment approach looks good, but there may be possibility that a particular server becomes too loaded (even if the average is ok).  
 It turns out that the probability of deviation from average is also very low (can be proved using [Chernoff bound](http://en.wikipedia.org/wiki/Chernoff_bound)). Readers can refer below reference links for proves of deviations. For example, in [MIT video lecture](http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-042j-mathematics-for-computer-science-fall-2010/video-lectures/lecture-24-large-deviations/), it is shown that if there are 2500 requests per unit time and there are 10 servers, then the probability that any particular server gets 10% more load is at most 1/16000. Similar results are shown at the end of second reference also.

So above simple load balancing scheme works perfect. In-fact this scheme is used in load balancers.

**References:**  
 <http://www.cs.princeton.edu/courses/archive/fall09/cos521/Handouts/probabilityandcomputing.pdf>

[MIT Video Lecture](http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-042j-mathematics-for-computer-science-fall-2010/video-lectures/lecture-24-large-deviations/)

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/load-balancing-on-servers-random-algorithm/>

# Lower bound for comparison based sorting algorithms

The problem of sorting can be viewed as following.

**Input:** A sequence of *n* numbers <*a*1, *a*2, . . . , *an*>.  
 **Output:** A permutation (reordering) <*a*‘1, *a*‘2, . . . , *a*‘*n*> of the input sequence such that *a*‘1 a‘2 ….. ‘*n*.

A sorting algorithm is comparison based if it uses comparison operators to find the order between two numbers.  Comparison sorts can be viewed abstractly in terms of decision trees. A decision tree is a[full binary tree](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees) that represents the comparisons between elements that are performed by a particular sorting algorithm operating on an input of a given size. The execution of the sorting algorithm corresponds to tracing a path from the root of the decision tree to a leaf. At each internal node, a comparison *ai* *aj* is made. The left subtree then dictates subsequent comparisons for *ai* *aj*, and the right subtree dictates subsequent comparisons for *ai* > *aj*. When we come to a leaf, the sorting algorithm has established the ordering. So we can say following about the decison tree.

**1)** Each of the *n*! permutations on *n* elements must appear as one of the leaves of the decision tree for the sorting algorithm to sort properly.

**2)** Let x be the maximum number of comparisons in a sorting algorithm. The maximum height of the decison tree would be x. A tree with maximum height x has at most 2^x leaves.

After combining the above two facts, we get following relation.

n!  <= 2^x  
  
 Taking Log on both sides.  
 log2(n!) <= x  
  
 Since log2(n!) = Θ(nLogn), we can say  
 x = Ω(nLog2n)

Therefore, any comparison based sorting algorithm must make at least nLog2n comparisons to sort the input array, and Heapsort and merge sort are asymptotically optimal comparison sorts.

**References:**  
 [Introduction to Algorithms, by Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest and Clifford Stein](http://mitpress.mit.edu/algorithms/)

### Source

<http://www.geeksforgeeks.org/lower-bound-on-comparison-based-sorting-algorithms/>

# Lucky Numbers

Lucky numbers are subset of integers. Rather than going into much theory, let us see the process of arriving at lucky numbers,  
   
 Take the set of integers  
 1,2,3,4,5,6,7,8,9,10,11,12,14,15,16,17,18,19,……

First, delete every second number, we get following reduced set.  
 1,3,5,7,9,11,13,15,17,19,…………

Now, delete every third number, we get  
 1, 3, 7, 9, 13, 15, 19,….….

Continue this process indefinitely……  
 Any number that does NOT get deleted due to above process is called “lucky”.

Therefore, set of lucky numbers is 1, 3, 7, 13,………

Now, given an integer ‘n’, write a function to say whether this number is lucky or not.

bool isLucky(int n)

**Algorithm:**  
 Before every iteration, if we calculate position of the given no, then in a given iteration, we can determine if the no will be deleted. Suppose calculated position for the given no. is P before some iteration, and each Ith no. is going to be removed in this iteration, if P Recursive Way:

#include <stdio.h>  
#define bool int  
  
/\* Returns 1 if n is a lucky no. ohterwise returns 0\*/  
bool isLucky(int n)  
{  
 static int counter = 2;  
  
 /\*variable next\_position is just for readability of  
 the program we can remove it and use n only \*/  
 int next\_position = n;  
 if(counter > n)  
 return 1;  
 if(n%counter == 0)  
 return 0;   
  
 /\*calculate next position of input no\*/  
 next\_position -= next\_position/counter;  
   
 counter++;  
 return isLucky(next\_position);  
}  
  
/\*Driver function to test above function\*/  
int main()  
{  
 int x = 5;  
 if( isLucky(x) )  
 printf("%d is a lucky no.", x);  
 else  
 printf("%d is not a lucky no.", x);  
 getchar();  
}

**Example:**  
 Let’s us take an example of 19

1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,15,17,18,19,20,21,……  
 1,3,5,7,9,11,13,15,17,19,…..  
 1,3,7,9,13,15,19,……….  
 1,3,7,13,15,19,………  
 1,3,7,13,19,………

In next step every 6th no .in sequence will be deleted. 19 will not be deleted after this step because position of 19 is 5th after this step. Therefore, 19 is lucky. Let’s see how above C code finds out:

|  |  |  |  |
| --- | --- | --- | --- |
| **Current function call** | **Position after this call** | **Counter for next call** | **Next Call** |
| isLucky(19 ) | 10 | 3 | isLucky(10) |
| isLucky(10) | 7 | 4 | isLucky(7) |
| isLucky(7) | 6 | 5 | isLucky(6) |
| isLucky(6) | 5 | 6 | isLucky(5) |

When isLucky(6) is called, it returns 1 (because counter > n).

**Iterative Way:**  
 Please see [this](http://geeksforgeeks.org/?p=542#comment-203) comment for another simple and elegant implementation of the above algorithm.

Please write comments if you find any bug in the given programs or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/lucky-numbers/>

# Magic Square

A [magic square](http://en.wikipedia.org/wiki/Magic_square) of order n is an arrangement of n^2 numbers, usually distinct integers, in a square, such that the n numbers in all rows, all columns, and both diagonals sum to the same constant. A magic square contains the integers from 1 to n^2.

The constant sum in every row, column and diagonal is called the [magic constant or magic sum](http://en.wikipedia.org/wiki/Magic_constant), M. The magic constant of a normal magic square depends only on n and has the following value:  
 M = n(n^2+1)/2

For normal magic squares of order n = 3, 4, 5, …, the magic constants are: 15, 34, 65, 111, 175, 260, …

In this post, we will discuss how programmatically we can generate a magic square of size n. Before we go further, consider the below examples:

Magic Square of size 3  
-----------------------  
 2 7 6  
 9 5 1  
 4 3 8  
Sum in each row & each column = 3\*(3^2+1)/2 = 15  
  
  
Magic Square of size 5  
----------------------  
 9 3 22 16 15  
 2 21 20 14 8  
 25 19 13 7 1  
 18 12 6 5 24  
 11 10 4 23 17  
Sum in each row & each column = 5\*(5^2+1)/2 = 65  
  
  
Magic Square of size 7  
----------------------  
 20 12 4 45 37 29 28  
 11 3 44 36 35 27 19  
 2 43 42 34 26 18 10  
 49 41 33 25 17 9 1  
 40 32 24 16 8 7 48  
 31 23 15 14 6 47 39  
 22 21 13 5 46 38 30  
Sum in each row & each column = 7\*(7^2+1)/2 = 175

Did you find any pattern in which the numbers are stored?  
 In any magic square, the first number i.e. 1 is stored at position (n/2, n-1). Let this position be (i,j). The next number is stored at position (i-1, j+1) where we can consider each row & column as circular array i.e. they wrap around.

Three conditions hold:

1. The position of next number is calculated by decrementing row number of previous number by 1, and incrementing the column number of previous number by 1. At any time, if the calculated row position becomes -1, it will wrap around to n-1. Similarly, if the calculated column position becomes n, it will wrap around to 0.

2. If the magic square already contains a number at the calculated position, calculated column position will be decremented by 2, and calculated row position will be incremented by 1.

3. If the calculated row position is -1 & calculated column position is n, the new position would be: (0, n-2).

Example:  
Magic Square of size 3  
----------------------  
 2 7 6  
 9 5 1  
 4 3 8   
  
Steps:  
1. position of number 1 = (3/2, 3-1) = (1, 2)  
2. position of number 2 = (1-1, 2+1) = (0, 0)  
3. position of number 3 = (0-1, 0+1) = (3-1, 1) = (2, 1)  
4. position of number 4 = (2-1, 1+1) = (1, 2)  
 Since, at this position, 1 is there. So, apply condition 2.  
 new position=(1+1,2-2)=(2,0)  
5. position of number 5=(2-1,0+1)=(1,1)  
6. position of number 6=(1-1,1+1)=(0,2)  
7. position of number 7 = (0-1, 2+1) = (-1,3) // this is tricky, see condition 3   
 new position = (0, 3-2) = (0,1)  
8. position of number 8=(0-1,1+1)=(-1,2)=(2,2) //wrap around  
9. position of number 9=(2-1,2+1)=(1,3)=(1,0) //wrap around

Based on the above approach, following is the working code:

#include<stdio.h>  
#include<string.h>  
  
// A function to generate odd sized magic squares  
void generateSquare(int n)  
{  
 int magicSquare[n][n];  
  
 // set all slots as 0  
 memset(magicSquare, 0, sizeof(magicSquare));  
  
 // Initialize position for 1  
 int i = n/2;  
 int j = n-1;  
  
 // One by one put all values in magic square  
 for (int num=1; num <= n\*n; )  
 {  
 if (i==-1 && j==n) //3rd condition  
 {  
 j = n-2;  
 i = 0;  
 }  
 else  
 {  
 //1st condition helper if next number goes to out of square's right side  
 if (j == n)  
 j = 0;  
 //1st condition helper if next number is goes to out of square's upper side  
 if (i < 0)  
 i=n-1;  
 }  
 if (magicSquare[i][j]) //2nd condition  
 {  
 j -= 2;  
 i++;  
 continue;  
 }  
 else  
 magicSquare[i][j] = num++; //set number  
  
 j++; i--; //1st condition  
 }  
  
  
 // print magic square  
 printf("The Magic Square for n=%d:\nSum of each row or column %d:\n\n",  
 n, n\*(n\*n+1)/2);  
 for(i=0; i<n; i++)  
 {  
 for(j=0; j<n; j++)  
 printf("%3d ", magicSquare[i][j]);  
 printf("\n");  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 7; // Works only when n is odd  
 generateSquare (n);  
 return 0;  
}

Output:

The Magic Square for n=7:  
Sum of each row or column 175:  
  
 20 12 4 45 37 29 28  
 11 3 44 36 35 27 19  
 2 43 42 34 26 18 10  
 49 41 33 25 17 9 1  
 40 32 24 16 8 7 48  
 31 23 15 14 6 47 39  
 22 21 13 5 46 38 30

NOTE: This approach works only for odd values of n.

References:  
 <http://en.wikipedia.org/wiki/Magic_square>

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/magic-square/>

# MakeMyTrip Interview Questions | Set 6

Please refer to the following questions being asked at Make My Trip.

1. Write a program to calculate the value of 7n/9 without using multiplication and division operator.

2. Write a program to find out the number being deleted from the array.

3. Write a program to check the validity of { and } used in program for string as {{{{{}}}}, {{{{{, }}}}{.

If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks

### Source

<http://www.geeksforgeeks.org/makemytrip-interview-questions-set-6/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Measure one litre using two vessels and infinite water suppl

There are two vessels of capacities ‘a’ and ‘b’ respectively. We have infinite water supply. Give an efficient algorithm to make exactly 1 litre of water in one of the vessels. You can throw all the water from any vessel any point of time. Assume that ‘a’ and ‘b’ are [Coprimes](http://en.wikipedia.org/wiki/Coprime_integers).

Following are the steps:  
 Let V1 be the vessel of capacity ‘a’ and V2 be the vessel of capacity ‘b’ and ‘a’ is smaller than ‘b’.  
 **1)** Do following while the amount of water in V1 is not 1.  
 ….**a)** If V1 is empty, then completely fill V1  
 ….**b)** Transfer water from V1 to V2. If V2 becomes full, then keep the remaining water in V1 and empty V2  
 **2)** V1 will have 1 litre after termination of loop in step 1. Return.

Following is C++ implementation of the above algorithm.

/\* Sample run of the Algo for V1 with capacity 3 and V2 with capacity 7  
1. Fill V1: V1 = 3, V2 = 0  
2. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 3  
2. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 6  
3. Transfer from V1 to V2, and empty V2: V1 = 2, V2 = 0  
4. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 2  
5. Transfer from V1 to V2, and fill V1: V1 = 3, V2 = 5  
6. Transfer from V1 to V2, and empty V2: V1 = 1, V2 = 0  
7. Stop as V1 now contains 1 litre.  
  
Note that V2 was made empty in steps 3 and 6 because it became full \*/  
  
#include <iostream>  
using namespace std;  
  
// A utility function to get GCD of two numbers  
int gcd(int a, int b) { return b? gcd(b, a % b) : a; }  
  
// Class to represent a Vessel  
class Vessel  
{  
 // A vessel has capacity, and current amount of water in it  
 int capacity, current;  
public:  
 // Constructor: initializes capacity as given, and current as 0  
 Vessel(int capacity) { this->capacity = capacity; current = 0; }  
  
 // The main function to fill one litre in this vessel. Capacity of V2  
 // must be greater than this vessel and two capacities must be co-prime  
 void makeOneLitre(Vessel &V2);  
  
 // Fills vessel with given amount and returns the amount of water   
 // transferred to it. If the vessel becomes full, then the vessel   
 // is made empty.  
 int transfer(int amount);  
};  
  
// The main function to fill one litre in this vessel. Capacity   
// of V2 must be greater than this vessel and two capacities   
// must be coprime  
void Vessel:: makeOneLitre(Vessel &V2)  
{  
 // solution exists iff a and b are co-prime  
 if (gcd(capacity, V2.capacity) != 1)  
 return;  
  
 while (current != 1)  
 {  
 // fill A (smaller vessel)  
 if (current == 0)  
 current = capacity;  
  
 cout << "Vessel 1: " << current << " Vessel 2: "   
 << V2.current << endl;  
  
 // Transfer water from V1 to V2 and reduce current of V1 by  
 // the amount equal to transferred water  
 current = current - V2.transfer(current);  
 }  
  
 // Finally, there will be 1 litre in vessel 1  
 cout << "Vessel 1: " << current << " Vessel 2: "   
 << V2.current << endl;  
}  
  
// Fills vessel with given amount and returns the amount of water   
// transferred to it. If the vessel becomes full, then the vessel   
// is made empty  
int Vessel::transfer(int amount)  
{  
 // If the vessel can accommodate the given amount  
 if (current + amount < capacity)  
 {  
 current += amount;  
 return amount;  
 }  
  
 // If the vessel cannot accommodate the given amount, then  
 // store the amount of water transferred  
 int transferred = capacity - current;  
  
 // Since the vessel becomes full, make the vessel  
 // empty so that it can be filled again  
 current = 0;  
  
 return transferred;  
}  
  
// Driver program to test above function  
int main()  
{  
 int a = 3, b = 7; // a must be smaller than b  
  
 // Create two vessels of capacities a and b  
 Vessel V1(a), V2(b);  
  
 // Get 1 litre in first vessel  
 V1.makeOneLitre(V2);  
  
 return 0;  
}

Output:

Vessel 1: 3 Vessel 2: 0  
Vessel 1: 3 Vessel 2: 3  
Vessel 1: 3 Vessel 2: 6  
Vessel 1: 2 Vessel 2: 0  
Vessel 1: 3 Vessel 2: 2  
Vessel 1: 3 Vessel 2: 5  
Vessel 1: 1 Vessel 2: 0

**How does this work?**

To prove that the algorithm works, we need to proof that after certain number of iterations in the while loop, we will get 1 litre in V1.  
 Let ‘a’ be the capacity of vessel V1 and ‘b’ be the capacity of V2. Since we repeatedly transfer water from V1 to V2 until V2 becomes full, we will have ‘a – b (mod a)’ water in V1 when V2 becomes full first time . Once V2 becomes full, it is emptied. We will have ‘a – 2b (mod a)’ water in V1 when V2 is full second time. We repeat the above steps, and get ‘a – nb (mod a)’ water in V1 after the vessel V2 is filled and emptied ‘n’ times. We need to prove that the value of ‘a – nb (mod a)’ will be 1 for a finite integer ‘n’. To prove this, let us consider the following property of coprime numbers.  
 For any two [coprime integers](http://en.wikipedia.org/wiki/Coprime_integers) ‘a’ and ‘b’, the integer ‘b’ has a [multiplicative inverse](http://en.wikipedia.org/wiki/Modular_multiplicative_inverse) modulo ‘a’. In other words, there exists an integer ‘y’ such that ‘b\*y ≡ 1(mod)a’ (See 3rd point [here](http://en.wikipedia.org/wiki/Coprime_integers#Properties)). After ‘(a – 1)\*y’ iterations, we will have ‘a – [(a-1)\*y\*b (mod a)]’ water in V1, the value of this expression is ‘a – [(a – 1) \* 1] mod a’ which is 1. So the algorithm converges and we get 1 litre in V1.

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/measure-1-litre-from-two-vessels-infinite-water-supply/>
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# Minimum Cost Polygon Triangulation

A triangulation of a convex polygon is formed by drawing diagonals between non-adjacent vertices (corners) such that the diagonals never intersect. The problem is to find the cost of triangulation with the minimum cost. The cost of a triangulation is sum of the weights of its component triangles. Weight of each triangle is its perimeter (sum of lengths of all sides)

See following example taken from [this](http://www.cs.utoronto.ca/~heap/Courses/270F02/A4/chains/node2.html)source.
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*Two triangulations of the same convex pentagon. The triangulation on the left has a cost of 8 + 2√2 + 2√5 (approximately 15.30), the one on the right has a cost of 4 + 2√2 + 4√5 (approximately 15.77).*

This problem has recursive substructure. The idea is to divide the polygon into three parts: a single triangle, the sub-polygon to the left, and the sub-polygon to the right. We try all possible divisions like this and find the one that minimizes the cost of the triangle plus the cost of the triangulation of the two sub-polygons.

Let Minimum Cost of triangulation of vertices from i to j be minCost(i, j)  
If j   
Following is C++ implementation of above naive recursive formula.  
   
// Recursive implementation for minimum cost convex polygon triangulation  
#include <iostream>  
#include <cmath>  
#define MAX 1000000.0  
using namespace std;  
  
// Structure of a point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
// Utility function to find minimum of two double values  
double min(double x, double y)  
{  
 return (x <= y)? x : y;  
}  
  
// A utility function to find distance between two points in a plane  
double dist(Point p1, Point p2)  
{  
 return sqrt((p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y));  
}  
  
// A utility function to find cost of a triangle. The cost is considered  
// as perimeter (sum of lengths of all edges) of the triangle  
double cost(Point points[], int i, int j, int k)  
{  
 Point p1 = points[i], p2 = points[j], p3 = points[k];  
 return dist(p1, p2) + dist(p2, p3) + dist(p3, p1);  
}  
  
// A recursive function to find minimum cost of polygon triangulation  
// The polygon is represented by points[i..j].  
double mTC(Point points[], int i, int j)  
{  
 // There must be at least three points between i and j  
 // (including i and j)  
 if (j < i+2)  
 return 0;  
  
 // Initialize result as infinite  
 double res = MAX;  
  
 // Find minimum triangulation by considering all  
 for (int k=i+1; k<j; k++)  
 res = min(res, (mTC(points, i, k) + mTC(points, k, j) +  
 cost(points, i, k, j)));  
 return res;  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 0}, {1, 0}, {2, 1}, {1, 2}, {0, 2}};  
 int n = sizeof(points)/sizeof(points[0]);  
 cout << mTC(points, 0, n-1);  
 return 0;  
}

Output:

15.3006

The above problem is similar to [Matrix Chain Multiplication](http://www.geeksforgeeks.org/dynamic-programming-set-8-matrix-chain-multiplication/). The following is recursion tree for mTC(points[], 0, 4).
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It can be easily seen in the above recursion tree that the problem has many overlapping subproblems. Since the problem has both properties: [Optimal Substructure](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/) and [Overlapping Subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/), it can be efficiently solved using dynamic programming.

Following is C++ implementation of dynamic programming solution.

// A Dynamic Programming based program to find minimum cost of convex  
// polygon triangulation  
#include <iostream>  
#include <cmath>  
#define MAX 1000000.0  
using namespace std;  
  
// Structure of a point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
// Utility function to find minimum of two double values  
double min(double x, double y)  
{  
 return (x <= y)? x : y;  
}  
  
// A utility function to find distance between two points in a plane  
double dist(Point p1, Point p2)  
{  
 return sqrt((p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y));  
}  
  
// A utility function to find cost of a triangle. The cost is considered  
// as perimeter (sum of lengths of all edges) of the triangle  
double cost(Point points[], int i, int j, int k)  
{  
 Point p1 = points[i], p2 = points[j], p3 = points[k];  
 return dist(p1, p2) + dist(p2, p3) + dist(p3, p1);  
}  
  
// A Dynamic programming based function to find minimum cost for convex  
// polygon triangulation.  
double mTCDP(Point points[], int n)  
{  
 // There must be at least 3 points to form a triangle  
 if (n < 3)  
 return 0;  
  
 // table to store results of subproblems. table[i][j] stores cost of  
 // triangulation of points from i to j. The entry table[0][n-1] stores  
 // the final result.  
 double table[n][n];  
  
 // Fill table using above recursive formula. Note that the table  
 // is filled in diagonal fashion i.e., from diagonal elements to  
 // table[0][n-1] which is the result.  
 for (int gap = 0; gap < n; gap++)  
 {  
 for (int i = 0, j = gap; j < n; i++, j++)  
 {  
 if (j < i+2)  
 table[i][j] = 0.0;  
 else  
 {  
 table[i][j] = MAX;  
 for (int k = i+1; k < j; k++)  
 {  
 double val = table[i][k] + table[k][j] + cost(points,i,j,k);  
 if (table[i][j] > val)  
 table[i][j] = val;  
 }  
 }  
 }  
 }  
 return table[0][n-1];  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 0}, {1, 0}, {2, 1}, {1, 2}, {0, 2}};  
 int n = sizeof(points)/sizeof(points[0]);  
 cout << mTCDP(points, n);  
 return 0;  
}

Output:

15.3006

Time complexity of the above dynamic programming solution is O(n3).

Please note that the above implementations assume that the points of covnvex polygon are given in order (either clockwise or anticlockwise)

**Exercise:**  
 Extend the above solution to print triangulation also. For the above example, the optimal triangulation is 0 3 4, 0 1 3, and 1 2 3.

**Sources:**  
 <http://www.cs.utexas.edu/users/djimenez/utsa/cs3343/lecture12.html>  
 <http://www.cs.utoronto.ca/~heap/Courses/270F02/A4/chains/node2.html>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/minimum-cost-polygon-triangulation/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/)

Post navigation

[← D E Shaw Interview | Set 6 (Off-Campus)](http://www.geeksforgeeks.org/d-e-shaw-interview-set-6-campus/) [Find n’th number in a number system with only 3 and 4 →](http://www.geeksforgeeks.org/find-nth-number-number-system-3-4/)

# Minimum steps to reach a destination

Given a number line from -infinity to +infinity. You start at 0 and can go either to the left or to the right. The condition is that in i’th move, you take i steps.  
 a) Find if you can reach a given number x  
 b) Find the most optimal way to reach a given number x, if we can indeed reach it. For example, 3 can be reached om 2 steps, (0, 1) (1, 3) and 4 can be reached in 3 steps (0, -1), (-1, 1) (1, 4).

Source: [Flipkart Interview Question](http://www.geeksforgeeks.org/flipkart-interview-experience-set-30for-sde-2/)

**We strongly recommend you to minimize your browser and try this yourself first.**

The important think to note is we can reach any destination as it is always possible to make a move of length 1. At any step i, we can move forward i, then backward i+1.

Below is a recursive solution suggested by Arpit Thapar [here](http://www.geeksforgeeks.org/flipkart-interview-experience-set-30for-sde-2/).

1) Since distance of +5 and -5 from 0 is same, hence we find answer for absolute value of destination.

2) We use a recursive function which takes as arguments:  
     i) Source Vertex  
     ii) Value of last step taken  
     iii) Destination

3) If at any point source vertex = destination; return number of steps.

4) Otherwise we can go in both of the possible directions. Take the minimum of steps in both cases.

From any vertex we can go to :  
 (current source + last step +1) and  
 (current source – last step -1)

5) If at any point, absolute value of our position exceeds the absolute value of our destination then it is intuitive that the shortest path is not possible from here. Hence we make the value of steps INT\_MAX, so that when i take the minimum of both possibilities, this one gets eliminated.  
 If we don’t use this last step, the program enters into an INFINITE recursion and gives RUN TIME ERROR.

Below is C++ implementation of above idea. Note that the solution only counts steps.

// C++ program to count number of steps to reach a point  
#include<bits/stdc++.h>  
using namespace std;  
  
// Function to count number of steps required to reach a  
// destination.  
// source -> source vertex  
// step -> value of last step taken  
// dest -> destination vertex  
int steps(int source, int step, int dest)  
{  
 // base cases  
 if (abs(source) > (dest)) return INT\_MAX;  
 if (source == dest) return step;  
  
 // at each point we can go either way  
  
 // if we go on positive side  
 int pos = steps(source+step+1, step+1, dest);  
  
 // if we go on negative side  
 int neg = steps(source-step-1, step+1, dest);  
  
 // minimum of both cases  
 return min(pos, neg);  
}  
  
// Driver Program  
int main()  
{  
 int dest = 11;  
 cout << "No. of steps required to reach "  
 << dest << " is " << steps(0, 0, dest);  
 return 0;  
}

Output:

No. of steps required to reach 11 is 5

Thanks to Arpit Thapar for providing above algorithm and implementation.

This article is contributed by Abhay. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/minimum-steps-to-reach-a-destination/>

# Minimum time required to rot all oranges

Given a matrix of dimension m\*n where each cell in the matrix can have values 0, 1 or 2 which has the following meaning:

0: Empty cell  
  
1: Cells have fresh oranges  
  
2: Cells have rotten oranges

So we have to determine what is the minimum time required so that all the oranges become rotten. A rotten orange at index [i,j] can rot other fresh orange at indexes [i-1,j], [i+1,j], [i,j-1], [i,j+1] (up, down, left and right). If it is impossible to rot every orange then simply return -1.

Examples:

Input: arr[][C] = { {2, 1, 0, 2, 1},  
 {1, 0, 1, 2, 1},  
 {1, 0, 0, 2, 1}};  
Output:  
All oranges can become rotten in 2 time frames.  
  
  
Input: arr[][C] = { {2, 1, 0, 2, 1},  
 {0, 0, 1, 2, 1},  
 {1, 0, 0, 2, 1}};  
Output:  
All oranges cannot be rotten.

Source: [Microsoft Interview Question](http://qa.geeksforgeeks.org/1220/microsoft-interview-question?show=1220#q1220)

**We strongly recommend you to minimize your browser and try this yourself first.**  
 The idea is to user Breadth First Search. Below is algorithm.

1) Create an empty Q.  
2) Find all rotten oranges and enqueue them to Q. Also enqueue   
 a delimiter to indicate beginning of next time frame.   
3) While Q is not empty do following  
 3.a) While delimiter in Q is not reached   
 (i) Dequeue an orange from queue, rot all adjacent oranges.  
 While rotting the adjacents, make sure that time frame   
 is incremented only once. And time frame is not icnremented  
 if there are no adjacent oranges.  
 3.b) Dequeue the old delimiter and enqueue a new delimiter. The   
 oranges rotten in previous time frame lie between the two  
 delimiters.

Below is C++ implementation of the above idea.

// C++ program to find minimum time required to make all  
// oranges rotten  
#include<bits/stdc++.h>  
#define R 3  
#define C 5  
using namespace std;  
  
// function to check whether a cell is valid / invalid  
bool isvalid(int i, int j)  
{  
 return (i >= 0 && j >= 0 && i < R && j < C);  
}  
  
// structure for storing coordinates of the cell  
struct ele {  
 int x, y;  
};  
  
// Function to check whether the cell is delimiter  
// which is (-1, -1)  
bool isdelim(ele temp)  
{  
 return (temp.x == -1 && temp.y == -1);  
}  
  
// Function to check whether there is still a fresh  
// orange remaining  
bool checkall(int arr[][C])  
{  
 for (int i=0; i<R; i++)  
 for (int j=0; j<C; j++)  
 if (arr[i][j] == 1)  
 return true;  
 return false;  
}  
  
// This function finds if it is possible to rot all oranges or not.  
// If possible, then it returns minimum time required to rot all,  
// otherwise returns -1  
int rotOranges(int arr[][C])  
{  
 // Create a queue of cells  
 queue<ele> Q;  
 ele temp;  
 int ans = 0;  
  
 // Store all the cells having rotten orange in first time frame  
 for (int i=0; i<R; i++)  
 {  
 for (int j=0; j<C; j++)  
 {  
 if (arr[i][j] == 2)  
 {  
 temp.x = i;  
 temp.y = j;  
 Q.push(temp);  
 }  
 }  
 }  
  
 // Separate these rotten oranges from the oranges which will rotten  
 // due the oranges in first time frame using delimiter which is (-1, -1)  
 temp.x = -1;  
 temp.y = -1;  
 Q.push(temp);  
  
 // Process the grid while there are rotten oranges in the Queue  
 while (!Q.empty())  
 {  
 // This flag is used to determine whether even a single fresh  
 // orange gets rotten due to rotten oranges in current time  
 // frame so we can increase the count of the required time.  
 bool flag = false;  
  
 // Process all the rotten oranges in current time frame.  
 while (!isdelim(Q.front()))  
 {  
 temp = Q.front();  
  
 // Check right adjacent cell that if it can be rotten  
 if (isvalid(temp.x+1, temp.y) && arr[temp.x+1][temp.y] == 1)  
 {  
 // if this is the first orange to get rotten, increase  
 // count and set the flag.  
 if (!flag) ans++, flag = true;  
  
 // Make the orange rotten  
 arr[temp.x+1][temp.y] = 2;  
  
 // push the adjacent orange to Queue  
 temp.x++;  
 Q.push(temp);  
  
 temp.x--; // Move back to current cell  
 }  
  
 // Check left adjacent cell that if it can be rotten  
 if (isvalid(temp.x-1, temp.y) && arr[temp.x-1][temp.y] == 1) {  
 if (!flag) ans++, flag = true;  
 arr[temp.x-1][temp.y] = 2;  
 temp.x--;  
 Q.push(temp); // push this cell to Queue  
 temp.x++;  
 }  
  
 // Check top adjacent cell that if it can be rotten  
 if (isvalid(temp.x, temp.y+1) && arr[temp.x][temp.y+1] == 1) {  
 if (!flag) ans++, flag = true;  
 arr[temp.x][temp.y+1] = 2;  
 temp.y++;  
 Q.push(temp); // Push this cell to Queue  
 temp.y--;  
 }  
  
 // Check bottom adjacent cell if it can be rotten  
 if (isvalid(temp.x, temp.y-1) && arr[temp.x][temp.y-1] == 1) {  
 if (!flag) ans++, flag = true;  
 arr[temp.x][temp.y-1] = 2;  
 temp.y--;  
 Q.push(temp); // push this cell to Queue  
 }  
  
 Q.pop();  
 }  
  
 // Pop the delimiter  
 Q.pop();  
  
 // If oranges were rotten in current frame than separate the  
 // rotten oranges using delimiter for the next frame for processing.  
 if (!Q.empty()) {  
 temp.x = -1;  
 temp.y = -1;  
 Q.push(temp);  
 }  
  
 // If Queue was empty than no rotten oranges left to process so exit  
 }  
  
 // Return -1 if all arranges could not rot, otherwise -1.  
 return (checkall(arr))? -1: ans;  
}  
  
// Drive program  
int main()  
{  
 int arr[][C] = { {2, 1, 0, 2, 1},  
 {1, 0, 1, 2, 1},  
 {1, 0, 0, 2, 1}};  
 int ans = rotOranges(arr);  
 if (ans == -1)  
 cout << "All oranges cannot rot\n";  
 else  
 cout << "Time required for all oranges to rot => " << ans << endl;  
 return 0;  
}

Output:

Time required for all oranges to rot => 2

Thanks to Gaurav Ahirwar for suggesting above solution [here](http://qa.geeksforgeeks.org/1220/microsoft-interview-question?show=1220#q1220)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/minimum-time-required-so-that-all-oranges-become-rotten/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Graph](http://www.geeksforgeeks.org/tag/graph/)
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[← Flipkart Interview Experience| Set 35 (On-Campus for SDE 1)](http://www.geeksforgeeks.org/flipkart-interview-experience-set-35-on-campus-for-sde-1/) [Morgan Stanley Interview | Set 15 (On-Campus) →](http://www.geeksforgeeks.org/morgan-stanley-interview-set-15-on-campus/)

# Mobile Numeric Keypad Problem
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 Given a number N, find out the number of possible numbers of given length.

Examples:  
 For N=1, number of possible numbers would be 10 (0, 1, 2, 3, …., 9)  
 For N=2, number of possible numbers would be 36  
 Possible numbers: 00,08 11,12,14 22,21,23,25 and so on.  
 If we start with 0, valid numbers will be 00, 08 (count: 2)  
 If we start with 1, valid numbers will be 11, 12, 14 (count: 3)  
 If we start with 2, valid numbers will be 22, 21, 23,25 (count: 4)  
 If we start with 3, valid numbers will be 33, 32, 36 (count: 3)  
 If we start with 4, valid numbers will be 44,41,45,47 (count: 4)  
 If we start with 5, valid numbers will be 55,54,52,56,58 (count: 5)  
 ………………………………  
 ………………………………

We need to print the count of possible numbers.

**We strongly recommend to minimize the browser and try this yourself first.**

N = 1 is trivial case, number of possible numbers would be 10 (0, 1, 2, 3, …., 9)  
 For N > 1, we need to start from some button, then move to any of the four direction (up, left, right or down) which takes to a valid button (should not go to \*, #). Keep doing this until N length number is obtained (depth first traversal).

**Recursive Solution:**  
 Mobile Keypad is a rectangular grid of 4X3 (4 rows and 3 columns)  
 Lets say Count(i, j, N) represents the count of N length numbers starting from position (i, j)

If N = 1  
 Count(i, j, N) = 10   
Else  
 Count(i, j, N) = Sum of all Count(r, c, N-1) where (r, c) is new   
 position after valid move of length 1 from current   
 position (i, j)

Following is C implementation of above recursive formula.

// A Naive Recursive C program to count number of possible numbers  
// of given length  
#include <stdio.h>  
  
// left, up, right, down move from current location  
int row[] = {0, 0, -1, 0, 1};  
int col[] = {0, -1, 0, 1, 0};  
  
// Returns count of numbers of length n starting from key position  
// (i, j) in a numeric keyboard.  
int getCountUtil(char keypad[][3], int i, int j, int n)  
{  
 if (keypad == NULL || n <= 0)  
 return 0;  
  
 // From a given key, only one number is possible of length 1  
 if (n == 1)  
 return 1;  
  
 int k=0, move=0, ro=0, co=0, totalCount = 0;  
  
 // move left, up, right, down from current location and if  
 // new location is valid, then get number count of length  
 // (n-1) from that new position and add in count obtained so far  
 for (move=0; move<5; move++)  
 {  
 ro = i + row[move];  
 co = j + col[move];  
 if (ro >= 0 && ro <= 3 && co >=0 && co <= 2 &&  
 keypad[ro][co] != '\*' && keypad[ro][co] != '#')  
 {  
 totalCount += getCountUtil(keypad, ro, co, n-1);  
 }  
 }  
  
 return totalCount;  
}  
  
// Return count of all possible numbers of length n  
// in a given numeric keyboard  
int getCount(char keypad[][3], int n)  
{  
 // Base cases  
 if (keypad == NULL || n <= 0)  
 return 0;  
 if (n == 1)  
 return 10;  
  
 int i=0, j=0, totalCount = 0;  
 for (i=0; i<4; i++) // Loop on keypad row  
 {  
 for (j=0; j<3; j++) // Loop on keypad column  
 {  
 // Process for 0 to 9 digits  
 if (keypad[i][j] != '\*' && keypad[i][j] != '#')  
 {  
 // Get count when number is starting from key  
 // position (i, j) and add in count obtained so far  
 totalCount += getCountUtil(keypad, i, j, n);  
 }  
 }  
 }  
 return totalCount;  
}  
  
// Driver program to test above function  
int main(int argc, char \*argv[])  
{  
 char keypad[4][3] = {{'1','2','3'},  
 {'4','5','6'},  
 {'7','8','9'},  
 {'\*','0','#'}};  
 printf("Count for numbers of length %d: %d\n", 1, getCount(keypad, 1));  
 printf("Count for numbers of length %d: %d\n", 2, getCount(keypad, 2));  
 printf("Count for numbers of length %d: %d\n", 3, getCount(keypad, 3));  
 printf("Count for numbers of length %d: %d\n", 4, getCount(keypad, 4));  
 printf("Count for numbers of length %d: %d\n", 5, getCount(keypad, 5));  
  
 return 0;  
}

Output:

Count for numbers of length 1: 10  
Count for numbers of length 2: 36  
Count for numbers of length 3: 138  
Count for numbers of length 4: 532  
Count for numbers of length 5: 2062

**Dynamic Programming**  
 There are many repeated traversal on smaller paths (traversal for smaller N) to find all possible longer paths (traversal for bigger N). See following two diagrams for example. In this traversal, for N = 4 from two starting positions (buttons ‘4’ and ‘8’), we can see there are few repeated traversals for N = 2 (e.g. 4 -> 1, 6 -> 3, 8 -> 9, 8 -> 7 etc).
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Since the problem has both properties: [Optimal Substructure](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/) and [Overlapping Subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/), it can be efficiently solved using dynamic programming.

Following is C program for dynamic programming implementation.

// A Dynamic Programming based C program to count number of  
// possible numbers of given length  
#include <stdio.h>  
  
// Return count of all possible numbers of length n  
// in a given numeric keyboard  
int getCount(char keypad[][3], int n)  
{  
 if(keypad == NULL || n <= 0)  
 return 0;  
 if(n == 1)  
 return 10;  
  
 // left, up, right, down move from current location  
 int row[] = {0, 0, -1, 0, 1};  
 int col[] = {0, -1, 0, 1, 0};  
  
 // taking n+1 for simplicity - count[i][j] will store  
 // number count starting with digit i and length j  
 int count[10][n+1];  
 int i=0, j=0, k=0, move=0, ro=0, co=0, num = 0;  
 int nextNum=0, totalCount = 0;  
  
 // count numbers starting with digit i and of lengths 0 and 1  
 for (i=0; i<=9; i++)  
 {  
 count[i][0] = 0;  
 count[i][1] = 1;  
 }  
  
 // Bottom up - Get number count of length 2, 3, 4, ... , n  
 for (k=2; k<=n; k++)  
 {  
 for (i=0; i<4; i++) // Loop on keypad row  
 {  
 for (j=0; j<3; j++) // Loop on keypad column  
 {  
 // Process for 0 to 9 digits  
 if (keypad[i][j] != '\*' && keypad[i][j] != '#')  
 {  
 // Here we are counting the numbers starting with  
 // digit keypad[i][j] and of length k keypad[i][j]  
 // will become 1st digit, and we need to look for  
 // (k-1) more digits  
 num = keypad[i][j] - '0';  
 count[num][k] = 0;  
  
 // move left, up, right, down from current location  
 // and if new location is valid, then get number  
 // count of length (k-1) from that new digit and  
 // add in count we found so far  
 for (move=0; move<5; move++)  
 {  
 ro = i + row[move];  
 co = j + col[move];  
 if (ro >= 0 && ro <= 3 && co >=0 && co <= 2 &&  
 keypad[ro][co] != '\*' && keypad[ro][co] != '#')  
 {  
 nextNum = keypad[ro][co] - '0';  
 count[num][k] += count[nextNum][k-1];  
 }  
 }  
 }  
 }  
 }  
 }  
  
 // Get count of all possible numbers of length "n" starting  
 // with digit 0, 1, 2, ..., 9  
 totalCount = 0;  
 for (i=0; i<=9; i++)  
 totalCount += count[i][n];  
 return totalCount;  
}  
  
// Driver program to test above function  
int main(int argc, char \*argv[])  
{  
 char keypad[4][3] = {{'1','2','3'},  
 {'4','5','6'},  
 {'7','8','9'},  
 {'\*','0','#'}};  
 printf("Count for numbers of length %d: %d\n", 1, getCount(keypad, 1));  
 printf("Count for numbers of length %d: %d\n", 2, getCount(keypad, 2));  
 printf("Count for numbers of length %d: %d\n", 3, getCount(keypad, 3));  
 printf("Count for numbers of length %d: %d\n", 4, getCount(keypad, 4));  
 printf("Count for numbers of length %d: %d\n", 5, getCount(keypad, 5));  
  
 return 0;  
}

Output:

Count for numbers of length 1: 10  
Count for numbers of length 2: 36  
Count for numbers of length 3: 138  
Count for numbers of length 4: 532  
Count for numbers of length 5: 2062

**A Space Optimized Solution:**  
 The above dynamic programming approach also runs in O(n) time and requires O(n) auxiliary space, as only one for loop runs n times, other for loops runs for constant time. We can see that nth iteration needs data from (n-1)th iteration only, so we need not keep the data from older iterations. We can have a space efficient dynamic programming approach with just two arrays of size 10. Thanks to Nik for suggesting this solution.

// A Space Optimized C program to count number of possible numbers  
// of given length  
#include <stdio.h>  
  
// Return count of all possible numbers of length n  
// in a given numeric keyboard  
int getCount(char keypad[][3], int n)  
{  
 if(keypad == NULL || n <= 0)  
 return 0;  
 if(n == 1)  
 return 10;  
  
 // odd[i], even[i] arrays represent count of numbers starting  
 // with digit i for any length j  
 int odd[10], even[10];  
 int i = 0, j = 0, useOdd = 0, totalCount = 0;  
  
 for (i=0; i<=9; i++)  
 odd[i] = 1; // for j = 1  
  
 for (j=2; j<=n; j++) // Bottom Up calculation from j = 2 to n  
 {  
 useOdd = 1 - useOdd;  
  
 // Here we are explicitly writing lines for each number 0  
 // to 9. But it can always be written as DFS on 4X3 grid  
 // using row, column array valid moves  
 if(useOdd == 1)  
 {  
 even[0] = odd[0] + odd[8];  
 even[1] = odd[1] + odd[2] + odd[4];  
 even[2] = odd[2] + odd[1] + odd[3] + odd[5];  
 even[3] = odd[3] + odd[2] + odd[6];  
 even[4] = odd[4] + odd[1] + odd[5] + odd[7];  
 even[5] = odd[5] + odd[2] + odd[4] + odd[8] + odd[6];  
 even[6] = odd[6] + odd[3] + odd[5] + odd[9];  
 even[7] = odd[7] + odd[4] + odd[8];  
 even[8] = odd[8] + odd[0] + odd[5] + odd[7] + odd[9];  
 even[9] = odd[9] + odd[6] + odd[8];  
 }  
 else  
 {  
 odd[0] = even[0] + even[8];  
 odd[1] = even[1] + even[2] + even[4];  
 odd[2] = even[2] + even[1] + even[3] + even[5];  
 odd[3] = even[3] + even[2] + even[6];  
 odd[4] = even[4] + even[1] + even[5] + even[7];  
 odd[5] = even[5] + even[2] + even[4] + even[8] + even[6];  
 odd[6] = even[6] + even[3] + even[5] + even[9];  
 odd[7] = even[7] + even[4] + even[8];  
 odd[8] = even[8] + even[0] + even[5] + even[7] + even[9];  
 odd[9] = even[9] + even[6] + even[8];  
 }  
 }  
  
 // Get count of all possible numbers of length "n" starting  
 // with digit 0, 1, 2, ..., 9  
 totalCount = 0;  
 if(useOdd == 1)  
 {  
 for (i=0; i<=9; i++)  
 totalCount += even[i];  
 }  
 else  
 {  
 for (i=0; i<=9; i++)  
 totalCount += odd[i];  
 }  
 return totalCount;  
}  
  
// Driver program to test above function  
int main()  
{  
 char keypad[4][3] = {{'1','2','3'},  
 {'4','5','6'},  
 {'7','8','9'},  
 {'\*','0','#'}  
 };  
 printf("Count for numbers of length %d: %d\n", 1, getCount(keypad, 1));  
 printf("Count for numbers of length %d: %d\n", 2, getCount(keypad, 2));  
 printf("Count for numbers of length %d: %d\n", 3, getCount(keypad, 3));  
 printf("Count for numbers of length %d: %d\n", 4, getCount(keypad, 4));  
 printf("Count for numbers of length %d: %d\n", 5, getCount(keypad, 5));  
  
 return 0;  
}

Output:

Count for numbers of length 1: 10  
Count for numbers of length 2: 36  
Count for numbers of length 3: 138  
Count for numbers of length 4: 532  
Count for numbers of length 5: 2062

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Morgan Stanley Interview | Set 14 (On-Campus)

Morgan Stanley recently visited our campus for post of **Tech & Full Time Analyst**. So here is how it went.

**1st Round: Coding and MCQ round:**  
 There were 20 MCQs and 2 coding questions and the test was conducted on Hacker-rank platform.  
 The MCQs were based on topics like aptitude, Basic Data structures, OOP and some input output questions.  
 The first Coding question was comparatively easy and the 2nd coding question was also based on finding the Maximum Sum Subarray.  
 I was able to code the first question and I could not get the time to solve the 2nd question, but my friends told that it was easy and as the test cases were very weak so even O(N^3) also passed.  
 After this round, 29 students were called for technical interviews.

**2nd Round: Technical PI:**  
 My interview was one of the first to be scheduled. I don’t know if it was random or my aptitude went well. But many of my friends were able to pass good number of test cases of the 2nd question as well and I was not able to code the 2nd question.

**1. He first asked me that if I were given a file in which there are alphanumeric characters, I need to find the top 2 words having only alphabetic characters.**  
 **For example: “1. H1i hen 1ss you hen he s you hen he he 1ss 1ss¬“ should give the answer as “he” and “hen”**

I asked him if there were two words that have the same frequency then should I print the word which was most recently accessed. He told me that it was my own choice to do so. I decided to implement this feature.  
 I first told him to use a Hash-map for each word. He asked me some questions as to how to check for the numbers that come between the words and then I thought that there was many test cases to handle in this approach.  
 Then I told him to use **Trie and MinHeap**. He then told me to code the logic and I did as I was told. I explained all the corner cases prior to him and he seemed pretty happy with this solution.

2. **Explain me Polymorphism using this Kinley bottle. I do not know anything about Java so please do not use any jargons**.

3. **He asked me an SQL query which used GROUP BY but I cannot recollect the question**.

4. **Given an array, where only one number is repeating one number of times, find the number. (Using XOR in one pass)**

5. **If there is no restriction on how frequently the number is going to repeat for example there can be 5 numbers occurring 3 number of times and 2 number repeating 6 times and 1 number repeating once, we need to find the number repeating once**.  
 Example: “1 2 3 2 3 3 3 3 3 3 3 3 4 4 4 5 5 “has got 1 as the element repeating exactly once.  
 He told me to do it in one pass of the array only. I did it using Balanced BST and I wanted to improve on this solution but as time was running out, he asked me to stop.  
 After this round, 11 students were selected for the next rounds. After this round there were no eliminations and then results were declared.

**3rd Round: Group Activity Round:**  
 Out of 11 selected members, we were split up into teams of size 6 and 5. I was the one in the team of size 6.

The time allotted was 30 minutes and there was a mentor from their side who would check how we did after 15 minutes and give some suggestions.

We were given the following task:

We need to prepare an idea for a start-up and present our idea in front of group of investors. We were given 2 chart papers, a Lego kit, few markers and Play-Doh.

In the first chart paper we were told to prepare the logo, name of start-up, objectives, features.

In the other chart paper we were told to provide the Business model, Unique Selling Point of Idea and when our company would start earning profits.

Our Approach:  
 We first discussed about the idea that we were going to work on. Amongst the brain-storming of ideas, I told to do something related to Health Care sector. But as everyone was interested in the idea to provide training for budding start-ups and work as the company to bridge the gap between investors and new ideas, we decided to take this idea.

We divided ourselves into 2 groups of 3 each. I was in the group to prepare the logo and everything (i.e. working on first chart).

Because I was not sure about the idea I asked some doubts to the person who had given the idea. I then helped in giving the name to the company and preparing the logo for the company. I also helped in cementing our objectives and features.

After 15 minutes, our mentor asked some questions related to uniqueness of our idea. He gave some advice and then we were again back to the task.

Evaluation:

I was very nervous about this because there were more than 5 people evaluating us.

They asked us questions like:  
 a. We have already received such an idea. How is your idea unique?

b. Did you at any point of time think that the idea was not sustainable after deciding the idea?

c. How much did we require for our start-up and when would it start earning profits?

d. How will you publicise the start-up and how will people be attracted by you?

I was quiet during all of this and I simply nodded to what all were saying.

**4th Round: HR Round:**  
 1. Tell me something about yourself.

2. Tell me your family background.  
 Then there was some discussion about how I thought I performed in my previous rounds. I told him that I am very strong technically so I was most comfortable during that round.

I frankly told him that I was not my best during the Group Activity Round and that I could have performed better. He then asked me why I was not able to perform well during that round.

I told him that the idea was not my idea and in the initial stage I had to clear my doubts. Then after we divided us in 2 teams, I was the one who gave the idea of the Logo and the name of the start-up.

I also told him that in all the group projects, I have been the leader and I have been the person who keeps collecting the data before going to any meeting and that I was an active contributor to any of the group meetings.

3. He gave me a scenario that if there is some person in my team who is not doing anything, what would I do. I kept giving him response and he kept on saying that the person is too rigid to participate.  
 I finally told him that I would report to some higher authority.

4. What is the one quality about you that Morgan Stanley would hire you?

5. If I were to go to your college and ask your friends to list two qualities about you, what would they say?

6. Which is your weak point?

7. What is the problem that the Indian society is currently facing? He then asked me that if I were the advisor to the finance minister and we had conflicting ideas, how I would go about solving that dispute.

8. What are your hobbies?

9. If you are given 2 opportunities, one is to pursue your hobby and the other is the programming job at Morgan Stanley, how will you go about choosing one between them and also tell which will you choose.  
 I chose Programming Job.

10. If you have 2 job opportunities, Programming Job at Morgan Stanley and Programming Job at Google, how will you go about choosing one of them?

11. Have you ever faced any situations where you had to choose between two things that are of equal priority, how did you go about deciding which to choose?

12. Do you plan to go for higher studies? Why or Why Not?

13. 2 points that you have in mind about the presentation shown earlier about Morgan Stanley.

14. Any questions?

**5th Round: HR Round/ Professional Fitness Round:**  
 1. Tell me something about yourself.

2. Family Background.

3. Why did you choose Research Internship as compared to Industrial Internship?

4. How often you go back home? How often do you interact with your family?

5. Here too I told that I was not good in the Group Activity Round. He asked me many situational questions as what you did during the brain storming of selection of an idea etc.

6. Any questions? I asked about the work culture at Morgan Stanley. I asked him what is the thing that keeps the employees excited about the work they do because Excitement is the biggest driving factor for anyone.

**6th Round: Technical PI**  
 1. You need to evaluate an expression and the priority of operators would be given by the user. The associativity of operators is Left to right. He asked me to code the question and then he reviewed it.

2. Database design Question:

Design Database for the pay roll system for various companies having many departments. Every employee has his salary in 3 parts: Basic, HRA and PA. Every employee can have multiple accounts and he would give the percentage of salary to be deposited in each account.

To summarize:  
 Each Company can have many department. If any employee is in 2 departments, than I had another tuple for that. So an employee can be part of 2 departments.

Each Employee can have multiple accounts and Salary has 3 components: Basic, HRA and PA.

3. Query for the database:

Find the top 3 departments in each company that has got maximum sum of salaries of all employees under that department.

4. Any Questions?  
 It was very lengthy process and they don’t just judge you technically, they see your situational response, team management skills.

Here are some points that I think helped me to get selected:

a. Leadership shown during the Group Activity is not enough, you need to be the leader for your projects as well.

b. HR interviews are very difficult because they are very frank and they are like rapid fire rounds, so do not be fake. They are making notes about your personality and if you contradict with the response that you had given earlier, they will catch you.

c. Confidence during Interviews as well as the Group Activity. Talk out loud to the interviewer, let him know what is in your head.

If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.
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# Morgan Stanley Interview | Set 15 (On-Campus)

Recently Morgan Stanley visited our Campus for recruitment. Here’s my experience.

**Round 1 (Aptitude):**

19 MCQ on CS concepts.  
 2 easy coding questions

Find maximum contiguous sub array sum in a given array.  
 Given an array find the sum of elements between the given range.

In both the questions the test cases were very easy and also time limit was also not strict.

**Round 2 (F2F):**  
 One on One interview were help the next day. I waited for about 3 hrs for my turn.  
 The following questions were asked to me:

Parse floating point numbers from a stream of input.  
 How would you implement the Tabs system of chrome where closing one tab will automatically take you to the previously modified one.  
 CS concepts like Virtual Memory and Paging etc.  
 Data structures to implement LRU and LFU caches.  
 Asked me about my language of choice- I said C++.  
 Then he discussed Virtual Functions in C++. How to implement them and why they are required.

I was rejected after the interview and only 9 students were shortlisted.  
 **Tips;**

Stay calm and focused.  
 Try to understand the question correctly and represent your thought process.  
 Approach as you would do in a real life scenario.

I thank GeeksForGeeks for providing such an amazing place to share our experiences and gain load from it.

If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.
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# Multiply two integers without using multiplication, division and bitwise operators, and no loops

Asked by [Kapil](http://geeksforgeeks.org/forum/topic/multiply-two-numbers)

By making use of recursion, we can multiply two integers with the given constraints.

To multiply x and y, recursively add x y times.

Thanks to [geek4u](http://geeksforgeeks.org/forum/topic/multiply-two-numbers)for suggesting this method.

#include<stdio.h>  
/\* function to multiply two numbers x and y\*/  
int multiply(int x, int y)  
{  
 /\* 0 multiplied with anything gives 0 \*/  
 if(y == 0)  
 return 0;  
  
 /\* Add x one by one \*/   
 if(y > 0 )  
 return (x + multiply(x, y-1));  
   
 /\* the case where y is negative \*/   
 if(y < 0 )  
 return -multiply(x, -y);  
}  
  
int main()  
{  
 printf("\n %d", multiply(5, -11));  
 getchar();  
 return 0;  
}

Time Complexity: O(y) where y is the second argument to function multiply().

Please write comments if you find any of the above code/algorithm incorrect, or find better ways to solve the same problem.
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# Multiply two polynomials

Given two polynomials represented by two arrays, write a function that multiplies given two polynomials.

Example:

Input: A[] = {5, 0, 10, 6}   
 B[] = {1, 2, 4}   
Output: prod[] = {5, 10, 30, 26, 52, 24}  
  
The first input array represents "5 + 0x^1 + 10x^2 + 6x^3"  
The second array represents "1 + 2x^1 + 4x^2"   
And Output is "5 + 10x^1 + 30x^2 + 26x^3 + 52x^4 + 24x^5"

**We strongly recommend to minimize your browser and try this yourself first.**

A simple solution is to one by one consider every term of first polynomial and multiply it with every term of second polynomial. Following is algorithm of this simple method.

multiply(A[0..m-1], B[0..n01])  
1) Create a product array prod[] of size m+n-1.  
2) Initialize all entries in prod[] as 0.  
3) Travers array A[] and do following for every element A[i]  
...(3.a) Traverse array B[] and do following for every element B[j]  
 prod[i+j] = prod[i+j] + A[i] \* B[j]  
4) Return prod[].

The following is C++ implementation of above algorithm.

// Simple C++ program to multiply two polynomials  
#include <iostream>  
using namespace std;  
  
// A[] represents coefficients of first polynomial  
// B[] represents coefficients of second polynomial  
// m and n are sizes of A[] and B[] respectively  
int \*multiply(int A[], int B[], int m, int n)  
{  
 int \*prod = new int[m+n-1];  
  
 // Initialize the porduct polynomial  
 for (int i = 0; i<m+n-1; i++)  
 prod[i] = 0;  
  
 // Multiply two polynomials term by term  
  
 // Take ever term of first polynomial  
 for (int i=0; i<m; i++)  
 {  
 // Multiply the current term of first polynomial  
 // with every term of second polynomial.  
 for (int j=0; j<n; j++)  
 prod[i+j] += A[i]\*B[j];  
 }  
  
 return prod;  
}  
  
// A utility function to print a polynomial  
void printPoly(int poly[], int n)  
{  
 for (int i=0; i<n; i++)  
 {  
 cout << poly[i];  
 if (i != 0)  
 cout << "x^" << i ;  
 if (i != n-1)  
 cout << " + ";  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // The following array represents polynomial 5 + 10x^2 + 6x^3  
 int A[] = {5, 0, 10, 6};  
  
 // The following array represents polynomial 1 + 2x + 4x^2  
 int B[] = {1, 2, 4};  
 int m = sizeof(A)/sizeof(A[0]);  
 int n = sizeof(B)/sizeof(B[0]);  
  
 cout << "First polynomial is \n";  
 printPoly(A, m);  
 cout << "\nSecond polynomial is \n";  
 printPoly(B, n);  
  
 int \*prod = multiply(A, B, m, n);  
  
 cout << "\nProduct polynomial is \n";  
 printPoly(prod, m+n-1);  
  
 return 0;  
}

Output

First polynomial is  
5 + 0x^1 + 10x^2 + 6x^3  
Second polynomial is  
1 + 2x^1 + 4x^2  
Product polynomial is  
5 + 10x^1 + 30x^2 + 26x^3 + 52x^4 + 24x^5

Time complexity of the above solution is O(mn). If size of two polynomials same, then time complexity is O(n2).

**Can we do better?**  
 There are methods to do multiplication faster than O(n2) time. These methods are mainly based on [divide and conquer](http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/). Following is one simple method that divides the given polynomial (of degree n) into two polynomials one containing lower degree terms(lower than n/2) and other containing higher degree terns (higher than or equal to n/2)

Let the two given polynomials be A and B.   
For simplicity, Let us assume that the given two polynomials are of  
same degree and have degree in powers of 2, i.e., n = 2i  
  
The polynomial 'A' can be written as A0 + A1\*xn/2  
The polynomial 'B' can be written as B0 + B1\*xn/2  
  
For example 1 + 10x + 6x2 - 4x3 + 5x4 can be  
written as (1 + 10x) + (6 - 4x + 5x2)\*x2  
  
A \* B = (A0 + A1\*xn/2) \* (B0 + B1\*xn/2)  
 = A0\*B0 + A0\*B1\*xn/2 + A1\*B0\*xn/2 + A1\*B1\*xn  
 = A0\*B0 + (A0\*B1 + A1\*B0)xn/2 + A1\*B1\*xn

So the above divide and conquer approach requires 4 multiplications and O(n) time to add all 4 results. Therefore the time complexity is T(n) = 4T(n/2) + O(n). The solution of the recurrence is O(n2) which is same as the above simple solution.

The idea is to reduce number of multiplications to 3 and make the recurrence as T(n) = 3T(n/2) + O(n)

***How to reduce number of multiplications?***  
 This requires a little trick similar to[Strassen’s Matrix Multiplication.](http://www.geeksforgeeks.org/strassens-matrix-multiplication/) We do following 3 multiplications.

X = (A0 + A1)\*(B0 + B1) // First Multiplication  
Y = A0B0 // Second   
Z = A1B1 // Third  
  
The missing middle term in above multiplication equation A0\*B0 + (A0\*B1 +   
A1\*B0)xn/2 + A1\*B1\*xn can obtained using below.  
A0B1 + A1B0 = X - Y - Z

So the time taken by this algorithm is T(n) = 3T(n/2) + O(n)  
 The solution of above recurrence is O(nLg3) which is better than O(n2).

We will soon be discussing implementation of above approach.

There is a O(nLogn) algorithm also that uses Fast Fourier Transform to multiply two polynomials (Refer [this](https://www.cs.iastate.edu/~cs577/handouts/polymultiply.pdf) and [this](http://www.cs.cmu.edu/afs/cs/academic/class/15451-s10/www/lectures/lect0423.txt)for details)

**Sources:**  
 <http://www.cse.ust.hk/~dekai/271/notes/L03/L03.pdf>

This article is contributed by Harsh. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/multiply-two-polynomials-2/>

# Pascal's Triangle

[Pascal’s triangle](http://en.wikipedia.org/wiki/Pascal's_triangle) is a triangular array of the binomial coefficients. Write a function that takes an integer value n as input and prints first n lines of the Pascal’s triangle. Following are the first 6 rows of Pascal’s Triangle.

1   
1 1   
1 2 1   
1 3 3 1   
1 4 6 4 1   
1 5 10 10 5 1

**Method 1 ( O(n^3) time complexity )**  
 Number of entries in every line is equal to line number. For example, the first line has “1”, the second line has “1 1″, the third line has “1 2 1″,.. and so on. Every entry in a line is value of a [Binomial Coefficient](http://en.wikipedia.org/wiki/Binomial_coefficient). The value of ***i***th entry in line number *line* is *C(line, i)*. The value can be calculated using following formula.

C(line, i) = line! / ( (line-i)! \* i! )

A simple method is to run two loops and calculate the value of Binomial Coefficient in inner loop.

// A simple O(n^3) program for Pascal's Triangle  
#include <stdio.h>  
  
// See http://www.geeksforgeeks.org/archives/25621 for details of this function  
int binomialCoeff(int n, int k);  
  
// Function to print first n lines of Pascal's Triangle  
void printPascal(int n)  
{  
 // Iterate through every line and print entries in it  
 for (int line = 0; line < n; line++)  
 {  
 // Every line has number of integers equal to line number  
 for (int i = 0; i <= line; i++)  
 printf("%d ", binomialCoeff(line, i));  
 printf("\n");  
 }  
}  
  
// See http://www.geeksforgeeks.org/archives/25621 for details of this function  
int binomialCoeff(int n, int k)  
{  
 int res = 1;  
 if (k > n - k)  
 k = n - k;  
 for (int i = 0; i < k; ++i)  
 {  
 res \*= (n - i);  
 res /= (i + 1);  
 }  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 7;  
 printPascal(n);  
 return 0;  
}

Time complexity of this method is O(n^3). Following are optimized methods.

**Method 2( O(n^2) time and O(n^2) extra space )**  
 If we take a closer at the triangle, we observe that every entry is sum of the two values above it. So we can create a 2D array that stores previously generated values. To generate a value in a line, we can use the previously stored values from array.
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// A O(n^2) time and O(n^2) extra space method for Pascal's Triangle  
void printPascal(int n)  
{  
 int arr[n][n]; // An auxiliary array to store generated pscal triangle values  
  
 // Iterate through every line and print integer(s) in it  
 for (int line = 0; line < n; line++)  
 {  
 // Every line has number of integers equal to line number  
 for (int i = 0; i <= line; i++)  
 {  
 // First and last values in every row are 1  
 if (line == i || i == 0)  
 arr[line][i] = 1;  
 else // Other values are sum of values just above and left of above  
 arr[line][i] = arr[line-1][i-1] + arr[line-1][i];  
 printf("%d ", arr[line][i]);  
 }  
 printf("\n");  
 }  
}

This method can be optimized to use O(n) extra space as we need values only from previous row. So we can create an auxiliary array of size n and overwrite values. Following is another method uses only O(1) extra space.

**Method 3 ( O(n^2) time and O(1) extra space )**  
 This method is based on method 1. We know that ***i***th entry in a line number *line* is Binomial Coefficient *C(line, i)* and all lines start with value 1. The idea is to calculate *C(line, i)* using *C(line, i-1)*. It can be calculated in O(1) time using the following.

C(line, i) = line! / ( (line-i)! \* i! )  
C(line, i-1) = line! / ( (line - i + 1)! \* (i-1)! )  
We can derive following expression from above two expressions.  
C(line, i) = C(line, i-1) \* (line - i + 1) / i  
  
So C(line, i) can be calculated from C(line, i-1) in O(1) time

// A O(n^2) time and O(1) extra space function for Pascal's Triangle  
void printPascal(int n)  
{  
 for (int line = 1; line <= n; line++)  
 {  
 int C = 1; // used to represent C(line, i)  
 for (int i = 1; i <= line; i++)   
 {  
 printf("%d ", C); // The first value in a line is always 1  
 C = C \* (line - i) / i;   
 }  
 printf("\n");  
 }  
}

So method 3 is the best method among all, but it may cause integer overflow for large values of n as it multiplies two integers to obtain values.

This article is compiled by **Rahul** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pascal-triangle/>

# Pattern Searching | Set 8 (Suffix Tree Introduction)

Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

**Preprocess Pattern or Preoprocess Text?**  
 We have discussed the following algorithms in the previous posts:

[KMP Algorithm](http://www.geeksforgeeks.org/archives/11902)  
 [Rabin Karp Algorithm](http://www.geeksforgeeks.org/archives/11937)  
 [Finite Automata based Algorithm](http://www.geeksforgeeks.org/archives/18919)  
 [Boyer Moore Algorithm](http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/)

All of the above algorithms preprocess the pattern to make the pattern searching faster. The best time complexity that we could get by preprocessing pattern is O(n) where n is length of the text. In this post, we will discuss an approach that preprocesses the text. A suffix tree is built of the text. After preprocessing text (building suffix tree of text), we can search any pattern in O(m) time where m is length of the pattern.  
 Imagine you have stored complete work of [William Shakespeare](http://en.wikipedia.org/wiki/William_Shakespeare) and preprocessed it. You can search any string in the complete work in time just proportional to length of the pattern. This is really a great improvement because length of pattern is generally much smaller than text.  
 Preprocessing of text may become costly if the text changes frequently. It is good for fixed text or less frequently changing text though.

**A Suffix Tree for a given text is a compressed trie for all suffixes of the given text**. We have discussed [Standard Trie](http://www.geeksforgeeks.org/trie-insert-and-search/). Let us understand **Compressed Trie** with the following array of words.

{bear, bell, bid, bull, buy, sell, stock, stop}

Following is standard trie for the above input set of words.  
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Following is the compressed trie. Compress Trie is obtained from standard trie by joining chains of single nodes. The nodes of a compressed trie can be stored by storing index ranges at the nodes.  
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**How to build a Suffix Tree for a given text?**  
 As discussed above, Suffix Tree is compressed trie of all suffixes, so following are very abstract steps to build a suffix tree from given text.  
 1) Generate all suffixes of given text.  
 2) Consider all suffixes as individual words and build a compressed trie.

Let us consider an example text “banana\0″ where ‘\0′ is string termination character. Following are all suffixes of “banana\0″

banana\0  
anana\0  
nana\0  
ana\0  
na\0  
a\0  
\0

If we consider all of the above suffixes as individual words and build a trie, we get following.  
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If we join chains of single nodes, we get the following compressed trie, which is the Suffix Tree for given text “banana\0″  
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Please note that above steps are just to manually create a Suffix Tree. We will be discussing actual algorithm and implementation in a separate post.

**How to search a pattern in the built suffix tree?**  
 We have discussed above how to build a Suffix Tree which is needed as a preprocessing step in pattern searching. Following are abstract steps to search a pattern in the built Suffix Tree.  
 **1)** Starting from the first character of the pattern and root of Suffix Tree, do following for every character.  
 …..**a)** For the current character of pattern, if there is an edge from the current node of suffix tree, follow the edge.  
 …..**b)** If there is no edge, print “pattern doesn’t exist in text” and return.  
 **2)** If all characters of pattern have been processed, i.e., there is a path from root for characters of the given pattern, then print “Pattern found”.

Let us consider the example pattern as “nan” to see the searching process. Following diagram shows the path followed for searching “nan” or “nana”.
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**How does this work?**  
 Every pattern that is present in text (or we can say every substring of text) must be a prefix of one of all possible suffixes. The statement seems complicated, but it is a simple statement, we just need to take an example to check validity of it.

**Applications of Suffix Tree**  
 Suffix tree can be used for a wide range of problems. Following are some famous problems where Suffix Trees provide optimal time complexity solution.  
 1) Pattern Searching  
 2) [Finding the longest repeated substring](http://en.wikipedia.org/wiki/Longest_repeated_substring_problem)  
 3) [Finding the longest common substring](http://en.wikipedia.org/wiki/Longest_common_substring_problem)  
 4) [Finding the longest palindrome in a string](http://en.wikipedia.org/wiki/Longest_palindromic_substring)

There are many more applications. See [this](http://en.wikipedia.org/wiki/Suffix_tree#Functionality)for more details.

Ukkonen’s Suffix Tree Construction is discussed in following articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

**References:**  
 <http://fbim.fh-regensburg.de/~saj39122/sal/skript/progr/pr45102/Tries.pdf>  
 <http://www.cs.ucf.edu/~shzhang/Combio12/lec3.pdf>  
 <http://www.allisons.org/ll/AlgDS/Tree/Suffix/>

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/>

# Power Set

**Power Set** Power set P(S) of a set S is the set of all subsets of S. For example S = {a, b, c} then P(s) = {{}, {a}, {b}, {c}, {a,b}, {a, c}, {b, c}, {a, b, c}}.

If S has n elements in it then P(s) will have 2^n elements

**Algorithm:**

Input: Set[], set\_size  
1. Get the size of power set  
 powet\_set\_size = pow(2, set\_size)  
2 Loop for counter from 0 to pow\_set\_size  
 (a) Loop for i = 0 to set\_size  
 (i) If ith bit in counter is set  
 Print ith element from set for this subset  
 (b) Print seperator for subsets i.e., newline

**Example:**

Set = [a,b,c]  
power\_set\_size = pow(2, 3) = 8  
Run for binary counter = 000 to 111  
  
Value of Counter Subset  
 000 -> Empty set  
 001 -> a  
 011 -> ab  
 100 -> c  
 101 -> ac  
 110 -> bc  
 111 -> abc

**Program:**

#include <stdio.h>  
#include <math.h>  
  
void printPowerSet(char \*set, int set\_size)  
{  
 /\*set\_size of power set of a set with set\_size  
 n is (2\*\*n -1)\*/  
 unsigned int pow\_set\_size = pow(2, set\_size);  
 int counter, j;  
  
 /\*Run from counter 000..0 to 111..1\*/  
 for(counter = 0; counter < pow\_set\_size; counter++)  
 {  
 for(j = 0; j < set\_size; j++)  
 {  
 /\* Check if jth bit in the counter is set  
 If set then pront jth element from set \*/  
 if(counter & (1<<j))  
 printf("%c", set[j]);  
 }  
 printf("\n");  
 }  
}  
  
/\*Driver program to test printPowerSet\*/  
int main()  
{  
 char set[] = {'a','b','c'};  
 printPowerSet(set, 3);  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n2^n)

There are more efficient ways of doing this. Will update here soon with more efficient method.

**References:**  
 <http://en.wikipedia.org/wiki/Power_set>

### Source

<http://www.geeksforgeeks.org/power-set/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Practice Questions for Recursion | Set 2

Explain the functionality of following functions.

**Question 1**

/\* Assume that n is greater than or equal to 1 \*/  
int fun1(int n)  
{  
 if(n == 1)  
 return 0;  
 else  
 return 1 + fun1(n/2);  
}

Answer: The function calculates and returns [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEQAAAATCAQAAACDkWN2AAAAAmJLR0QA/vCI/CkAAAAJcEhZcwAAAEgAAABIAEbJaz4AAAAJdnBBZwAAAEQAAAATAOD0tOEAAAIpSURBVEjHvZbtcdswDIYf5DoAL91A3kDpCPIGSjNB5A3k6wQ9egOnG8TegN4gtjeQNkitDdAfomRKsnTKpS38hyAAGsCLD6H8ix/phCy7ecsuYCLiv+LGDjMhjdgOLe4weJKYLSeJ+CSJZavVuFxLTpL2Lg24wC+DEn0yG4bTDK2eDu6u4+tEHLPpO9sZWsd+Tu5mGH2MHjnM0HI8dS++jGlKhqFigdMDgBgsBV95BxY43Y8YJloGbyx454WMiiU/9dxqHbCzHBELugYQJ0b3wC9K3YA4HGvuR+wMVXD+zZET6AYELMtGptWwKVynaJRIIUKbBiThoigUdf9juxa9oosp2nOikNXWCjYcFAo6UazX9AaFW2IkBvY+noSdjziRXHLZ9WJrM6IHYMmrZ2PeBtmbUyMDeqOQHFi3NRPrBiTFsQjc6DxPwrPXTlh1H+z36Bg0UTOs6yRiByBoO3vM7ZRfISajCAc/poFsEhoteWHtmR9NJJKFydQzDwBEvdjOAVQJpZc9sK91PX1rIRtmhBiH4kh8DJacbRMFUev+KVxpuO4SI7/yWPL27S3ZNXPY7lrEMdUDnSS7GiwMCZcWuLz5qw+O+KLHu7mTNaasB5VWesCPLEmpdNOtfq04Sjz9mKTDNTCza3QviKUAYMGzliAJ97xKxKqtp1p3JTseJ9wwPOkNucNgpr4fRsFqjpeBzNz++GnhNB1dg8EJ1tdyuAn+G0nql5/7A8fJVzg382emAAAAInRFWHRjb21tZW50AFJlbmRlcmVkIGJ5IFF1aWNrTGFUZVguY29tIEnQtgAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxMS0wOS0wOFQyMDozODozOSswOTowMM1F1n8AAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTEtMDktMDhUMjA6Mzg6MzkrMDk6MDC8GG7DAAAAAElFTkSuQmCC)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/log2floor.png). For example, if n is between 8 and 15 then fun1() returns 3. If n is between 16 to 31 then fun1() returns 4.

**Question 2**

/\* Assume that n is greater than or equal to 0 \*/  
void fun2(int n)  
{  
 if(n == 0)  
 return;  
  
 fun2(n/2);  
 printf("%d", n%2);  
}

Answer: The function fun2() prints binary equivalent of n. For example, if n is 21 then fun2() prints 10101.

Note that above functions are just for practicing recursion, they are not the ideal implementation of the functionality they provide.

Please write comments if you find any of the answers/codes incorrect.

### Source

<http://www.geeksforgeeks.org/practice-questions-for-recursion-set-2/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Practice Questions for Recursion | Set 3

Explain the functionality of below recursive functions.

**Question 1**

void fun1(int n)  
{  
 int i = 0;   
 if (n > 1)  
 fun1(n-1);  
 for (i = 0; i < n; i++)  
 printf(" \* ");  
}

Answer: Total numbers of stars printed is equal to 1 + 2 + …. (n-2) + (n-1) + n, which is n(n+1)/2.

**Question 2**

#define LIMIT 1000  
void fun2(int n)  
{  
 if (n <= 0)  
 return;  
 if (n > LIMIT)  
 return;  
 printf("%d ", n);  
 fun2(2\*n);  
 printf("%d ", n);  
}

Answer: For a positive n, fun2(n) prints the values of n, 2n, 4n, 8n … while the value is smaller than LIMIT. After printing values in increasing order, it prints same numbers again in reverse order. For example fun2(100) prints 100, 200, 400, 800, 800, 400, 200, 100.  
 If n is negative, then it becomes a non-terminating recursion and causes overflow.

Please write comments if you find any of the answers/codes incorrect, or you want to share more information about the topics discussed above.

### Source

<http://www.geeksforgeeks.org/practice-questions-for-recursion-set-3/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Practice Questions for Recursion | Set 4

**Question 1**  
 Predict the output of following program.

#include<stdio.h>  
void fun(int x)  
{  
 if(x > 0)  
 {  
 fun(--x);  
 printf("%d\t", x);  
 fun(--x);  
 }  
}  
  
int main()  
{  
 int a = 4;  
 fun(a);  
 getchar();  
 return 0;  
}

Output: 0 1 2 0 3 0 1

fun(4);  
 /  
 fun(3), print(3), fun(2)(prints 0 1)  
 /  
 fun(2), print(2), fun(1)(prints 0)  
 /  
 fun(1), print(1), fun(0)(does nothing)  
 /  
 fun(0), print(0), fun(-1) (does nothing)

**Question 2**  
 Predict the output of following program. What does the following fun() do in general?

int fun(int a[],int n)  
{  
 int x;  
 if(n == 1)  
 return a[0];  
 else  
 x = fun(a, n-1);  
 if(x > a[n-1])  
 return x;  
 else  
 return a[n-1];  
}  
  
int main()  
{  
 int arr[] = {12, 10, 30, 50, 100};  
 printf(" %d ", fun(arr, 5));  
 getchar();  
 return 0;  
}

Output: 100  
 fun() returns the maximum value in the input array a[] of size n.

**Question 3**  
 Predict the output of following program. What does the following fun() do in general?

int fun(int i)  
{  
 if ( i%2 ) return (i++);  
 else return fun(fun( i - 1 ));  
}  
  
int main()  
{  
 printf(" %d ", fun(200));  
 getchar();  
 return 0;  
}

Output: 199  
 If n is odd then returns n, else returns (n-1). Eg., for n = 12, you get 11 and for n = 11 you get 11. The statement *“return i++;”* returns value of i only as it is a post increment.

Please write comments if you find any of the answers/codes incorrect, or you want to share more information/questions about the topics discussed above.

### Source

<http://www.geeksforgeeks.org/practice-questions-for-recursion-set-4/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Practice Questions for Recursion | Set 5

**Question 1**

Predict the output of following program. What does the following fun() do in general?

#include<stdio.h>  
  
int fun(int a, int b)   
{  
 if (b == 0)  
 return 0;  
 if (b % 2 == 0)  
 return fun(a+a, b/2);  
  
 return fun(a+a, b/2) + a;  
}  
  
int main()  
{  
 printf("%d", fun(4, 3));  
 getchar();  
 return 0;  
}

Output: 12

It calulates a\*b (a multipied b).

**Question 2**  
 In question 1, if we replace + with \* and replace return 0 with return 1, then what does the changed function do? Following is the changed function.

#include<stdio.h>  
  
int fun(int a, int b)  
{  
 if (b == 0)  
 return 1;  
 if (b % 2 == 0)  
 return fun(a\*a, b/2);  
  
 return fun(a\*a, b/2)\*a;  
}  
  
int main()  
{  
 printf("%d", fun(4, 3));  
 getchar();  
 return 0;  
}

Output: 64  
 It calulates a^b (a raised to power b).

**Question 3**  
 Predict the output of following program. What does the following fun() do in general?

#include<stdio.h>  
  
 int fun(int n)  
 {  
 if (n > 100)  
 return n - 10;  
 return fun(fun(n+11));  
 }  
  
int main()  
{  
 printf(" %d ", fun(99));  
 getchar();  
 return 0;  
}

Output: 91

fun(99) = fun(fun(110)) since 99 ? 100  
 = fun(100) since 110 > 100  
 = fun(fun(111)) since 100 ? 100  
 = fun(101) since 111 > 100  
 = 91 since 101 > 100

Returned value of fun() is 91 for all integer rguments n 101. This function is known as [McCarthy 91 function](http://en.wikipedia.org/wiki/McCarthy_91_function).

Please write comments if you find any of the answers/codes incorrect, or you want to share more information/questions about the topics discussed above.

### Source

<http://www.geeksforgeeks.org/practice-questions-for-recursion-set-5/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Practice Questions for Recursion | Set 6

**Question 1**  
 Consider the following recursive C function. Let *len* be the length of the string s and *num* be the number of characters printed on the screen, give the relation between *num* and *len* where *len* is always greater than 0.

void abc(char \*s)  
{  
 if(s[0] == '\0')  
 return;  
  
 abc(s + 1);  
 abc(s + 1);  
 printf("%c", s[0]);   
}

Following is the relation between *num* and *len*.

num = 2^len-1

s[0] is 1 time printed  
s[1] is 2 times printed  
s[2] is 4 times printed  
s[i] is printed 2^i times  
s[strlen(s)-1] is printed 2^(strlen(s)-1) times  
total = 1+2+....+2^(strlen(s)-1)  
 = (2^strlen(s)) - 1

For example, the following program prints 7 characters.

#include<stdio.h>  
  
void abc(char \*s)  
{  
 if(s[0] == '\0')  
 return;  
  
 abc(s + 1);  
 abc(s + 1);  
 printf("%c", s[0]);  
}  
  
int main()  
{  
 abc("xyz");  
 return 0;  
}

Thanks to [bharat nag](http://geeksforgeeks.org/forum/topic/microsoft-interview-question-for-software-engineerdeveloper-fresher-about-cpuzzles-5#post-30273) for suggesting this solution.

**Question 2**

#include<stdio.h>  
int fun(int count)  
{  
 printf("%d\n", count);  
 if(count < 3)  
 {  
 fun(fun(fun(++count)));  
 }  
 return count;  
}  
  
int main()  
{  
 fun(1);  
 return 0;  
}

Output:

1  
 2  
 3  
 3  
 3  
 3  
 3

The main() function calls fun(1). fun(1) prints “1” and calls fun(fun(fun(2))). fun(2) prints “2” and calls fun(fun(fun(3))). So the function call sequence becomes fun(fun(fun(fun(fun(3))))). fun(3) prints “3” and returns 3 (note that count is not incremented and no more functions are called as the if condition is not true for count 3). So the function call sequence reduces to fun(fun(fun(fun(3)))). fun(3) again prints “3” and returns 3. So the function call again reduces to fun(fun(fun(3))) which again prints “3” and reduces to fun(fun(3)). This continues and we get “3” printed 5 times on the screen.

Please write comments if you find any of the answers/codes incorrect, or you want to share more information/questions about the topics discussed above.

### Source

<http://www.geeksforgeeks.org/practice-questions-for-recursion-set-6/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Practice Questions for Recursion | Set 7

**Question 1** Predict the output of the following program. What does the following fun() do in general?

#include <stdio.h>  
  
int fun ( int n, int \*fp )  
{  
 int t, f;  
  
 if ( n <= 1 )  
 {  
 \*fp = 1;  
 return 1;  
 }  
 t = fun ( n-1, fp );  
 f = t + \*fp;  
 \*fp = t;  
 return f;  
}  
  
int main()  
{  
 int x = 15;  
 printf("%d\n",fun(5, &x));  
  
 return 0;  
}

Output:

8

The program calculates nth Fibonacci Number. The statement t = fun ( n-1, fp ) gives the (n-1)th Fibonacci number and \*fp is used to store the (n-2)th Fibonacci Number. Initial value of \*fp (which is 15 in the above prgram) doesn’t matter. Following recursion tree shows all steps from 1 to 10, for exceution of fun(5, &x).

(1) fun(5, fp)  
 / \  
 (2) fun(4, fp) (10) t = 5, f = 8, \*fp = 5  
 / \  
 (3) fun(3, fp) (9) t = 3, f = 5, \*fp = 3  
 / \  
 (4) fun(2, fp) (8) t = 2, f = 3, \*fp = 2  
 / \  
 (5) fun(1, fp) (7) t = 1, f = 2, \*fp = 1  
 /  
(6) \*fp = 1

**Question 2:** Predict the output of the following program.

#include <stdio.h>  
  
void fun(int n)  
{  
 if(n > 0)  
 {  
 fun(n-1);  
 printf("%d ", n);  
 fun(n-1);  
 }  
}  
  
int main()  
{  
 fun(4);  
 return 0;  
}

Output

1 2 1 3 1 2 1 4 1 2 1 3 1 2 1

fun(4)  
 /  
 fun(3), print(4), fun(3) [fun(3) prints 1 2 1 3 1 2 1]  
 /  
 fun(2), print(3), fun(2) [fun(2) prints 1 2 1]  
 /  
 fun(1), print(2), fun(1) [fun(1) prints 1]  
 /  
 fun(0), print(1), fun(0) [fun(0) does nothing]

Please write comments if you find any of the answers/codes incorrect, or you want to share more information/questions about the topics discussed above.

### Source

<http://www.geeksforgeeks.org/practice-questions-for-recursion-set-7/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Practice Questions for Recursion | Set 1

Explain the functionality of following functions.

**Question 1**

int fun1(int x, int y)   
{  
 if(x == 0)  
 return y;  
 else  
 return fun1(x - 1, x + y);  
}

Answer: The function fun() calculates and returns ((1 + 2 … + x-1 + x) +y) which is x(x+1)/2 + y. For example if x is 5 and y is 2, then fun should return 15 + 2 = 17.

**Question 2**

void fun2(int arr[], int start\_index, int end\_index)  
{  
 if(start\_index >= end\_index)   
 return;  
 int min\_index;   
 int temp;   
  
 /\* Assume that minIndex() returns index of minimum value in   
 array arr[start\_index...end\_index] \*/  
 min\_index = minIndex(arr, start\_index, end\_index);  
  
 temp = arr[start\_index];  
 arr[start\_index] = arr[min\_index];  
 arr[min\_index] = temp;   
  
 fun2(arr, start\_index + 1, end\_index);  
}

Answer: The function fun2() is a recursive implementation of [Selection Sort](http://en.wikipedia.org/wiki/Selection_sort).

Please write comments if you find any of the answers/codes incorrect, or you want to share more information about the topics discussed above.

### Source

<http://www.geeksforgeeks.org/practice-questions-for-recursion/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Make a fair coin from a biased coin

You are given a function foo() that represents a biased coin. When foo() is called, it returns 0 with 60% probability, and 1 with 40% probability. Write a new function that returns 0 and 1 with 50% probability each. Your function should use only foo(), no other library method.

**Solution:**  
 We know foo() returns 0 with 60% probability. How can we ensure that 0 and 1 are returned with 50% probability?  
 The solution is similar to [this](http://www.geeksforgeeks.org/archives/22539)post. If we can somehow get two cases with equal probability, then we are done. We call foo() two times. Both calls will return 0 with 60% probability. So the two pairs (0, 1) and (1, 0) will be generated with equal probability from two calls of foo(). Let us see how.

**(0, 1):** The probability to get 0 followed by 1 from two calls of foo() = 0.6 \* 0.4 = 0.24  
 **(1, 0):** The probability to get 1 followed by 0 from two calls of foo() = 0.4 \* 0.6 = 0.24

*So the two cases appear with equal probability. The idea is to return consider only the above two cases, return 0 in one case, return 1 in other case. For other cases [(0, 0) and (1, 1)], recur until you end up in any of the above two cases.*

The below program depicts how we can use foo() to return 0 and 1 with equal probability.

#include <stdio.h>  
   
int foo() // given method that returns 0 with 60% probability and 1 with 40%  
{  
 // some code here  
}  
  
// returns both 0 and 1 with 50% probability   
int my\_fun()   
{  
 int val1 = foo();  
 int val2 = foo();  
 if (val1 == 0 && val2 == 1)  
 return 0; // Will reach here with 0.24 probability  
 if (val1 == 1 && val2 == 0)  
 return 1; // // Will reach here with 0.24 probability  
 return my\_fun(); // will reach here with (1 - 0.24 - 0.24) probability  
}  
   
int main()  
{  
 printf ("%d ", my\_fun());  
 return 0;  
}

References:  
 <http://en.wikipedia.org/wiki/Fair_coin#Fair_results_from_a_biased_coin>

This article is compiled by **Shashank Sinha** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.  
 If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

### Source

<http://www.geeksforgeeks.org/print-0-and-1-with-50-probability/>

# Print all combinations of balanced parentheses

Write a function to generate all possible n pairs of balanced parentheses.

For example, if n=1  
 {}  
 for n=2  
 {}{}  
 {{}}

Algorithm:  
 Keep track of counts of open and close brackets. Initialize these counts as 0. Recursively call the \_printParenthesis() function until open bracket count is less than the given n. If open bracket count becomes more than the close bracket count, then put a closing bracket and recursively call for the remaining brackets. If open bracket count is less than n, then put an opening bracket and call \_printParenthesis() for the remaining brackets.

Thanks to [Shekhu](http://geeksforgeeks.org/forum/topic/print-all-balanced-parenthesis#post-234)for providing the below code.

# include<stdio.h>  
# define MAX\_SIZE 100  
  
void \_printParenthesis(int pos, int n, int open, int close);  
  
/\* Wrapper over \_printParenthesis()\*/  
void printParenthesis(int n)  
{  
 if(n > 0)  
 \_printParenthesis(0, n, 0, 0);  
 return;  
}   
  
void \_printParenthesis(int pos, int n, int open, int close)  
{  
 static char str[MAX\_SIZE];   
  
 if(close == n)   
 {  
 printf("%s \n", str);  
 return;  
 }  
 else  
 {  
 if(open > close) {  
 str[pos] = '}';  
 \_printParenthesis(pos+1, n, open, close+1);  
 }  
 if(open < n) {  
 str[pos] = '{';  
 \_printParenthesis(pos+1, n, open+1, close);  
 }  
 }  
}  
  
/\* driver program to test above functions \*/  
int main()  
{  
 int n = 4;  
 printParenthesis(n);  
 getchar();  
 return 0;  
}

Please write comments if you find the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/print-all-combinations-of-balanced-parentheses/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Print all possible strings of length k that can be formed from a set of n characters

Given a set of characters and a positive integer k, print all possible strings of length k that can be formed from the given set.

Examples:

Input:   
set[] = {'a', 'b'}, k = 3  
  
Output:  
aaa  
aab  
aba  
abb  
baa  
bab  
bba  
bbb  
  
  
Input:   
set[] = {'a', 'b', 'c', 'd'}, k = 1  
Output:  
a  
b  
c  
d

For a given set of size n, there will be n^k possible strings of length k. The idea is to start from an empty output string (we call it *prefix* in following code). One by one add all characters to *prefix*. For every character added, print all possible strings with current prefix by recursively calling for k equals to k-1.  
 Following is Java implementation for same.

// Java program to print all possible strings of length k  
class PrintAllKLengthStrings {  
  
 // Driver method to test below methods  
 public static void main(String[] args) {   
 System.out.println("First Test");  
 char set1[] = {'a', 'b'};  
 int k = 3;  
 printAllKLength(set1, k);  
   
 System.out.println("\nSecond Test");  
 char set2[] = {'a', 'b', 'c', 'd'};  
 k = 1;  
 printAllKLength(set2, k);   
 }   
  
 // The method that prints all possible strings of length k. It is  
 // mainly a wrapper over recursive function printAllKLengthRec()  
 static void printAllKLength(char set[], int k) {  
 int n = set.length;   
 printAllKLengthRec(set, "", n, k);  
 }  
  
 // The main recursive method to print all possible strings of length k  
 static void printAllKLengthRec(char set[], String prefix, int n, int k) {  
   
 // Base case: k is 0, print prefix  
 if (k == 0) {  
 System.out.println(prefix);  
 return;  
 }  
  
 // One by one add all characters from set and recursively   
 // call for k equals to k-1  
 for (int i = 0; i < n; ++i) {  
   
 // Next character of input added  
 String newPrefix = prefix + set[i];   
   
 // k is decreased, because we have added a new character  
 printAllKLengthRec(set, newPrefix, n, k - 1);   
 }  
 }  
}

Output:

First Test  
aaa  
aab  
aba  
abb  
baa  
bab  
bba  
bbb  
  
Second Test  
a  
b  
c  
d

The above solution is mainly generalization of [this post](http://www.geeksforgeeks.org/print-all-permutations-with-repetition-of-characters/).

This article is contriibuted by [**Abhinav Ramana**](https://plus.google.com/104230157879525004164/posts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-all-combinations-of-given-length/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [combionatrics](http://www.geeksforgeeks.org/tag/combionatrics/), [Java](http://www.geeksforgeeks.org/tag/java/), [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Print all combinations of points that can compose a given number

You can win three kinds of basketball points, 1 point, 2 points, and 3 points. Given a total score n, print out all the combination to compose n.

Examples:  
 For n = 1, the program should print following:  
 1

For n = 2, the program should print following:  
 1 1  
 2

For n = 3, the program should print following:  
 1 1 1  
 1 2  
 2 1  
 3

For n = 4, the program should print following:  
 1 1 1 1  
 1 1 2  
 1 2 1  
 1 3  
 2 1 1  
 2 2  
 3 1

and so on …

Algorithm:  
 At first position we can have three numbers 1 or 2 or 3.  
 First put 1 at first position and recursively call for n-1.  
 Then put 2 at first position and recursively call for n-2.  
 Then put 3 at first position and recursively call for n-3.  
 If n becomes 0 then we have formed a combination that compose n, so print the current combination.

Below is a generalized implementation. In the below implementation, we can change MAX\_POINT if there are higher points (more than 3) in the basketball game.

#define MAX\_POINT 3  
#define ARR\_SIZE 100  
#include<stdio.h>  
  
/\* Utility function to print array arr[] \*/  
void printArray(int arr[], int arr\_size);  
  
/\* The function prints all combinations of numbers 1, 2, ...MAX\_POINT  
 that sum up to n.  
 i is used in recursion keep track of index in arr[] where next  
 element is to be added. Initital value of i must be passed as 0 \*/  
void printCompositions(int n, int i)  
{  
  
 /\* array must be static as we want to keep track  
 of values stored in arr[] using current calls of  
 printCompositions() in function call stack\*/  
 static int arr[ARR\_SIZE];  
  
 if (n == 0)  
 {  
 printArray(arr, i);  
 }  
 else if(n > 0)  
 {  
 int k;   
 for (k = 1; k <= MAX\_POINT; k++)  
 {  
 arr[i]= k;  
 printCompositions(n-k, i+1);  
 }  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Utility function to print array arr[] \*/  
void printArray(int arr[], int arr\_size)  
{  
 int i;  
 for (i = 0; i < arr\_size; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 int n = 5;  
 printf("Differnt compositions formed by 1, 2 and 3 of %d are\n", n);  
 printCompositions(n, 0);  
 getchar();  
 return 0;  
}

Asked by [Aloe](http://geeksforgeeks.org/forum/topic/points-combination)

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/print-all-combinations-of-points-that-can-compose-a-given-number/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Print all distinct permutations of a given string with duplicates

Given a string that may contain duplicates, write a function to print all permutations of given string such that no permutation is repeated in output.

Examples:

Input: str[] = "AB"  
Output: AB BA  
  
Input: str[] = "AA"  
Output: AA  
  
Input: str[] = "ABC"  
Output: ABC ACB BAC BCA CBA CAB  
  
Input: str[] = "ABA"  
Output: ABA AAB BAA  
  
Input: str[] = "ABCA"  
Output: AABC AACB ABAC ABCA ACBA ACAB BAAC BACA   
 BCAA CABA CAAB CBAA

We have discussed an algorithm to print all permutations in below post. It is strongly recommended to refer below post as a prerequisite of this post.

[Write a C program to print all permutations of a given string](http://www.geeksforgeeks.org/write-a-c-program-to-print-all-permutations-of-a-given-string/)

The algorithm discussed on above link doesn’t handle duplicates.

// Program to print all permutations of a string in sorted order.  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
/\* Following function is needed for library function qsort(). Refer  
 http://w...content-available-to-author-only...s.com/reference/clibrary/cstdlib/qsort/ \*/  
int compare(const void \*a, const void \* b)  
{  
 return ( \*(char \*)a - \*(char \*)b );  
}  
  
// A utility function two swap two characters a and b  
void swap(char\* a, char\* b)  
{  
 char t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
// This function finds the index of the smallest character  
// which is greater than 'first' and is present in str[l..h]  
int findCeil(char str[], char first, int l, int h)  
{  
 // initialize index of ceiling element  
 int ceilIndex = l;  
  
 // Now iterate through rest of the elements and find  
 // the smallest character greater than 'first'  
 for (int i = l+1; i <= h; i++)  
 if (str[i] > first && str[i] < str[ceilIndex])  
 ceilIndex = i;  
  
 return ceilIndex;  
}  
  
// Print all permutations of str in sorted order  
void sortedPermutations(char str[])  
{  
 // Get size of string  
 int size = strlen(str);  
  
 // Sort the string in increasing order  
 qsort(str, size, sizeof( str[0] ), compare);  
  
 // Print permutations one by one  
 bool isFinished = false;  
 while (!isFinished)  
 {  
 // print this permutation  
 static int x = 1;  
 printf("%d %s \n", x++, str);  
  
 // Find the rightmost character which is smaller than its next  
 // character. Let us call it 'first char'  
 int i;  
 for (i = size - 2; i >= 0; --i)  
 if (str[i] < str[i+1])  
 break;  
  
 // If there is no such chracter, all are sorted in decreasing order,  
 // means we just printed the last permutation and we are done.  
 if (i == -1)  
 isFinished = true;  
 else  
 {  
 // Find the ceil of 'first char' in right of first character.  
 // Ceil of a character is the smallest character greater than it  
 int ceilIndex = findCeil(str, str[i], i + 1, size - 1);  
  
 // Swap first and second characters  
 swap(&str[i], &str[ceilIndex]);  
  
 // Sort the string on right of 'first char'  
 qsort(str + i + 1, size - i - 1, sizeof(str[0]), compare);  
 }  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "ACBC";  
 sortedPermutations( str );  
 return 0;  
}

Output:  
 Output:

1 ABCC  
2 ACBC  
3 ACCB  
4 BACC  
5 BCAC  
6 BCCA  
7 CABC  
8 CACB  
9 CBAC  
10 CBCA  
11 CCAB  
12 CCBA

The above code is taken from a comment below by Mr. Lazy.

Time Complexity: O(n2 \* n!)  
 Auxiliary Space: O(1)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-all-permutations-of-a-string-with-duplicates-allowed-in-input-string/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Print all possible paths from top left to bottom right of a mXn matrix

The problem is to print all the possible paths from top left to bottom right of a mXn matrix with the constraints that ***from each cell you can either move only to right or down***.

The algorithm is a simple recursive algorithm, from each cell first print all paths by going down and then print all paths by going right. Do this recursively for each cell encountered.

Following is C++ implementation of the above algorithm.

#include<iostream>  
using namespace std;  
  
/\* mat: Pointer to the starting of mXn matrix  
 i, j: Current position of the robot (For the first call use 0,0)  
 m, n: Dimentions of given the matrix  
 pi: Next index to be filed in path array  
 \*path[0..pi-1]: The path traversed by robot till now (Array to hold the  
 path need to have space for at least m+n elements) \*/  
void printAllPathsUtil(int \*mat, int i, int j, int m, int n, int \*path, int pi)  
{  
 // Reached the bottom of the matrix so we are left with  
 // only option to move right  
 if (i == m - 1)  
 {  
 for (int k = j; k < n; k++)  
 path[pi + k - j] = \*((mat + i\*n) + k);  
 for (int l = 0; l < pi + n - j; l++)  
 cout << path[l] << " ";  
 cout << endl;  
 return;  
 }  
  
 // Reached the right corner of the matrix we are left with  
 // only the downward movement.  
 if (j == n - 1)  
 {  
 for (int k = i; k < m; k++)  
 path[pi + k - i] = \*((mat + k\*n) + j);  
 for (int l = 0; l < pi + m - i; l++)  
 cout << path[l] << " ";  
 cout << endl;  
 return;  
 }  
  
 // Add the current cell to the path being generated  
 path[pi] = \*((mat + i\*n) + j);  
  
 // Print all the paths that are possible after moving down  
 printAllPathsUtil(mat, i+1, j, m, n, path, pi + 1);  
  
 // Print all the paths that are possible after moving right  
 printAllPathsUtil(mat, i, j+1, m, n, path, pi + 1);  
  
 // Print all the paths that are possible after moving diagonal  
 // printAllPathsUtil(mat, i+1, j+1, m, n, path, pi + 1);  
}  
  
// The main function that prints all paths from top left to bottom right  
// in a matrix 'mat' of size mXn  
void printAllPaths(int \*mat, int m, int n)  
{  
 int \*path = new int[m+n];  
 printAllPathsUtil(mat, 0, 0, m, n, path, 0);  
}  
  
// Driver program to test abve functions  
int main()  
{  
 int mat[2][3] = { {1, 2, 3}, {4, 5, 6} };  
 printAllPaths(\*mat, 2, 3);  
 return 0;  
}

Output:

1 4 5 6  
1 2 5 6  
1 2 3 6

Note that in the above code, the last line of printAllPathsUtil() is commented, If we uncomment this line, we get all the paths from the top left to bottom right of a nXm matrix if the diagonal movements are also allowed. And also if moving to some of the cells are not permitted then the same code can be improved by passing the restriction array to the above function and that is left as an exercise.

This article is contributed by **Hariprasad NG**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-all-possible-paths-from-top-left-to-bottom-right-of-a-mxn-matrix/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [combionatrics](http://www.geeksforgeeks.org/tag/combionatrics/)
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# Efficient program to print all prime factors of a given numbe

Given a number n, write an efficient function to print all [prime factors](http://en.wikipedia.org/wiki/Prime_factor) of n. For example, if the input number is 12, then output should be “2 2 3″. And if the input number is 315, then output should be “3 3 5 7″.

Following are the steps to find all prime factors.  
 **1)** While n is divisible by 2, print 2 and divide n by 2.  
 **2)** After step 1, n must be odd. Now start a loop from i = 3 to square root of n. While i divides n, print i and divide n by i, increment i by 2 and continue.  
 **3)** If n is a prime number and is greater than 2, then n will not become 1 by above two steps. So print n if it is greater than 2.

// Program to print all prime factors  
# include <stdio.h>  
# include <math.h>  
  
// A function to print all prime factors of a given number n  
void primeFactors(int n)  
{  
 // Print the number of 2s that divide n  
 while (n%2 == 0)  
 {  
 printf("%d ", 2);  
 n = n/2;  
 }  
  
 // n must be odd at this point. So we can skip one element (Note i = i +2)  
 for (int i = 3; i <= sqrt(n); i = i+2)  
 {  
 // While i divides n, print i and divide n  
 while (n%i == 0)  
 {  
 printf("%d ", i);  
 n = n/i;  
 }  
 }  
  
 // This condition is to handle the case whien n is a prime number  
 // greater than 2  
 if (n > 2)  
 printf ("%d ", n);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 315;  
 primeFactors(n);  
 return 0;  
}

Output:

3 3 5 7

**How does this work?**  
 The steps 1 and 2 take care of composite numbers and step 3 takes care of prime numbers. To prove that the complete algorithm works, we need to prove that steps 1 and 2 actually take care of composite numbers. This is clear that step 1 takes care of even numbers. And after step 1, all remaining prime factor must be odd (difference of two prime factors must be at least 2), this explains why i is incremented by 2.  
 Now the main part is, the loop runs till square root of n not till. To prove that this optimization works, let us consider the following property of composite numbers.  
 *Every composite number has at least one prime factor less than or equal to square root of itself.*  
 This property can be proved using counter statement. Let a and b be two factors of n such that a\*b = n. If both are greater than √n, then a.b > √n, \* √n, which contradicts the expression “a \* b = n”.

In step 2 of the above algorithm, we run a loop and do following in loop  
 a) Find the least prime factor i (must be less than √n,)  
 b) Remove all occurrences i from n by repeatedly dividing n by i.  
 c) Repeat steps a and b for divided n and i = i + 2. The steps a and b are repeated till n becomes either 1 or a prime number.

Thanks to **Vishwas Garg** for suggesting the above algorithm. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-all-prime-factors-of-a-given-number/>

# Print all sequences of given length

Given two integers k and n, write a function that prints all the sequences of length k composed of numbers 1,2..n. You need to print these sequences in sorted order.

Examples:

Input: k = 2, n = 3  
  
Output:   
1 1  
1 2  
1 3  
2 1  
2 2  
2 3  
3 1  
3 2  
3 3

Input: k = 3, n = 4  
  
Output:   
1 1 1  
1 1 2  
1 1 3  
1 1 4  
1 2 1  
.....  
.....  
4 3 4  
4 4 1  
4 4 2  
4 4 3  
4 4 4

**Method 1 (Simple and Iterative):**  
 The simple idea to print all sequences in sorted order is to start from {1 1 … 1} and keep incrementing the sequence while the sequence doesn’t become {n n … n}. Following is the detailed process.

1) Create an output array arr[] of size k. Initialize the array as {1, 1…1}.  
 2) Print the array arr[].  
 3) Update the array arr[] so that it becomes immediate successor (to be printed) of itself. For example, immediate successor of {1, 1, 1} is {1, 1, 2}, immediate successor of {1, 4, 4} is {2, 1, 1} and immediate successor of {4, 4, 3} is {4 4 4}.  
 4) Repeat steps 2 and 3 while there is a successor array. In other words, while the output array arr[] doesn’t become {n, n .. n}

Now let us talk about how to modify the array so that it contains immediate successor. By definition, the immediate successor should have the same first p terms and larger (p+l)th term. In the original array, (p+1)th term (or arr[p]) is smaller than n and all terms after arr[p] i.e., arr[p+1], arr[p+2], … arr[k-1] are n.  
 To find the immediate successor, we find the point p in the previously printed array. To find point p, we start from rightmost side and keep moving till we find a number arr[p] such that arr[p] is smaller than n (or not n). Once we find such a point, we increment it arr[p] by 1 and make all the elements after arr[p] as 1 i.e., we do arr[p+1] = 1, arr[p+2] = 1 .. arr[k-1] = 1. Following are the detailed steps to get immediate successor of arr[]

1) Start from the rightmost term arr[k-1] and move toward left. Find the first element arr[p] that is not same as n.  
 2) Increment arr[p] by 1  
 3) Starting from arr[p+1] to arr[k-1], set the value of all terms as 1.

#include<stdio.h>  
  
/\* A utility function that prints a given arr[] of length size\*/  
void printArray(int arr[], int size)  
{  
 for(int i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
 return;  
}  
  
/\* This function returns 0 if there are no more sequences to be printed, otherwise  
 modifies arr[] so that arr[] contains next sequence to be printed \*/  
int getSuccessor(int arr[], int k, int n)  
{  
 /\* start from the rightmost side and find the first number less than n \*/  
 int p = k - 1;  
 while (arr[p] == n)  
 p--;  
  
 /\* If all numbers are n in the array then there is no successor, return 0 \*/  
 if (p < 0)  
 return 0;  
  
 /\* Update arr[] so that it contains successor \*/  
 arr[p] = arr[p] + 1;  
 for(int i = p + 1; i < k; i++)  
 arr[i] = 1;  
  
 return 1;  
}  
  
/\* The main function that prints all sequences from 1, 1, ..1 to n, n, ..n \*/  
void printSequences(int n, int k)  
{  
 int \*arr = new int[k];  
  
 /\* Initialize the current sequence as the first sequence to be printed \*/  
 for(int i = 0; i < k; i++)  
 arr[i] = 1;  
  
 /\* The loop breaks when there are no more successors to be printed \*/  
 while(1)  
 {  
 /\* Print the current sequence \*/  
 printArray(arr, k);  
  
 /\* Update arr[] so that it contains next sequence to be printed. And if  
 there are no more sequences then break the loop \*/  
 if(getSuccessor(arr, k, n) == 0)  
 break;  
 }  
  
 delete(arr); // free dynamically allocated array  
 return;  
}  
  
/\* Driver Program to test above functions \*/  
int main()  
{  
 int n = 3;  
 int k = 2;  
 printSequences(n, k);  
 return 0;  
}

Output:

1 1  
1 2  
1 3  
2 1  
2 2  
2 3  
3 1  
3 2  
3 3

*Time Complexity:* There are total n^k sequences. Printing a sequence and finding its successor take O(k) time. So time complexity of above implementation is O(k\*n^k).

**Method 2 (Tricky and Recursive)**  
 The recursive function *printSequencesRecur* generates and prints all sequences of length k. The idea is to use one more parameter index. The function *printSequencesRecur* keeps all the terms in arr[] sane till index, update the value at index and recursively calls itself for more terms after index.

#include<stdio.h>  
  
/\* A utility function that prints a given arr[] of length size\*/  
void printArray(int arr[], int size)  
{  
 for(int i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
 return;  
}  
  
/\* The core function that recursively generates and prints all sequences of   
 length k \*/  
void printSequencesRecur(int arr[], int n, int k, int index)  
{  
 int i;  
 if (k == 0)  
 {  
 printArray(arr, index);  
 }  
 if (k > 0)  
 {  
 for(i = 1; i<=n; ++i)  
 {  
 arr[index] = i;  
 printSequencesRecur(arr, n, k-1, index+1);  
 }  
 }  
}  
  
  
/\* A function that uses printSequencesRecur() to prints all sequences   
 from 1, 1, ..1 to n, n, ..n \*/  
void printSequences(int n, int k)  
{  
 int \*arr = new int[k];  
 printSequencesRecur(arr, n, k, 0);  
  
 delete(arr); // free dynamically allocated array  
 return;  
}  
  
/\* Driver Program to test above functions \*/  
int main()  
{  
 int n = 3;  
 int k = 2;  
 printSequences(n, k);  
 return 0;  
}

Output:

1 1  
1 2  
1 3  
2 1  
2 2  
2 3  
3 1  
3 2  
3 3

*Time Complexity:* There are n^k sequences and printing a sequence takes O(k) time. So time complexity is O(k\*n^k).

Thanks to [mopurizwarriors](http://www.geeksforgeeks.org/archives/16768/comment-page-1#comment-7028)for suggesting above method. As suggested by [alphayoung](http://www.geeksforgeeks.org/archives/16768/comment-page-1#comment-7029), we can avoid use of arrays for small sequences that can fit in an integer. Following is the C implementation for same.

/\* The core function that generates and prints all sequences of length k \*/  
void printSeqRecur(int num, int pos, int k, int n)  
{  
 if (pos == k) {  
 printf("%d \n", num);  
 return;  
 }  
 for (int i = 1; i <= n; i++) {  
 printSeqRecur(num \* 10 + i, pos + 1, k, n);  
 }  
}  
  
/\* A function that uses printSequencesRecur() to prints all sequences  
 from 1, 1, ..1 to n, n, ..n \*/  
void printSequences(int k, int n)  
{  
 printSeqRecur(0, 0, k, n);  
}

**References:**  
 [Algorithms and Programming: Problems and Solutions by Alexander Shen](http://www.amazon.com/Algorithms-Programming-Solutions-Alexander-Shen/dp/0817638474)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-all-sequences-of-given-length/>
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# Print all increasing sequences of length k from first n natural numbers

Given two positive integers n and k, print all increasing sequences of length k such that the elements in every sequence are from first n natural numbers.

Examples:

Input: k = 2, n = 3  
Output: 1 2  
 1 3  
 2 3   
  
Input: k = 5, n = 5  
Output: 1 2 3 4 5  
  
Input: k = 3, n = 5  
Output: 1 2 3  
 1 2 4  
 1 2 5  
 1 3 4  
 1 3 5  
 1 4 5  
 2 3 4  
 2 3 5  
 2 4 5  
 3 4 5

**We strongly recommend to minimize the browser and try this yourself first.**

It’s a good recursion question. The idea is to create an array of length k. The array stores current sequence. For every position in array, we check the previous element and one by one put all elements greater than the previous element. If there is no previous element (first position), we put all numbers from 1 to n.

Following is C++ implementation of above idea.

// C++ program to print all increasing sequences of  
// length 'k' such that the elements in every sequence  
// are from first 'n' natural numbers.  
#include<iostream>  
using namespace std;  
  
// A utility function to print contents of arr[0..k-1]  
void printArr(int arr[], int k)  
{  
 for (int i=0; i<k; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// A recursive function to print all increasing sequences  
// of first n natural numbers. Every sequence should be  
// length k. The array arr[] is used to store current  
// sequence.  
void printSeqUtil(int n, int k, int &len, int arr[])  
{  
 // If length of current increasing sequence becomes k,  
 // print it  
 if (len == k)  
 {  
 printArr(arr, k);  
 return;  
 }  
  
 // Decide the starting number to put at current position:  
 // If length is 0, then there are no previous elements  
 // in arr[]. So start putting new numbers with 1.  
 // If length is not 0, then start from value of  
 // previous element plus 1.  
 int i = (len == 0)? 1 : arr[len-1] + 1;  
  
 // Increase length  
 len++;  
  
 // Put all numbers (which are greater than the previous  
 // element) at new position.  
 while (i<=n)  
 {  
 arr[len-1] = i;  
 printSeqUtil(n, k, len, arr);  
 i++;  
 }  
  
 // This is important. The variable 'len' is shared among  
 // all function calls in recursion tree. Its value must be  
 // brought back before next iteration of while loop  
 len--;  
}  
  
// This function prints all increasing sequences of  
// first n natural numbers. The length of every sequence  
// must be k. This function mainly uses printSeqUtil()  
void printSeq(int n, int k)  
{  
 int arr[k]; // An array to store individual sequences  
 int len = 0; // Initial length of current sequence  
 printSeqUtil(n, k, len, arr);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int k = 3, n = 7;  
 printSeq(n, k);  
 return 0;  
}

Output:

1 2 3  
1 2 4  
1 2 5  
1 2 6  
1 2 7  
1 3 4  
1 3 5  
1 3 6  
1 3 7  
1 4 5  
1 4 6  
1 4 7  
1 5 6  
1 5 7  
1 6 7  
2 3 4  
2 3 5  
2 3 6  
2 3 7  
2 4 5  
2 4 6  
2 4 7  
2 5 6  
2 5 7  
2 6 7  
3 4 5  
3 4 6  
3 4 7  
3 5 6  
3 5 7  
3 6 7  
4 5 6  
4 5 7  
4 6 7  
5 6 7

This article is contributed by **Arjun**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-increasing-sequences-length-k-first-n-natural-numbers/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Print squares of first n natural numbers without using \*, / and

Given a natural number ‘n’, print squares of first n natural numbers without using \*, / and -.

Input: n = 5  
Output: 0 1 4 9 16  
  
Input: n = 6  
Output: 0 1 4 9 16 25

**We strongly recommend to minimize the browser and try this yourself first.**

**Method 1:** The idea is to calculate next square using previous square value. Consider the following relation between square of x and (x-1). We know square of (x-1) is (x-1)2 – 2\*x + 1. We can write x2 as

x2 = (x-1)2 + 2\*x - 1   
x2 = (x-1)2 + x + (x - 1)

When writing an iterative program, we can keep track of previous value of x and add the current and previous values of x to current value of square. This way we don’t even use the ‘-‘ operator.

// C++ program to print squares of first 'n' natural numbers  
// wothout using \*, / and -  
#include<iostream>  
using namespace std;  
  
void printSquares(int n)  
{  
 // Initialize 'square' and previous value of 'x'  
 int square = 0, prev\_x = 0;  
  
 // Calculate and print squares  
 for (int x = 0; x < n; x++)  
 {  
 // Update value of square using previous value  
 square = (square + x + prev\_x);  
  
 // Print square and update prev for next iteration  
 cout << square << " ";  
 prev\_x = x;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 5;  
 printSquares(n);  
}

Output:

0 1 4 9 16

**Method 2:** Sum of first n odd numbers are squares of natural numbers from 1 to n. For example 1, 1+3, 1+3+5, 1+3+5+7, 1+3+5+7+9, ….

Following is C++ program based on above concept. Thanks to Aadithya Umashanker and raviteja for suggesting this method.

// C++ program to print squares of first 'n' natural numbers  
// wothout using \*, / and -  
#include<iostream>  
using namespace std;  
  
void printSquares(int n)  
{  
 // Initialize 'square' and first odd number  
 int square = 0, odd = 1;  
  
 // Calculate and print squares  
 for (int x = 0; x < n; x++)  
 {  
 // Print square  
 cout << square << " ";  
  
 // Update 'square' and 'odd'  
 square = square + odd;  
 odd = odd + 2;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 5;  
 printSquares(n);  
}

Output:

0 1 4 9 16

This article is contributed by **Sachin**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-squares-first-n-natural-numbers-without-using/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Program for Fibonacci numbers

The Fibonacci numbers are the numbers in the following integer sequence.

0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 141, ……..

In mathematical terms, the sequence Fn of Fibonacci numbers is defined by the recurrence relation

Fn = Fn-1 + Fn-2

with seed values

F0 = 0 and F1 = 1.

Write a function *int fib(int n)* that returns Fn. For example, if *n* = 0, then *fib()* should return 0. If n = 1, then it should return 1. For n > 1, it should return Fn-1 + Fn-2

Following are different methods to get the nth Fibonacci number.

**Method 1 ( Use recursion )**  
 A simple method that is a direct recusrive implementation mathematical recurance relation given above.

#include<stdio.h>  
int fib(int n)  
{  
 if (n <= 1)  
 return n;  
 return fib(n-1) + fib(n-2);  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* T(n) = T(n-1) + T(n-2) which is exponential.  
 We can observe that this implementation does a lot of repeated work (see the following recursion tree). So this is a bad implementation for nth Fibonacci number.

fib(5)   
 / \   
 fib(4) fib(3)   
 / \ / \  
 fib(3) fib(2) fib(2) fib(1)  
 / \ / \ / \   
 fib(2) fib(1) fib(1) fib(0) fib(1) fib(0)  
 / \  
fib(1) fib(0)

*Extra Space:* O(n) if we consider the function call stack size, otherwise O(1).

**Method 2 ( Use Dynamic Programming )**  
 We can avoid the repeated work done is the method 1 by storing the Fibonacci numbers calculated so far.

#include<stdio.h>  
  
int fib(int n)  
{  
 /\* Declare an array to store Fibonacci numbers. \*/  
 int f[n+1];  
 int i;  
  
 /\* 0th and 1st number of the series are 0 and 1\*/  
 f[0] = 0;  
 f[1] = 1;  
  
 for (i = 2; i <= n; i++)  
 {  
 /\* Add the previous 2 numbers in the series  
 and store it \*/  
 f[i] = f[i-1] + f[i-2];  
 }  
  
 return f[n];  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(n)

**Method 3 ( Space Otimized Method 2 )**  
 We can optimize the space used in method 2 by storing the previous two numbers only because that is all we need to get the next Fibannaci number in series.

#include<stdio.h>  
int fib(int n)  
{  
 int a = 0, b = 1, c, i;  
 if( n == 0)  
 return a;  
 for (i = 2; i <= n; i++)  
 {  
 c = a + b;  
 a = b;  
 b = c;  
 }  
 return b;  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(1)

**Method 4 ( Using power of the matrix {{1,1},{1,0}} )**  
 This another O(n) which relies on the fact that if we n times multiply the matrix M = {{1,1},{1,0}} to itself (in other words calculate power(M, n )), then we get the (n+1)th Fibonacci number as the element at row and column (0, 0) in the resultant matrix.

The matrix representation gives the following closed expression for the Fibonacci numbers:  
 [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANcAAAAsCAQAAABcIeXkAAAAAmJLR0QA/vCI/CkAAAAJcEhZcwAAAEgAAABIAEbJaz4AAAAJdnBBZwAAANcAAAAsACPY+jAAAAWLSURBVHja1ZztkaM4EIYfuRyAyiEwGbDeDJgMfLcZMBl46iLY4jJgL4IdOwM7g1lPBp4Mbu0MdD8wtgEJC2hBXVO1wyyi++WVuvXVGmUYW5Qm5YmcJU8czY/RAfyfxdQuMiLD8IuIzPFkZeBEaiDiIGFLFvkUl5ut6jWrVp7KeTefIs3gk3eVW59slQbzA4gRsSWLfApxs1WVSnWpjLPZikHYclaZ9VHCHoBv/JSxJYt8Cmlhq1Ls5pAJx5qD7rqFl+YbHEgs5XJSg4GTgbVAKKkjj8kxnMgv1wFDPFpg623dzlalxPVGc7opJSYj6/KR9jeIOKEbZXfF/5GzHt7fVJHffdhdb8CmiSJolfWybmfLXl05eYOGjm3S9gabul5xavKmBWLMfUuV8OEOiHpbf8TWrV5NvZ0LVZdFsyg1Vv2sMSV1BsOjICOMqbf1R2yVQ42MfZhxlflky2vAPtqO/LkYzCjNNwCzD4igKb2tP2Tr6hWNFiDjXZfQoAO1YytyAycO5OwwxaBm3GuI9Xa2in/S6shKtrrKSXEQYuzI4xLHo6lzI3Tr4RN3f+vOynayVQTDF8IGizdeAmm2I0/AfABwfBDiK7hUyl/ESg/E5G+9O1sXn1gF9a6k7HqFfcuFfMfOU0NzTDk4cPtbd7zfwta8aA1hvcvsFSoJ0N27kC+pLByPvKg80HorWwYyW/y/DCq7eZfzDU4hZj525PVZT9uisrx3dbHu1OFka451oVVFvBAD/6g9Py+RuFUevPGLrwHacQO5inglAV7VM9/N+dIka4vKSpOxKDSoDQCfRmCy4WfdQ9xsGTj5Ld7L+8Fgrd7IWbExGNhU+7oQfZe/9e5szQDNMUDLr8qRKIBWf+TP7ABIzFatg3/tUOtOtmZKg9yuk1N+w+ABck06IY94A+BNrXFutKhEZUCmVsJf72Xdj60IE35FjQTxlUMJ5OG7AVm2ZuiiNgPLb0APVVITAeQSA4wA4mRrzgI4jwJi4VNIbaxAd+Zvq75xkE8hVrbm4m3eLmc8vcv84a1zHORTyNn1dTN/IgeJRt4TxkE+hWgcbM1H6LdK8RrFdQiG4yGfQqxszTnj2asMkgWe9HYIhuMgn0IsbKmYDc9z9yhEReS8+G8BqBVfOfJkXbTSUC7KiEmH0aaKeSHlfJn/wJKYLz6La5NotrG1YIHGgGXPs0cmVFJuG3Bsy50QnZ902q0lWG6UtGY3WzPgky/16jUf5pXvnVpERpmFass2eAqycmJB7hIVw2UpqJB3KW8PoNnJ1gzYsxwMWRNfxzL/8mejQIRA4GlIF+RJmeKiYgBBPPKanWzNgIPA8mvErXM8W3qUJe9i9NykC/JwuVHymp1szYBf6MHLr/crDI0FShWhg+xXd0G+ZKFyteMkvv8grLmVLXeX3SVXg+RWlhW1PSPSMLka/oONodlJITS7sq7a2Coyobb4z3bscj9LWDSGoc9e2wZ9xBf50Owkcc0tWVdtbJX+MNC77tIzWXOqPT2F2qKxI7eUG5idFEYz1p3rNrZmcDlbNGhLzpz5uHb7T9cpY9mOgiU9eyNfVsdaSqu1ylWsUpWpdBAEYc0P2Lp6RCOOdsuEYuWaJnMMef7DhrxRRiA7KYRmm3e1s1X+0FUXJCJjh+FA5h0QV6xJyWrwk3poFK4u3R5qicg5YtiR3ZODLnCVaS89LHtqZn09mFdcV7TN6nrE1u0mlTzWfWdgF/pQQT/kXbOTQmi2VNcDtu5vD9LADaShuviKlR7IpQ/c9tFMc8LzgK3724ijbI4dWlqjw04P5LIHbrtrJiHDkN8amg9bdRWivsBurFOL0sinuHzYqv+6kjtJfN+pjvCxgsgnqSwvtlT9jwyphE+Jeb+KiMY9YiqFfArxZes/UIvH+lf12iEAAAAidEVYdGNvbW1lbnQAUmVuZGVyZWQgYnkgUXVpY2tMYVRlWC5jb20gSdC2AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDExLTA5LTA5VDE1OjEyOjQwKzA5OjAw0nC05AAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxMS0wOS0wOVQxNToxMjo0MCswOTowMKMtDFgAAAAASUVORK5CYII=)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/fibonaccimatrix.png)

#include <stdio.h>  
  
/\* Helper function that multiplies 2 matricies F and M of size 2\*2, and  
 puts the multiplication result back to F[][] \*/  
void multiply(int F[2][2], int M[2][2]);  
  
/\* Helper function that calculates F[][] raise to the power n and puts the  
 result in F[][]  
 Note that this function is desinged only for fib() and won't work as general  
 power function \*/  
void power(int F[2][2], int n);  
  
int fib(int n)  
{  
 int F[2][2] = {{1,1},{1,0}};  
 if (n == 0)  
 return 0;  
 power(F, n-1);  
  
 return F[0][0];  
}  
  
void multiply(int F[2][2], int M[2][2])  
{  
 int x = F[0][0]\*M[0][0] + F[0][1]\*M[1][0];  
 int y = F[0][0]\*M[0][1] + F[0][1]\*M[1][1];  
 int z = F[1][0]\*M[0][0] + F[1][1]\*M[1][0];  
 int w = F[1][0]\*M[0][1] + F[1][1]\*M[1][1];  
  
 F[0][0] = x;  
 F[0][1] = y;  
 F[1][0] = z;  
 F[1][1] = w;  
}  
  
void power(int F[2][2], int n)  
{  
 int i;  
 int M[2][2] = {{1,1},{1,0}};  
  
 // n - 1 times multiply the matrix to {{1,0},{0,1}}  
 for (i = 2; i <= n; i++)  
 multiply(F, M);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(1)

**Method 5 ( Optimized Method 4 )**  
 The method 4 can be optimized to work in O(Logn) time complexity. We can do recursive multiplication to get power(M, n) in the prevous method (Similar to the optimization done in [this](http://geeksforgeeks.org/?p=28)post)

#include <stdio.h>  
  
void multiply(int F[2][2], int M[2][2]);  
  
void power(int F[2][2], int n);  
  
/\* function that returns nth Fibonacci number \*/  
int fib(int n)  
{  
 int F[2][2] = {{1,1},{1,0}};  
 if (n == 0)  
 return 0;  
 power(F, n-1);  
 return F[0][0];  
}  
  
/\* Optimized version of power() in method 4 \*/  
void power(int F[2][2], int n)  
{  
 if( n == 0 || n == 1)  
 return;  
 int M[2][2] = {{1,1},{1,0}};  
  
 power(F, n/2);  
 multiply(F, F);  
  
 if (n%2 != 0)  
 multiply(F, M);  
}  
  
void multiply(int F[2][2], int M[2][2])  
{  
 int x = F[0][0]\*M[0][0] + F[0][1]\*M[1][0];  
 int y = F[0][0]\*M[0][1] + F[0][1]\*M[1][1];  
 int z = F[1][0]\*M[0][0] + F[1][1]\*M[1][0];  
 int w = F[1][0]\*M[0][1] + F[1][1]\*M[1][1];  
  
 F[0][0] = x;  
 F[0][1] = y;  
 F[1][0] = z;  
 F[1][1] = w;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 9;  
 printf("%d", fib(9));  
 getchar();  
 return 0;  
}

***Time Complexity:* O(Logn)**  
 *Extra Space:* O(Logn) if we consider the function call stack size, otherwise O(1).

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

**References:**  
 <http://en.wikipedia.org/wiki/Fibonacci_number>  
 <http://www.ics.uci.edu/~eppstein/161/960109.html>

### Source

<http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/>

# Program for nth Catalan Number

Catalan numbers are a sequence of natural numbers that occurs in many interesting counting problems like following.

**1)** Count the number of expressions containing n pairs of parentheses which are correctly matched. For n = 3, possible expressions are ((())), ()(()), ()()(), (())(), (()()).

**2)** Count the number of possible Binary Search Trees with n keys (See [this](http://www.geeksforgeeks.org/g-fact-18/))

**3)** Count the number of full binary trees (A rooted binary tree is full if every vertex has either two children or no children) with n+1 leaves.

See [this](http://en.wikipedia.org/wiki/Catalan_number#Applications_in_combinatorics)for more applications.

The first few Catalan numbers for n = 0, 1, 2, 3, … are **1, 1, 2, 5, 14, 42, 132, 429, 1430, 4862, …**

**Recursive Solution**  
 Catalan numbers satisfy the following recursive formula.  
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Following is C++ implementation of above recursive formula.

#include<iostream>  
using namespace std;  
  
// A recursive function to find nth catalan number  
unsigned long int catalan(unsigned int n)  
{  
 // Base case  
 if (n <= 1) return 1;  
  
 // catalan(n) is sum of catalan(i)\*catalan(n-i-1)  
 unsigned long int res = 0;  
 for (int i=0; i<n; i++)  
 res += catalan(i)\*catalan(n-i-1);  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 for (int i=0; i<10; i++)  
 cout << catalan(i) << " ";  
 return 0;  
}

Output :

1 1 2 5 14 42 132 429 1430 4862

Time complexity of above implementation is equivalent to nth catalan number.  
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The value of nth catalan number is exponential that makes the time complexity exponential.

**Dynamic Programming Solution**  
 We can observe that the above recursive implementation does a lot of repeated work (we can the same by drawing recursion tree). Since there are overlapping subproblems, we can use dynamic programming for this. Following is a Dynamic programming based implementation in C++.

#include<iostream>  
using namespace std;  
  
// A dynamic programming based function to find nth  
// Catalan number  
unsigned long int catalanDP(unsigned int n)  
{  
 // Table to store results of subproblems  
 unsigned long int catalan[n+1];  
  
 // Initialize first two values in table  
 catalan[0] = catalan[1] = 1;  
  
 // Fill entries in catalan[] using recursive formula  
 for (int i=2; i<=n; i++)  
 {  
 catalan[i] = 0;  
 for (int j=0; j<i; j++)  
 catalan[i] += catalan[j] \* catalan[i-j-1];  
 }  
  
 // Return last entry  
 return catalan[n];  
}  
  
// Driver program to test above function  
int main()  
{  
 for (int i = 0; i < 10; i++)  
 cout << catalanDP(i) << " ";  
 return 0;  
}

Output:

1 1 2 5 14 42 132 429 1430 4862

Time Complexity: Time complexity of above implementation is O(n2)

**Using Binomial Coefficient**  
 We can also use the below formula to find nth catalan number in O(n) time.  
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We have discussed a[O(n) approach to find binomial coefficient nCr](http://www.geeksforgeeks.org/space-and-time-efficient-binomial-coefficient/).

#include<iostream>  
using namespace std;  
  
// Returns value of Binomial Coefficient C(n, k)  
unsigned long int binomialCoeff(unsigned int n, unsigned int k)  
{  
 unsigned long int res = 1;  
  
 // Since C(n, k) = C(n, n-k)  
 if (k > n - k)  
 k = n - k;  
  
 // Calculate value of [n\*(n-1)\*---\*(n-k+1)] / [k\*(k-1)\*---\*1]  
 for (int i = 0; i < k; ++i)  
 {  
 res \*= (n - i);  
 res /= (i + 1);  
 }  
  
 return res;  
}  
  
// A Binomial coefficient based function to find nth catalan  
// number in O(n) time  
unsigned long int catalan(unsigned int n)  
{  
 // Calculate value of 2nCn  
 unsigned long int c = binomialCoeff(2\*n, n);  
  
 // return 2nCn/(n+1)  
 return c/(n+1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 for (int i = 0; i < 10; i++)  
 cout << catalan(i) << " ";  
 return 0;  
}

Output:

1 1 2 5 14 42 132 429 1430 4862

Time Complexity: Time complexity of above implementation is O(n).

We can also use below formula to find nth catalan number in O(n) time.  
 [![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/catalan4.png)

**References:**  
 <http://en.wikipedia.org/wiki/Catalan_number>  
 Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/program-nth-catalan-number/>

# Efficient program to calculate e^x

The value of [Exponential Function](http://en.wikipedia.org/wiki/Exponential_function) e^x can be expressed using following [Taylor Series](http://en.wikipedia.org/wiki/Taylor_series).

e^x = 1 + x/1! + x^2/2! + x^3/3! + ......

*How to efficiently calculate the sum of above series?*  
 The series can be re-written as

e^x = 1 + (x/1) (1 + (x/2) (1 + (x/3) (........) ) )

Let the sum needs to be calculated for n terms, we can calculate sum using following loop.

for (i = n - 1, sum = 1; i > 0; --i )  
 sum = 1 + x \* sum / i;

Following is implementation of the above idea.

// Efficient program to calculate e raise to the power x  
#include <stdio.h>  
  
//Returns approximate value of e^x using sum of first n terms of Taylor Series  
float exponential(int n, float x)  
{  
 float sum = 1.0f; // initialize sum of series  
  
 for (int i = n - 1; i > 0; --i )  
 sum = 1 + x \* sum / i;  
  
 return sum;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 10;  
 float x = 1.0f;  
 printf("e^x = %f", exponential(n, x));  
 return 0;  
}

Output:

e^x = 2.718282

This article is compiled by **Rahul** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/program-to-efficiently-calculate-ex/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Implement Queue using Stacks

A queue can be implemented using two stacks. Let queue to be implemented be q and stacks used to implement q be stack1 and stack2. q can be implemented in two ways:

**Method 1 (By making enQueue operation costly)**  
 This method makes sure that newly entered element is always at the top of stack 1, so that deQueue operation just pops from stack1. To put the element at top of stack1, stack2 is used.

enQueue(q, x)  
 1) While stack1 is not empty, push everything from satck1 to stack2.  
 2) Push x to stack1 (assuming size of stacks is unlimited).  
 3) Push everything back to stack1.  
  
dnQueue(q)  
 1) If stack1 is empty then error  
 2) Pop an item from stack1 and return it

**Method 2 (By making deQueue operation costly)**  
 In this method, in en-queue operation, the new element is entered at the top of stack1. In de-queue operation, if stack2 is empty then all the elements are moved to stack2 and finally top of stack2 is returned.

enQueue(q, x)  
 1) Push x to stack1 (assuming size of stacks is unlimited).  
  
deQueue(q)  
 1) If both stacks are empty then error.  
 2) If stack2 is empty  
 While stack1 is not empty, push everything from satck1 to stack2.  
 3) Pop the element from stack2 and return it.

Method 2 is definitely better than method 1. Method 1 moves all the elements twice in enQueue operation, while method 2 (in deQueue operation) moves the elements once and moves elements only if stack2 empty.

Implementation of method 2:

/\* Program to implement a queue using two stacks \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* structure of a stack node \*/  
struct sNode  
{  
 int data;  
 struct sNode \*next;  
};  
   
/\* Function to push an item to stack\*/  
void push(struct sNode\*\* top\_ref, int new\_data);  
   
/\* Function to pop an item from stack\*/  
int pop(struct sNode\*\* top\_ref);  
   
/\* structure of queue having two stacks \*/  
struct queue  
{  
 struct sNode \*stack1;  
 struct sNode \*stack2;  
};  
   
/\* Function to enqueue an item to queue \*/  
void enQueue(struct queue \*q, int x)  
{  
 push(&q->stack1, x);  
}  
   
/\* Function to dequeue an item from queue \*/  
int deQueue(struct queue \*q)  
{  
 int x;   
   
 /\* If both stacks are empty then error \*/  
 if(q->stack1 == NULL && q->stack2 == NULL)  
 {  
 printf("Q is empty");  
 getchar();  
 exit(0);  
 }  
  
 /\* Move elements from satck1 to stack 2 only if   
 stack2 is empty \*/  
 if(q->stack2 == NULL)  
 {  
 while(q->stack1 != NULL)  
 {  
 x = pop(&q->stack1);  
 push(&q->stack2, x);  
 }  
 }   
  
 x = pop(&q->stack2);  
 return x;  
}  
   
/\* Function to push an item to stack\*/  
void push(struct sNode\*\* top\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct sNode\* new\_node =  
 (struct sNode\*) malloc(sizeof(struct sNode));  
   
 if(new\_node == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }   
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*top\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*top\_ref) = new\_node;  
}  
   
/\* Function to pop an item from stack\*/  
int pop(struct sNode\*\* top\_ref)  
{  
 int res;  
 struct sNode \*top;  
   
 /\*If stack is empty then error \*/  
 if(\*top\_ref == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 top = \*top\_ref;  
 res = top->data;  
 \*top\_ref = top->next;  
 free(top);  
 return res;  
 }  
}  
   
/\* Driver function to test anove functions \*/  
int main()  
{  
 /\* Create a queue with items 1 2 3\*/  
 struct queue \*q = (struct queue\*)malloc(sizeof(struct queue));  
 q->stack1 = NULL;  
 q->stack2 = NULL;  
 enQueue(q, 1);  
 enQueue(q, 2);  
 enQueue(q, 3);   
   
 /\* Dequeue items \*/  
 printf("%d ", deQueue(q));  
 printf("%d ", deQueue(q));  
 printf("%d ", deQueue(q));   
   
 getchar();  
}

**Queue can also be implemented using one user stack and one Function Call Stack.**  
 Below is modified Method 2 where recursion (or Function Call Stack) is used to implement queue using only one user defined stack.

enQueue(x)  
 1) Push x to stack1.  
  
deQueue:  
 1) If stack1 is empty then error.  
 2) If stack1 has only one element then return it.  
 3) Recursively pop everything from the stack1, store the popped item   
 in a variable res, push the res back to stack1 and return res

The step 3 makes sure that the last popped item is always returned and since the recursion stops when there is only one item in *stack1* (step 2), we get the last element of *stack1* in dequeue() and all other items are pushed back in step 3.

Implementation of method 2 using Function Call Stack:

/\* Program to implement a queue using one user defined stack and one Function Call Stack \*/  
#include<stdio.h>  
#include<stdlib.h>  
   
/\* structure of a stack node \*/  
struct sNode  
{  
 int data;  
 struct sNode \*next;  
};  
   
/\* structure of queue having two stacks \*/  
struct queue  
{  
 struct sNode \*stack1;  
};  
   
/\* Function to push an item to stack\*/  
void push(struct sNode\*\* top\_ref, int new\_data);  
   
/\* Function to pop an item from stack\*/  
int pop(struct sNode\*\* top\_ref);  
   
/\* Function to enqueue an item to queue \*/  
void enQueue(struct queue \*q, int x)  
{  
 push(&q->stack1, x);  
}  
   
/\* Function to dequeue an item from queue \*/  
int deQueue(struct queue \*q)  
{  
 int x, res;   
   
 /\* If both stacks are empty then error \*/  
 if(q->stack1 == NULL)  
 {  
 printf("Q is empty");  
 getchar();  
 exit(0);  
 }  
 else if(q->stack1->next == NULL)  
 {  
 return pop(&q->stack1);  
 }  
 else  
 {  
 /\* pop an item from the stack1 \*/  
 x = pop(&q->stack1);  
   
 /\* store the last dequeued item \*/  
 res = deQueue(q);  
   
 /\* push everything back to stack1 \*/  
 push(&q->stack1, x);  
   
 return res;  
 }  
}  
   
/\* Function to push an item to stack\*/  
void push(struct sNode\*\* top\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct sNode\* new\_node =  
 (struct sNode\*) malloc(sizeof(struct sNode));  
   
 if(new\_node == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }   
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*top\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*top\_ref) = new\_node;  
}  
   
/\* Function to pop an item from stack\*/  
int pop(struct sNode\*\* top\_ref)  
{  
 int res;  
 struct sNode \*top;  
   
 /\*If stack is empty then error \*/  
 if(\*top\_ref == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 top = \*top\_ref;  
 res = top->data;  
 \*top\_ref = top->next;  
 free(top);  
 return res;  
 }  
}   
   
/\* Driver function to test above functions \*/  
int main()  
{  
 /\* Create a queue with items 1 2 3\*/  
 struct queue \*q = (struct queue\*)malloc(sizeof(struct queue));  
 q->stack1 = NULL;  
   
 enQueue(q, 1);  
 enQueue(q, 2);  
 enQueue(q, 3);   
   
 /\* Dequeue items \*/  
 printf("%d ", deQueue(q));  
 printf("%d ", deQueue(q));  
 printf("%d ", deQueue(q));   
   
 getchar();  
}

Please write comments if you find any of the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/queue-using-stacks/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

Post navigation

[← Result of sizeof operator](http://www.geeksforgeeks.org/result-of-sizeof-operator/) [gets() is risky to use! →](http://www.geeksforgeeks.org/gets-is-risky-to-use/)

# Random number generator in arbitrary probability distribution fashion

Given n numbers, each with some frequency of occurrence. Return a random number with probability proportional to its frequency of occurrence.

Example:

Let following be the given numbers.  
 arr[] = {10, 30, 20, 40}   
  
Let following be the frequencies of given numbers.  
 freq[] = {1, 6, 2, 1}   
  
The output should be  
 10 with probability 1/10  
 30 with probability 6/10  
 20 with probability 2/10  
 40 with probability 1/10

It is quite clear that the simple random number generator won’t work here as it doesn’t keep track of the frequency of occurrence.

We need to somehow transform the problem into a problem whose solution is known to us.

One simple method is to take an auxiliary array (say aux[]) and duplicate the numbers according to their frequency of occurrence. Generate a random number(say r) between 0 to Sum-1(including both), where Sum represents summation of frequency array (freq[] in above example). Return the random number aux[r] (Implementation of this method is left as an exercise to the readers).

The limitation of the above method discussed above is huge memory consumption when frequency of occurrence is high. If the input is 997, 8761 and 1, this method is clearly not efficient.

How can we reduce the memory consumption? Following is detailed algorithm that uses O(n) extra space where n is number of elements in input arrays.

**1.** Take an auxiliary array (say prefix[]) of size n.  
 **2.** Populate it with prefix sum, such that prefix[i] represents sum of numbers from 0 to i.  
 **3.** Generate a random number(say r) between 1 to Sum(including both), where Sum represents summation of input frequency array.  
 **4.** Find index of Ceil of random number generated in step #3 in the prefix array. Let the index be index**c**.  
 **5.** Return the random number arr[indexc], where arr[] contains the input n numbers.

  Before we go to the implementation part, let us have quick look at the algorithm with an example:  
       arr[]: {10, 20, 30}  
       freq[]: {2, 3, 1}  
       Prefix[]: {2, 5, 6}  
   Since last entry in prefix is 6, all possible values of r are [1, 2, 3, 4, 5, 6]  
          1: Ceil is 2. Random number generated is 10.  
          2: Ceil is 2. Random number generated is 10.  
          3: Ceil is 5. Random number generated is 20.  
          4: Ceil is 5. Random number generated is 20.  
          5: Ceil is 5. Random number generated is 20.  
          6. Ceil is 6. Random number generated is 30.  
   In the above example  
       10 is generated with probability 2/6.  
       20 is generated with probability 3/6.  
       30 is generated with probability 1/6.

**How does this work?**  
 Any number input[i] is generated as many times as its frequency of occurrence because there exists count of integers in range(prefix[i – 1], prefix[i]] is input[i]. Like in the above example 3 is generated thrice, as there exists 3 integers 3, 4 and 5 whose ceil is 5.

//C program to generate random numbers according to given frequency distribution  
#include <stdio.h>  
#include <stdlib.h>  
  
// Utility function to find ceiling of r in arr[l..h]  
int findCeil(int arr[], int r, int l, int h)  
{  
 int mid;  
 while (l < h)  
 {  
 mid = l + ((h - l) >> 1); // Same as mid = (l+h)/2  
 (r > arr[mid]) ? (l = mid + 1) : (h = mid);  
 }  
 return (arr[l] >= r) ? l : -1;  
}  
  
// The main function that returns a random number from arr[] according to  
// distribution array defined by freq[]. n is size of arrays.  
int myRand(int arr[], int freq[], int n)  
{  
 // Create and fill prefix array  
 int prefix[n], i;  
 prefix[0] = freq[0];  
 for (i = 1; i < n; ++i)  
 prefix[i] = prefix[i - 1] + freq[i];  
  
 // prefix[n-1] is sum of all frequencies. Generate a random number  
 // with value from 1 to this sum  
 int r = (rand() % prefix[n - 1]) + 1;  
  
 // Find index of ceiling of r in prefix arrat  
 int indexc = findCeil(prefix, r, 0, n - 1);  
 return arr[indexc];  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 2, 3, 4};  
 int freq[] = {10, 5, 20, 100};  
 int i, n = sizeof(arr) / sizeof(arr[0]);  
  
 // Use a different seed value for every run.  
 srand(time(NULL));  
  
 // Let us generate 10 random numbers accroding to  
 // given distribution  
 for (i = 0; i < 5; i++)  
 printf("%d\n", myRand(arr, freq, n));  
  
 return 0;  
}

Output: May be different for different runs

4  
3  
4  
4  
4

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/random-number-generator-in-arbitrary-probability-distribution-fashion/>

# Reverse a stack using recursion

You are not allowed to use loop constructs like while, for..etc, and you can only use the following ADT functions on Stack S:  
 isEmpty(S)  
 push(S)  
 pop(S)

**Solution:**  
 The idea of the solution is to hold all values in Function Call Stack until the stack becomes empty. When the stack becomes empty, insert all held items one by one at the bottom of the stack.

For example, let the input stack be

1   
   
First 4 is inserted at the bottom.  
 4   
So we need a function that inserts at the bottom of a stack using the above given basic stack function. //Below is a recursive function that inserts an element at the bottom of a stack.  
   
void insertAtBottom(struct sNode\*\* top\_ref, int item)  
{  
 int temp;   
 if(isEmpty(\*top\_ref))  
 {   
 push(top\_ref, item);   
 }  
 else  
 {  
   
 /\* Hold all items in Function Call Stack until we reach end of   
 the stack. When the stack becomes empty, the isEmpty(\*top\_ref)   
 becomes true, the above if part is executed and the item is   
 inserted at the bottom \*/  
 temp = pop(top\_ref);  
 insertAtBottom(top\_ref, item);  
  
 /\* Once the item is inserted at the bottom, push all the  
 items held in Function Call Stack \*/  
 push(top\_ref, temp);  
 }   
}

**//Below is the function that reverses the given stack using insertAtBottom()**

void reverse(struct sNode\*\* top\_ref)  
{  
 int temp;   
 if(!isEmpty(\*top\_ref))  
 {  
   
 /\* Hold all items in Function Call Stack until we reach end of   
 the stack \*/  
 temp = pop(top\_ref);   
 reverse(top\_ref);  
  
 /\* Insert all the items (held in Function Call Stack) one by one   
 from the bottom to top. Every item is inserted at the bottom \*/  
 insertAtBottom(top\_ref, temp);  
 }   
}

**//Below is a complete running program for testing above functions.**

#include<stdio.h>  
#include<stdlib.h>  
#define bool int  
  
/\* structure of a stack node \*/  
struct sNode  
{  
 char data;  
 struct sNode \*next;  
};  
  
/\* Function Prototypes \*/  
void push(struct sNode\*\* top\_ref, int new\_data);  
int pop(struct sNode\*\* top\_ref);  
bool isEmpty(struct sNode\* top);  
void print(struct sNode\* top);  
  
/\* Driveer program to test above functions \*/  
int main()  
{  
 struct sNode \*s = NULL;  
 push(&s, 4);  
 push(&s, 3);  
 push(&s, 2);  
 push(&s, 1);   
  
 printf("\n Original Stack ");  
 print(s);  
 reverse(&s);  
 printf("\n Reversed Stack ");   
 print(s);  
 getchar();  
}   
  
/\* Function to check if the stack is empty \*/  
bool isEmpty(struct sNode\* top)  
{  
 return (top == NULL)? 1 : 0;  
}  
  
/\* Function to push an item to stack\*/  
void push(struct sNode\*\* top\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct sNode\* new\_node =  
 (struct sNode\*) malloc(sizeof(struct sNode));  
  
 if(new\_node == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }   
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*top\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*top\_ref) = new\_node;  
}  
  
/\* Function to pop an item from stack\*/  
int pop(struct sNode\*\* top\_ref)  
{  
 char res;  
 struct sNode \*top;  
  
 /\*If stack is empty then error \*/  
 if(\*top\_ref == NULL)  
 {  
 printf("Stack overflow \n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 top = \*top\_ref;  
 res = top->data;  
 \*top\_ref = top->next;  
 free(top);  
 return res;  
 }  
}  
  
/\* Functrion to pront a linked list \*/  
void print(struct sNode\* top)  
{  
 printf("\n");  
 while(top != NULL)  
 {  
 printf(" %d ", top->data);  
 top = top->next;  
 }  
}

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/reverse-a-stack-using-recursion/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# Select a random number from stream, with O(1) space

Given a stream of numbers, generate a random number from the stream. You are allowed to use only O(1) space and the input is in the form of stream, so can’t store the previously seen numbers.

So how do we generate a random number from the whole stream such that the probability of picking any number is 1/n. with O(1) extra space? This problem is a variation of [Reservoir Sampling](http://www.geeksforgeeks.org/archives/25866). Here the value of k is 1.

**1)** Initialize ‘count’ as 0, ‘count’ is used to store count of numbers seen so far in stream.  
 **2)** For each number ‘x’ from stream, do following  
 …..**a)** Increment ‘count’ by 1.  
 …..**b)** If count is 1, set result as x, and return result.  
 …..**c)** Generate a random number from 0 to ‘count-1′. Let the generated random number be i.  
 …..**d)** If i is equal to ‘count – 1′, update the result as x.

// An efficient program to randomly select a number from stream of numbers.  
#include <stdio.h>  
#include <stdlib.h>  
#include <time.h>  
  
// A function to randomly select a item from stream[0], stream[1], .. stream[i-1]  
int selectRandom(int x)  
{  
 static int res; // The resultant random number  
 static int count = 0; //Count of numbers visited so far in stream  
  
 count++; // increment count of numbers seen so far  
  
 // If this is the first element from stream, return it  
 if (count == 1)  
 res = x;  
 else  
 {  
 // Generate a random number from 0 to count - 1  
 int i = rand() % count;  
  
 // Replace the prev random number with new number with 1/count probability  
 if (i == count - 1)  
 res = x;  
 }  
 return res;  
}  
  
// Driver program to test above function.  
int main()  
{  
 int stream[] = {1, 2, 3, 4};  
 int n = sizeof(stream)/sizeof(stream[0]);  
  
 // Use a different seed value for every run.  
 srand(time(NULL));  
 for (int i = 0; i < n; ++i)  
 printf("Random number from first %d numbers is %d \n",  
 i+1, selectRandom(stream[i]));  
 return 0;  
}

Output:

Random number from first 1 numbers is 1  
Random number from first 2 numbers is 1  
Random number from first 3 numbers is 3  
Random number from first 4 numbers is 4

Auxiliary Space: O(1)

**How does this work**  
 We need to prove that every element is picked with 1/n probability where n is the number of items seen so far. For every new stream item x, we pick a random number from 0 to ‘count -1′, if the picked number is ‘count-1′, we replace the previous result with x.

To simplify proof, let us first consider the last element, the last element replaces the previously stored result with 1/n probability. So probability of getting last element as result is 1/n.

Let us now talk about second last element. When second last element processed first time, the probability that it replaced the previous result is 1/(n-1). The probability that previous result stays when nth item is considered is (n-1)/n. So probability that the second last element is picked in last iteration is [1/(n-1)] \* [(n-1)/n] which is 1/n.

Similarly, we can prove for third last element and others.

References:  
 [Reservoir Sampling](http://www.geeksforgeeks.org/archives/25866)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/select-a-random-number-from-stream-with-o1-space/>

# Set Cover Problem | Set 1 (Greedy Approximate Algorithm)

Given a universe U of n elements, a collection of subsets of U say S = {S1, S2…,Sm} where every subset Si has an associated cost. Find a minimum cost subcollection of S that covers all elements of U.

Example:

U = {1,2,3,4,5}  
 S = {S1,S2,S3}  
   
 S1 = {4,1,3}, Cost(S1) = 5  
 S2 = {2,5}, Cost(S2) = 10  
 S3 = {1,4,3,2}, Cost(S3) = 3  
  
Output: Minimum cost of set cover is 13 and   
 set cover is {S2, S3}  
  
There are two possible set covers {S1, S2} with cost 15  
and {S2, S3} with cost 13.

**Why is it useful?**  
 It was one of Karp’s NP-complete problems, shown to be so in 1972. Other applications: edge covering, vertex cover  
 Interesting example: IBM finds computer viruses (wikipedia)  
 Elements- 5000 known viruses  
 Sets- 9000 substrings of 20 or more consecutive bytes from viruses, not found in ‘good’ code.  
 A set cover of 180 was found. It suffices to search for these 180 substrings to verify the existence of known computer viruses.

Another example: Consider General Motors needs to buy a certain amount of varied supplies and there are suppliers that offer various deals for different combinations of materials (Supplier A: 2 tons of steel + 500 tiles for $x; Supplier B: 1 ton of steel + 2000 tiles for $y; etc.). You could use set covering to find the best way to get all the materials while minimizing cost  
 Source: <http://math.mit.edu/~goemans/18434S06/setcover-tamara.pdf>

**Set Cover is NP-Hard:**  
 There is no polynomial time solution available for this problem as the problem is a known NP-Hard problem. There is a polynomial time Greedy approximate algorithm, the greedy algorithm provides a Logn approximate algorithm.

**2-Approximate Greedy Algorithm:**  
 Let U be the universe of elements, {S1, S2, … Sm} be collection of subsets of U and Cost(S1), C(S2), … Cost(Sm) be costs of subsets.

1) Let I represents set of elements included so far. Initialize I = {}  
  
2) Do following while I is not same as U.  
 a) Find the set Si in {S1, S2, ... Sm} whose cost effectiveness is   
 smallest, i.e., the ratio of cost C(Si) and number of newly added   
 elements is minimum.   
 Basically we pick the set for which following value is minimum.  
 Cost(Si) / |Si - I|  
 b) Add elements of above picked Si to I, i.e., I = I U Si

**Example:**  
 Let us consider the above example to understand Greedy Algorithm.

*First Iteration:*  
 I = {}

The per new element cost for S1 = Cost(S1)/|S1 – I| = 5/3

The per new element cost for S2 = Cost(S2)/|S2 – I| = 10/2

The per new element cost for S3 = Cost(S3)/|S3 – I| = 3/4

Since S3 has minimum value S3 is added, I becomes {1,4,3,2}.

*Second Iteration:*  
 I = {1,4,3,2}

The per new element cost for S1 = Cost(S1)/|S1 – I| = 5/0  
 Note that S1 doesn’t add any new element to I.

The per new element cost for S2 = Cost(S2)/|S2 – I| = 10/1  
 Note that S2 adds only 5 to I.

The greedy algorithm provides the optimal solution for above example, but it may not provide optimal solution all the time. Consider the following example.

S1 = {1, 2}  
S2 = {2, 3, 4, 5}  
S3 = {6, 7, 8, 9, 10, 11, 12, 13}  
S4 = {1, 3, 5, 7, 9, 11, 13}  
S5 = {2, 4, 6, 8, 10, 12, 13}  
  
Let the cost of every set be same.  
  
The greedy algorithm produces result as {S3, S2, S1}  
  
The optimal solution is {S4, S5}

**Proof that the above greedy algorithm is Logn approximate.**  
 Let OPT be the cost of optimal solution. Say (k-1) elements are covered before an iteration of above greedy algorithm. The cost of the k’th element i that has not been covered before the current step of greedy algorithm and it is there in OPT. Since greedy algorithm picks the most cost effective Si, per element cost in the picked set in Greedy must be smaller than OPT divided by remaining elements. Therefore cost of k’th element Cost of Greedy Algorithm = Sum of costs of n elements [putting k = 1, 2..n in above formula]

Source:  
 <http://math.mit.edu/~goemans/18434S06/setcover-tamara.pdf>

This article is contributed by **Harshit**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/set-cover-problem-set-1-greedy-approximate-algorithm/>

# Sieve of Eratosthenes

Given a number n, print all primes smaller than or equal to n. It is also given that n is a small number.  
 For example, if n is 10, the output should be “2, 3, 5, 7″. If n is 20, the output should be “2, 3, 5, 7, 11, 13, 17, 19″.

The sieve of Eratosthenes is one of the most efficient ways to find all primes smaller than n when n is smaller than 10 million or so (Ref [Wiki](http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes)).

Following is the algorithm to find all the prime numbers less than or equal to a given integer *n* by Eratosthenes’ method:

1. Create a list of consecutive integers from 2 to *n*: (2, 3, 4, …, *n*).
2. Initially, let *p* equal 2, the first prime number.
3. Starting from *p*, count up in increments of *p* and mark each of these numbers greater than *p* itself in the list. These numbers will be 2*p*, 3*p*, 4*p*, etc.; note that some of them may have already been marked.
4. Find the first number greater than *p* in the list that is not marked. If there was no such number, stop. Otherwise, let *p* now equal this number (which is the next prime), and repeat from step 3.

When the algorithm terminates, all the numbers in the list that are not marked are prime.

Following is C++ implementation of the above algorithm. In the following implementation, a boolean array arr[] of size n is used to mark multiples of prime numbers.

#include <stdio.h>  
#include <string.h>  
  
// marks all mutiples of 'a' ( greater than 'a' but less than equal to 'n') as 1.  
void markMultiples(bool arr[], int a, int n)  
{  
 int i = 2, num;  
 while ( (num = i\*a) <= n )  
 {  
 arr[ num-1 ] = 1; // minus 1 because index starts from 0.  
 ++i;  
 }  
}  
  
// A function to print all prime numbers smaller than n  
void SieveOfEratosthenes(int n)  
{  
 // There are no prime numbers smaller than 2  
 if (n >= 2)  
 {  
 // Create an array of size n and initialize all elements as 0  
 bool arr[n];  
 memset(arr, 0, sizeof(arr));  
  
 /\* Following property is maintained in the below for loop  
 arr[i] == 0 means i + 1 is prime  
 arr[i] == 1 means i + 1 is not prime \*/  
 for (int i=1; i<n; ++i)  
 {  
 if ( arr[i] == 0 )  
 {  
 //(i+1) is prime, print it and mark its multiples  
 printf("%d ", i+1);  
 markMultiples(arr, i+1, n);  
 }  
 }  
 }  
}  
  
// Driver Program to test above function  
int main()  
{  
 int n = 30;  
 printf("Following are the prime numbers below %d\n", n);  
 SieveOfEratosthenes(n);  
 return 0;  
}

Output:

Following are the prime numbers below 30  
2 3 5 7 11 13 17 19 23 29

References:  
 <http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes>

This article is compiled by **Abhinav Priyadarshi** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/sieve-of-eratosthenes/>

# Significance of Pascal’s Identity

We know the [Pascal’s Identity](http://en.wikipedia.org/wiki/Pascal's_rule) very well, i.e. **ncr = n-1cr + n-1cr-1**

A curious reader might have observed that Pascal’s Identity is instrumental in establishing recursive relation in solving binomial coefficients. It is quite easy to prove the above identity using simple algebra. Here I’m trying to explain it’s practical significance.

Recap from counting techniques, **ncr** means selecting ***r*** elements from ***n*** elements. Let us pick a special element ***k*** from these ***n*** elements, we left with **(*n – 1*)** elements.

We can group these ***r*** elements selection **ncr** into two categories,

1) group that contains the element ***k***.

2) group that *does not* contain the element ***k***.

Consider first group, the special element ***k*** is in all ***r*** selections. Since ***k*** is part of ***r*** elements, we need to choose (***r – 1***) elements from remaining (***n – 1***) elements, there are **n-1cr-1** ways.

Consider second group, the special element ***k*** is not there in all ***r*** selections, i.e. we will have to select all the ***r*** elements from available (***n – 1***) elements (as we must exclude element ***k*** from ***n***). This can be done in **n-1cr** ways.

Now it is evident that sum of these two is selecting ***r*** elements from ***n*** elements.

There can be many ways to prove the above fact. There might be many applications of Pascal’s Identity. Please share your knowledge.

— [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/significance-of-pascals-identity/>

# Sort numbers stored on different machines

Given N machines. Each machine contains some numbers in sorted form. But the amount of numbers, each machine has is not fixed. Output the numbers from all the machine in sorted non-decreasing form.

Example:  
 Machine M1 contains 3 numbers: {30, 40, 50}  
 Machine M2 contains 2 numbers: {35, 45}   
 Machine M3 contains 5 numbers: {10, 60, 70, 80, 100}  
   
 Output: {10, 30, 35, 40, 45, 50, 60, 70, 80, 100}

Representation of stream of numbers on each machine is considered as linked list. A Min Heap can be used to print all numbers in sorted order.

Following is the detailed process

**1.** Store the head pointers of the linked lists in a minHeap of size N where N is number of machines.

**2.** Extract the minimum item from the minHeap. Update the minHeap by replacing the head of the minHeap with the next number from the linked list or by replacing the head of the minHeap with the last number in the minHeap followed by decreasing the size of heap by 1.

**3.** Repeat the above step 2 until heap is not empty.

Below is C++ implementation of the above approach.

// A program to take numbers from different machines and print them in sorted order  
#include <stdio.h>  
  
// A Linked List node  
struct ListNode  
{  
 int data;  
 struct ListNode\* next;  
};  
  
// A Min Heap Node  
struct MinHeapNode  
{  
 ListNode\* head;  
};  
  
// A Min Heao (Collection of Min Heap nodes)  
struct MinHeap  
{  
 int count;  
 int capacity;  
 MinHeapNode\* array;  
};  
  
// A function to create a Min Heap of given capacity  
MinHeap\* createMinHeap( int capacity )  
{  
 MinHeap\* minHeap = new MinHeap;  
 minHeap->capacity = capacity;  
 minHeap->count = 0;  
 minHeap->array = new MinHeapNode [minHeap->capacity];  
 return minHeap;  
}  
  
/\* A utility function to insert a new node at the begining  
 of linked list \*/  
void push (ListNode\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 ListNode\* new\_node = new ListNode;  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
// A utility function to swap two min heap nodes. This function  
// is needed in minHeapify  
void swap( MinHeapNode\* a, MinHeapNode\* b )  
{  
 MinHeapNode temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// The standard minHeapify function.  
void minHeapify( MinHeap\* minHeap, int idx )  
{  
 int left, right, smallest;  
 left = 2 \* idx + 1;  
 right = 2 \* idx + 2;  
 smallest = idx;  
  
 if ( left < minHeap->count &&  
 minHeap->array[left].head->data <  
 minHeap->array[smallest].head->data  
 )  
 smallest = left;  
  
 if ( right < minHeap->count &&  
 minHeap->array[right].head->data <  
 minHeap->array[smallest].head->data  
 )  
 smallest = right;  
  
 if( smallest != idx )  
 {  
 swap( &minHeap->array[smallest], &minHeap->array[idx] );  
 minHeapify( minHeap, smallest );  
 }  
}  
  
// A utility function to check whether a Min Heap is empty or not  
int isEmpty( MinHeap\* minHeap )  
{  
 return (minHeap->count == 0);  
}  
  
// A standard function to build a heap  
void buildMinHeap( MinHeap\* minHeap )  
{  
 int i, n;  
 n = minHeap->count - 1;  
 for( i = (n - 1) / 2; i >= 0; --i )  
 minHeapify( minHeap, i );  
}  
  
// This function inserts array elements to heap and then calls  
// buildHeap for heap property among nodes  
void populateMinHeap( MinHeap\* minHeap, ListNode\* \*array, int n )  
{  
 for( int i = 0; i < n; ++i )  
 minHeap->array[ minHeap->count++ ].head = array[i];  
  
 buildMinHeap( minHeap );  
}  
  
// Return minimum element from all linked lists  
ListNode\* extractMin( MinHeap\* minHeap )  
{  
 if( isEmpty( minHeap ) )  
 return NULL;  
  
 // The root of heap will have minimum value  
 MinHeapNode temp = minHeap->array[0];  
  
 // Replace root either with next node of the same list.  
 if( temp.head->next )  
 minHeap->array[0].head = temp.head->next;  
 else // If list empty, then reduce heap size  
 {  
 minHeap->array[0] = minHeap->array[ minHeap->count - 1 ];  
 --minHeap->count;  
 }  
  
 minHeapify( minHeap, 0 );  
 return temp.head;  
}  
  
// The main function that takes an array of lists from N machines  
// and generates the sorted output  
void externalSort( ListNode \*array[], int N )  
{  
 // Create a min heap of size equal to number of machines  
 MinHeap\* minHeap = createMinHeap( N );  
  
 // populate first item from all machines  
 populateMinHeap( minHeap, array, N );  
  
 while ( !isEmpty( minHeap ) )  
 {  
 ListNode\* temp = extractMin( minHeap );  
 printf( "%d ",temp->data );  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 int N = 3; // Number of machines  
  
 // an array of pointers storing the head nodes of the linked lists  
 ListNode \*array[N];  
  
 // Create a Linked List 30->40->50 for first machine  
 array[0] = NULL;  
 push (&array[0], 50);  
 push (&array[0], 40);  
 push (&array[0], 30);  
  
 // Create a Linked List 35->45 for second machine  
 array[1] = NULL;  
 push (&array[1], 45);  
 push (&array[1], 35);  
  
 // Create Linked List 10->60->70->80 for third machine  
 array[2] = NULL;  
 push (&array[2], 100);  
 push (&array[2], 80);  
 push (&array[2], 70);  
 push (&array[2], 60);  
 push (&array[2], 10);  
  
 // Sort all elements  
 externalSort( array, N );  
  
 return 0;  
}

Output:

10 30 35 40 45 50 60 70 80 100

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/sort-numbers-stored-on-different-machines/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/)
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[← Find the k most frequent words from a file](http://www.geeksforgeeks.org/find-the-k-most-frequent-words-from-a-file/) [Microsoft Interview | Set 7 →](http://www.geeksforgeeks.org/microsoft-interview-set-7-3/)

# Space and time efficient Binomial Coefficient

Write a function that takes two parameters n and k and returns the value of Binomial Coefficient C(n, k). For example, your function should return 6 for n = 4 and k = 2, and it should return 10 for n = 5 and k = 2.

We have discussed a O(n\*k) time and O(k) extra space algorithm in [this](http://www.geeksforgeeks.org/archives/17806)post. The value of C(n, k) can be calculated in O(k) time and O(1) extra space.

C(n, k) = n! / (n-k)! \* k!  
 = [n \* (n-1) \*....\* 1] / [ ( (n-k) \* (n-k-1) \* .... \* 1) \*   
 ( k \* (k-1) \* .... \* 1 ) ]  
After simplifying, we get  
C(n, k) = [n \* (n-1) \* .... \* (n-k+1)] / [k \* (k-1) \* .... \* 1]  
  
Also, C(n, k) = C(n, n-k) // we can change r to n-r if r > n-r

Following implementation uses above formula to calculate C(n, k)

// Program to calculate C(n ,k)  
#include <stdio.h>  
  
// Returns value of Binomial Coefficient C(n, k)  
int binomialCoeff(int n, int k)  
{  
 int res = 1;  
  
 // Since C(n, k) = C(n, n-k)  
 if ( k > n - k )  
 k = n - k;  
  
 // Calculate value of [n \* (n-1) \*---\* (n-k+1)] / [k \* (k-1) \*----\* 1]  
 for (int i = 0; i < k; ++i)  
 {  
 res \*= (n - i);  
 res /= (i + 1);  
 }  
  
 return res;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int n = 8, k = 2;  
 printf ("Value of C(%d, %d) is %d ", n, k, binomialCoeff(n, k) );  
 return 0;  
}

Value of C(8, 2) is 28

Time Complexity: O(k)  
 Auxiliary Space: O(1)

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish)and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/space-and-time-efficient-binomial-coefficient/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Babylonian method for square root

**Algorithm:**  
 This method can be derived from (but predates) Newton–Raphson method.

1 Start with an arbitrary positive start value x (the closer to the   
 root, the better).  
2 Initialize y = 1.  
3. Do following until desired approximation is achieved.  
 a) Get the next approximation for root using average of x and y  
 b) Set y = n/x

**Implementation:**

/\*Returns the square root of n. Note that the function \*/  
float squareRoot(float n)  
{  
 /\*We are using n itself as initial approximation  
 This can definitely be improved \*/  
 float x = n;  
 float y = 1;  
 float e = 0.000001; /\* e decides the accuracy level\*/  
 while(x - y > e)  
 {  
 x = (x + y)/2;  
 y = n/x;  
 }  
 return x;  
}  
  
/\* Driver program to test above function\*/  
int main()  
{  
 int n = 50;  
 printf ("Square root of %d is %f", n, squareRoot(n));  
 getchar();  
}

**Example:**

n = 4 /\*n itself is used for initial approximation\*/  
Initialize x = 4, y = 1  
Next Approximation x = (x + y)/2 (= 2.500000),   
y = n/x (=1.600000)  
Next Approximation x = 2.050000,  
y = 1.951220  
Next Approximation x = 2.000610,  
y = 1.999390  
Next Approximation x = 2.000000,   
y = 2.000000  
Terminate as (x - y) > e now.

If we are sure that n is a perfect square, then we can use following method. The method can go in infinite loop for non-perfect-square numbers. For example, for 3 the below while loop will never terminate.

/\*Returns the square root of n. Note that the function  
 will not work for numbers which are not perfect squares\*/  
unsigned int squareRoot(int n)  
{  
 int x = n;  
 int y = 1;  
 while(x > y)  
 {  
 x = (x + y)/2;  
 y = n/x;  
 }  
 return x;  
}  
  
/\* Driver program to test above function\*/  
int main()  
{  
 int n = 49;  
 printf (" root of %d is %d", n, squareRoot(n));  
 getchar();  
}

**References;**  
 <http://en.wikipedia.org/wiki/Square_root>  
 <http://en.wikipedia.org/wiki/Babylonian_method#Babylonian_method>

Asked by Snehal

Please write comments if you find any bug in the above program/algorithm, or if you want to share more information about Babylonian method.

### Source

<http://www.geeksforgeeks.org/square-root-of-a-perfect-square/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Stability in sorting algorithms

A sorting algorithm is said to be stable if two objects with equal keys appear in the same order in sorted output as they appear in the input unsorted array. Some sorting algorithms are stable by nature like Insertion sort, Merge Sort, Bubble Sort, etc. And some sorting algorithms are not, like Heap Sort, Quick Sort, etc.

However, any given sorting algo which is not stable can be modified to be stable. There can be sorting algo specific ways to make it stable, but in general, any comparison based sorting algorithm which is not stable by nature can be modified to be stable by changing the key comparison operation so that the comparison of two keys considers position as a factor for objects with equal keys.

References:  
 <http://www.math.uic.edu/~leon/cs-mcs401-s08/handouts/stability.pdf>  
 <http://en.wikipedia.org/wiki/Sorting_algorithm#Stability>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/stability-in-sorting-algorithms/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Tail Recursion

**What is tail recursion?**  
 A recursive function is tail recursive when recursive call is the last thing executed by the function. For example the following C++ function print() is tail recursive.

// An example of tail recursive function  
void print(int n)  
{  
 if (n < 0) return;  
 cout << " " << n;  
  
 // The last executed statement is recursive call  
 print(n-1);  
}

**Why do we care?**  
 The tail recursive functions considered better than non tail recursive functions as tail-recursion can be optimized by compiler. The idea used by compilers to optimize tail-recursive functions is simple, since the recursive call is the last statement, there is nothing left to do in the current function, so saving the current function’s stack frame is of no use.

**Can a non-tail recursive function be written as tail-recursive to optimize it?**  
 Consider the following function to calculate factorial of n. It is a non-tail-recursive function. Although it looks like a tail recursive at first look. If we take a closer look, we can see that the value returned by fact(n-1) is used in fact(n), so the call to fact(n-1) is not the last thing done by fact(n)

#include<iostream>  
using namespace std;  
  
// A NON-tail-recursive function. The function is not tail  
// recursive because the value returned by fact(n-1) is used in  
// fact(n) and call to fact(n-1) is not the last thing done by fact(n)  
unsigned int fact(unsigned int n)  
{  
 if (n == 0) return 1;  
  
 return n\*fact(n-1);  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << fact(5);  
 return 0;  
}

The above function can be written as a tail recursive function. The idea is to use one more argument and accumulate the factorial value in second argument. When n reaches 0, return the accumulated value.

#include<iostream>  
using namespace std;  
  
// A tail recursive function to calculate factorial  
unsigned factTR(unsigned int n, unsigned int a)  
{  
 if (n == 0) return a;  
  
 return factTR(n-1, n\*a);  
}  
  
// A wrapper over factTR  
unsigned int fact(unsigned int n)  
{  
 return factTR(n, 1);  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << fact(5);  
 return 0;  
}

We will soon be discussing more on tail recursion.

**References:**  
 <http://en.wikipedia.org/wiki/Tail_call>  
 <http://c2.com/cgi/wiki?TailRecursion>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/tail-recursion/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

# The Stock Span Problem

[The stock span problem](http://en.wikipedia.org/wiki/Stack_(abstract_data_type)#The_Stock_Span_Problem) is a financial problem where we have a series of n daily price quotes for a stock and we need to calculate span of stock’s price for all n days.   
 The span Si of the stock’s price on a given day i is defined as the maximum number of consecutive days just before the given day, for which the price of the stock on the current day is less than or equal to its price on the given day.  
 For example, if an array of 7 days prices is given as {100, 80, 60, 70, 60, 75, 85}, then the span values for corresponding 7 days are {1, 1, 1, 2, 1, 4, 6}  
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**A Simple but inefficient method**  
 Traverse the input price array. For every element being visited, traverse elements on left of it and increment the span value of it while elements on the left side are smaller.

Following is implementation of this method.

// A brute force method to calculate stock span values  
#include <stdio.h>  
  
// Fills array S[] with span values  
void calculateSpan(int price[], int n, int S[])  
{  
 // Span value of first day is always 1  
 S[0] = 1;  
  
 // Calculate span value of remaining days by linearly checking previous days  
 for (int i = 1; i < n; i++)  
 {  
 S[i] = 1; // Initialize span value  
  
 // Traverse left while the next element on left is smaller than price[i]  
 for (int j = i-1; (j>=0)&&(price[i]>=price[j]); j--)  
 S[i]++;  
 }  
}  
  
// A utility function to print elements of array  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 printf("%d ", arr[i]);  
}  
  
// Driver program to test above function  
int main()  
{  
 int price[] = {10, 4, 5, 90, 120, 80};  
 int n = sizeof(price)/sizeof(price[0]);  
 int S[n];  
  
 // Fill the span values in array S[]  
 calculateSpan(price, n, S);  
  
 // print the calculated span values  
 printArray(S, n);  
  
 return 0;  
}

Time Complexity of the above method is O(n^2). We can calculate stock span values in O(n) time.

**A Linear Time Complexity Method**  
 We see that S[i] on day i can be easily computed if we know the closest day preceding i, such that the price is greater than on that day than the price on day i. If such a day exists, let’s call it h(i), otherwise, we define h(i) = -1.  
 The span is now computed as S[i] = i – h(i). See the following diagram.
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To implement this logic, we use a stack as an abstract data type to store the days i, h(i), h(h(i)) and so on. When we go from day i-1 to i, we pop the days when the price of the stock was less than or equal to price[i] and then push the value of day i back into the stack.

Following is C++ implementation of this method.

// a linear time solution for stock span problem  
#include <iostream>  
#include <stack>  
using namespace std;  
  
// A brute force method to calculate stock span values  
void calculateSpan(int price[], int n, int S[])  
{  
 // Create a stack and push index of first element to it  
 stack<int> st;  
 st.push(0);  
  
 // Span value of first element is always 1  
 S[0] = 1;  
  
 // Calculate span values for rest of the elements  
 for (int i = 1; i < n; i++)  
 {  
 // Pop elements from stack while stack is not empty and top of  
 // stack is smaller than price[i]  
 while (!st.empty() && price[st.top()] < price[i])  
 st.pop();  
  
 // If stack becomes empty, then price[i] is greater than all elements  
 // on left of it, i.e., price[0], price[1],..price[i-1]. Else price[i]  
 // is greater than elements after top of stack  
 S[i] = (st.empty())? (i + 1) : (i - st.top());  
  
 // Push this element to stack  
 st.push(i);  
 }  
}  
  
// A utility function to print elements of array  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
}  
  
// Driver program to test above function  
int main()  
{  
 int price[] = {10, 4, 5, 90, 120, 80};  
 int n = sizeof(price)/sizeof(price[0]);  
 int S[n];  
  
 // Fill the span values in array S[]  
 calculateSpan(price, n, S);  
  
 // print the calculated span values  
 printArray(S, n);  
  
 return 0;  
}

Output:

1 1 2 4 5 1

**Time Complexity**: O(n). It seems more than O(n) at first look. If we take a closer look, we can observe that every element of array is added and removed from stack at most once. So there are total 2n operations at most. Assuming that a stack operation takes O(1) time, we can say that the time complexity is O(n).

**Auxiliary Space**: O(n) in worst case when all elements are sorted in decreasing order.

**References:**  
 <http://en.wikipedia.org/wiki/Stack_(abstract_data_type)#The_Stock_Span_Problem>  
 <http://crypto.cs.mcgill.ca/~crepeau/CS250/2004/Stack-I.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/the-stock-span-problem/>
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**What is the selection procedure for GSoC and what goes into creating a credible application?**

The selection procedure for the Google Summer of Code program is quite straight forward. Technically all you need is to be above the age of 18 and to be enrolled in any academic program in any of the 193 odd countries. This means your CGPA, your branch, your stream (yes even folks perusing law, commerce or any other field can apply) are completely immaterial. Folks perusing research or a PhD can apply too (quite a few actually do).

You essentially need to come up with a new feature set, fix some nagging bugs or port some code in most cases. You need to write a proposal for the same, it is then voted on both at Google and the concerned organization and they select the most promising applications. So be sure the idea is something nifty, cool and yet achievable in that period.

As for the application itself make sure you give a concrete plan and road-map. Clearly state what your deliverables are and WHEN, HOW you plan to achieve them. Mention all the open source contributions and other programming experiences you have (back it up with links to the code, adds a LOT of credibility). Make sure you have your grammar right, communication is an extremely important part of GSoC. Last but not the least mention why you would like to work on the project and what they, the end users and you stand to gain out of it, this shows the thought process, reasoning and commitment.

**How did you decide on your project and what prompted this decision?**

I have been an avid linux user and FOSS enthusiast since around 2003 when I first got Linux to boot up on my PC. Using it as a primary OS made me familiar to all the communities, software and norms involved in this kind of development. It also made me aware of what problems one faces and what new stuff could be done. I had this habit, perhaps out of frustration with open source software back in those days, if my app crashed or lacked some functionality I would try to debug it or try and add in the new feature. Samba is a great and powerful tool to have but unfortunately it has a 8500 line man page and can be quite intimidating to new users. I found this a major issue in people around me on campus and I thought samba Gtk was a great way to work on solving that issue. Of course the required background knowledge of Gtk, python and a decent idea of what samba was and how it works were the final things that culminated in my app to Samba.org

**What are the benefits of getting into Gsoc and how does it help further while applying for a job?**

In one word HUGE! If done right, it is perhaps one of the world’s best experiences for aspiring developers. It exposes you to some of the best developers on the planet. You learn a lot more than you can think possible. You get to deal with people from multiple time zones and ideologies.  You learn about code development practices, version control, communication, the code base itself and numerous other minor but very important skills required in the real world but completely missing from the scope of formal academics. The benefits show in you, you have much better ideas, practices and experience than most of your contemporaries. Also the folks hiring you realize the value of it all. It gets much simpler to get involved in new open source projects and further your passion and skillset. You develop a ton of contacts and gain access to information and opportunities you otherwise wouldn’t know about .Last but not the least, it’s a huge brownie point to have something concerned with Google and Open Source on your CV.

**How should one prepare if they want to land a GSoC project? How was your journey and what’s next?**

Follow your passion for software development, learn something new every week, hack it. The last point is most essential. People often try reading books and learning a new language or toolkit for the sake of it. Don’t do that, learn the bare basics, get hold of the source, hack it up and learn as you move ahead. Google has a great search engine and project wikis have a goldmine of information, make the most of it. It’s never too late to start, but of course the earlier the better.

I had a blast during my two Summer of Code projects, it was great fun and a lot of learning too. I gained a LOT from it. I will now be working on the next generation of the internet and robotics – cloud robotics at ETH Zurich for my bachelors thesis on some exciting stuff with the open source cloud engine. It’s been one heck of a journey.

This article is powered by [**TopTalent.in**](http://toptalent.in/)– A high end Job portal for students and alumni of Premier Colleges in India. Sign up now for free exclusive access to top notch jobs in India and abroad. Get in touch with [t](http://toptalent.in/)hem via [facebook](https://www.facebook.com/toptalent.in), [twitter](https://twitter.com/TopTalentIndia) or [linkedin](http://www.linkedin.com/groups?gid=3224387). If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks

### Source

<http://www.geeksforgeeks.org/toptalent-in-dhananjay-sathe-talks-about-his-gsoc-experience-and-how-to-hack-it/>

# Ugly Numbers

Ugly numbers are numbers whose only prime factors are 2, 3 or 5. The sequence  
 1, 2, 3, 4, 5, 6, 8, 9, 10, 12, 15, …  
 shows the first 11 ugly numbers. By convention, 1 is included.  
 Write a program to find and print the 150’th ugly number.

**METHOD 1 (Simple)**  
 Thanks to [Nedylko Draganov](http://geeksforgeeks.org/?p=753#comment-195) for suggesting this solution.

**Algorithm:**  
 Loop for all positive integers until ugly number count is smaller than n, if an integer is ugly than increment ugly number count.

To check if a number is ugly, divide the number by greatest divisible powers of 2, 3 and 5, if the number becomes 1 then it is an ugly number otherwise not.

For example, let us see how to check for 300 is ugly or not. Greatest divisible power of 2 is 4, after dividing 300 by 4 we get 75. Greatest divisible power of 3 is 3, after dividing 75 by 3 we get 25. Greatest divisible power of 5 is 25, after dividing 25 by 25 we get 1. Since we get 1 finally, 300 is ugly number.

**Implementation:**

# include<stdio.h>  
# include<stdlib.h>  
  
/\*This function divides a by greatest divisible   
 power of b\*/  
int maxDivide(int a, int b)  
{  
 while (a%b == 0)  
 a = a/b;   
 return a;  
}   
  
/\* Function to check if a number is ugly or not \*/  
int isUgly(int no)  
{  
 no = maxDivide(no, 2);  
 no = maxDivide(no, 3);  
 no = maxDivide(no, 5);  
   
 return (no == 1)? 1 : 0;  
}   
  
/\* Function to get the nth ugly number\*/  
int getNthUglyNo(int n)  
{  
 int i = 1;   
 int count = 1; /\* ugly number count \*/   
  
 /\*Check for all integers untill ugly count   
 becomes n\*/   
 while (n > count)  
 {  
 i++;   
 if (isUgly(i))  
 count++;   
 }  
 return i;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 unsigned no = getNthUglyNo(150);  
 printf("150th ugly no. is %d ", no);  
 getchar();  
 return 0;  
}

This method is not time efficient as it checks for all integers until ugly number count becomes n, but space complexity of this method is O(1)

**METHOD 2 (Use Dynamic Programming)**  
 Here is a time efficient solution with O(n) extra space. The ugly-number sequence is 1, 2, 3, 4, 5, 6, 8, 9, 10, 12, 15, …  
      because every number can only be divided by 2, 3, 5, one way to look at the sequence is to split the sequence to three groups as below:  
      (1) 1×2, 2×2, 3×2, 4×2, 5×2, …  
      (2) 1×3, 2×3, 3×3, 4×3, 5×3, …  
      (3) 1×5, 2×5, 3×5, 4×5, 5×5, …

     We can find that every subsequence is the ugly-sequence itself (1, 2, 3, 4, 5, …) multiply 2, 3, 5. Then we use similar merge method as merge sort, to get every ugly number from the three subsequence. Every step we choose the smallest one, and move one step after.

**Algorithm:**

1 Declare an array for ugly numbers: ugly[150]  
2 Initialize first ugly no: ugly[0] = 1  
3 Initialize three array index variables i2, i3, i5 to point to   
 1st element of the ugly array:   
 i2 = i3 = i5 =0;   
4 Initialize 3 choices for the next ugly no:  
 next\_mulitple\_of\_2 = ugly[i2]\*2;  
 next\_mulitple\_of\_3 = ugly[i3]\*3  
 next\_mulitple\_of\_5 = ugly[i5]\*5;  
5 Now go in a loop to fill all ugly numbers till 150:  
For (i = 1; i   
Example:  
  
Let us see how it works   
   
initialize  
 ugly[] = | 1 |  
 i2 = i3 = i5 = 0;  
  
First iteration  
 ugly[1] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(2, 3, 5)  
 = 2  
 ugly[] = | 1 | 2 |  
 i2 = 1, i3 = i5 = 0 (i2 got incremented )   
  
Second iteration  
 ugly[2] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(4, 3, 5)  
 = 3  
 ugly[] = | 1 | 2 | 3 |  
 i2 = 1, i3 = 1, i5 = 0 (i3 got incremented )   
  
Third iteration  
 ugly[3] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(4, 6, 5)  
 = 4  
 ugly[] = | 1 | 2 | 3 | 4 |  
 i2 = 2, i3 = 1, i5 = 0 (i2 got incremented )  
  
Fourth iteration  
 ugly[4] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(6, 6, 5)  
 = 5  
 ugly[] = | 1 | 2 | 3 | 4 | 5 |  
 i2 = 2, i3 = 1, i5 = 1 (i5 got incremented )  
  
Fifth iteration  
 ugly[4] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(6, 6, 10)  
 = 6  
 ugly[] = | 1 | 2 | 3 | 4 | 5 | 6 |  
 i2 = 3, i3 = 2, i5 = 1 (i2 and i3 got incremented )  
  
Will continue same way till I   
Program:  
   
# include<stdio.h>  
# include<stdlib.h>  
# define bool int  
  
/\* Function to find minimum of 3 numbers \*/  
unsigned min(unsigned , unsigned , unsigned );  
  
/\* Function to get the nth ugly number\*/  
unsigned getNthUglyNo(unsigned n)  
{  
 unsigned \*ugly =  
 (unsigned \*)(malloc (sizeof(unsigned)\*n));  
 unsigned i2 = 0, i3 = 0, i5 = 0;  
 unsigned i;  
 unsigned next\_multiple\_of\_2 = 2;  
 unsigned next\_multiple\_of\_3 = 3;  
 unsigned next\_multiple\_of\_5 = 5;  
 unsigned next\_ugly\_no = 1;  
 \*(ugly+0) = 1;  
  
 for(i=1; i<n; i++)  
 {  
 next\_ugly\_no = min(next\_multiple\_of\_2,  
 next\_multiple\_of\_3,  
 next\_multiple\_of\_5);  
 \*(ugly+i) = next\_ugly\_no;   
 if(next\_ugly\_no == next\_multiple\_of\_2)  
 {  
 i2 = i2+1;   
 next\_multiple\_of\_2 = \*(ugly+i2)\*2;  
 }  
 if(next\_ugly\_no == next\_multiple\_of\_3)  
 {  
 i3 = i3+1;  
 next\_multiple\_of\_3 = \*(ugly+i3)\*3;  
 }  
 if(next\_ugly\_no == next\_multiple\_of\_5)  
 {  
 i5 = i5+1;  
 next\_multiple\_of\_5 = \*(ugly+i5)\*5;  
 }  
 } /\*End of for loop (i=1; i<n; i++) \*/  
 return next\_ugly\_no;  
}  
  
/\* Function to find minimum of 3 numbers \*/  
unsigned min(unsigned a, unsigned b, unsigned c)  
{  
 if(a <= b)  
 {  
 if(a <= c)  
 return a;  
 else  
 return c;  
 }  
 if(b <= c)  
 return b;  
 else  
 return c;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 unsigned no = getNthUglyNo(150);  
 printf("%dth ugly no. is %d ", 150, no);  
 getchar();  
 return 0;  
}

**Algorithmic Paradigm:** Dynamic Programming  
 **Time Complexity:** O(n)  
 **Storage Complexity:** O(n)

Please write comments if you find any bug in the above program or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/ugly-numbers/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Visa Interview Experience | Set 6 (On-Campus)

**Written Round:**  
 75 minutes Test on Mettle.  
 Assessment Composition:  
 1. Coding Skills: 2 Questions (One ques is from DP(easy one like 0-1 knapsack) and other is Activity Selection Problem).  
 2. Programming: 10 Questions  
 3. Machine Learning Hadoop MCQ: 6 Questions  
 4. Networking MCQ: 6 Questions  
 5. Operating System: 6 Questions  
 6. Infrastructure: 6 Questions  
 7. Application Security: 6 Questions  
 (In coding round everyone had different questions but they mainly cover DP and simple array question).

**First Round (35 min):**

– First he told me about himself,then asked me “Tell me something interesing about yourself?”  
 – Then he asked me you have experience in android or iOs app development. Because i don’t have any knowledge of about it i simply said no.  
 – Then he asked me what is your area of interest. (my area of interest : computer networking , ds and algo).  
 – Then asked me completely describe Tcp/Ip model and OSI layer model thoroughly and difference between them.  
 – OOPS concepts all.  
 – PKI (public key infrastructure) and DDOS attack.  
 – Loadbalancing of servers.  
 – Complete working of Router .  
 – Write a code to delete node from singly linked list.

**Second Round (1 Hour 10 min):**

– First he told me about himself, then asked me about my project.  
 – Project was the main deciding factor that you will move to next round or not.  
 – Computer Network Topology,SDLC models, statistics (mean,median,mode,standard deviation formulae).  
 – What is api give examples also.  
 – He has given me a real time scenario and asked to develop stratedy for making a software.  
 You have been given unstructured data which is coming form facebook and twitter. Analyse these data according to “TCS stocks in market and people’s view on this”.  
 Make a strategy to tell that your software will decide that any point of time you should “BUY” or “SELL” the stock.  
 (A lot of discussion had been done there interviewer just want to know how you are approaching to solution.)  
 – Testing (white box / black box testing mainly).  
 he asked one question based on this that if there is memory leakage in your program which testing you will choose and why. (ans : white box tesing).  
 – Finally he asked “You have any question from me”.

**Third Round (15 min):**  
  
 – This round was tech and hr mixed.  
 – He asked me for which profile you want to go (Networking or Programming) .  
 – TCP congestion how to remove it.  
 – A simple 9 ball puzzle , one ball is light in weight . In how many minimum balance you can find out this light weighted ball.  
 – Finally he asked “You have any question from me”.

Guys mainly focus on networking, information security and project and be confident. Thanks to geeksforgeeks for helping a lot in preparing for placement.

If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

### Source

<http://www.geeksforgeeks.org/visa-interview-experience-set-6-campus/>

# When does the worst case of Quicksort occur?

The answer depends on strategy for choosing pivot. In early versions of Quick Sort where leftmost (or rightmost) element is chosen as pivot, the worst occurs in following cases.

1) Array is already sorted in same order.  
 2) Array is already sorted in reverse order.  
 3) All elements are same (special case of case 1 and 2)

Since these cases are very common use cases, the problem was easily solved by choosing either a random index for the pivot, choosing the middle index of the partition or (especially for longer partitions) choosing the median of the first, middle and last element of the partition for the pivot. With these modifications, the worst case of Quick sort has less chances to occur, but worst case can still occur if the input array is such that the maximum (or minimum) element is always chosen as pivot.

References:  
 <http://en.wikipedia.org/wiki/Quicksort>

### Source

<http://www.geeksforgeeks.org/when-does-the-worst-case-of-quicksort-occur/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Working with Shared Libraries | Set 1

This article is not for those algo geeks. If you are interested in systems related stuff, just read on…

Shared libraries are useful in sharing code which is common across many applications. For example, it is more economic to pack all the code related to TCP/IP implementation in a shared library. However, data can’t be shared as every application needs its own set of data. Applications like, browser, ftp, telnet, etc… make use of the shared ‘network’ library to elevate specific functionality.

Every operating system has its own representation and tool-set to create shared libraries. More or less the concepts are same. On Windows every object file (\*.obj, \*.dll, \*.ocx, \*.sys, \*.exe etc…) follow a format called Portalbe Executable. Even shared libraries (called as Dynamic Linked Libraries or DLL in short) are also represented in PE format. The tool-set that is used to create these libraries need to understand the binary format. Linux variants follow a format called Executable and Linkable Format (ELF). The ELF files are position independent (PIC) format. Shared libraries in Linux are referred as shared objects (generally with extension \*.so). These are similar to DLLs in Windows platform. Even shared object files follow the ELF binary format.

Remember, the file extensions (\*.dll, \*.so, \*.a, \*.lib, etc…) are just for programmer convenience. They don’t have any significance. All these are binary files. You can name them as you wish. Yet ensure you provide absolute paths in building applications.

In general, when we compile an application the steps are simple. Compile, Link and Load. However, it is not simple. These steps are more versatile on modern operating systems.

When you link your application against static library, the code is part of your application. There is no dependency. Even though it causes the application size to increase, it has its own advantages. The primary one is speed as there will be no symbol (a program entity) resolution at runtime. Since every piece of code part of the binary image, such applications are independent of version mismatch issues. However, the cost is on fixing an issue in library code. If there is any bug in library code, entire application need to be recompiled and shipped to the client. In case of dynamic libraries, fixing or upgrading the libraries is easy. You just need to ship the updated shared libraries. The application need not to recompile, it only need to re-run. You can design a mechanism where we don’t need to restart the application.

When we link an application against a shared library, the linker leaves some stubs (unresolved symbols) to be filled at application loading time. These stubs need to be filled by a tool called, *dynamic linker* at run time or at application loading time. Again loading of a library is of two types, static loading and dynamic loading. Don’t confuse between ***static loading*** vs ***static linking*** and ***dynamic loading*** vs ***dynamic linking***.

For example, you have built an application that depends on *libstdc++.so* which is a shared object (dynamic libary). How does the application become aware of required shared libraries? (If you are interested, explore the tools *tdump* from Borland tool set, *objdump* or *nm* or *readelf* tools on Linux).

Static loading:

* In static loading, all of those dependent shared libraries are loaded into memory even before the application starts execution. If loading of any shared library fails, the application won’t run.
* A dynamic loader examines application’s dependency on shared libraries. If these libraries are already loaded into the memory, the library address space is mapped to application virtual address space (VAS) and the dynamic linker does relocation of unresolved symbols.
* If these libraries are not loaded into memory (perhaps your application might be first to invoke the shared library), the loader searches in standard library paths and loads them into memory, then maps and resolves symbols. Again loading is big process, if you are interested write your own loader :).
* While resolving the symbols, if the dynamic linker not able to find any symbol (may be due to older version of shared library), the application can’t be started.

Dynamic Loading:

* As the name indicates, dynamic loading is about loading of library on demand.
* For example, if you want a small functionality from a shared library. Why should it be loaded at the application load time and sit in the memory? You can invoke loading of these shared libraries dynamically when you need their functionality. This is called dynamic loading. In this case, the programmer aware of situation ‘when should the library be loaded’. The tool-set and relevant kernel provides API to support dynamic loading, and querying of symbols in the shared library.

More details in later articles.

*Note: If you come across terms like loadable modules or equivalent terms, don’t mix them with shared libraries. They are different from shared libraries  The kernels provide framework to support loadable modules.*

**Exercise:**

1. Assuming you have understood the concepts, How do you design an application (e.g. Banking) which can upgrade to new shared libraries without re-running the application.

— [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Working with Shared Libraries | Set 2

We have covered basic information about shared libraries in the [previous post](http://www.geeksforgeeks.org/working-with-shared-libraries-set-1/). In the current article we will learn how to create shared libraries on Linux.

Prior to that we need to understand how a program is loaded into memory, various (basic) steps involved in the process.

Let us see a typical “Hello World” program in C. Simple Hello World program screen image is given below.
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We were compiling our code using the command “**gcc -o sample shared.c**” When we compile our code, the compiler won’t resolve implementation of the function **printf()**. It only verifies the syntactical checking. The tool chain leaves a stub in our application which will be filled by dynamic linker. Since printf is standard function the compiler implicitly invoking its shared library. More details down.

We are using *ldd* to list dependencies of our program binary image. In the screen image, we can see our sample program depends on three binary files namely, *linux-vdso.so.1*, *libc.so.6* and */lib64/ld-linux-x86-64.so.2*.

The file VDSO is fast implementation of system call interface and some other stuff, it is not our focus (on some older systems you may see different file name in liue of \*.vsdo.\*). Ignore this file. We have interest in the other two files.

The file **libc.so.6** is C implementation of various standard functions. It is the file where we see *printf* definition needed for our *Hello World*. It is the shared library needed to be loaded into memory to run our Hello World program.

The third file /lib64/ld-linux-x86-64.so.2 is infact an executable that runs when an application is invoked. When we invoke the program on bash terminal, typically the bash forks itself and replaces its address space with image of program to run (so called fork-exec pair). The kernel verifies whether the libc.so.6 resides in the memory. If not, it will load the file into memory and does the relocation of libc.so.6 symbols. It then invokes the dynamic linker (/lib64/ld-linux-x86-64.so.2) to resolve unresolved symbols of application code (printf in the present case). Then the control transfers to our program *main*. (I have intensionally omitted many details in the process, our focus is to understand basic details).

**Creating our own shared library:**

Let us work with simple shared library on Linux. Create a file **library.c** with the following content.
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The file library.c defines a function ***signum*** which will be used by our application code. Compile the file library.c file using the following command.

**gcc -shared -fPIC -o liblibrary.so library.c**

The flag *-shared* instructs the compiler that we are building a shared library. The flag *-fPIC* is to generate position independent code (ignore for now). The command generates a shared library *liblibrary.so* in the current working directory. We have our shared object file (shared library name in Linux) ready to use.

Create another file **application.c** with the following content.
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In the file **application.c** we are invoking the function signum which was defined in a shared library. Compile the application.c file using the following command.

**gcc application.c -L /home/geetanjali/coding/ -llibrary -o sample**

The flag *-llibrary* instructs the compiler to look for symbol definitions that are not available in the current code (signum function in our case). The option *-L* is hint to the compiler to look in the directory followed by the option for any shared libraries (during link time only). The command generates an executable named as “**sample**“.

If you invoke the executable, the dynamic linker will not be able to find the required shared library. By default it won’t look into current working directory. You have to explicitly instruct the tool chain to provide proper paths. The dynamic linker searches standard paths available in the LD\_LIBRARY\_PATH and also searches in system cache (for details explore the command ***ldconfig***). We have to add our working directory to the LD\_LIBRARY\_PATH environment variable. The following command does the same.

**export LD\_LIBRARY\_PATH=/home/geetanjali/coding/:$LD\_LIBRARY\_PATH**

You can now invoke our executable as shown.

**./sample**

Sample output on my system is shown below.

[![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/output.png)

**Note:** *The path****/home/geetanjali/coding/*** *is working directory path on my machine. You need to use your working directory path where ever it is being used in the above commands.*

Stay tuned, we haven’t even explored 1/3rd of shared library concepts. More advanced concepts in the later articles.

**Exercise:**

It is workbook like article. You won’t gain much unless you practice and do some research.

1. Create similar example and write your won function in the shared library. Invoke the function in another application.

2. Is (Are) there any other tool(s) which can list dependent libraries?

3. What is position independent code (PIC)?

4. What is system cache in the current context? How does the directory /etc/ld.so.conf.d/\* related in the current context?

— [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/working-with-shared-libraries-set-2/>

# Write a C program to reverse digits of a number

**ITERATIVE WAY**  
 Algorithm:

Input: num  
(1) Initialize rev\_num = 0  
(2) Loop while num > 0  
 (a) Multiply rev\_num by 10 and add remainder of num   
 divide by 10 to rev\_num  
 rev\_num = rev\_num\*10 + num%10;  
 (b) Divide num by 10  
(3) Return rev\_num

Example:  
 num = 4562  
 rev\_num = 0

rev\_num = rev\_num \*10 + num%10 = 2  
 num = num/10 = 456

rev\_num = rev\_num \*10 + num%10 = 20 + 6 = 26  
 num = num/10 = 45

rev\_num = rev\_num \*10 + num%10 = 260 + 5 = 265  
 num = num/10 = 4

rev\_num = rev\_num \*10 + num%10 = 265 + 4 = 2654  
 num = num/10 = 0

**Program:**

#include <stdio.h>  
  
/\* Iterative function to reverse digits of num\*/  
int reversDigits(int num)  
{  
 int rev\_num = 0;  
 while(num > 0)  
 {  
 rev\_num = rev\_num\*10 + num%10;  
 num = num/10;  
 }  
 return rev\_num;  
}  
  
/\*Driver program to test reversDigits\*/  
int main()  
{  
 int num = 4562;  
 printf("Reverse of no. is %d", reversDigits(num));  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(Log(n)) where n is the input number.

**RECURSIVE WAY**  
 Thanks to Raj for adding this to the original post.

#include <stdio.h>;  
  
/\* Recursive function to reverse digits of num\*/  
int reversDigits(int num)  
{  
 static int rev\_num = 0;  
 static int base\_pos = 1;  
 if(num > 0)  
 {  
 reversDigits(num/10);  
 rev\_num += (num%10)\*base\_pos;  
 base\_pos \*= 10;  
 }  
 return rev\_num;  
}  
  
/\*Driver program to test reversDigits\*/  
int main()  
{  
 int num = 4562;  
 printf("Reverse of no. is %d", reversDigits(num));  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(Log(n)) where n is the input number

Note that above above program doesn’t consider leading zeroes. For example, for 100 program will print 1. If you want to print 001 then see this comment from Maheshwar.

Try extensions of above functions that should also work for floating point numbers.

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-reverse-digits-of-a-number/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/)

# Write a function that generates one of 3 numbers according to given probabilities

You are given a function rand(a, b) which generates equiprobable random numbers between [a, b] inclusive. Generate 3 numbers x, y, z with probability P(x), P(y), P(z) such that P(x) + P(y) + P(z) = 1 using the given rand(a,b) function.

The idea is to utilize the equiprobable feature of the rand(a,b) provided. ***Let the given probabilities be in percentage form, for example P(x)=40%, P(y)=25%, P(z)=35%.***.

Following are the detailed steps.  
 **1)** Generate a random number between 1 and 100. Since they are equiprobable, the probability of each number appearing is 1/100.  
 **2)** Following are some important points to note about generated random number ‘r’.  
 a) ‘r’ is smaller than or equal to P(x) with probability P(x)/100.  
 b) ‘r’ is greater than P(x) and smaller than or equal P(x) + P(y) with P(y)/100.  
 c) ‘r’ is greater than P(x) + P(y) and smaller than or equal 100 (or P(x) + P(y) + P(z)) with probability P(z)/100.

// This function generates 'x' with probability px/100, 'y' with   
// probability py/100 and 'z' with probability pz/100:  
// Assumption: px + py + pz = 100 where px, py and pz lie   
// between 0 to 100   
int random(int x, int y, int z, int px, int py, int pz)  
{   
 // Generate a number from 1 to 100  
 int r = rand(1, 100);  
   
 // r is smaller than px with probability px/100  
 if (r <= px)  
 return x;  
  
 // r is greater than px and smaller than or equal to px+py   
 // with probability py/100   
 if (r <= (px+py))  
 return y;  
  
 // r is greater than px+py and smaller than or equal to 100   
 // with probability pz/100   
 else  
 return z;  
}

This function will solve the purpose of generating 3 numbers with given three probabilities.

This article is contributed by **Harsh Agarwal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/write-a-function-to-generate-3-numbers-according-to-given-probabilities/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write a program to add two numbers in base 14

Asked by Anshya.

Below are the different ways to add base 14 numbers.

**Method 1**  
 Thanks to Raj for suggesting this method.

1. Convert both i/p base 14 numbers to base 10.  
 2. Add numbers.  
 3. Convert the result back to base 14.

**Method 2**  
 Just add the numbers in base 14 in same way we add in base 10. Add numerals of both numbers one by one from right to left. If there is a carry while adding two numerals, consider the carry for adding next numerals.

Let us consider the presentation of base 14 numbers same as hexadecimal numbers

A --> 10  
 B --> 11  
 C --> 12  
 D --> 13

Example:  
 num1 = 1 2 A  
 num2 = C D 3   
  
 1. Add A and 3, we get 13(D). Since 13 is smaller than   
14, carry becomes 0 and resultant numeral becomes D   
  
 2. Add 2, D and carry(0). we get 15. Since 15 is greater   
than 13, carry becomes 1 and resultant numeral is 15 - 14 = 1  
  
 3. Add 1, C and carry(1). we get 14. Since 14 is greater   
than 13, carry becomes 1 and resultant numeral is 14 - 14 = 0  
  
Finally, there is a carry, so 1 is added as leftmost numeral and the result becomes   
101D

**Implementation of Method 2**

# include <stdio.h>  
# include <stdlib.h>  
# define bool int  
  
int getNumeralValue(char );  
char getNumeral(int );  
  
/\* Function to add two numbers in base 14 \*/  
char \*sumBase14(char \*num1, char \*num2)  
{  
 int l1 = strlen(num1);  
 int l2 = strlen(num2);   
 char \*res;   
 int i;  
 int nml1, nml2, res\_nml;   
 bool carry = 0;  
   
 if(l1 != l2)  
 {  
 printf("Function doesn't support numbers of different"  
 " lengths. If you want to add such numbers then"  
 " prefix smaller number with required no. of zeroes");   
 getchar();   
 assert(0);  
 }   
  
 /\* Note the size of the allocated memory is one   
 more than i/p lenghts for the cases where we   
 have carry at the last like adding D1 and A1 \*/   
 res = (char \*)malloc(sizeof(char)\*(l1 + 1));  
   
 /\* Add all numerals from right to left \*/  
 for(i = l1-1; i >= 0; i--)  
 {  
 /\* Get decimal values of the numerals of   
 i/p numbers\*/   
 nml1 = getNumeralValue(num1[i]);  
 nml2 = getNumeralValue(num2[i]);  
   
 /\* Add decimal values of numerals and carry \*/  
 res\_nml = carry + nml1 + nml2;  
   
 /\* Check if we have carry for next addition   
 of numerals \*/  
 if(res\_nml >= 14)  
 {  
 carry = 1;  
 res\_nml -= 14;  
 }   
 else   
 {  
 carry = 0;   
 }   
 res[i+1] = getNumeral(res\_nml);  
 }  
   
 /\* if there is no carry after last iteration   
 then result should not include 0th character   
 of the resultant string \*/  
 if(carry == 0)  
 return (res + 1);   
  
 /\* if we have carry after last iteration then   
 result should include 0th character \*/  
 res[0] = '1';  
 return res;  
}  
  
/\* Function to get value of a numeral   
 For example it returns 10 for input 'A'   
 1 for '1', etc \*/  
int getNumeralValue(char num)  
{  
 if( num >= '0' && num <= '9')  
 return (num - '0');  
 if( num >= 'A' && num <= 'D')   
 return (num - 'A' + 10);  
   
 /\* If we reach this line caller is giving   
 invalid character so we assert and fail\*/   
 assert(0);  
}  
  
/\* Function to get numeral for a value.   
 For example it returns 'A' for input 10   
 '1' for 1, etc \*/  
char getNumeral(int val)  
{  
 if( val >= 0 && val <= 9)  
 return (val + '0');  
 if( val >= 10 && val <= 14)   
 return (val + 'A' - 10);  
   
 /\* If we reach this line caller is giving   
 invalid no. so we assert and fail\*/   
 assert(0);  
}  
  
/\*Driver program to test above functions\*/  
int main()  
{  
 char \*num1 = "DC2";  
 char \*num2 = "0A3";  
  
 printf("Result is %s", sumBase14(num1, num2));   
 getchar();  
 return 0;  
}

**Notes:**  
 Above approach can be used to add numbers in any base. We don’t have to do string operations if base is smaller than 10.

You can try extending the above program for numbers of different lengths.

Please comment if you find any bug in the program or a better approach to do the same.

### Source

<http://www.geeksforgeeks.org/write-a-program-to-add-two-numbers-in-base-14/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write an iterative O(Log y) function for pow(x, y)

Given an integer x and a positive number y, write a function that computes xy under following conditions.  
 a) Time complexity of the function should be O(Log y)  
 b) Extra Space is O(1)

Examples:

Input: x = 3, y = 5  
Output: 243  
  
Input: x = 2, y = 5  
Output: 32

**We strongly recommend to minimize your browser and try this yourself first.**

We have discussed [recursive O(Log y) solution for power](http://www.geeksforgeeks.org/write-a-c-program-to-calculate-powxn/). The recursive solutions are generally not preferred as they require space on call stack and they involve function call overhead.

Following is C function to compute xy.

#include <stdio.h>  
  
/\* Iterative Function to calculate x raised to the power y in O(logy) \*/  
int power(int x, unsigned int y)  
{  
 // Initialize result  
 int res = 1;  
  
 while (y > 0)  
 {  
 // If y is even, simply do x square  
 if (y%2 == 0)  
 {  
 y = y/2;  
 x = x\*x;  
 }  
   
 // Else multiply x with result. Note that this else   
 // is always executed in the end when y becomes 1   
 else  
 {  
 y--;  
 res = res\*x;  
 }  
 }  
 return res;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int x = 3;  
 unsigned int y = 5;  
  
 printf("Power is %d", power(x, y));  
  
 return 0;  
}

Output:

Power is 243

This article is contributed by **Udit Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/write-an-iterative-olog-y-function-for-powx-y/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Write you own Power without using multiplication(\*) and division(/) operators

**Method 1 (Using Nested Loops)**

We can calculate power by using repeated addition.

For example to calculate 5^6.  
 1) First 5 times add 5, we get 25. (5^2)  
 2) Then 5 times add 25, we get 125. (5^3)  
 3) Then 5 time add 125, we get 625 (5^4)  
 4) Then 5 times add 625, we get 3125 (5^5)  
 5) Then 5 times add 3125, we get 15625 (5^6)

/\* Works only if a >= 0 and b >= 0 \*/  
int pow(int a, int b)  
{  
 if (b == 0)  
 return 1;  
 int answer = a;  
 int increment = a;  
 int i, j;  
 for(i = 1; i < b; i++)  
 {  
 for(j = 1; j < a; j++)  
 {  
 answer += increment;  
 }  
 increment = answer;  
 }  
 return answer;  
}  
  
/\* driver program to test above function \*/  
int main()  
{  
 printf("\n %d", pow(5, 3));  
 getchar();  
 return 0;  
}

**Method 2 (Using Recursion)**  
 Recursively add a to get the multiplication of two numbers. And recursively multiply to get *a* raise to the power *b*.

#include<stdio.h>  
/\* A recursive function to get a^b  
 Works only if a >= 0 and b >= 0 \*/  
int pow(int a, int b)  
{  
 if(b)  
 return multiply(a, pow(a, b-1));  
 else  
 return 1;  
}   
  
/\* A recursive function to get x\*y \*/  
int multiply(int x, int y)  
{  
 if(y)  
 return (x + multiply(x, y-1));  
 else  
 return 0;  
}  
  
/\* driver program to test above functions \*/  
int main()  
{  
 printf("\n %d", pow(5, 3));  
 getchar();  
 return 0;  
}

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/write-you-own-power-without-using-multiplication-and-division/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)