# Copyright

The content of this book comes from [geeksforgeeks.org](http://geeksforgeeks.org) and it's licensed under [Creative Commons Attribution-NonCommercial-NoDerivs 2.5 India](http://creativecommons.org/licenses/by-nc-nd/2.5/in/deed.en_US)

Made by [Jing](http://www.jing-zhou.me/). 2015.

Head over to [this github repo](https://github.com/gnijuohz/geeksforgeeks-as-books) to report issues or contribute.

# Anagram Substring Search (Or Search for all permutations)

Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] and its permutations (or anagrams) in txt[]. You may assume that n > m.   
 Expected time complexity is O(n)

Examples:

1) Input: txt[] = "BACDGABCDA" pat[] = "ABCD"  
 Output: Found at Index 0  
 Found at Index 5  
 Found at Index 6  
2) Input: txt[] = "AAABABAA" pat[] = "AABA"  
 Output: Found at Index 0  
 Found at Index 1  
 Found at Index 4

This problem is slightly different from standard pattern searching problem, here we need to search for anagrams as well. Therefore, we cannot directly apply standard pattern searching algorithms like [KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin Karp](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Boyer Moore](http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/), etc.

A simple idea is to modify [Rabin Karp Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/). For example we can keep the hash value as sum of ASCII values of all characters under modulo of a big prime number. For every character of text, we can add the current character to hash value and subtract the first character of previous window. This solution looks good, but like standard Rabin Karp, the worst case time complexity of this solution is O(mn). The worst case occurs when all hash values match and we one by one match all characters.

We can achieve O(n) time complexity under the assumption that alphabet size is fixed which is typically true as we have maximum 256 possible characters in ASCII. The idea is to use two count arrays:

1) The first count array store frequencies of characters in pattern.  
 2) The second count array stores frequencies of characters in current window of text.

The important thing to note is, time complexity to compare two count arrays is O(1) as the number of elements in them are fixed (independent of pattern and text sizes). Following are steps of this algorithm.  
 1) Store counts of frequencies of pattern in first count array *countP[]*. Also store counts of frequencies of characters in first window of text in array *countTW[]*.

2) Now run a loop from i = M to N-1. Do following in loop.  
 …..a) If the two count arrays are identical, we found an occurrence.  
 …..b) Increment count of current character of text in countTW[]  
 …..c) Decrement count of first character in previous window in countWT[]

3) The last window is not checked by above loop, so explicitly check it.

Following is C++ implementation of above algorithm.

// C++ program to search all anagrams of a pattern in a text  
#include<iostream>  
#include<cstring>  
#define MAX 256  
using namespace std;  
  
// This function returns true if contents of arr1[] and arr2[]  
// are same, otherwise false.  
bool compare(char arr1[], char arr2[])  
{  
 for (int i=0; i<MAX; i++)  
 if (arr1[i] != arr2[i])  
 return false;  
 return true;  
}  
  
// This function search for all permutations of pat[] in txt[]  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat), N = strlen(txt);  
  
 // countP[]: Store count of all characters of pattern  
 // countTW[]: Store count of current window of text  
 char countP[MAX] = {0}, countTW[MAX] = {0};  
 for (int i = 0; i < M; i++)  
 {  
 (countP[pat[i]])++;  
 (countTW[txt[i]])++;  
 }  
  
 // Traverse through remaining characters of pattern  
 for (int i = M; i < N; i++)  
 {  
 // Compare counts of current window of text with  
 // counts of pattern[]  
 if (compare(countP, countTW))  
 cout << "Found at Index " << (i - M) << endl;  
  
 // Add current character to current window  
 (countTW[txt[i]])++;  
  
 // Remove the first character of previous window  
 countTW[txt[i-M]]--;  
 }  
  
 // Check for the last window in text  
 if (compare(countP, countTW))  
 cout << "Found at Index " << (N - M) << endl;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char txt[] = "BACDGABCDA";  
 char pat[] = "ABCD";  
 search(pat, txt);  
 return 0;  
}

Output:

Found at Index 0  
Found at Index 5  
Found at Index 6

This article is contributed by **Piyush Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Check a given sentence for a given set of simple grammer rules

A simple sentence if syntactically correct if it fulfills given rules. The following are given rules.

1. Sentence must start with a Uppercase character (e.g. Noun/ I/ We/ He etc.)  
 2. Then lowercase character follows.  
 3. There must be spaces between words.  
 4. Then the sentence must end with a full stop(.) after a word.  
 5. Two continuous spaces are not allowed.  
 6. Two continuous upper case characters are not allowed.  
 7. However the sentence can end after an upper case character.

Examples:

Correct sentences -  
 "My name is Ram."  
 "The vertex is S."  
 "I am single."  
 "I love Geeksquiz and Geeksforgeeks."  
  
Incorrect sentence -   
 "My name is KG."  
 "I lovE cinema."  
 "GeeksQuiz. is a quiz site."  
 " You are my friend."  
 "I love cinema"

**Question:** Given a sentence, validate the given sentence for above given rules.

**We strongly recommend to minimize the browser and try this yourself first.**  
 The idea is to use an automata for the given set of rules.

Algorithm :  
 1. Check for the corner cases  
 …..1.a) Check if the first character is uppercase or not in the sentence.  
 …..1.b) Check if the last character is a full stop or not.

2. For rest of the string, this problem could be solved by following a state diagram. Please refer to the below state diagram for that.  
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3. We need to maintain previous and current state of different characters in the string. Based on that we can always validate the sentence of every character traversed.

A C based implementation is below. (By the way this sentence is also correct according to the rule and code)

// C program to validate a given sentence for a set of rules  
#include<stdio.h>  
#include<string.h>  
#include<stdbool.h>  
  
// Method to check a given sentence for given rules  
bool checkSentence(char str[])  
{  
 // Calculate the length of the string.  
 int len = strlen(str);  
  
 // Check that the first character lies in [A-Z].  
 // Otherwise return false.  
 if (str[0] < 'A' || str[0] > 'Z')  
 return false;  
  
 //If the last character is not a full stop(.) no  
 //need to check further.  
 if (str[len - 1] != '.')  
 return false;  
  
 // Maintain 2 states. Previous and current state based  
 // on which vertex state you are. Initialise both with  
 // 0 = start state.  
 int prev\_state = 0, curr\_state = 0;  
  
 //Keep the index to the next character in the string.  
 int index = 1;  
  
 //Loop to go over the string.  
 while (str[index])  
 {  
 // Set states according to the input characters in the  
 // string and the rule defined in the description.  
 // If current character is [A-Z]. Set current state as 0.  
 if (str[index] >= 'A' && str[index] <= 'Z')  
 curr\_state = 0;  
  
 // If current character is a space. Set current state as 1.  
 else if (str[index] == ' ')  
 curr\_state = 1;  
  
 // If current character is [a-z]. Set current state as 2.  
 else if (str[index] >= 'a' && str[index] <= 'z')  
 curr\_state = 2;  
  
 // If current state is a dot(.). Set current state as 3.  
 else if (str[index] == '.')  
 curr\_state = 3;  
  
 // Validates all current state with previous state for the   
 // rules in the description of the problem.  
 if (prev\_state == curr\_state && curr\_state != 2)  
 return false;  
  
 if (prev\_state == 2 && curr\_state == 0)  
 return false;  
  
 // If we have reached last state and previous state is not 1,   
 // then check next character. If next character is '\0', then   
 // return true, else false  
 if (curr\_state == 3 && prev\_state != 1)  
 return (str[index + 1] == '\0');  
  
 index++;  
  
 // Set previous state as current state before going over  
 // to the next character.  
 prev\_state = curr\_state;  
 }  
 return false;  
}  
  
// Driver program  
int main()  
{  
 char \*str[] = { "I love cinema.", "The vertex is S.",  
 "I am single.", "My name is KG.",  
 "I lovE cinema.", "GeeksQuiz. is a quiz site.",  
 "I love Geeksquiz and Geeksforgeeks.",  
 " You are my friend.", "I love cinema" };  
 int str\_size = sizeof(str) / sizeof(str[0]);  
 int i = 0;  
 for (i = 0; i < str\_size; i++)  
 checkSentence(str[i])? printf("\"%s\" is correct \n", str[i]):  
 printf("\"%s\" is incorrect \n", str[i]);  
  
 return 0;  
}

Output:

"I love cinema." is correct  
"The vertex is S." is correct  
"I am single." is correct  
"My name is KG." is incorrect  
"I lovE cinema." is incorrect  
"GeeksQuiz. is a quiz site." is incorrect  
"I love Geeksquiz and Geeksforgeeks." is correct  
" You are my friend." is incorrect  
"I love cinema" is incorrect

Time complexity – O(n), worst case as we have to traverse the full sentence where n is the length of the sentence.  
 Auxiliary space – O(1)

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-given-sentence-given-set-simple-grammer-rules/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Check if a given string is a rotation of a palindrome

Given a string, check if it is a rotation of a palindrome. For example your function should return true for “aab” as it is a rotation of “aba”.

Examples:

Input: str = "aaaad"  
Output: 1   
// "aaaad" is a rotation of a palindrome "aadaa"  
  
Input: str = "abcd"  
Output: 0  
// "abcd" is not a rotation of any palindrome.

A **Simple Solution** is to take the input string, try every possible rotation of it and return true if a rotation is a palindrome. If no rotation is palindrome, then return false.  
 Following is C++ implementation of this approach.

#include<iostream>  
#include<string>  
using namespace std;  
  
// A utility function to check if a string str is palindrome  
bool isPalindrome(string str)  
{  
 // Start from leftmost and rightmost corners of str  
 int l = 0;  
 int h = str.length() - 1;  
  
 // Keep comparing characters while they are same  
 while (h > l)  
 if (str[l++] != str[h--])  
 return false;  
  
 // If we reach here, then all characters were matching  
 return true;  
}  
  
// Function to chech if a given string is a rotation of a  
// palindrome.  
bool isRotationOfPalindrome(string str)  
{  
 // If string iteself is palindrome  
 if (isPalindrome(str))  
 return true;  
  
 // Now try all rotations one by one  
 int n = str.length();  
 for (int i = 0; i < n-1; i++)  
 {  
 string str1 = str.substr(i+1, n-i-1);  
 string str2 = str.substr(0, i+1);  
  
 // Check if this rotation is palindrome  
 if (isPalindrome(str1.append(str2)))  
 return true;  
 }  
 return false;  
}  
  
// Driver program to test above function  
int main()  
{  
 cout << isRotationOfPalindrome("aab") << endl;  
 cout << isRotationOfPalindrome("abcde") << endl;  
 cout << isRotationOfPalindrome("aaaad") << endl;  
 return 0;  
}

Output:

1  
0  
1

Time Complexity: O(n2)  
 Auxiliary Space: O(n) for storing rotations.  
 Note that the above algorithm can be optimized to work in O(1) extra space as we can [rotate a string in O(n) time and O(1) extra space](http://www.geeksforgeeks.org/program-for-array-rotation-continued-reversal-algorithm/).

An **Optimized Solution** can work in O(n) time. The idea is similar to [this](http://www.geeksforgeeks.org/a-program-to-check-if-strings-are-rotations-of-each-other-or-not/)post. Following are steps.  
 **1)** Let the given string be ‘str’ and length of string be ‘n’. Create a temporary string ‘temp’ which is of size 2n and contains str followed by str again. For example, let str be “aab”, temp would be “aabaab”.  
 **2)** Now the problem reduces to find a palindromic substring of length n in str. If there is palindromic substring of length n, then return true, else return false.  
 We can find whether there is a palindromic substring of size n or not in O(n) time (See [Longest palindromic substring](http://en.wikipedia.org/wiki/Longest_palindromic_substring))

This article is contributed **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-given-string-rotation-palindrome/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Check if a given sequence of moves for a robot is circular or not

Given a sequence of moves for a robot, check if the sequence is circular or not. A sequence of moves is circular if first and last positions of robot are same. A move can be on of the following.

G - Go one unit  
 L - Turn left  
 R - Turn right

Examples:

Input: path[] = "GLGLGLG"  
Output: Given sequence of moves is circular   
  
Input: path[] = "GLLG"  
Output: Given sequence of moves is circular

**We strongly recommend to minimize your browser and try this yourself first.**

The idea is to consider the starting position as (0, 0) and direction as East (We can pick any values for these). If after the given sequence of moves, we come back to (0, 0), then given sequence is circular, otherwise not.

N  
 |  
 |  
 W -------------- E  
 |  
 |  
 S

The move ‘G’ changes either x or y according to following rules.  
 a) If current direction is North, then ‘G’ increments y and doesn’t change x.  
 b) If current direction is East, then ‘G’ increments x and doesn’t change y.  
 c) If current direction is South, then ‘G’ decrements y and doesn’t change x.  
 d) If current direction is West, then ‘G’ decrements x and doesn’t change y.

The moves ‘L’ and ‘R’, do not change x and y coordinates, they only change direction according to following rule.  
 a) If current direction is North, then ‘L’ changes direction to West and ‘R’ changes to East  
 b) If current direction is East, then ‘L’ changes direction to North and ‘R’ changes to South  
 c) If current direction is South, then ‘L’ changes direction to East and ‘R’ changes to West  
 d) If current direction is West, then ‘L’ changes direction to South and ‘R’ changes to North.

The following is C++ implementation of above idea.

// A c++ program to check if the given path for a robot is circular or not  
#include<iostream>  
using namespace std;  
  
// Macros for East, North, South and West  
#define N 0  
#define E 1  
#define S 2  
#define W 3  
  
// This function returns true if the given path is circular, else false  
bool isCircular(char path[])  
{  
 // Initialize starting point for robot as (0, 0) and starting  
 // direction as N North  
 int x = 0, y = 0;  
 int dir = N;  
  
 // Travers the path given for robot  
 for (int i=0; path[i]; i++)  
 {  
 // Find current move  
 char move = path[i];  
  
 // If move is left or right, then change direction  
 if (move == 'R')  
 dir = (dir + 1)%4;  
 else if (move == 'L')  
 dir = (4 + dir - 1)%4;  
  
 // If move is Go, then change x or y according to  
 // current direction  
 else // if (move == 'G')  
 {  
 if (dir == N)  
 y++;  
 else if (dir == E)  
 x++;  
 else if (dir == S)  
 y--;  
 else // dir == W  
 x--;  
 }  
 }  
  
 // If robot comes back to (0, 0), then path is cyclic  
 return (x == 0 && y == 0);  
}  
  
// Driver program  
int main()  
{  
 char path[] = "GLGLGLG";  
 if (isCircular(path))  
 cout << "Given sequence of moves is circular";  
 else  
 cout << "Given sequence of moves is NOT circular";  
}

Output:

Given sequence of moves is circular

Time Complexity: O(n) where n is number of moves in given sequence.

This article is contributed **Kaustubh Deshmukh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-if-a-given-sequence-of-moves-for-a-robot-is-circular-or-not/>

# Count Possible Decodings of a given Digit Sequence

Let 1 represent ‘A’, 2 represents ‘B’, etc. Given a digit sequence, count the number of possible decodings of the given digit sequence.

Examples:

Input: digits[] = "121"  
Output: 3  
// The possible decodings are "ABA", "AU", "LA"  
  
Input: digits[] = "1234"  
Output: 3  
// The possible decodings are "ABCD", "LCD", "AWD"

An empty digit sequence is considered to have one decoding. It may be assumed that the input contains valid digits from 0 to 9 and there are no leading 0’s, no extra trailing 0’s and no two or more consecutive 0’s.

**We strongly recommend to minimize the browser and try this yourself first.**

This problem is recursive and can be broken in sub-problems. We start from end of the given digit sequence. We initialize the total count of decodings as 0. We recur for two subproblems.  
 1) If the last digit is non-zero, recur for remaining (n-1) digits and add the result to total count.  
 2) If the last two digits form a valid character (or smaller than 27), recur for remaining (n-2) digits and add the result to total count.

Following is C++ implementation of the above approach.

// A naive recursive C++ implementation to count number of decodings  
// that can be formed from a given digit sequence  
#include <iostream>  
#include <cstring>  
using namespace std;  
  
// Given a digit sequence of length n, returns count of possible  
// decodings by replacing 1 with A, 2 woth B, ... 26 with Z  
int countDecoding(char \*digits, int n)  
{  
 // base cases  
 if (n == 0 || n == 1)  
 return 1;  
  
 int count = 0; // Initialize count  
  
 // If the last digit is not 0, then last digit must add to  
 // the number of words  
 if (digits[n-1] > '0')  
 count = countDecoding(digits, n-1);  
  
 // If the last two digits form a number smaller than or equal to 26,  
 // then consider last two digits and recur  
 if (digits[n-2] < '2' || (digits[n-2] == '2' && digits[n-1] < '7') )  
 count += countDecoding(digits, n-2);  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "1234";  
 int n = strlen(digits);  
 cout << "Count is " << countDecoding(digits, n);  
 return 0;  
}

Output:

Count is 3

The time complexity of above the code is exponential. If we take a closer look at the above program, we can observe that the recursive solution is similar to [Fibonacci Numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/). Therefore, we can optimize the above solution to work in O(n) time using [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/). Following is C++ implementation for the same.

// A Dynamic Programming based C++ implementation to count decodings  
#include <iostream>  
#include <cstring>  
using namespace std;  
  
// A Dynamic Programming based function to count decodings  
int countDecodingDP(char \*digits, int n)  
{  
 int count[n+1]; // A table to store results of subproblems  
 count[0] = 1;  
 count[1] = 1;  
  
 for (int i = 2; i <= n; i++)  
 {  
 count[i] = 0;  
  
 // If the last digit is not 0, then last digit must add to  
 // the number of words  
 if (digits[i-1] > '0')  
 count[i] = count[i-1];  
  
 // If second last digit is smaller than 2 and last digit is  
 // smaller than 7, then last two digits form a valid character  
 if (digits[i-2] < '2' || (digits[i-2] == '2' && digits[i-1] < '7') )  
 count[i] += count[i-2];  
 }  
 return count[n];  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "1234";  
 int n = strlen(digits);  
 cout << "Count is " << countDecodingDP(digits, n);  
 return 0;  
}

Output:

Count is 3

Time Complexity of the above solution is O(n) and it requires O(n) auxiliary space. We can reduce auxiliary space to O(1) by using space optimized version discussed in the [Fibonacci Number Post](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-possible-decodings-given-digit-sequence/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Fibonacci numbers](http://www.geeksforgeeks.org/tag/fibonacci-numbers/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find Excel column name from a given column number

MS Excel columns has a pattern like A, B, C, … ,Z, AA, AB, AC,…. ,AZ, BA, BB, … ZZ, AAA, AAB ….. etc. In other words, column 1 is named as “A”, column 2 as “B”, column 27 as “AA”.

Given a column number, find its corresponding Excel column name. Following are more examples.

Input Output  
 26 Z  
 51 AY  
 52 AZ  
 80 CB  
 676 YZ  
 702 ZZ  
 705 AAC

**We strongly recommend to minimize the browser and try this yourself first.**

Thanks to [Mrigank Dembla](http://www.geeksforgeeks.org/amazon-interview-set-95-sde/#) for suggesting the below solution in a comment.

Suppose we have a number n, let’s say 28. so corresponding to it we need to print the column name. We need to take remainder with 26.

If remainder with 26 comes out to be 0 (meaning 26, 52 and so on) then we put ‘Z’ in the output string and new n becomes n/26 -1 because here we are considering 26 to be ‘Z’ while in actual it’s 25th with respect to ‘A’.

Similarly if the remainder comes out to be non zero. (like 1, 2, 3 and so on) then we need to just insert the char accordingly in the string and do n = n/26.

Finally we reverse the string and print.

**Example:**  
 n = 700

Remainder (n%26) is 24. So we put ‘X’ in output string and n becomes n/26 which is 26.

Remainder (26%26) is 0. So we put ‘Z’ in output string and n becomes n/26 -1 which is 0.

Following is C++ implementation of above approach.

#include<iostream>  
#include<cstring>  
#define MAX 50  
using namespace std;  
  
// Function to print Excel column name for a given column number  
void printString(int n)  
{  
 char str[MAX]; // To store result (Excel column name)  
 int i = 0; // To store current index in str which is result  
  
 while (n>0)  
 {  
 // Find remainder  
 int rem = n%26;  
  
 // If remainder is 0, then a 'Z' must be there in output  
 if (rem==0)  
 {  
 str[i++] = 'Z';  
 n = (n/26)-1;  
 }  
 else // If remainder is non-zero  
 {  
 str[i++] = (rem-1) + 'A';  
 n = n/26;  
 }  
 }  
 str[i] = '\0';  
  
 // Reverse the string and print result  
 cout << strrev(str) << endl;  
  
 return;  
}  
  
// Driver program to test above function  
int main()  
{  
 printString(26);  
 printString(51);  
 printString(52);  
 printString(80);  
 printString(676);  
 printString(702);  
 printString(705);  
 return 0;  
}

Output

Z  
AY  
AZ  
CB  
YZ  
ZZ  
AAC

This article is contributed by **Kartik**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-excel-column-name-given-number/>

# Find if a given string can be represented from a substring by iterating the substring “n” times

Given a string ‘str’, check if it can be constructed by taking a substring of it and appending multiple copies of the substring together.

Examples:

Input: str = "abcabcabc"  
Output: true  
The given string is 3 times repetition of "abc"  
  
Input: str = "abadabad"  
Output: true  
The given string is 2 times repetition of "abad"  
  
Input: str = "aabaabaabaab"  
Output: true  
The given string is 4 times repetition of "aab"  
  
Input: str = "abcdabc"  
Output: false

Source: [Google Interview Question](http://www.geeksforgeeks.org/forums/topic/google-interview-question-for-software-engineerdeveloper-fresher-about-strings/)

There can be many solutions to this problem. The challenging part is to solve the problem in O(n) time. Below is a O(n) algorithm.

Let the given string be ‘str’ and length of given string be ‘n’.

1) Find length of the longest proper prefix of ‘str’ which is also a suffix. Let the length of the longest proper prefix suffix be ‘len’. This can be computed in O(n) time using pre-processing step of [KMP string matching algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/).

2) If value of ‘n – len’ divides n (or ‘n % (n-len)’ is 0), then return true, else return false.

In case of ‘true’ , the substring ‘str[0..n-len-1]’ is the substring that repeats n%(n-len) times.

Let us take few examples.

Input: str = “ABCDABCD”, n = 8 (Number of characters in ‘str’)  
 The value of len is 4 (“ABCD” is the longest substring which is both prefix and suffix)  
 Since (n-len) divides n, the answer is true.

Input: str = “ABCDABC”, n = 8 (Number of characters in ‘str’)  
 The value of len is 3 (“ABC” is the longest substring which is both prefix and suffix)  
 Since (n-len) doesn’t divides n, the answer is false.

Input: str = “ABCABCABCABCABC”, n = 15 (Number of characters in ‘str’)  
 The value of len is 12 (“ABCABCABCABC” is the longest substring which is both prefix and suffix)  
 Since (n-len) divides n, the answer is true.

**How does this work?**  
 length of longest proper prefix-suffix (or len) is always between 0 to n-1. If len is n-1, then all characters in string are same. For example len is 3 for “AAAA”. If len is n-2 and n is even, then two characters in string repeat n/2 times. For example “ABABABAB”, length of lps is 6. The reason is if the first n-2 characters are same as last n-2 character, the starting from the first pair, every pair of characters is identical to the next pair. The following diagram demonstrates same for substring of length 4.
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Following is C++ implementation of above algorithm.

// A C++ program to check if a string is 'n' times  
// repetition of one of its substrings  
#include<iostream>  
#include<cstring>  
using namespace std;  
  
// A utility function to fill lps[] or compute prefix funcrion  
// used in KMP string matching algorithm. Refer  
// http://www.geeksforgeeks.org/archives/11902 for details  
void computeLPSArray(char str[], int M, int lps[])  
{  
 int len = 0; //lenght of the previous longest prefix suffix  
 int i;  
  
 lps[0] = 0; //lps[0] is always 0  
 i = 1;  
  
 // the loop calculates lps[i] for i = 1 to M-1  
 while (i < M)  
 {  
 if (str[i] == str[len])  
 {  
 len++;  
 lps[i] = len;  
 i++;  
 }  
 else // (pat[i] != pat[len])  
 {  
 if (len != 0)  
 {  
 // This is tricky. Consider the example AAACAAAA and i = 7.  
 len = lps[len-1];  
  
 // Also, note that we do not increment i here  
 }  
 else // if (len == 0)  
 {  
 lps[i] = 0;  
 i++;  
 }  
 }  
 }  
}  
  
// Returns true if str is repetition of one of its substrings  
// else return false.  
bool isRepeat(char str[])  
{  
 // Find length of string and create an array to  
 // store lps values used in KMP  
 int n = strlen(str);  
 int lps[n];  
  
 // Preprocess the pattern (calculate lps[] array)  
 computeLPSArray(str, n, lps);  
  
 // Find length of longest suffix which is also  
 // prefix of str.  
 int len = lps[n-1];  
  
 // If there exist a suffix which is also prefix AND  
 // Length of the remaining substring divides total  
 // length, then str[0..n-len-1] is the substring that  
 // repeats n/(n-len) times (Readers can print substring  
 // and value of n/(n-len) for more clarity.  
 return (len > 0 && n%(n-len) == 0)? true: false;  
}  
  
// Driver program to test above function  
int main()  
{  
 char txt[][100] = {"ABCABC", "ABABAB", "ABCDABCD", "GEEKSFORGEEKS",  
 "GEEKGEEK", "AAAACAAAAC", "ABCDABC"};  
 int n = sizeof(txt)/sizeof(txt[0]);  
 for (int i=0; i<n; i++)  
 isRepeat(txt[i])? cout << "True\n" : cout << "False\n";  
 return 0;  
}

Output:

True  
True  
True  
False  
True  
True  
False

Time Complexity: Time complexity of the above solution is O(n) as it uses [KMP preprocessing algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/)which is linear time algorithm.

This article is contributed by **Harshit Agrawal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-given-string-can-represented-substring-iterating-substring-n-times/>

# Find maximum depth of nested parenthesis in a string

We are given a string having parenthesis like below  
      “( ((X)) (((Y))) )”  
 We need to find the maximum depth of balanced parenthesis, like 4 in above example. Since ‘Y’ is surrounded by 4 balanced parenthesis.

If parenthesis are unbalanced then return -1.

More examples:

S = "( a(b) (c) (d(e(f)g)h) I (j(k)l)m)";  
Output : 4  
  
S = "( p((q)) ((s)t) )";  
Output : 3  
  
S = "";  
Output : 0  
  
S = "b) (c) ()";  
Output : -1   
  
S = "(b) ((c) ()"  
Output : -1

Source : Walmart Labs Interview Question

**Method 1 (Uses Stack)**  
 A simple solution is to use a stack that keeps track of current open brackets.

1) Create a stack.   
2) Traverse the string, do following for every character  
 a) If current character is ‘(’ push it to the stack .  
 b) If character is ‘)’, pop an element.  
 c) Maintain maximum count during the traversal.

Time Complexity : O(n)  
 Auxiliary Space : O(n)

**Method 2 ( O(1) auxiliary space )**  
 This can also be done without using stack.

1) Take two variables max and current\_max, initialize both of them as 0.  
2) Traverse the string, do following for every character  
 a) If current character is ‘(’, increment current\_max and   
 update max value if required.  
 b) If character is ‘)’. Check if current\_max is positive or  
 not (this condition ensure that parenthesis are balanced).   
 If positive that means we previously had a ‘(’ character   
 so decrement current\_max without worry.   
 If not positive then the parenthesis are not balanced.   
 Thus return -1.   
3) If current\_max is not 0, then return -1 to ensure that the parenthesis  
 are balanced. Else return max

Below is the C++ implementation of above algorithm.

// A C++ program to find the maximum depth of nested  
// parenthesis in a given expression  
#include <iostream>  
using namespace std;  
  
// function takes a string and returns the  
// maximum depth nested parenthesis  
int maxDepth(string S)  
{  
 int current\_max = 0; // current count  
 int max = 0; // overall maximum count  
 int n = S.length();  
  
 // Traverse the input string  
 for (int i = 0; i< n; i++)  
 {  
 if (S[i] == '(')  
 {  
 current\_max++;  
  
 // update max if required  
 if (current\_max> max)  
 max = current\_max;  
 }  
 else if (S[i] == ')')  
 {  
 if (current\_max>0)  
 current\_max--;  
 else  
 return -1;  
 }  
 }  
  
 // finally check for unbalanced string  
 if (current\_max != 0)  
 return -1;  
  
 return max;  
}  
  
// Driver program  
int main()  
{  
 string s = "( ((X)) (((Y))) )";  
 cout << maxDepth(s);  
 return 0;  
}

Output:

4

Time Complexity : O(n)  
 Auxiliary Space : O(1)

This article is contributed by **Gaurav Sharma**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-maximum-depth-nested-parenthesis-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/), [Stack-Queue](http://www.geeksforgeeks.org/tag/stack-queue/), [StackAndQueue](http://www.geeksforgeeks.org/tag/stackandqueue/)

# Find all distinct palindromic sub-strings of a given string

Given a string of lowercase ASCII characters, find all distinct continuous palindromic sub-strings of it.

Examples:

Input: str = "abaaa"  
Output: Below are 5 palindrome sub-strings  
a  
aa  
aaa  
aba  
b  
  
  
Input: str = "geek"  
Output: Below are 4 palindrome sub-strings  
e  
ee  
g  
k

**Step 1: Finding all palindromes using modified Manacher’s algorithm:**  
 Considering each character as a pivot, expand on both sides to find the length of both even and odd length palindromes centered at the pivot character under consideration and store the length in the 2 arrays (odd & even).  
 Time complexity for this step is O(n^2)

**Step 2: Inserting all the found palindromes in a HashMap:**  
 Insert all the palindromes found from the previous step into a HashMap. Also insert all the individual characters from the string into the HashMap (to generate distinct single letter palindromic sub-strings).  
 Time complexity of this step is O(n^3) assuming that the hash insert search takes O(1) time. Note that there can be at most O(n^2) palindrome sub-strings of a string. In below C++ code ordered hashmap is used where the time complexity of insert and search is O(Logn). In C++, ordered hashmap is implemented using [Red Black Tree](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/).

**Step 3: Printing the distinct palindromes and number of such distinct palindromes:**  
 The last step is to print all values stored in the HashMap (only distinct elements will be hashed due to the property of HashMap). The size of the map gives the number of distinct palindromic continuous sub-strings.

Below is C++ implementation of the above idea.

// C++ program to find all distinct palindrome sub-strings  
// of a given string  
#include <iostream>  
#include <map>  
using namespace std;  
  
// Function to print all distinct palindrome sub-strings of s  
void palindromeSubStrs(string s)  
{  
 map<string, int> m;  
 int n = s.size();  
  
 // table for storing results (2 rows for odd-  
 // and even-length palindromes  
 int R[2][n+1];  
  
 // Find all sub-string palindromes from the given input  
 // string insert 'guards' to iterate easily over s  
 s = "@" + s + "#";  
  
 for (int j = 0; j <= 1; j++)  
 {  
 int rp = 0; // length of 'palindrome radius'  
 R[j][0] = 0;  
  
 int i = 1;  
 while (i <= n)  
 {  
 // Attempt to expand palindrome centered at i  
 while (s[i - rp - 1] == s[i + j + rp])  
 rp++; // Incrementing the length of palindromic  
 // radius as and when we find vaid palindrome  
  
 // Assigning the found palindromic length to odd/even  
 // length array  
 R[j][i] = rp;  
 int k = 1;  
 while ((R[j][i - k] != rp - k) && (k < rp))  
 {  
 R[j][i + k] = min(R[j][i - k],rp - k);  
 k++;  
 }  
 rp = max(rp - k,0);  
 i += k;  
 }  
 }  
  
 // remove 'guards'  
 s = s.substr(1, n);  
  
 // Put all obtained palindromes in a hash map to  
 // find only distinct palindromess  
 m[string(1, s[0])]=1;  
 for (int i = 1; i <= n; i++)  
 {  
 for (int j = 0; j <= 1; j++)  
 for (int rp = R[j][i]; rp > 0; rp--)  
 m[s.substr(i - rp - 1, 2 \* rp + j)]=1;  
 m[string(1, s[i])]=1;  
 }  
  
 //printing all distinct palindromes from hash map  
 cout << "Below are " << m.size()-1  
 << " palindrome sub-strings";  
 map<string, int>::iterator ii;  
 for (ii = m.begin(); ii!=m.end(); ++ii)  
 cout << (\*ii).first << endl;  
}  
  
// Driver program  
int main()  
{  
 palindromeSubStrs("abaaa");  
 return 0;  
}

Output:

Below are 5 palindrome sub-strings  
a  
aa  
aaa  
aba  
b

This article is contributed by [Vignesh Narayanan](https://sites.google.com/a/asu.edu/vignesh-narayanan/) and [Sowmya Sampath](https://sites.google.com/a/usc.edu/sowmya/). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-number-distinct-palindromic-sub-strings-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Find the longest substring with k unique characters in a given string

Given a string you need to print longest possible substring that has exactly M unique characters. If there are more than one substring of longest possible length, then print any one of them.

Examples:

"aabbcc", k = 1  
Max substring can be any one from {"aa" , "bb" , "cc"}.  
  
"aabbcc", k = 2  
Max substring can be any one from {"aabb" , "bbcc"}.  
  
"aabbcc", k = 3  
There are substrings with exactly 3 unique characters  
{"aabbcc" , "abbcc" , "aabbc" , "abbc" }  
Max is "aabbcc" with length 6.  
  
"aaabbb", k = 3  
There are only two unique characters, thus show error message.

Source: Google Interview Question

**Method 1 (Brute Force)**  
 If the length of string is n, then there can be n\*(n+1)/2 possible substrings. A simple way is to generate all the substring and check each one whether it has exactly k unique characters or not. If we apply this brute force, it would take O(n2) to generate all substrings and O(n) to do a check on each one. Thus overall it would go O(n3).

We can further improve this solution by creating a hash table and while generating the substrings, check the number of unique characters using that hash table. Thus it would improve up to O(n2).

**Method 2 (Linear Time)**  
 The problem can be solved in O(n). Idea is to maintain a window and add elements to the window till it contains less or equal k, update our result if required while doing so. If unique elements exceeds than required in window, start removing the elements from left side.

C++ implementation of above. The implementation assumes that the input string alphabet contains only 26 characters (from ‘a’ to ‘z’). The code can be easily extended to 256 characters.

// C++ program to find the longest substring with k unique  
// characters in a given string  
#include <iostream>  
#include <cstring>  
#define MAX\_CHARS 26  
using namespace std;  
  
// This function calculates number of unique characters  
// using a associative array count[]. Returns true if  
// no. of characters are less than required else returns  
// false.  
bool isValid(int count[], int k)  
{  
 int val = 0;  
 for (int i=0; i<MAX\_CHARS; i++)  
 if (count[i] > 0)  
 val++;  
  
 // Return true if k is greater than or equal to val  
 return (k >= val);  
}  
  
// Finds the maximum substring with exactly k unique chars  
void kUniques(string s, int k)  
{  
 int u = 0; // number of unique characters  
 int n = s.length();  
  
 // Associative array to store the count of characters  
 int count[MAX\_CHARS];  
 memset(count, 0, sizeof(count));  
  
 // Traverse the string, Fills the associative array  
 // count[] and count number of unique characters  
 for (int i=0; i<n; i++)  
 {  
 if (count[s[i]-'a']==0)  
 u++;  
 count[s[i]-'a']++;  
 }  
  
 // If there are not enough unique characters, show  
 // an error message.  
 if (u < k)  
 {  
 cout << "Not enough unique characters";  
 return;  
 }  
  
 // Otherwise take a window with first element in it.  
 // start and end variables.  
 int curr\_start = 0, curr\_end = 0;  
  
 // Also initialize values for result longest window  
 int max\_window\_size = 1, max\_window\_start = 0;  
  
 // Initialize associative array count[] with zero  
 memset(count, 0, sizeof(count));  
  
 count[s[0]-'a']++; // put the first character  
  
 // Start from the second character and add  
 // characters in window according to above  
 // explanation  
 for (int i=1; i<n; i++)  
 {  
 // Add the character 's[i]' to current window  
 count[s[i]-'a']++;  
 curr\_end++;  
  
 // If there are more than k unique characters in  
 // current window, remove from left side  
 while (!isValid(count, k))  
 {  
 count[s[curr\_start]-'a']--;  
 curr\_start++;  
 }  
  
 // Update the max window size if required  
 if (curr\_end-curr\_start+1 > max\_window\_size)  
 {  
 max\_window\_size = curr\_end-curr\_start+1;  
 max\_window\_start = curr\_start;  
 }  
 }  
  
 cout << "Max sustring is : "  
 << s.substr(max\_window\_start, max\_window\_size)  
 << " with length " << max\_window\_size << endl;  
}  
  
// Driver function  
int main()  
{  
 string s = "aabacbebebe";  
 int k = 3;  
 kUniques(s, k);  
 return 0;  
}

Output:

Max sustring is : cbebebe with length 7

**Time Complexity:** Considering function “isValid()” takes constant time, time complexity of above solution is O(n).

This article is contributed by [Gaurav Sharma](https://www.linkedin.com/in/gaurav34065). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-the-longest-substring-with-k-unique-characters-in-a-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Function to find Number of customers who could not get a computer

Write a function “runCustomerSimulation” that takes following two inputs  
 a) An integer ‘n': total number of computers in a cafe and a string:  
 b) A sequence of uppercase letters ‘seq': Letters in the sequence occur in pairs. The first occurrence indicates the arrival of a customer; the second indicates the departure of that same customer.

A customer will be serviced if there is an unoccupied computer. No letter will occur more than two times.  
 Customers who leave without using a computer always depart before customers who are currently using the computers. There are at most 20 computers per cafe.

For each set of input the function should output a number telling how many customers, if any walked away without using a computer. Return 0 if all the customers were able to use a computer.

runCustomerSimulation (2, “ABBAJJKZKZ”) should return 0

runCustomerSimulation (3, “GACCBDDBAGEE”) should return 1 as ‘D’ was not able to get any computer

runCustomerSimulation (3, “GACCBGDDBAEE”) should return 0

runCustomerSimulation (1, “ABCBCA”) should return 2 as ‘B’ and ‘C’ were not able to get any computer.

runCustomerSimulation(1, “ABCBCADEED”) should return 3 as ‘B’, ‘C’ and ‘E’ were not able to get any computer.

Source: [Fiberlink (maas360) Interview](http://www.geeksforgeeks.org/fiberlink-maas360-interview-set-2-written-test-question/)

**We strongly recommend to minimize your browser and try this yourself first.**

Below are simple steps to find number of customers who could not get any computer.

1) Initialize result as 0.

2) Traverse the given sequence. While traversing, keep track of occupied computers (this can be done by keeping track of characters which have appeared only once and a computer was available when they appeared). At any point, if count of occupied computers is equal to ‘n’, and there is a new customer, increment result by 1.

The important thing is to keep track of existing customers in cafe in a way that can indicate whether the customer has got a computer or not. Note that in sequence “ABCBCADEED”, customer ‘B’ did not get a seat, but still in cafe as a new customer ‘C’ is next in sequence.

Below is C++ implementation of above idea.

// C++ program to find number of customers who couldn't get a resource.  
#include<iostream>  
#include<cstring>  
using namespace std;  
  
#define MAX\_CHAR 26  
  
// n is number of computers in cafe.  
// 'seq' is given sequence of customer entry, exit events  
int runCustomerSimulation(int n, const char \*seq)  
{  
 // seen[i] = 0, indicates that customer 'i' is not in cafe  
 // seen[1] = 1, indicates that customer 'i' is in cafe but  
 // computer is not assigned yet.  
 // seen[2] = 2, indicates that customer 'i' is in cafe and  
 // has occupied a computer.  
 char seen[MAX\_CHAR] = {0};  
  
 // Initialize result which is number of customers who could  
 // not get any computer.  
 int res = 0;  
  
 int occupied = 0; // To keep track of occupied computers  
  
 // Travers the input sequence  
 for (int i=0; seq[i]; i++)  
 {  
 // Find index of current character in seen[0...25]  
 int ind = seq[i] - 'A';  
  
 // If First occurrence of 'seq[i]'  
 if (seen[ind] == 0)  
 {  
 // set the current character as seen  
 seen[ind] = 1;  
  
 // If number of occupied computers is less than  
 // n, then assign a computer to new customer  
 if (occupied < n)  
 {  
 occupied++;  
  
 // Set the current character as occupying a computer  
 seen[ind] = 2;  
 }  
  
 // Else this customer cannot get a computer,  
 // increment result  
 else  
 res++;  
 }  
  
 // If this is second occurrence of 'seq[i]'  
 else  
 {  
 // Decrement occupied only if this customer  
 // was using a computer  
 if (seen[ind] == 2)  
 occupied--;  
 seen[ind] = 0;  
 }  
 }  
 return res;  
}  
  
// Driver program  
int main()  
{  
 cout << runCustomerSimulation(2, "ABBAJJKZKZ") << endl;  
 cout << runCustomerSimulation(3, "GACCBDDBAGEE") << endl;  
 cout << runCustomerSimulation(3, "GACCBGDDBAEE") << endl;  
 cout << runCustomerSimulation(1, "ABCBCA") << endl;  
 cout << runCustomerSimulation(1, "ABCBCADEED") << endl;  
 return 0;  
}

Output:

0  
1  
0  
2  
3

Time complexity of above solution is O(n) and extra space required is O(CHAR\_MAX) where CHAR\_MAX is total number of possible characters in given sequence.

This article is contributed by **Lokesh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/function-to-find-number-of-customers-who-could-not-get-a-computer/>

# Given a sorted dictionary of an alien language, find order of characters

Given a sorted dictionary (array of words) of an alien language, find order of characters in the language.

**Examples:**

Input: words[] = {"baa", "abcd", "abca", "cab", "cad"}  
Output: Order of characters is 'b', 'd', 'a', 'c'  
Note that words are sorted and in the given language "baa"   
comes before "abcd", therefore 'b' is before 'a' in output.  
Similarly we can find other orders.  
  
Input: words[] = {"caa", "aaa", "aab"}  
Output: Order of characters is 'c', 'a', 'b'

**We strongly recommend to minimize the browser and try this yourself first.**

The idea is to create a graph of characters and then find [topological sorting](http://www.geeksforgeeks.org/topological-sorting/) of the created graph. Following are the detailed steps.

1) Create a graph *g* with number of vertices equal to the size of alphabet in the given alien language. For example, if the alphabet size is 5, then there can be 5 characters in words. Initially there are no edges in graph.

2) Do following for every pair of adjacent words in given sorted array.  
 …..a) Let the current pair of words be *word1* and *word2*. One by one compare characters of both words and find the first mismatching characters.  
 …..b) Create an edge in *g* from mismatching character of *word1* to that of *word2*.

3) Print [topological sorting](http://www.geeksforgeeks.org/topological-sorting/) of the above created graph.

Following is C++ implementation of the above algorithm.

// A C++ program to order of characters in an alien language  
#include<iostream>  
#include <list>  
#include <stack>  
#include <cstring>  
using namespace std;  
  
// Class to represent a graph  
class Graph  
{  
 int V; // No. of vertices'  
  
 // Pointer to an array containing adjacency listsList  
 list<int> \*adj;  
  
 // A function used by topologicalSort  
 void topologicalSortUtil(int v, bool visited[], stack<int> &Stack);  
public:  
 Graph(int V); // Constructor  
  
 // function to add an edge to graph  
 void addEdge(int v, int w);  
  
 // prints a Topological Sort of the complete graph  
 void topologicalSort();  
};  
  
Graph::Graph(int V)  
{  
 this->V = V;  
 adj = new list<int>[V];  
}  
  
void Graph::addEdge(int v, int w)  
{  
 adj[v].push\_back(w); // Add w to v’s list.  
}  
  
// A recursive function used by topologicalSort  
void Graph::topologicalSortUtil(int v, bool visited[], stack<int> &Stack)  
{  
 // Mark the current node as visited.  
 visited[v] = true;  
  
 // Recur for all the vertices adjacent to this vertex  
 list<int>::iterator i;  
 for (i = adj[v].begin(); i != adj[v].end(); ++i)  
 if (!visited[\*i])  
 topologicalSortUtil(\*i, visited, Stack);  
  
 // Push current vertex to stack which stores result  
 Stack.push(v);  
}  
  
// The function to do Topological Sort. It uses recursive topologicalSortUtil()  
void Graph::topologicalSort()  
{  
 stack<int> Stack;  
  
 // Mark all the vertices as not visited  
 bool \*visited = new bool[V];  
 for (int i = 0; i < V; i++)  
 visited[i] = false;  
  
 // Call the recursive helper function to store Topological Sort  
 // starting from all vertices one by one  
 for (int i = 0; i < V; i++)  
 if (visited[i] == false)  
 topologicalSortUtil(i, visited, Stack);  
  
 // Print contents of stack  
 while (Stack.empty() == false)  
 {  
 cout << (char) ('a' + Stack.top()) << " ";  
 Stack.pop();  
 }  
}  
  
int min(int x, int y)  
{  
 return (x < y)? x : y;  
}  
  
// This function fidns and prints order of characer from a sorted  
// array of words. n is size of words[]. alpha is set of possible  
// alphabets.  
// For simplicity, this function is written in a way that only  
// first 'alpha' characters can be there in words array. For  
// example if alpha is 7, then words[] should have only 'a', 'b',  
// 'c' 'd', 'e', 'f', 'g'  
void printOrder(string words[], int n, int alpha)  
{  
 // Create a graph with 'aplha' edges  
 Graph g(alpha);  
  
 // Process all adjacent pairs of words and create a graph  
 for (int i = 0; i < n-1; i++)  
 {  
 // Take the current two words and find the first mismatching  
 // character  
 string word1 = words[i], word2 = words[i+1];  
 for (int j = 0; j < min(word1.length(), word2.length()); j++)  
 {  
 // If we find a mismatching character, then add an edge  
 // from character of word1 to that of word2  
 if (word1[j] != word2[j])  
 {  
 g.addEdge(word1[j]-'a', word2[j]-'a');  
 break;  
 }  
 }  
 }  
  
 // Print topological sort of the above created graph  
 g.topologicalSort();  
}  
  
// Driver program to test above functions  
int main()  
{  
 string words[] = {"caa", "aaa", "aab"};  
 printOrder(words, 3, 3);  
 return 0;  
}

Output:

c a b

**Time Complexity:** The first step to create a graph takes O(n + alhpa) time where n is number of given words and alpha is number of characters in given alphabet. The second step is also topological sorting. Note that there would be *alpha* vertices and at-most (n-1) edges in the graph. The time complexity of [topological sorting](http://www.geeksforgeeks.org/topological-sorting/) is O(V+E) which is O(n + aplha) here. So overall time complexity is O(n + aplha) + O(n + aplha) which is O(n + aplha).

**Exercise:**  
 The above code doesn’t work when the input is not valid. For example {“aba”, “bba”, “aaa”} is not valid, because from first two words, we can deduce ‘a’ should appear before ‘b’, but from last two words, we can deduce ‘b’ should appear before ‘a’ which is not possible. Extend the above program to handle invalid inputs and generate the output as “Not valid”.

This article is contributed by **Piyush Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-sorted-dictionary-find-precedence-characters/>
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# How to design a tiny URL or URL shortener?

How to design a system that takes big URLs like “http://www.geeksforgeeks.org/count-sum-of-digits-in-numbers-from-1-to-n/” and converts them into a short 6 character URL. It is given that URLs are stored in database and every URL has an associated integer id.

One important thing to note is, the long url should also be uniquely identifiable from short url. So we need a [Bijective Function](https://en.wikipedia.org/wiki/Bijection)

One **Simple Solution** could be Hashing. Use a hash function to convert long string to short string. In hashing, that may be collisions (2 long urls map to same short url) and we need a unique short url for every long url so that we can access long url back.

A **Better Solution** is to use the integer id stored in database and convert the integer to character string that is at most 6 characters long. This problem can basically seen as a base conversion problem where we have a 10 digit input number and we want to convert it into a 6 character long string.

Below is one important observation about possible characters in URL.

A URL character can be one of the following  
 1) A lower case alphabet [‘a’ to ‘z’], total 26 characters  
 2) An upper case alphabet [‘A’ to ‘Z’], total 26 characters  
 3) A digit [‘0′ to ‘9’], total 10 characters

There are total 26 + 26 + 10 = 62 possible characters.

So the task is to convert a decimal number to base 62 number.

To get the original long url, we need to get url id in database. The id can be obtained using base 62 to decimal conversion.

Below is a C++ program based on this idea.

// C++ prgram to generate short url from intger id and  
// integer id back from short url.  
#include<iostream>  
#include<algorithm>  
#include<string>  
using namespace std;  
  
// Function to generate a short url from intger ID  
string idToShortURL(long int n)  
{  
 // Map to store 62 possible characters  
 char map[] = "abcdefghijklmnopqrstuvwxyzABCDEF"  
 "GHIJKLMNOPQRSTUVWXYZ0123456789";  
  
 string shorturl;  
  
 // Convert given integer id to a base 62 number  
 while (n)  
 {  
 // use above map to store actual character  
 // in short url  
 shorturl.push\_back(map[n%62]);  
 n = n/62;  
 }  
  
 // Reverse shortURL to complete base conversion  
 reverse(shorturl.begin(), shorturl.end());  
  
 return shorturl;  
}  
  
// Function to get integer ID back from a short url  
long int shortURLtoID(string shortURL)  
{  
 long int id = 0; // initialize result  
  
 // A simple base conversion logic  
 for (int i=0; i < shortURL.length(); i++)  
 {  
 if ('a' <= shortURL[i] && shortURL[i] <= 'z')  
 id = id\*62 + shortURL[i] - 'a';  
 if ('A' <= shortURL[i] && shortURL[i] <= 'Z')  
 id = id\*62 + shortURL[i] - 'A' + 26;  
 if ('0' <= shortURL[i] && shortURL[i] <= '9')  
 id = id\*62 + shortURL[i] - '0' + 52;  
 }  
 return id;  
}  
  
// Driver program to test above function  
int main()  
{  
 int n = 12345;  
 string shorturl = idToShortURL(n);  
 cout << "Generated short url is " << shorturl << endl;  
 cout << "Id from url is " << shortURLtoID(shorturl);  
 return 0;  
}

Output:

Generated short url is dnh  
Id from url is 12345

Optimization: We can avoid reverse step in idToShortURL(). To make sure that we get same ID back, we also need to change shortURLtoID() to process characters from end instead of beginning.

This article is computed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/how-to-design-a-tiny-url-or-url-shortener/>

# Longest Even Length Substring such that Sum of First and Second Half is same

Given a string ‘str’ of digits, find length of the longest substring of ‘str’, such that the length of the substring is 2k digits and sum of left k digits is equal to the sum of right k digits.

Examples:

Input: str = "123123"  
Output: 6  
The complete string is of even length and sum of first and second  
half digits is same  
  
Input: str = "1538023"  
Output: 4  
The longest substring with same first and second half sum is "5380"

**Simple Solution [ O(n3) ]**  
 A Simple Solution is to check every substring of even length. The following is C based implementation of simple approach.

// A simple C based program to find length of longest even length  
// substring with same sum of digits in left and right   
#include<stdio.h>  
#include<string.h>  
  
int findLength(char \*str)  
{  
 int n = strlen(str);  
 int maxlen =0; // Initialize result  
  
 // Choose starting point of every substring  
 for (int i=0; i<n; i++)  
 {  
 // Choose ending point of even length substring  
 for (int j =i+1; j<n; j += 2)  
 {  
 int length = j-i+1;//Find length of current substr  
  
 // Calculate left & right sums for current substr  
 int leftsum = 0, rightsum =0;  
 for (int k =0; k<length/2; k++)  
 {  
 leftsum += (str[i+k]-'0');  
 rightsum += (str[i+k+length/2]-'0');  
 }  
  
 // Update result if needed  
 if (leftsum == rightsum && maxlen < length)  
 maxlen = length;  
 }  
 }  
 return maxlen;  
}  
  
// Driver program to test above function  
int main(void)  
{  
 char str[] = "1538023";  
 printf("Length of the substring is %d", findLength(str));  
 return 0;  
}

Output:

Length of the substring is 4

**Dynamic Programming [ O(n2) and O(n2) extra space]**  
 The above solution can be optimized to work in O(n2) using **Dynamic Programming**. The idea is to build a 2D table that stores sums of substrings. The following is C based implementation of Dynamic Programming approach.

// A C based program that uses Dynamic Programming to find length of the  
// longest even substring with same sum of digits in left and right half  
#include <stdio.h>  
#include <string.h>  
  
int findLength(char \*str)  
{  
 int n = strlen(str);  
 int maxlen = 0; // Initialize result  
  
 // A 2D table where sum[i][j] stores sum of digits  
 // from str[i] to str[j]. Only filled entries are  
 // the entries where j >= i  
 int sum[n][n];  
  
 // Fill the diagonal values for sunstrings of length 1  
 for (int i =0; i<n; i++)  
 sum[i][i] = str[i]-'0';  
  
 // Fill entries for substrings of length 2 to n  
 for (int len=2; len<=n; len++)  
 {  
 // Pick i and j for current substring  
 for (int i=0; i<n-len+1; i++)  
 {  
 int j = i+len-1;  
 int k = len/2;  
  
 // Calculate value of sum[i][j]  
 sum[i][j] = sum[i][j-k] + sum[j-k+1][j];  
  
 // Update result if 'len' is even, left and right  
 // sums are same and len is more than maxlen  
 if (len%2 == 0 && sum[i][j-k] == sum[(j-k+1)][j]  
 && len > maxlen)  
 maxlen = len;  
 }  
 }  
 return maxlen;  
}  
  
// Driver program to test above function  
int main(void)  
{  
 char str[] = "153803";  
 printf("Length of the substring is %d", findLength(str));  
 return 0;  
}

Output:

Length of the substring is 4

Time complexity of the above solution is O(n2), but it requires O(n2) extra space.

**[A O(n2) and O(n) extra space solution]**  
 The idea is to use a single dimensional array to store cumulative sum.

// A O(n^2) time and O(n) extra space solution  
#include<bits/stdc++.h>  
using namespace std;  
  
int findLength(string str, int n)  
{  
 int sum[n+1]; // To store cumulative sum from first digit to nth digit  
 sum[0] = 0;  
  
 /\* Store cumulative sum of digits from first to last digit \*/  
 for (int i = 1; i <= n; i++)  
 sum[i] = (sum[i-1] + str[i-1] - '0'); /\* convert chars to int \*/  
  
 int ans = 0; // initialize result  
  
 /\* consider all even length substrings one by one \*/  
 for (int len = 2; len <= n; len += 2)  
 {  
 for (int i = 0; i <= n-len; i++)  
 {  
 int j = i + len - 1;  
  
 /\* Sum of first and second half is same than update ans \*/  
 if (sum[i+len/2] - sum[i] == sum[i+len] - sum[i+len/2])  
 ans = max(ans, len);  
 }  
 }  
 return ans;  
}  
  
// Driver program to test above function  
int main()  
{  
 string str = "123123";  
 cout << "Length of the substring is " << findLength(str, str.length());  
 return 0;  
}

Output:

Length of the substring is 6

Thanks to Gaurav Ahirwar for suggesting this method.

**[A O(n2) time and O(1) extra space solution]**  
 The idea is to consider all possible mid points (of even length substrings) and keep expanding on both sides to get and update optimal length as the sum of two sides become equal.

Below is C++ implementation of the above idea.

// A O(n^2) time and O(1) extra space solution  
#include<bits/stdc++.h>  
using namespace std;  
  
int findLength(string str, int n)  
{  
 int ans = 0; // Initialize result  
  
 // Consider all possible midpoints one by one  
 for (int i = 0; i <= n-2; i++)  
 {  
 /\* For current midpoint 'i', keep expanding substring on  
 both sides, if sum of both sides becomes equal update  
 ans \*/  
 int l = i, r = i + 1;  
  
 /\* initialize left and right sum \*/  
 int lsum = 0, rsum = 0;  
  
 /\* move on both sides till indexes go out of bounds \*/  
 while (r < n && l >= 0)  
 {  
 lsum += str[l] - '0';  
 rsum += str[r] - '0';  
 if (lsum == rsum)  
 ans = max(ans, r-l+1);  
 l--;  
 r++;  
 }  
 }  
 return ans;  
}  
  
// Driver program to test above function  
int main()  
{  
 string str = "123123";  
 cout << "Length of the substring is " << findLength(str, str.length());  
 return 0;  
}

Output:

Length of the substring is 6

Thanks to Gaurav Ahirwar for suggesting this method.

This article is contributed by **Ashish Bansal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/longest-even-length-substring-sum-first-second-half/>
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# Manacher's Algorithm - Linear Time Longest Palindromic Substring - Part 1

Given a string, find the longest substring which is palindrome.

* if the given string is “forgeeksskeegfor”, the output should be “geeksskeeg”
* if the given string is “abaaba”, the output should be “abaaba”
* if the given string is “abababa”, the output should be “abababa”
* if the given string is “abcbabcbabcba”, the output should be “abcbabcba”

We have already discussed Naïve [O(n3)] and quadratic [O(n2)] approaches at [Set 1](http://www.geeksforgeeks.org/longest-palindrome-substring-set-1/) and [Set 2](http://www.geeksforgeeks.org/longest-palindromic-substring-set-2/).  
 In this article, we will talk about [Manacher’s algorithm](https://en.wikipedia.org/wiki/Longest_palindromic_substring#Manacher.27s_algorithm) which finds Longest Palindromic Substring in linear time.  
 One way ([Set 2](http://www.geeksforgeeks.org/longest-palindromic-substring-set-2/)) to find a palindrome is to start from the center of the string and compare characters in both directions one by one. If corresponding characters on both sides (left and right of the center) match, then they will make a palindrome.  
 Let’s consider string “abababa”.  
 Here center of the string is 4th character (with index 3) b. If we match characters in left and right of the center, all characters match and so string “abababa” is a palindrome.

Here center position is not only the actual string character position but it could be the position between two characters also.  
 Consider string “abaaba” of even length. This string is palindrome around the position between 3rd and 4th characters a and a respectively.

To find Longest Palindromic Substring of a string of length N, one way is take each possible 2\*N + 1 centers (the N character positions, N-1 between two character positions and 2 positions at left and right ends), do the character match in both left and right directions at each 2\*N+ 1 centers and keep track of LPS. This approach takes O(N^2) time and that’s what we are doing in [Set 2](http://www.geeksforgeeks.org/longest-palindromic-substring-set-2/).

Let’s consider two strings “abababa” and “abaaba” as shown below:

In these two strings, left and right side of the center positions (position 7 in 1st string and position 6 in 2nd string) are symmetric. Why? Because the whole string is palindrome around the center position.  
 If we need to calculate Longest Palindromic Substring at each 2\*N+1 positions from left to right, then palindrome’s symmetric property could help to avoid some of the unnecessary computations (i.e. character comparison). If there is a palindrome of some length L cantered at any position P, then we may not need to compare all characters in left and right side at position P+1. We already calculated LPS at positions before P and they can help to avoid some of the comparisons after position P.  
 This use of information from previous positions at a later point of time makes the Manacher’s algorithm linear. In [Set 2](http://www.geeksforgeeks.org/longest-palindromic-substring-set-2/), there is no reuse of previous information and so that is quadratic.

Manacher’s algorithm is probably considered complex to understand, so here we will discuss it in as detailed way as we can. Some of it’s portions may require multiple reading to understand it properly.

Let’s look at string “abababa”. In 3rd figure above, 15 center positions are shown. We need to calculate length of longest palindromic string at each of these positions.

* At position 0, there is no LPS at all (no character on left side to compare), so length of LPS will be 0.
* At position 1, LPS is a, so length of LPS will be 1.
* At position 2, there is no LPS at all (left and right characters a and b don’t match), so length of LPS will be 0.
* At position 3, LPS is aba, so length of LPS will be 3.
* At position 4, there is no LPS at all (left and right characters b and a don’t match), so length of LPS will be 0.
* At position 5, LPS is ababa, so length of LPS will be 5.

…… and so on

We store all these palindromic lengths in an array, say L. Then string S and LPS Length L look like below:

Similarly, LPS Length L of string “abaaba” will look like:

In LPS Array L:

* LPS length value at odd positions (the actual character positions) will be odd and greater than or equal to 1 (1 will come from the center character itself if nothing else matches in left and right side of it)
* LPS length value at even positions (the positions between two characters, extreme left and right positions) will be even and greater than or equal to 0 (0 will come when there is no match in left and right side)

**Position and index for the string are two different things here. For a given string S of length N, indexes will be from 0 to N-1 (total N indexes) and positions will be from 0 to 2\*N (total 2\*N+1 positions).**

LPS length value can be interpreted in two ways, one in terms of index and second in terms of position. LPS value d at position I (L[i] = d) tells that:

* Substring from position i-d to i+d is a palindrome of length d (in terms of position)
* Substring from index (i-d)/2 to [(i+d)/2 – 1] is a palindrome of length d (in terms of index)

e.g. in string “abaaba”, L[3] = 3 means substring from position 0 (3-3) to 6 (3+3) is a palindrome which is “aba” of length 3, it also means that substring from index 0 [(3-3)/2] to 2 [(3+3)/2 – 1] is a palindrome which is “aba” of length 3.

Now the main task is to compute LPS array efficiently. Once this array is computed, LPS of string S will be centered at position with maximum LPS length value.  
 We will see it in [Part 2](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-2/).

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-1/>

# Manacher's Algorithm - Linear Time Longest Palindromic Substring - Part 2

In [Manacher’s Algorithm – Part 1](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-1/), we gone through some of the basics and LPS length array.  
 Here we will see how to calculate LPS length array efficiently.

To calculate LPS array efficiently, we need to understand how LPS length for any position may relate to LPS length value of any previous already calculated position.  
 For string “abaaba”, we see following:

If we look around position 3:

* LPS length value at position 2 and position 4 are same
* LPS length value at position 1 and position 5 are same

We calculate LPS length values from left to right starting from position 0, so we can see if we already know LPS length values at positions 1, 2 and 3 already then we may not need to calculate LPS length at positions 4 and 5 because they are equal to LPS length values at corresponding positions on left side of position 3.

If we look around position 6:

* LPS length value at position 5 and position 7 are same
* LPS length value at position 4 and position 8 are same

…………. and so on.  
 If we already know LPS length values at positions 1, 2, 3, 4, 5 and 6 already then we may not need to calculate LPS length at positions 7, 8, 9, 10 and 11 because they are equal to LPS length values at corresponding positions on left side of position 6.  
 For string “abababa”, we see following:

If we already know LPS length values at positions 1, 2, 3, 4, 5, 6 and 7 already then we may not need to calculate LPS length at positions 8, 9, 10, 11, 12 and 13 because they are equal to LPS length values at corresponding positions on left side of position 7.

Can you see why LPS length values are symmetric around positions 3, 6, 9 in string “abaaba”? That’s because there is a palindromic substring around these positions. Same is the case in string “abababa” around position 7.  
 Is it always true that LPS length values around at palindromic center position are always symmetric (same)?  
 Answer is NO.  
 Look at positions 3 and 11 in string “abababa”. Both positions have LPS length 3. Immediate left and right positions are symmetric (with value 0), but not the next one. Positions 1 and 5 (around position 3) are not symmetric. Similarly, positions 9 and 13 (around position 11) are not symmetric.

At this point, we can see that if there is a palindrome in a string centered at some position, then LPS length values around the center position may or may not be symmetric depending on some situation. If we can identify the situation when left and right positions WILL BE SYMMETRIC around the center position, we NEED NOT calculate LPS length of the right position because it will be exactly same as LPS value of corresponding position on the left side which is already known. And this fact where we are avoiding LPS length computation at few positions makes Manacher’s Algorithm linear.

In situations when left and right positions WILL NOT BE SYMMETRIC around the center position, we compare characters in left and right side to find palindrome, but here also algorithm tries to avoid certain no of comparisons. We will see all these scenarios soon.

Let’s introduce few terms to proceed further:

(click to see it clearly)

* **centerPosition** – This is the position for which LPS length is calculated and let’s say LPS length at centerPosition is d (i.e. L[centerPosition] = d)
* **centerRightPosition** – This is the position which is right to the centerPosition and d position away from centerPosition (i.e. **centerRightPosition = centerPosition + d**)
* **centerLeftPosition** – This is the position which is left to the centerPosition and d position away from centerPosition (i.e. **centerLeftPosition = centerPosition – d**)
* **currentRightPosition** – This is the position which is right of the centerPosition for which LPS length is not yet known and has to be calculated
* **currentLeftPosition** – This is the position on the left side of centerPosition which corresponds to the currentRightPosition  
   **centerPosition – currentLeftPosition = currentRightPosition – centerPosition**  
   **currentLeftPosition = 2\* centerPosition – currentRightPosition**
* **i-left palindrome** – The palindrome i positions left of centerPosition, i.e. at currentLeftPosition
* **i-right palindrome** – The palindrome i positions right of centerPosition, i.e. at currentRightPosition
* **center palindrome** – The palindrome at centerPosition

When we are at centerPosition for which LPS length is known, then we also know LPS length of all positions smaller than centerPosition. Let’s say LPS length at centerPosition is d, i.e.  
 L[centerPosition] = d

It means that substring between positions “centerPosition-d” to “centerPosition+d” is a palindrom.  
 Now we proceed further to calculate LPS length of positions greater than centerPosition.  
 Let’s say we are at currentRightPosition ( > centerPosition) where we need to find LPS length.  
 For this we look at LPS length of currentLeftPosition which is already calculated.

If LPS length of currentLeftPosition is less than “centerRightPosition – currentRightPosition”, then LPS length of currentRightPosition will be equal to LPS length of currentLeftPosition. So  
 L[currentRightPosition] = L[currentLeftPosition] if L[currentLeftPosition] < centerRightPosition – currentRightPosition. This is **Case 1**.

Let’s consider below scenario for string “abababa”:

(click to see it clearly)

We have calculated LPS length up-to position 7 where L[7] = 7, if we consider position 7 as centerPosition, then centerLeftPosition will be 0 and centerRightPosition will be 14.  
 Now we need to calculate LPS length of other positions on the right of centerPosition.

For currentRightPosition = 8, currentLeftPosition is 6 and L[currentLeftPosition] = 0  
 Also centerRightPosition – currentRightPosition = 14 – 8 = 6  
 Case 1 applies here and so L[currentRightPosition] = L[8] = 0  
 Case 1 applies to positions 10 and 12, so,  
 L[10] = L[4] = 0  
 L[12] = L[2] = 0

If we look at position 9, then:  
 currentRightPosition = 9  
 currentLeftPosition = 2\* centerPosition – currentRightPosition = 2\*7 – 9 = 5  
 centerRightPosition – currentRightPosition = 14 – 9 = 5

Here L[currentLeftPosition] = centerRightPosition – currentRightPosition, so Case 1 doesn’t apply here. Also note that centerRightPosition is the extreme end position of the string. That means center palindrome is suffix of input string. In that case, L[currentRightPosition] = L[currentLeftPosition]. This is **Case 2**.

Case 2 applies to positions 9, 11, 13 and 14, so:  
 L[9] = L[5] = 5  
 L[11] = L[3] = 3  
 L[13] = L[1] = 1  
 L[14] = L[0] = 0

What is really happening in Case 1 and Case 2? This is just utilizing the palindromic symmetric property and without any character match, it is finding LPS length of new positions.

When a bigger length palindrome contains a smaller length palindrome centered at left side of it’s own center, then based on symmetric property, there will be another same smaller palindrome centered on the right of bigger palindrome center. If left side smaller palindrome is not prefix of bigger palindrome, then **Case 1** applies and if it is a prefix AND bigger palindrome is suffix of the input string itself, then **Case 2** applies.

*The longest palindrome i places to the right of the current center (the i-right palindrome) is as long as the longest palindrome i places to the left of the current center (the i-left palindrome) if the i-left palindrome is completely contained in the longest palindrome around the current center (the center palindrome) and the i-left palindrome is not a prefix of the center palindrome (****Case 1****) or (i.e. when i-left palindrome is a prefix of center palindrome) if the center palindrome is a suffix of the entire string (****Case 2****).*

In Case 1 and Case 2, i-right palindrome can’t expand more than corresponding i-left palindrome (can you visualize why it can’t expand more?), and so LPS length of i-right palindrome is exactly same as LPS length of i-left palindrome.

Here both i-left and i-right palindromes are completely contained in center palindrome (i.e. L[currentLeftPosition] <= centerRightPosition – currentRightPosition)  
 Now if i-left palindrome is not a prefix of center palindrome (L[currentLeftPosition] < centerRightPosition – currentRightPosition), that means that i-left palindrome was not able to expand up-to position centerLeftPosition.

If we look at following with centerPosition = 11, then
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centerLeftPosition would be 11 – 9 = 2, and centerRightPosition would be 11 + 9 = 20  
 If we take currentRightPosition = 15, it’s currentLeftPosition is 7. Case 1 applies here and so L[15] = 3. i-left palindrome at position 7 is “bab” which is completely contained in center palindrome at position 11 (which is “dbabcbabd”). We can see that i-right palindrome (at position 15) can’t expand more than i-left palindrome (at position 7).

If there was a possibility of expansion, i-left palindrome could have expanded itself more already. But there is no such possibility as i-left palindrome is prefix of center palindrome. So due to symmetry property, i-right palindrome will be exactly same as i-left palindrome and it can’t expand more. This makes L[currentRightPosition] = L[currentLeftPosition] in Case 1.

Now if we consider centerPosition = 19, then centerLeftPosition = 12 and centerRightPosition = 26  
 If we take currentRightPosition = 23, it’s currentLeftPosition is 15. Case 2 applies here and so L[23] = 3. i-left palindrome at position 15 is “bab” which is completely contained in center palindrome at position 19 (which is “babdbab”). In Case 2, where i-left palindrome is prefix of center palindrome, i-right palindrome can’t expand more than length of i-left palindrome because center palindrome is suffix of input string so there are no more character left to compare and expand. This makes L[currentRightPosition] = L[currentLeftPosition] in Case 2.

**Case 1:** L[currentRightPosition] = L[currentLeftPosition] applies when:

* i-left palindrome is completely contained in center palindrome
* i-left palindrome is NOT a prefix of center palindrome

Both above conditions are satisfied when  
 L[currentLeftPosition] < centerRightPosition – currentRightPosition

**Case 2:** L[currentRightPosition] = L[currentLeftPosition] applies when:

* i-left palindrome is prefix of center palindrome (means completely contained also)
* center palindrome is suffix of input string

Above conditions are satisfied when  
 L[currentLeftPosition] = centerRightPosition – currentRightPosition (For 1st condition) AND  
 centerRightPosition = 2\*N where N is input string length N (For 2nd condition).

**Case 3:** L[currentRightPosition] > = L[currentLeftPosition] applies when:

* i-left palindrome is prefix of center palindrome (and so i-left palindrome is completely contained in center palindrome)
* center palindrome is NOT suffix of input string

Above conditions are satisfied when  
 L[currentLeftPosition] = centerRightPosition – currentRightPosition (For 1st condition) AND  
 centerRightPosition < 2\*N where N is input string length N (For 2nd condition).  
 In this case, there is a possibility of i-right palindrome expansion and so length of i-right palindrome is at least as long as length of i-left palindrome.

**Case 4:** L[currentRightPosition] > = centerRightPosition – currentRightPosition applies when:

* i-left palindrome is NOT completely contained in center palindrome

Above condition is satisfied when  
 L[currentLeftPosition] > centerRightPosition – currentRightPosition  
 In this case, length of i-right palindrome is at least as long (centerRightPosition – currentRightPosition) and there is a possibility of i-right palindrome expansion.

In following figure,
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If we take center position 7, then Case 3 applies at currentRightPosition 11 because i-left palindrome at currentLeftPosition 3 is a prefix of center palindrome and i-right palindrome is not suffix of input string, so here L[11] = 9, which is greater than i-left palindrome length L[3] = 3. In the case, it is guaranteed that L[11] will be at least 3, and so in implementation, we 1st set L[11] = 3 and then we try to expand it by comparing characters in left and right side starting from distance 4 (As up-to distance 3, it is already known that characters will match).

If we take center position 11, then Case 4 applies at currentRightPosition 15 because L[currentLeftPosition] = L[7] = 7 > centerRightPosition – currentRightPosition = 20 – 15 = 5. In the case, it is guaranteed that L[15] will be at least 5, and so in implementation, we 1st set L[15] = 5 and then we try to expand it by comparing characters in left and right side starting from distance 5 (As up-to distance 5, it is already known that characters will match).

Now one point left to discuss is, when we work at one center position and compute LPS lengths for different rightPositions, how to know that what would be next center position. We change centerPosition to currentRightPosition if palindrome centered at currentRightPosition expands beyond centerRightPosition.

Here we have seen four different cases on how LPS length of a position will depend on a previous position’s LPS length.  
 In [Part 3](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-3-2/), we have discussed code implementation of it and also we have looked at these four cases in a different way and implement that too.

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-2/>

# Manacher's Algorithm - Linear Time Longest Palindromic Substring - Part 3

In Manacher’s Algorithm [Part 1](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-1/) and [Part 2](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-2/), we gone through some of the basics, understood LPS length array and how to calculate it efficiently based on four cases. Here we will implement the same.

We have seen that there are no new character comparison needed in case 1 and case 2. In case 3 and case 4, necessary new comparison are needed.  
 In following figure,
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If at all we need a comparison, we will only compare actual characters, which are at “odd” positions like 1, 3, 5, 7, etc.  
 Even positions do not represent a character in string, so no comparison will be preformed for even positions.  
 If two characters at different odd positions match, then they will increase LPS length by 2.

There are many ways to implement this depending on how even and odd positions are handled. One way would be to create a new string 1st where we insert some unique character (say #, $ etc) in all even positions and then run algorithm on that (to avoid different way of even and odd position handling). Other way could be to work on given string itself but here even and odd positions should be handled appropriately.

Here we will start with given string itself. When there is a need of expansion and character comparison required, we will expand in left and right positions one by one. When odd position is found, comparison will be done and LPS Length will be incremented by ONE. When even position is found, no comparison done and LPS Length will be incremented by ONE (So overall, one odd and one even positions on both left and right side will increase LPS Length by TWO).

// A C program to implement Manacher’s Algorithm  
#include <stdio.h>  
#include <string.h>  
  
char text[100];  
void findLongestPalindromicString()  
{  
 int N = strlen(text);  
 if(N == 0)  
 return;  
 N = 2\*N + 1; //Position count  
 int L[N]; //LPS Length Array  
 L[0] = 0;  
 L[1] = 1;  
 int C = 1; //centerPosition   
 int R = 2; //centerRightPosition  
 int i = 0; //currentRightPosition  
 int iMirror; //currentLeftPosition  
 int expand = -1;  
 int diff = -1;  
 int maxLPSLength = 0;  
 int maxLPSCenterPosition = 0;  
 int start = -1;  
 int end = -1;  
   
 //Uncomment it to print LPS Length array  
 //printf("%d %d ", L[0], L[1]);  
 for (i = 2; i < N; i++)   
 {  
 //get currentLeftPosition iMirror for currentRightPosition i  
 iMirror = 2\*C-i;  
 //Reset expand - means no expansion required  
 expand = 0;  
 diff = R - i;  
 //If currentRightPosition i is within centerRightPosition R  
 if(diff > 0)   
 {  
 if(L[iMirror] < diff) // Case 1  
 L[i] = L[iMirror];  
 else if(L[iMirror] == diff && i == N-1) // Case 2  
 L[i] = L[iMirror];  
 else if(L[iMirror] == diff && i < N-1) // Case 3  
 {  
 L[i] = L[iMirror];  
 expand = 1; // expansion required  
 }  
 else if(L[iMirror] > diff) // Case 4  
 {  
 L[i] = diff;  
 expand = 1; // expansion required  
 }  
 }  
 else  
 {  
 L[i] = 0;  
 expand = 1; // expansion required  
 }  
   
 if(expand == 1)  
 {  
 //Attempt to expand palindrome centered at currentRightPosition i  
 //Here for odd positions, we compare characters and   
 //if match then increment LPS Length by ONE  
 //If even position, we just increment LPS by ONE without   
 //any character comparison  
 while ( ((i + L[i]) < N && (i - L[i]) > 0) &&   
 ( ((i + L[i] + 1) % 2 == 0) ||   
 (text[(i + L[i] + 1)/2] == text[(i - L[i] - 1)/2] )))  
 {  
 L[i]++;  
 }  
 }  
  
 if(L[i] > maxLPSLength) // Track maxLPSLength  
 {  
 maxLPSLength = L[i];  
 maxLPSCenterPosition = i;  
 }  
  
 // If palindrome centered at currentRightPosition i   
 // expand beyond centerRightPosition R,  
 // adjust centerPosition C based on expanded palindrome.  
 if (i + L[i] > R)   
 {  
 C = i;  
 R = i + L[i];  
 }  
 //Uncomment it to print LPS Length array  
 //printf("%d ", L[i]);  
 }  
 //printf("\n");  
 start = (maxLPSCenterPosition - maxLPSLength)/2;  
 end = start + maxLPSLength - 1;  
 //printf("start: %d end: %d\n", start, end);  
 printf("LPS of string is %s : ", text);  
 for(i=start; i<=end; i++)  
 printf("%c", text[i]);  
 printf("\n");  
}  
  
  
int main(int argc, char \*argv[])  
{  
  
 strcpy(text, "babcbabcbaccba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abaaba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abababa");  
 findLongestPalindromicString();  
  
 strcpy(text, "abcbabcbabcba");  
 findLongestPalindromicString();  
  
 strcpy(text, "forgeeksskeegfor");  
 findLongestPalindromicString();  
  
 strcpy(text, "caba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abacdfgdcaba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abacdfgdcabba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abacdedcaba");  
 findLongestPalindromicString();  
  
 return 0;  
}

Output:

LPS of string is babcbabcbaccba : abcbabcba  
LPS of string is abaaba : abaaba  
LPS of string is abababa : abababa  
LPS of string is abcbabcbabcba : abcbabcbabcba  
LPS of string is forgeeksskeegfor : geeksskeeg  
LPS of string is caba : aba  
LPS of string is abacdfgdcaba : aba  
LPS of string is abacdfgdcabba : abba  
LPS of string is abacdedcaba : abacdedcaba

This is the implementation based on the four cases discussed in [Part 2](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-2/). In [Part 4](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-4/), we have discussed a different way to look at these four cases and few other approaches.

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-3-2/>

# Manacher's Algorithm - Linear Time Longest Palindromic Substring - Part 4

In Manacher’s Algorithm [Part 1](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-1/) and [Part 2](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-2/), we gone through some of the basics, understood LPS length array and how to calculate it efficiently based on four cases. In [Part 3](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-3-2/), we implemented the same.  
 Here we will review the four cases again and try to see it differently and implement the same.  
 All four cases depends on LPS length value at currentLeftPosition (L[iMirror]) and value of (centerRightPosition – currentRightPosition), i.e. (R – i). These two information are know before which helps us to reuse previous available information and avoid unnecessary character comparison.

(click to see it clearly)

*If we look at all four cases, we will see that we 1st set minimum of* ***L[iMirror]*** *and* ***R-i*** *to* ***L[i]*** *and then we try to expand the palindrome in whichever case it can expand.*

Above observation may look more intuitive, easier to understand and implement, given that one understands LPS length array, position, index, symmetry property etc.

// A C program to implement Manacher’s Algorithm  
#include <stdio.h>  
#include <string.h>  
  
char text[100];  
int min(int a, int b)  
{  
 int res = a;  
 if(b < a)  
 res = b;  
 return res;  
}  
  
void findLongestPalindromicString()  
{  
 int N = strlen(text);  
 if(N == 0)  
 return;  
 N = 2\*N + 1; //Position count  
 int L[N]; //LPS Length Array  
 L[0] = 0;  
 L[1] = 1;  
 int C = 1; //centerPosition   
 int R = 2; //centerRightPosition  
 int i = 0; //currentRightPosition  
 int iMirror; //currentLeftPosition  
 int maxLPSLength = 0;  
 int maxLPSCenterPosition = 0;  
 int start = -1;  
 int end = -1;  
 int diff = -1;  
   
 //Uncomment it to print LPS Length array  
 //printf("%d %d ", L[0], L[1]);  
 for (i = 2; i < N; i++)   
 {  
 //get currentLeftPosition iMirror for currentRightPosition i  
 iMirror = 2\*C-i;  
 L[i] = 0;  
 diff = R - i;  
 //If currentRightPosition i is within centerRightPosition R  
 if(diff > 0)  
 L[i] = min(L[iMirror], diff);  
  
 //Attempt to expand palindrome centered at currentRightPosition i  
 //Here for odd positions, we compare characters and   
 //if match then increment LPS Length by ONE  
 //If even position, we just increment LPS by ONE without   
 //any character comparison  
 while ( ((i + L[i]) < N && (i - L[i]) > 0) &&   
 ( ((i + L[i] + 1) % 2 == 0) ||   
 (text[(i + L[i] + 1)/2] == text[(i - L[i] - 1)/2] )))  
 {  
 L[i]++;  
 }  
  
 if(L[i] > maxLPSLength) // Track maxLPSLength  
 {  
 maxLPSLength = L[i];  
 maxLPSCenterPosition = i;  
 }  
  
 //If palindrome centered at currentRightPosition i   
 //expand beyond centerRightPosition R,  
 //adjust centerPosition C based on expanded palindrome.  
 if (i + L[i] > R)   
 {  
 C = i;  
 R = i + L[i];  
 }  
 //Uncomment it to print LPS Length array  
 //printf("%d ", L[i]);  
 }  
 //printf("\n");  
 start = (maxLPSCenterPosition - maxLPSLength)/2;  
 end = start + maxLPSLength - 1;  
 printf("LPS of string is %s : ", text);  
 for(i=start; i<=end; i++)  
 printf("%c", text[i]);  
 printf("\n");  
}  
  
int main(int argc, char \*argv[])  
{  
  
 strcpy(text, "babcbabcbaccba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abaaba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abababa");  
 findLongestPalindromicString();  
  
 strcpy(text, "abcbabcbabcba");  
 findLongestPalindromicString();  
  
 strcpy(text, "forgeeksskeegfor");  
 findLongestPalindromicString();  
  
 strcpy(text, "caba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abacdfgdcaba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abacdfgdcabba");  
 findLongestPalindromicString();  
  
 strcpy(text, "abacdedcaba");  
 findLongestPalindromicString();  
  
 return 0;  
}

Output:

LPS of string is babcbabcbaccba : abcbabcba  
LPS of string is abaaba : abaaba  
LPS of string is abababa : abababa  
LPS of string is abcbabcbabcba : abcbabcbabcba  
LPS of string is forgeeksskeegfor : geeksskeeg  
LPS of string is caba : aba  
LPS of string is abacdfgdcaba : aba  
LPS of string is abacdfgdcabba : abba  
LPS of string is abacdedcaba : abacdedcaba

**Other Approaches**  
 We have discussed two approaches here. One in [Part 3](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-3-2/) and other in current article. In both approaches, we worked on given string. Here we had to handle even and odd positions differently while comparing characters for expansion (because even positions do not represent any character in string).

To avoid this different handling of even and odd positions, we need to make even positions also to represent some character (actually all even positions should represent SAME character because they MUST match while character comparison). One way to do this is to set some character at all even positions by modifying given string or create a new copy of given string. For example, if input string is “abcb”, new string should be “#a#b#c#b#” if we add # as unique character at even positions.

The two approaches discussed already can be modified a bit to work on modified string where different handling of even and odd positions will not be needed.

We may also add two DIFFERENT characters (not yet used anywhere in string at even and odd positions) at start and end of string as sentinels to avoid bound check. With these changes string “abcb” will look like “^#a#b#c#b#$” where ^ and $ are sentinels.  
 This implementation may look cleaner with the cost of more memory.

We are not implementing these here as it’s a simple change in given implementations.

Implementation of approach discussed in current article on a modified string can be found at [Longest Palindromic Substring Part II](http://leetcode.com/2011/11/longest-palindromic-substring-part-ii.html) and a [Java Translation](http://algs4.cs.princeton.edu/53substring/Manacher.java.html) of the same by Princeton.

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-4/>

# Online algorithm for checking palindrome in a stream

Given a stream of characters (characters are received one by one), write a function that prints ‘Yes’ if a character makes the complete string palindrome, else prints ‘No’.

Examples:

Input: str[] = "abcba"  
Output: a Yes // "a" is palindrome  
 b No // "ab" is not palindrome  
 c No // "abc" is palindrome  
 b No // "abcb" is not palindrome  
 a Yes // "abcba" is palindrome  
  
Input: str[] = "aabaacaabaa"  
Output: a Yes // "a" is palindrome  
 a Yes // "aa" is palindrome  
 b No // "aab" is not palindrome   
 a No // "aaba" is not palindrome   
 a Yes // "aabaa" is palindrome   
 c No // "aabaac" is not palindrome   
 a No // "aabaaca" is not palindrome   
 a No // "aabaacaa" is not palindrome   
 b No // "aabaacaab" is not palindrome   
 a No // "aabaacaaba" is not palindrome   
 a Yes // "aabaacaabaa" is palindrome

Let input string be str[0..n-1]. A **Simple Solution** is to do following for every character str[i] in input string. Check if substring str[0…i] is palindrome, then print yes, else print no.

A **Better Solution** is to use the idea of Rolling Hash used in [Rabin Karp algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/). The idea is to keep track of reverse of first half and second half (we also use first half and reverse of second half) for every index. Below is complete algorithm.

1) The first character is always a palindrome, so print yes for   
 first character.  
  
 2) Initialize reverse of first half as "a" and second half as "b".   
 Let the hash value of first half reverse be 'firstr' and that of   
 second half be 'second'.  
  
 3) Iterate through string starting from second character, do following  
 for every character str[i], i.e., i varies from 1 to n-1.  
 a) If 'firstr' and 'second' are same, then character by character   
 check the substring ending with current character and print   
 "Yes" if palindrome.  
 Note that if hash values match, then strings need not be same.  
 For example, hash values of "ab" and "ba" are same, but strings  
 are different. That is why we check complete string after hash.  
  
 b) Update 'firstr' and 'second' for next iteration.   
 If 'i' is even, then add next character to the beginning of   
 'firstr' and end of second half and update   
 hash values.  
 If 'i' is odd, then keep 'firstr' as it is, remove leading   
 character from second and append a next   
 character at end.

Let us see all steps for example string “**abcba**”

Initial values of ‘firstr’ and ‘second’  
      firstr’ = hash(“a”), ‘second’ = hash(“b”)

Start from second character, i.e.,  
 i = 1  
      a) Compare ‘firstr’ and ‘second’, they don’t match, so print no.  
      b) Calculate hash values for next iteration, i.e., i = 2  
      Since i is odd, ‘firstr’ is not changed and ‘second’ becomes hash(“c”)

i = 2  
      a) Compare ‘firstr’ and ‘second’, they don’t match, so print no.  
      b) Calculate hash values for next iteration, i.e., i = 3  
      Since i is even, ‘firstr’ becomes hash(“ba”) and ‘second’ becomes hash(“cb”)

i = 3  
      a) Compare ‘first’ and ‘second’, they don’t match, so print no.  
      b) Calculate hash values for next iteration, i.e., i = 4  
      Since i is odd, ‘firstr’ is not changed and ‘second’ becomes hash(“ba”)

i = 4  
      a) ‘firstr’ and ‘second’ match, compare the whole strings, they match, so print yes  
      b) We don’t need to calculate next hash values as this is last index

The idea of using rolling hashes is, next hash value can be calculated from previous in O(1) time by just doing some constant number of arithmetic operations.

Below is C implementation of above approach.

// C program for online algorithm for palindrome checking  
#include<stdio.h>  
#include<string.h>  
  
// d is the number of characters in input alphabet  
#define d 256  
  
// q is a prime number used for evaluating Rabin Karp's Rolling hash  
#define q 103  
  
void checkPalindromes(char str[])  
{  
 // Length of input string  
 int N = strlen(str);  
  
 // A single character is always a palindrome  
 printf("%c Yes\n", str[0]);  
  
 // Return if string has only one character  
 if (N == 1) return;  
  
 // Initialize first half reverse and second half for   
 // as firstr and second characters  
 int firstr = str[0] % q;  
 int second = str[1] % q;  
  
 int h = 1, i, j;  
  
 // Now check for palindromes from second character  
 // onward  
 for (i=1; i<N; i++)  
 {  
 // If the hash values of 'firstr' and 'second'   
 // match, then only check individual characters  
 if (firstr == second)  
 {  
 /\* Check if str[0..i] is palindrome using  
 simple character by character match \*/  
 for (j = 0; j < i/2; j++)  
 {  
 if (str[j] != str[i-j])  
 break;  
 }  
 (j == i/2)? printf("%c Yes\n", str[i]):  
 printf("%c No\n", str[i]);  
 }  
 else printf("%c No\n", str[i]);  
  
 // Calculate hash values for next iteration.  
 // Don't calculate hash for next characters if  
 // this is the last character of string  
 if (i != N-1)  
 {  
 // If i is even (next i is odd)   
 if (i%2 == 0)  
 {  
 // Add next character after first half at beginning   
 // of 'firstr'  
 h = (h\*d) % q;  
 firstr = (firstr + h\*str[i/2])%q;  
   
 // Add next character after second half at the end  
 // of second half.  
 second = (second\*d + str[i+1])%q;  
 }  
 else  
 {  
 // If next i is odd (next i is even) then we  
 // need not to change firstr, we need to remove  
 // first character of second and append a  
 // character to it.  
 second = (d\*(second + q - str[(i+1)/2]\*h)%q  
 + str[i+1])%q;  
 }  
 }  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "aabaacaabaa";  
 checkPalindromes(txt);  
 getchar();  
 return 0;  
}

Output:

a Yes  
a Yes  
b No  
a No  
a Yes  
c No  
a No  
a No  
b No  
a No  
a Yes

The worst case time complexity of the above solution remains O(n\*n), but in general, it works much better than simple approach as we avoid complete substring comparison most of the time by first comparing hash values. The worst case occurs for input strings with all same characters like “aaaaaa”.

This article is contributed by **Ajay**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/online-algorithm-for-checking-palindrome-in-a-stream/>

# Print all possible strings that can be made by placing spaces

Given a string you need to print all possible strings that can be made by placing spaces (zero or one) in between them.

Input: str[] = "ABC"  
Output: ABC  
 AB C  
 A BC  
 A B C

Source: [Amazon Interview Experience | Set 158, Round 1 ,Q 1.](http://www.geeksforgeeks.org/amazon-interview-experience-set-158-off-campus/)

**We strongly recommend to minimize your browser and try this yourself first.**

The idea is to use recursion and create a buffer that one by one contains all output strings having spaces. We keep updating buffer in every recursive call. If the length of given string is ‘n’ our updated string can have maximum length of n + (n-1) i.e. 2n-1. So we create buffer size of 2n (one extra character for string termination).  
 We leave 1st character as it is, starting from the 2nd character, we can either fill a space or a character. Thus one can write a recursive function like below.

// C++ program to print permutations of a given string with spaces.  
#include <iostream>  
#include <cstring>  
using namespace std;  
  
/\* Function recursively prints the strings having space pattern.  
 i and j are indices in 'str[]' and 'buff[]' respectively \*/  
void printPatternUtil(char str[], char buff[], int i, int j, int n)  
{  
 if (i==n)  
 {  
 buff[j] = '\0';  
 cout << buff << endl;  
 return;  
 }  
  
 // Either put the character  
 buff[j] = str[i];  
 printPatternUtil(str, buff, i+1, j+1, n);  
  
 // Or put a space followed by next character  
 buff[j] = ' ';  
 buff[j+1] = str[i];  
  
 printPatternUtil(str, buff, i+1, j+2, n);  
}  
  
// This function creates buf[] to store individual output string and uses  
// printPatternUtil() to print all permutations.  
void printPattern(char \*str)  
{  
 int n = strlen(str);  
  
 // Buffer to hold the string containing spaces  
 char buf[2\*n]; // 2n-1 characters and 1 string terminator  
  
 // Copy the first character as it is, since it will be always  
 // at first position  
 buf[0] = str[0];  
  
 printPatternUtil(str, buf, 1, 1, n);  
}  
  
// Driver program to test above functions  
int main()  
{  
 char \*str = "ABCDE";  
 printPattern(str);  
 return 0;  
}

Output:

ABCD  
ABC D  
AB CD  
AB C D  
A BCD  
A BC D  
A B CD  
A B C D

Time Complexity: Since number of Gaps are n-1, there are total 2^(n-1) patters each having length ranging from n to 2n-1. Thus overall complexity would be O(n\*(2^n)).

This article is contributed by **Gaurav Sharma**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-possible-strings-can-made-placing-spaces/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Recursively print all sentences that can be formed from list of word lists

Given a list of word lists How to print all sentences possible taking one word from a list at a time via recursion?

Example:

Input: {{"you", "we"},  
 {"have", "are"},  
 {"sleep", "eat", "drink"}}  
  
Output:  
 you have sleep  
 you have eat  
 you have drink  
 you are sleep  
 you are eat  
 you are drink  
 we have sleep  
 we have eat  
 we have drink  
 we are sleep  
 we are eat  
 we are drink

**We strongly recommend to minimize your browser and try this yourself first.**  
 The idea is based on simple depth first traversal. We start from every word of first list as first word of an output sentence, then recur for the remaining lists.

Below is C++ implementation of above idea. In the below implementation, input list of list is considered as a 2D array. If we take a closer look, we can observe that the code is very close to [DFS of graph](http://www.geeksforgeeks.org/depth-first-traversal-for-a-graph/).

// C++ program to print all possible sentences from a list of word list  
#include <iostream>  
#include <string>  
  
#define R 3  
#define C 3  
using namespace std;  
  
// A recursive function to print all possible sentences that can be formed  
// from a list of word list  
void printUtil(string arr[R][C], int m, int n, string output[R])  
{  
 // Add current word to output array  
 output[m] = arr[m][n];  
  
 // If this is last word of current output sentence, then print  
 // the output sentence  
 if (m==R-1)  
 {  
 for (int i=0; i<R; i++)  
 cout << output[i] << " ";  
 cout << endl;  
 return;  
 }  
  
 // Recur for next row  
 for (int i=0; i<C; i++)  
 if (arr[m+1][i] != "")  
 printUtil(arr, m+1, i, output);  
}  
  
// A wrapper over printUtil()  
void print(string arr[R][C])  
{  
 // Create an array to store sentence  
 string output[R];  
  
 // Consider all words for first row as starting points and  
 // print all sentences  
 for (int i=0; i<C; i++)  
 if (arr[0][i] != "")  
 printUtil(arr, 0, i, output);  
}  
  
// Driver program to test above functions  
int main()  
{  
 string arr[R][C] = {{"you", "we"},  
 {"have", "are"},  
 {"sleep", "eat", "drink"}};  
  
 print(arr);  
  
 return 0;  
}

Output:

you have sleep  
 you have eat  
 you have drink  
 you are sleep  
 you are eat  
 you are drink  
 we have sleep  
 we have eat  
 we have drink  
 we are sleep  
 we are eat  
 we are drink

This article is contributed by **Kartik**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/recursively-print-all-sentences-that-can-be-formed-from-list-of-word-lists/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Remove spaces from a given string

Given a string, remove all spaces from the string and return it.

Input: "g eeks for ge eeks "  
Output: "geeksforgeeks"

Expected time complexity is O(n) and only one traversal of string.

**We strongly recommend you to minimize your browser and try this yourself first.**

Below is a **Simple Solution**

1) Iterate through all characters of given string, do following  
 a) If current character is a space, then move all subsequent  
 characters one position back and decrease length of the   
 result string.

Time complexity of above solution is O(n2).

A **Better Solution** can solve it in O(n) time. The idea is to keep track of count of non-space character seen so far.

1) Initialize 'count' = 0 (Count of non-space character seen so far)  
2) Iterate through all characters of given string, do following  
 a) If current character is non-space, then put this character  
 at index 'count' and increment 'count'  
3) Finally, put '\0' at index 'count'

Below is C++ implementation of above algorithm.

// An efficient C++ program to remove all spaces  
// from a string  
#include <iostream>  
using namespace std;  
  
// Function to remove all spaces from a given string  
void removeSpaces(char \*str)  
{  
 // To keep track of non-space character count  
 int count = 0;  
  
 // Traverse the given string. If current character  
 // is not space, then place it at index 'count++'  
 for (int i = 0; str[i]; i++)  
 if (str[i] != ' ')  
 str[count++] = str[i]; // here count is  
 // incremented  
 str[count] = '\0';  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "g eeks for ge eeks ";  
 removeSpaces(str);  
 cout << str;  
 return 0;  
}

Output:

geeksforgeeeks

Time complexity of above solution is O(n) and it does only one traversal of string.

Thanks to Souravi Sarkar for suggesting this problem and initial solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/remove-spaces-from-a-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Shortest Common Supersequence

Given two strings str1 and str2, find the shortest string that has both str1 and str2 as subsequences.

Examples:

Input: str1 = "geek", str2 = "eke"  
Output: "geeke"  
  
Input: str1 = "AGGTAB", str2 = "GXTXAYB"  
Output: "AGXGTXAYB"

**We strongly recommend you to minimize your browser and try this yourself first.**

This problem is closely related to [longest common subsequence problem](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/). Below are steps.

**1)** Find Longest Common Subsequence (lcs) of two given strings. For example, lcs of “geek” and “eke” is “ek”.

**2)** Insert non-lcs characters (in their original order in strings) to the lcs found above, and return the result. So “ek” becomes “geeke” which is shortest common supersequence.

Let us consider another example, str1 = “AGGTAB” and str2 = “GXTXAYB”. LCS of str1 and str2 is “GTAB”. Once we find LCS, we insert characters of both strings in order and we get “AGXGTXAYB”

**How does this work?**  
 We need to find a string that has both strings as subsequences and is shortest such string. If both strings have all characters different, then result is sum of lengths of two given strings. If there are common characters, then we don’t want them multiple times as the task is to minimize length. Therefore, we fist find the longest common subsequence, take one occurrence of this subsequence and add extra characters.

Length of the shortest supersequence = (Sum of lengths of given two strings) -   
 (Length of LCS of two given strings)

Below is C implementation of above idea. The below implementation only finds length of the shortest supersequence.

/\* C program to find length of the shortest supersequence \*/  
#include<stdio.h>  
#include<string.h>  
  
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b) { return (a > b)? a : b; }  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n);  
  
// Function to find length of the shortest supersequence  
// of X and Y.  
int shortestSuperSequence(char \*X, char \*Y)  
{  
 int m = strlen(X), n = strlen(Y);  
  
 int l = lcs(X, Y, m, n); // find lcs  
  
 // Result is sum of input string lengths - length of lcs  
 return (m + n - l);  
}  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n)  
{  
 int L[m+1][n+1];  
 int i, j;  
  
 /\* Following steps build L[m+1][n+1] in bottom up fashion.  
 Note that L[i][j] contains length of LCS of X[0..i-1]  
 and Y[0..j-1] \*/  
 for (i=0; i<=m; i++)  
 {  
 for (j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 L[i][j] = 0;  
  
 else if (X[i-1] == Y[j-1])  
 L[i][j] = L[i-1][j-1] + 1;  
  
 else  
 L[i][j] = max(L[i-1][j], L[i][j-1]);  
 }  
 }  
  
 /\* L[m][n] contains length of LCS for X[0..n-1] and  
 Y[0..m-1] \*/  
 return L[m][n];  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
 printf("Length of the shortest supersequence is %d\n",  
 shortestSuperSequence(X, Y));  
 return 0;  
}

Output:

Length of the shortest supersequence is 9

Below is **Another Method** to solve the above problem.  
 A simple analysis yields below simple recursive solution.

Let X[0..m-1] and Y[0..n-1] be two strings and m and be respective   
lengths.  
  
 if (m == 0) return n;  
 if (n == 0) return m;  
  
 // If last characters are same, then add 1 to result and  
 // recur for X[]  
 if (X[m-1] == Y[n-1])   
 return 1 + SCS(X, Y, m-1, n-1);  
  
 // Else find shortest of following two  
 // a) Remove last character from X and recur  
 // b) Remove last character from Y and recur  
 else return 1 + min( SCS(X, Y, m-1, n), SCS(X, Y, m, n-1) );

Below is simple naive recursive solution based on above recursive formula.

/\* A Naive recursive C++ program to find length  
 of the shortest supersequence \*/  
#include<bits/stdc++.h>  
using namespace std;  
  
int superSeq(char\* X, char\* Y, int m, int n)  
{  
 if (!m) return n;  
 if (!n) return m;  
  
 if (X[m-1] == Y[n-1])  
 return 1 + superSeq(X, Y, m-1, n-1);  
  
 return 1 + min(superSeq(X, Y, m-1, n),  
 superSeq(X, Y, m, n-1));  
}  
  
// Driver program to test above function  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
 cout << "Length of the shortest supersequence is "  
 << superSeq(X, Y, strlen(X), strlen(Y));  
 return 0;  
}

Output:

Length of the shortest supersequence is 9

Time complexity of the above solution exponential O(2min(m, n)). Since there are [overlapping subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/), we can efficiently solve this recursive problem using Dynamic Programming. Below is Dynamic Programming based implementation. Time complexity of this solution is O(mn).

/\* A dynamic programming based C program to find length  
 of the shortest supersequence \*/  
#include<bits/stdc++.h>  
using namespace std;  
  
// Returns length of the shortest supersequence of X and Y  
int superSeq(char\* X, char\* Y, int m, int n)  
{  
 int dp[m+1][n+1];  
  
 // Fill table in bottom up manner  
 for (int i = 0; i <= m; i++)  
 {  
 for (int j = 0; j <= n; j++)  
 {  
 // Below steps follow above recurrence  
 if (!i)  
 dp[i][j] = j;  
 else if (!j)  
 dp[i][j] = i;  
 else if (X[i-1] == Y[j-1])  
 dp[i][j] = 1 + dp[i-1][j-1];  
 else  
 dp[i][j] = 1 + min(dp[i-1][j], dp[i][j-1]);  
 }  
 }  
  
 return dp[m][n];  
}  
  
// Driver program to test above function  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
 cout << "Length of the shortest supersequence is "  
 << superSeq(X, Y, strlen(X), strlen(Y));  
 return 0;  
}

Output:

Length of the shortest supersequence is 9

Thanks to [Gaurav Ahirwar](https://www.facebook.com/COOL.DUDE.BORN.NUD3?fref=ts) for suggesting this solution.

**Exercise:**  
 Extend the above program to print shortest supersequence also using [function to print LCS](http://www.geeksforgeeks.org/printing-longest-common-subsequence/).

**References:**  
 <https://en.wikipedia.org/wiki/Shortest_common_supersequence>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/shortest-common-supersequence/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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[← Count BST subtrees that lie in given range](http://www.geeksforgeeks.org/count-bst-subtrees-that-lie-in-given-range/) [Shortest Superstring Problem →](http://www.geeksforgeeks.org/shortest-superstring-problem/)

# An in-place algorithm for String Transformation

Given a string, move all even positioned elements to end of string. While moving elements, keep the relative order of all even positioned and odd positioned elements same. For example, if the given string is “a1b2c3d4e5f6g7h8i9j1k2l3m4″, convert it to “abcdefghijklm1234567891234″ in-place and in O(n) time complexity.

Below are the steps:

**1.** Cut out the largest prefix sub-string of size of the form 3^k + 1. In this step, we find the largest non-negative integer k such that 3^k+1 is smaller than or equal to n (length of string)

**2.** Apply cycle leader iteration algorithm ( it has been discussed below ), starting with index 1, 3, 9…… to this sub-string. Cycle leader iteration algorithm moves all the items of this sub-string to their correct positions, i.e. all the alphabets are shifted to the left half of the sub-string and all the digits are shifted to the right half of this sub-string.

**3.** Process the remaining sub-string recursively using steps#1 and #2.

**4.** Now, we only need to join the processed sub-strings together. Start from any end ( say from left ), pick two sub-strings and apply the below steps:

….**4.1** Reverse the second half of first sub-string.  
 ….**4.2** Reverse the first half of second sub-string.  
 ….**4.3** Reverse the second half of first sub-string and first half of second sub-string together.

**5.** Repeat step#4 until all sub-strings are joined. It is similar to k-way merging where first sub-string is joined with second. The resultant is merged with third and so on.

Let us understand it with an example:

Please note that we have used values like 10, 11 12 in the below example. Consider these values as single characters only. These values are used for better readability.

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25  
a 1 b 2 c 3 d 4 e 5 f 6 g 7 h 8 i 9 j 10 k 11 l 12 m 13

After breaking into size of the form 3^k + 1, two sub-strings are formed of size 10 each. The third sub-string is formed of size 4 and the fourth sub-string is formed of size 2.

0 1 2 3 4 5 6 7 8 9   
a 1 b 2 c 3 d 4 e 5   
  
10 11 12 13 14 15 16 17 18 19   
f 6 g 7 h 8 i 9 j 10   
  
20 21 22 23   
k 11 l 12   
  
24 25  
m 13

After applying cycle leader iteration algorithm to first sub-string:

0 1 2 3 4 5 6 7 8 9   
a b c d e 1 2 3 4 5   
  
10 11 12 13 14 15 16 17 18 19   
f 6 g 7 h 8 i 9 j 10   
  
20 21 22 23   
k 11 l 12   
  
24 25  
m 13

After applying cycle leader iteration algorithm to second sub-string:

0 1 2 3 4 5 6 7 8 9   
a b c d e 1 2 3 4 5   
  
10 11 12 13 14 15 16 17 18 19   
f g h i j 6 7 8 9 10   
  
20 21 22 23   
k 11 l 12   
  
24 25  
m 13

After applying cycle leader iteration algorithm to third sub-string:

0 1 2 3 4 5 6 7 8 9   
a b c d e 1 2 3 4 5   
  
10 11 12 13 14 15 16 17 18 19   
f g h i j 6 7 8 9 10  
  
20 21 22 23   
k l 11 12   
  
24 25  
m 13

After applying cycle leader iteration algorithm to fourth sub-string:

0 1 2 3 4 5 6 7 8 9   
a b c d e 1 2 3 4 5   
  
10 11 12 13 14 15 16 17 18 19   
f g h i j 6 7 8 9 10   
  
20 21 22 23   
k l 11 12   
  
24 25  
m 13

*Joining first sub-string and second sub-string:*  
 1. Second half of first sub-string and first half of second sub-string reversed.

0 1 2 3 4 5 6 7 8 9   
a b c d e 5 4 3 2 1 <--------- First Sub-string   
  
10 11 12 13 14 15 16 17 18 19   
j i h g f 6 7 8 9 10 <--------- Second Sub-string   
  
20 21 22 23   
k l 11 12   
  
24 25  
m 13

2. Second half of first sub-string and first half of second sub-string reversed together( They are merged, i.e. there are only three sub-strings now ).

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19  
a b c d e f g h i j 1 2 3 4 5 6 7 8 9 10  
  
20 21 22 23   
k l 11 12   
  
24 25  
m 13

Joining first sub-string and second sub-string:  
 1. Second half of first sub-string and first half of second sub-string reversed.

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19  
a b c d e f g h i j 10 9 8 7 6 5 4 3 2 1 <--------- First Sub-string   
  
20 21 22 23   
l k 11 12 <--------- Second Sub-string  
  
24 25  
m 13

2. Second half of first sub-string and first half of second sub-string reversed together( They are merged, i.e. there are only two sub-strings now ).

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23   
a b c d e f g h i j k l 1 2 3 4 5 6 7 8 9 10 11 12   
  
24 25  
m 13

*Joining first sub-string and second sub-string:*  
 1. Second half of first sub-string and first half of second sub-string reversed.

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23   
a b c d e f g h i j k l 12 11 10 9 8 7 6 5 4 3 2 1 <----- First Sub-string  
  
24 25  
m 13 <----- Second Sub-string

2. Second half of first sub-string and first half of second sub-string reversed together( They are merged, i.e. there is only one sub-string now ).

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25  
a b c d e f g h i j k l m 1 2 3 4 5 6 7 8 9 10 11 12 13

Since all sub-strings have been joined together, we are done.

**How does cycle leader iteration algorithm work?**

Let us understand it with an example:

Input:  
0 1 2 3 4 5 6 7 8 9  
a 1 b 2 c 3 d 4 e 5  
  
Output:  
0 1 2 3 4 5 6 7 8 9   
a b c d e 1 2 3 4 5  
  
Old index New index  
0 0  
1 5  
2 1  
3 6  
4 2  
5 7  
6 3  
7 8  
8 4  
9 9

Let len be the length of the string. If we observe carefully, we find that the new index is given by below formula:

if( oldIndex is odd )  
 newIndex = len / 2 + oldIndex / 2;  
else  
 newIndex = oldIndex / 2;

So, the problem reduces to shifting the elements to new indexes based on the above formula.

Cycle leader iteration algorithm will be applied starting from the indices of the form 3^k, starting with k = 0.

Below are the steps:

**1.** Find new position for item at position i. Before putting this item at new position, keep the back-up of element at new position. Now, put the item at new position.

**2.** Repeat step#1 for new position until a cycle is completed, i.e. until the procedure comes back to the starting position.

**3.** Apply cycle leader iteration algorithm to the next index of the form 3^k. Repeat this step until 3^k < len.

Consider input array of size 28:

The first cycle leader iteration, starting with index 1:

1->14->7->17->22->11->19->23->25->26->13->20->10->5->16->8->4->2->1

The second cycle leader iteration, starting with index 3:

3->15->21->24->12->6->3

The third cycle leader iteration, starting with index 9:

9->18->9

Based on the above algorithm, below is the code:

#include <stdio.h>  
#include <string.h>  
#include <math.h>  
  
// A utility function to swap characters  
void swap ( char\* a, char\* b )  
{  
 char t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
// A utility function to reverse string str[low..high]  
void reverse ( char\* str, int low, int high )  
{  
 while ( low < high )  
 {  
 swap( &str[low], &str[high] );  
 ++low;  
 --high;  
 }  
}  
  
// Cycle leader algorithm to move all even positioned elements  
// at the end.  
void cycleLeader ( char\* str, int shift, int len )  
{  
 int j;  
 char item;  
  
 for (int i = 1; i < len; i \*= 3 )  
 {  
 j = i;  
  
 item = str[j + shift];  
 do  
 {  
 // odd index  
 if ( j & 1 )  
 j = len / 2 + j / 2;  
 // even index  
 else  
 j /= 2;  
  
 // keep the back-up of element at new position  
 swap (&str[j + shift], &item);  
 }  
 while ( j != i );  
 }  
}  
  
// The main function to transform a string. This function mainly uses  
// cycleLeader() to transform  
void moveNumberToSecondHalf( char\* str )  
{  
 int k, lenFirst;  
  
 int lenRemaining = strlen( str );  
 int shift = 0;  
  
 while ( lenRemaining )  
 {  
 k = 0;  
  
 // Step 1: Find the largest prefix subarray of the form 3^k + 1  
 while ( pow( 3, k ) + 1 <= lenRemaining )  
 k++;  
 lenFirst = pow( 3, k - 1 ) + 1;  
 lenRemaining -= lenFirst;  
  
 // Step 2: Apply cycle leader algorithm for the largest subarrau  
 cycleLeader ( str, shift, lenFirst );  
  
 // Step 4.1: Reverse the second half of first subarray  
 reverse ( str, shift / 2, shift - 1 );  
  
 // Step 4.2: Reverse the first half of second sub-string.  
 reverse ( str, shift, shift + lenFirst / 2 - 1 );  
  
 // Step 4.3 Reverse the second half of first sub-string and first  
 // half of second sub-string together  
 reverse ( str, shift / 2, shift + lenFirst / 2 - 1 );  
  
 // Increase the length of first subarray  
 shift += lenFirst;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "a1b2c3d4e5f6g7";  
 moveNumberToSecondHalf( str );  
 printf( "%s", str );  
 return 0;  
}

Click [here](https://ideone.com/Ezd2d) to see various test cases.

**Notes:**  
 **1.** If the array size is already in the form 3^k + 1, We can directly apply cycle leader iteration algorithm. There is no need of joining.

**2.** Cycle leader iteration algorithm is only applicable to arrays of size of the form 3^k + 1.

*How is the time complexity O(n) ?*  
 Each item in a cycle is shifted at most once. Thus time complexity of the cycle leader algorithm is O(n). The time complexity of the reverse operation is O(n). We will soon update the mathematical proof of the time complexity of the algorithm.

*Exercise:*  
 Given string in the form “abcdefg1234567″, convert it to “a1b2c3d4e5f6g7″ in-place and in O(n) time complexity.

**References:**  
 [A Simple In-Place Algorithm for In-Shu?e.](http://arxiv.org/pdf/0805.1598v1.pdf)

\_\_[Aashish Barnwal](http://www.facebook.com/barnwal.aashish).Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/an-in-place-algorithm-for-string-transformation/>

# Dynamic Programming | Set 33 (Find if a string is interleaved of two other strings)

Given three strings A, B and C. Write a function that checks whether C is an interleaving of A and B. C is said to be interleaving A and B, if it contains all characters of A and B and order of all characters in individual strings is preserved.

We have discussed a simple solution of this problem [here](http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/). The simple solution doesn’t work if strings A and B have some common characters. For example A = “XXY”, string B = “XXZ” and string C = “XXZXXXY”. To handle all cases, two possibilities need to be considered.

**a)** If first character of C matches with first character of A, we move one character ahead in A and C and recursively check.

**b)** If first character of C matches with first character of B, we move one character ahead in B and C and recursively check.

If any of the above two cases is true, we return true, else false. Following is simple recursive implementation of this approach (Thanks to [Frederic](http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/#comment-7542)for suggesting this)

// A simple recursive function to check whether C is an interleaving of A and B  
bool isInterleaved(char \*A, char \*B, char \*C)  
{  
 // Base Case: If all strings are empty  
 if (!(\*A || \*B || \*C))  
 return true;  
  
 // If C is empty and any of the two strings is not empty  
 if (\*C == '\0')  
 return false;  
  
 // If any of the above mentioned two possibilities is true,  
 // then return true, otherwise false  
 return ( (\*C == \*A) && isInterleaved(A+1, B, C+1))  
 || ((\*C == \*B) && isInterleaved(A, B+1, C+1));  
}

**Dynamic Programming**  
 The worst case time complexity of recursive solution is O(2n). The above recursive solution certainly has many overlapping subproblems. For example, if wee consider A = “XXX”, B = “XXX” and C = “XXXXXX” and draw recursion tree, there will be many overlapping subproblems.  
 Therefore, like other typical [Dynamic Programming problems](http://www.geeksforgeeks.org/tag/dynamic-programming/), we can solve it by creating a table and store results of subproblems in bottom up manner. Thanks to [Abhinav Ramana](https://plus.google.com/104230157879525004164/posts) for suggesting this method and implementation.

// A Dynamic Programming based program to check whether a string C is  
// an interleaving of two other strings A and B.  
#include <iostream>  
#include <string.h>  
using namespace std;  
  
// The main function that returns true if C is  
// an interleaving of A and B, otherwise false.  
bool isInterleaved(char\* A, char\* B, char\* C)  
{  
 // Find lengths of the two strings  
 int M = strlen(A), N = strlen(B);  
  
 // Let us create a 2D table to store solutions of  
 // subproblems. C[i][j] will be true if C[0..i+j-1]  
 // is an interleaving of A[0..i-1] and B[0..j-1].  
 bool IL[M+1][N+1];  
  
 memset(IL, 0, sizeof(IL)); // Initialize all values as false.  
  
 // C can be an interleaving of A and B only of sum  
 // of lengths of A & B is equal to length of C.  
 if ((M+N) != strlen(C))  
 return false;  
  
 // Process all characters of A and B  
 for (int i=0; i<=M; ++i)  
 {  
 for (int j=0; j<=N; ++j)  
 {  
 // two empty strings have an empty string  
 // as interleaving  
 if (i==0 && j==0)  
 IL[i][j] = true;  
  
 // A is empty  
 else if (i==0 && B[j-1]==C[j-1])  
 IL[i][j] = IL[i][j-1];  
  
 // B is empty  
 else if (j==0 && A[i-1]==C[i-1])  
 IL[i][j] = IL[i-1][j];  
  
 // Current character of C matches with current character of A,  
 // but doesn't match with current character of B  
 else if(A[i-1]==C[i+j-1] && B[j-1]!=C[i+j-1])  
 IL[i][j] = IL[i-1][j];  
  
 // Current character of C matches with current character of B,  
 // but doesn't match with current character of A  
 else if (A[i-1]!=C[i+j-1] && B[j-1]==C[i+j-1])  
 IL[i][j] = IL[i][j-1];  
  
 // Current character of C matches with that of both A and B  
 else if (A[i-1]==C[i+j-1] && B[j-1]==C[i+j-1])  
 IL[i][j]=(IL[i-1][j] || IL[i][j-1]) ;  
 }  
 }  
  
 return IL[M][N];  
}  
  
// A function to run test cases  
void test(char \*A, char \*B, char \*C)  
{  
 if (isInterleaved(A, B, C))  
 cout << C <<" is interleaved of " << A <<" and " << B << endl;  
 else  
 cout << C <<" is not interleaved of " << A <<" and " << B << endl;  
}  
  
  
// Driver program to test above functions  
int main()  
{  
 test("XXY", "XXZ", "XXZXXXY");  
 test("XY" ,"WZ" ,"WZXY");  
 test ("XY", "X", "XXY");  
 test ("YX", "X", "XXY");  
 test ("XXY", "XXZ", "XXXXZY");  
 return 0;  
}

Output:

XXZXXXY is not interleaved of XXY and XXZ  
WZXY is interleaved of XY and WZ  
XXY is interleaved of XY and X  
XXY is not interleaved of YX and X  
XXXXZY is interleaved of XXY and XXZ

See [this](http://ideone.com/4jnFZu)for more test cases.

Time Complexity: O(MN)  
 Auxiliary Space: O(MN)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings-set-2/>

# Check whether a given string is an interleaving of two other given strings

Given three strings A, B and C. Write a function that checks whether C is an interleaving of A and B.   
 C is said to be interleaving A and B, if it contains all characters of A and B and order of all characters in individual strings is preserved. See [previous post](http://www.geeksforgeeks.org/archives/17743) for examples.

**Solution:**  
 Pick each character of C one by one and match it with the first character in A. If it doesn’t match then match it with first character of B. If it doesn’t even match first character of B, then return false. If the character matches with first character of A, then repeat the above process from second character of C, second character of A and first character of B. If first character of C matches with the first character of B (and doesn’t match the first character of A), then repeat the above process from the second character of C, first character of A and second character of B. If all characters of C match either with a character of A or a character of B and length of C is sum of lengths of A and B, then C is an interleaving A and B.

Thanks to [venkat](http://geeksforgeeks.org/forum/topic/google-interview-question-for-software-engineerdeveloper-about-strings-6#post-29083)for suggesting following C implementation.

#include<stdio.h>  
  
// Returns true if C is an interleaving of A and B, otherwise  
// returns false  
bool isInterleaved (char \*A, char \*B, char \*C)  
{  
 // Iterate through all characters of C.  
 while (\*C != 0)  
 {  
 // Match first character of C with first character of A,  
 // If matches them move A to next   
 if (\*A == \*C)  
 A++;  
  
 // Else Match first character of C with first character of B,  
 // If matches them move B to next   
 else if (\*B == \*C)  
 B++;  
   
 // If doesn't match with either A or B, then return false  
 else  
 return false;  
   
 // Move C to next for next iteration  
 C++;  
 }  
  
 // If A or B still have some characters, then length of C is smaller   
 // than sum of lengths of A and B, so return false  
 if (\*A || \*B)  
 return false;  
  
 return true;  
}  
  
// Driver program to test above functions  
int main()  
{  
 char \*A = "AB";  
 char \*B = "CD";  
 char \*C = "ACBG";  
 if (isInterleaved(A, B, C) == true)  
 printf("%s is interleaved of %s and %s", C, A, B);  
 else  
 printf("%s is not interleaved of %s and %s", C, A, B);  
  
 return 0;  
}

Output:

ACBG is not interleaved of AB and CD

Time Complexity: O(m+n) where m and n are the lengths of strings A and B respectively.

Note that the above approach doesn’t work if A and B have some characters in common. For example, if string A = “AAB”, string B = “AAC” and string C = “AACAAB”, then the above method will return false. We have discussed [here an extended solution that handles common characters](http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings-set-2/).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Check whether two strings are anagram of each other

Write a function to check whether two given strings are [anagram](http://en.wikipedia.org/wiki/Anagram)of each other or not. An anagram of a string is another string that contains same characters, only the order of characters can be different. For example, “abcd” and “dabc” are anagram of each other.

**Method 1 (Use Sorting)**  
 1) Sort both strings  
 2) Compare the sorted strings

#include <stdio.h>  
#include <string.h>  
  
/\* Fucntion prototype for srting a given string using quick sort \*/  
void quickSort(char \*arr, int si, int ei);  
  
/\* function to check whether two strings are anagram of each other \*/  
bool areAnagram(char \*str1, char \*str2)  
{  
 // Get lenghts of both strings  
 int n1 = strlen(str1);  
 int n2 = strlen(str2);  
  
 // If lenght of both strings is not same, then they cannot  
 // be anagram  
 if (n1 != n2)  
 return false;  
  
 // Sort both strings  
 quickSort (str1, 0, n1 - 1);  
 quickSort (str2, 0, n2 - 1);  
  
 // Compare sorted strings  
 for (int i = 0; i < n1; i++)  
 if (str1[i] != str2[i])  
 return false;  
  
 return true;  
}  
  
// Following functions (exchange and partition are needed for quickSort)  
void exchange(char \*a, char \*b)  
{  
 char temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
int partition(char A[], int si, int ei)  
{  
 char x = A[ei];  
 int i = (si - 1);  
 int j;  
  
 for (j = si; j <= ei - 1; j++)  
 {  
 if(A[j] <= x)  
 {  
 i++;  
 exchange(&A[i], &A[j]);  
 }  
 }  
 exchange (&A[i + 1], &A[ei]);  
 return (i + 1);  
}  
  
/\* Implementation of Quick Sort  
A[] --> Array to be sorted  
si --> Starting index  
ei --> Ending index  
\*/  
void quickSort(char A[], int si, int ei)  
{  
 int pi; /\* Partitioning index \*/  
 if(si < ei)  
 {  
 pi = partition(A, si, ei);  
 quickSort(A, si, pi - 1);  
 quickSort(A, pi + 1, ei);  
 }  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 char str1[] = "test";  
 char str2[] = "ttew";  
 if ( areAnagram(str1, str2) )  
 printf("The two strings are anagram of each other");  
 else  
 printf("The two strings are not anagram of each other");  
  
 return 0;  
}

Output:

The two strings are not anagram of each other

Time Complexity: Time complexity of this method depends upon the sorting technique used. In the above implementation, quickSort is used which may be O(n^2) in worst case. If we use a O(nLogn) sorting algorithm like merge sort, then the complexity becomes O(nLogn)

**Method 2 (Count characters)**  
 This method assumes that the set of possible characters in both strings is small. In the following implementation, it is assumed that the characters are stored using 8 bit and there can be 256 possible characters.  
 1) Create count arrays of size 256 for both strings. Initialize all values in count arrays as 0.  
 2) Iterate through every character of both strings and increment the count of character in the corresponding count arrays.  
 3) Compare count arrays. If both count arrays are same, then return true.

# include <stdio.h>  
# define NO\_OF\_CHARS 256  
  
/\* function to check whether two strings are anagram of each other \*/  
bool areAnagram(char \*str1, char \*str2)  
{  
 // Create two count arrays and initialize all values as 0  
 int count1[NO\_OF\_CHARS] = {0};  
 int count2[NO\_OF\_CHARS] = {0};  
 int i;  
  
 // For each character in input strings, increment count in  
 // the corresponding count array  
 for (i = 0; str1[i] && str2[i]; i++)  
 {  
 count1[str1[i]]++;  
 count2[str2[i]]++;  
 }  
  
 // If both strings are of different length. Removing this condition  
 // will make the program fail for strings like "aaca" and "aca"  
 if (str1[i] || str2[i])  
 return false;  
  
 // Compare count arrays  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 if (count1[i] != count2[i])  
 return false;  
  
 return true;  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 char str1[] = "geeksforgeeks";  
 char str2[] = "forgeeksgeeks";  
 if ( areAnagram(str1, str2) )  
 printf("The two strings are anagram of each other");  
 else  
 printf("The two strings are not anagram of each other");  
  
 return 0;  
}

Output:

The two strings are anagram of each other

The above implementation can be further to use only one count array instead of two. We can increment the value in count array for characters in str1 and decrement for characters in str2. Finally, if all count values are 0, then the two strings are anagram of each other. Thanks to [Ace](http://www.geeksforgeeks.org/archives/18752/comment-page-1#comment-8051)for suggesting this optimization.

bool areAnagram(char \*str1, char \*str2)  
{  
 // Create a count array and initialize all values as 0  
 int count[NO\_OF\_CHARS] = {0};  
 int i;  
  
 // For each character in input strings, increment count in  
 // the corresponding count array  
 for (i = 0; str1[i] && str2[i]; i++)  
 {  
 count[str1[i]]++;  
 count[str2[i]]--;  
 }  
  
 // If both strings are of different length. Removing this condition  
 // will make the program fail for strings like "aaca" and "aca"  
 if (str1[i] || str2[i])  
 return false;  
  
 // See if there is any non-zero value in count array  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 if (count[i])  
 return false;  
 return true;  
}

If the possible set of characters contains only English alphabets, then we can reduce the size of arrays to 52 and use *str[i] – ‘A’* as an index for count arrays. This will further optimize this method.

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-whether-two-strings-are-anagram-of-each-other/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Count words in a given string

Given a string, count number of words in it. The words are separated by following characters: space (‘ ‘) or new line (‘\n’) or tab (‘\t’) or a combination of these.

There can be many solutions to this problem. Following is a simple and interesting solution.  
 The idea is to maintain two states: IN and OUT. The state OUT indicates that a separator is seen. State IN indicates that a word character is seen. We increment word count when previous state is OUT and next character is a word character.

/\* Program to count no of words from given input string. \*/  
#include <stdio.h>  
  
#define OUT 0  
#define IN 1  
  
// returns number of words in str  
unsigned countWords(char \*str)  
{  
 int state = OUT;  
 unsigned wc = 0; // word count  
  
 // Scan all characters one by one  
 while (\*str)  
 {  
 // If next character is a separator, set the state as OUT  
 if (\*str == ' ' || \*str == '\n' || \*str == '\t')  
 state = OUT;  
  
 // If next character is not a word separator and state is OUT,  
 // then set the state as IN and increment word count  
 else if (state == OUT)  
 {  
 state = IN;  
 ++wc;  
 }  
  
 // Move to next character  
 ++str;  
 }  
  
 return wc;  
}  
  
// Driver program to tes above functions  
int main(void)  
{  
 char str[] = "One two three\n four\nfive ";  
 printf("No of words: %u\n", countWords(str));  
 return 0;  
}

Output:

No of words: 5

Time complexity: O(n)

This article is compiled by **Narendra Kangralkar**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-words-in-a-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Dynamic Programming | Set 17 (Palindrome Partitioning)

Given a string, a partitioning of the string is a *palindrome partitioning* if every substring of the partition is a palindrome. For example, “aba|b|bbabb|a|b|aba” is a palindrome partitioning of “ababbbabbababa”. Determine the fewest cuts needed for palindrome partitioning of a given string. For example, minimum 3 cuts are needed for “ababbbabbababa”. The three cuts are “a|babbbab|b|ababa”. If a string is palindrome, then minimum 0 cuts are needed. If a string of length n containing all different characters, then minimum n-1 cuts are needed.

**Solution**  
 This problem is a variation of [Matrix Chain Multiplication](http://www.geeksforgeeks.org/archives/15553) problem. If the string is palindrome, then we simply return 0. Else, like the Matrix Chain Multiplication problem, we try making cuts at all possible places, recursively calculate the cost for each cut and return the minimum value.

Let the given string be str and minPalPartion() be the function that returns the fewest cuts needed for palindrome partitioning. following is the optimal substructure property.

// i is the starting index and j is the ending index. i must be passed as 0 and j as n-1  
minPalPartion(str, i, j) = 0 if i == j. // When string is of length 1.  
minPalPartion(str, i, j) = 0 if str[i..j] is palindrome.  
  
// If none of the above conditions is true, then minPalPartion(str, i, j) can be   
// calculated recursively using the following formula.  
minPalPartion(str, i, j) = Min { minPalPartion(str, i, k) + 1 +  
 minPalPartion(str, k+1, j) }   
 where k varies from i to j-1

Following is Dynamic Programming solution. It stores the solutions to subproblems in two arrays P[][] and C[][], and reuses the calculated values.

// Dynamic Programming Solution for Palindrome Partitioning Problem  
#include <stdio.h>  
#include <string.h>  
#include <limits.h>  
   
// A utility function to get minimum of two integers  
int min (int a, int b) { return (a < b)? a : b; }  
   
// Returns the minimum number of cuts needed to partition a string  
// such that every part is a palindrome  
int minPalPartion(char \*str)  
{  
 // Get the length of the string  
 int n = strlen(str);  
   
 /\* Create two arrays to build the solution in bottom up manner  
 C[i][j] = Minimum number of cuts needed for palindrome partitioning  
 of substring str[i..j]  
 P[i][j] = true if substring str[i..j] is palindrome, else false  
 Note that C[i][j] is 0 if P[i][j] is true \*/  
 int C[n][n];  
 bool P[n][n];  
   
 int i, j, k, L; // different looping variables  
   
 // Every substring of length 1 is a palindrome  
 for (i=0; i<n; i++)  
 {  
 P[i][i] = true;  
 C[i][i] = 0;  
 }  
   
 /\* L is substring length. Build the solution in bottom up manner by  
 considering all substrings of length starting from 2 to n.  
 The loop structure is same as Matrx Chain Multiplication problem (  
 See http://www.geeksforgeeks.org/archives/15553 )\*/  
 for (L=2; L<=n; L++)  
 {  
 // For substring of length L, set different possible starting indexes  
 for (i=0; i<n-L+1; i++)  
 {  
 j = i+L-1; // Set ending index  
   
 // If L is 2, then we just need to compare two characters. Else  
 // need to check two corner characters and value of P[i+1][j-1]  
 if (L == 2)  
 P[i][j] = (str[i] == str[j]);  
 else  
 P[i][j] = (str[i] == str[j]) && P[i+1][j-1];  
   
 // IF str[i..j] is palindrome, then C[i][j] is 0  
 if (P[i][j] == true)  
 C[i][j] = 0;  
 else  
 {  
 // Make a cut at every possible localtion starting from i to j,  
 // and get the minimum cost cut.  
 C[i][j] = INT\_MAX;  
 for (k=i; k<=j-1; k++)  
 C[i][j] = min (C[i][j], C[i][k] + C[k+1][j]+1);  
 }  
 }  
 }  
   
 // Return the min cut value for complete string. i.e., str[0..n-1]  
 return C[0][n-1];  
}  
   
// Driver program to test above function  
int main()  
{  
 char str[] = "ababbbabbababa";  
 printf("Min cuts needed for Palindrome Partitioning is %d",  
 minPalPartion(str));  
 return 0;  
}

Output:

Min cuts needed for Palindrome Partitioning is 3

Time Complexity: O(n3)

**An optimization to above approach**  
 In above approach, we can calculating minimum cut while finding all palindromic substring. If we finding all palindromic substring 1st and then we calculate minimum cut, time complexity will reduce to O(n2).  
 Thanks for [**Vivek**](http://www.geeksforgeeks.org/dynamic-programming-set-17-palindrome-partitioning/#comment-1459162424) for suggesting this optimization.

// Dynamic Programming Solution for Palindrome Partitioning Problem  
#include <stdio.h>  
#include <string.h>  
#include <limits.h>  
   
// A utility function to get minimum of two integers  
int min (int a, int b) { return (a < b)? a : b; }  
   
// Returns the minimum number of cuts needed to partition a string  
// such that every part is a palindrome  
int minPalPartion(char \*str)  
{  
 // Get the length of the string  
 int n = strlen(str);  
   
 /\* Create two arrays to build the solution in bottom up manner  
 C[i] = Minimum number of cuts needed for palindrome partitioning  
 of substring str[0..i]  
 P[i][j] = true if substring str[i..j] is palindrome, else false  
 Note that C[i] is 0 if P[0][i] is true \*/  
 int C[n];  
 bool P[n][n];  
   
 int i, j, k, L; // different looping variables  
   
 // Every substring of length 1 is a palindrome  
 for (i=0; i<n; i++)  
 {  
 P[i][i] = true;  
 }  
   
 /\* L is substring length. Build the solution in bottom up manner by  
 considering all substrings of length starting from 2 to n. \*/  
 for (L=2; L<=n; L++)  
 {  
 // For substring of length L, set different possible starting indexes  
 for (i=0; i<n-L+1; i++)  
 {  
 j = i+L-1; // Set ending index  
   
 // If L is 2, then we just need to compare two characters. Else  
 // need to check two corner characters and value of P[i+1][j-1]  
 if (L == 2)  
 P[i][j] = (str[i] == str[j]);  
 else  
 P[i][j] = (str[i] == str[j]) && P[i+1][j-1];  
 }  
 }  
  
 for (i=0; i<n; i++)  
 {  
 if (P[0][i] == true)  
 C[i] = 0;  
 else  
 {  
 C[i] = INT\_MAX;  
 for(j=0;j<i;j++)  
 {  
 if(P[j+1][i] == true && 1+C[j]<C[i])  
 C[i]=1+C[j];  
 }  
 }  
 }  
   
 // Return the min cut value for complete string. i.e., str[0..n-1]  
 return C[n-1];  
}  
   
// Driver program to test above function  
int main()  
{  
 char str[] = "ababbbabbababa";  
 printf("Min cuts needed for Palindrome Partitioning is %d",  
 minPalPartion(str));  
 return 0;  
}

Output:

Min cuts needed for Palindrome Partitioning is 3

Time Complexity: O(n2)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-17-palindrome-partitioning/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Find the first non-repeating character from a stream of characters

Given a stream of characters, find the first non-repeating character from stream. You need to tell the first non-repeating character in O(1) time at any moment.

If we follow the first approach discussed [here](http://www.geeksforgeeks.org/given-a-string-find-its-first-non-repeating-character/), then we need to store the stream so that we can traverse it one more time to find the first non-repeating character at any moment. If we use extended approach discussed in the [same post](http://www.geeksforgeeks.org/given-a-string-find-its-first-non-repeating-character/), we need to go through the count array every time first non-repeating element is queried. We can find the first non-repeating character from stream at any moment without traversing any array.

We strongly recommend you to minimize the browser and try it yourself first.

The idea is to use a DLL (**D**oubly **L**inked **L**ist) to efficiently get the first non-repeating character from a stream. The DLL contains all non-repeating characters in order, i.e., the head of DLL contains first non-repeating character, the second node contains the second non-repeating and so on.  
 We also maintain two arrays: one array is to maintain characters that are already visited two or more times, we call it repeated[], the other array is array of pointers to linked list nodes, we call it inDLL[]. The size of both arrays is equal to alphabet size which is typically 256.

1) Create an empty DLL. Also create two arrays inDLL[] and repeated[] of size 256.   
 inDLL is an array of pointers to DLL nodes. repeated[] is a boolean array,   
 repeated[x] is true if x is repeated two or more times, otherwise false.   
 inDLL[x] contains pointer to a DLL node if character x is present in DLL,   
 otherwise NULL.   
  
2) Initialize all entries of inDLL[] as NULL and repeated[] as false.  
  
3) To get the first non-repeating character, return character at head of DLL.  
  
4) Following are steps to process a new character 'x' in stream.  
 a) If repeated[x] is true, ignore this character (x is already repeated two  
 or more times in the stream)   
 b) If repeated[x] is false and inDLL[x] is NULL (x is seen first time)  
 Append x to DLL and store address of new DLL node in inDLL[x].  
 c) If repeated[x] is false and inDLL[x] is not NULL (x is seen second time)  
 Get DLL node of x using inDLL[x] and remove the node. Also, mark inDLL[x]   
 as NULL and repeated[x] as true.

Note that appending a new node to DLL is O(1) operation if we maintain tail pointer. Removing a node from DLL is also O(1). So both operations, addition of new character and finding first non-repeating character take O(1) time.

// A C++ program to find first non-repeating character from a stream of characters  
#include <iostream>  
#define MAX\_CHAR 256  
using namespace std;  
  
// A linked list node  
struct node  
{  
 char a;  
 struct node \*next, \*prev;  
};  
  
// A utility function to append a character x at the end of DLL.  
// Note that the function may change head and tail pointers, that  
// is why pointers to these pointers are passed.  
void appendNode(struct node \*\*head\_ref, struct node \*\*tail\_ref, char x)  
{  
 struct node \*temp = new node;  
 temp->a = x;  
 temp->prev = temp->next = NULL;  
  
 if (\*head\_ref == NULL)  
 {  
 \*head\_ref = \*tail\_ref = temp;  
 return;  
 }  
 (\*tail\_ref)->next = temp;  
 temp->prev = \*tail\_ref;  
 \*tail\_ref = temp;  
}  
  
// A utility function to remove a node 'temp' fromt DLL. Note that the  
// function may change head and tail pointers, that is why pointers to  
// these pointers are passed.  
void removeNode(struct node \*\*head\_ref, struct node \*\*tail\_ref,  
 struct node \*temp)  
{  
 if (\*head\_ref == NULL)  
 return;  
  
 if (\*head\_ref == temp)  
 \*head\_ref = (\*head\_ref)->next;  
 if (\*tail\_ref == temp)  
 \*tail\_ref = (\*tail\_ref)->prev;  
 if (temp->next != NULL)  
 temp->next->prev = temp->prev;  
 if (temp->prev != NULL)  
 temp->prev->next = temp->next;  
  
 delete(temp);  
}  
  
void findFirstNonRepeating()  
{  
 // inDLL[x] contains pointer to a DLL node if x is present in DLL.  
 // If x is not present, then inDLL[x] is NULL  
 struct node \*inDLL[MAX\_CHAR];  
  
 // repeated[x] is true if x is repeated two or more times. If x is  
 // not seen so far or x is seen only once. then repeated[x] is false  
 bool repeated[MAX\_CHAR];  
  
 // Initialize the above two arrays  
 struct node \*head = NULL, \*tail = NULL;  
 for (int i = 0; i < MAX\_CHAR; i++)  
 {  
 inDLL[i] = NULL;  
 repeated[i] = false;  
 }  
  
 // Let us consider following stream and see the process  
 char stream[] = "geeksforgeeksandgeeksquizfor";  
 for (int i = 0; stream[i]; i++)  
 {  
 char x = stream[i];  
 cout << "Reading " << x << " from stream \n";  
  
 // We process this character only if it has not occurred or occurred  
 // only once. repeated[x] is true if x is repeated twice or more.s  
 if (!repeated[x])  
 {  
 // If the character is not in DLL, then add this at the end of DLL.  
 if (inDLL[x] == NULL)  
 {  
 appendNode(&head, &tail, stream[i]);  
 inDLL[x] = tail;  
 }  
 else // Otherwise remove this caharacter from DLL  
 {  
 removeNode(&head, &tail, inDLL[x]);  
 inDLL[x] = NULL;  
 repeated[x] = true; // Also mark it as repeated  
 }  
 }  
  
 // Print the current first non-repeating character from stream  
 if (head != NULL)  
 cout << "First non-repeating character so far is " << head->a << endl;  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 findFirstNonRepeating();  
 return 0;  
}

Output:

Reading g from stream  
First non-repeating character so far is g  
Reading e from stream  
First non-repeating character so far is g  
Reading e from stream  
First non-repeating character so far is g  
Reading k from stream  
First non-repeating character so far is g  
Reading s from stream  
First non-repeating character so far is g  
Reading f from stream  
First non-repeating character so far is g  
Reading o from stream  
First non-repeating character so far is g  
Reading r from stream  
First non-repeating character so far is g  
Reading g from stream  
First non-repeating character so far is k  
Reading e from stream  
First non-repeating character so far is k  
Reading e from stream  
First non-repeating character so far is k  
Reading k from stream  
First non-repeating character so far is s  
Reading s from stream  
First non-repeating character so far is f  
Reading a from stream  
First non-repeating character so far is f  
Reading n from stream  
First non-repeating character so far is f  
Reading d from stream  
First non-repeating character so far is f  
Reading g from stream  
First non-repeating character so far is f  
Reading e from stream  
First non-repeating character so far is f  
Reading e from stream  
First non-repeating character so far is f  
Reading k from stream  
First non-repeating character so far is f  
Reading s from stream  
First non-repeating character so far is f  
Reading q from stream  
First non-repeating character so far is f  
Reading u from stream  
First non-repeating character so far is f  
Reading i from stream  
First non-repeating character so far is f  
Reading z from stream  
First non-repeating character so far is f  
Reading f from stream  
First non-repeating character so far is o  
Reading o from stream  
First non-repeating character so far is r  
Reading r from stream  
First non-repeating character so far is a

This article is contributed by [**Amit Jain**](http://in.linkedin.com/in/amitjainju). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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<http://www.geeksforgeeks.org/find-first-non-repeating-character-stream-characters/>
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# Print all possible words from phone digits

Before advent of QWERTY keyboards, texts and numbers were placed on the same key. For example 2 has “ABC” if we wanted to write anything starting with ‘A’ we need to type key 2 once. If we wanted to type ‘B’, press key 2 twice and thrice for typing ‘C’. below is picture of such keypad.
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**Given a keypad as shown in diagram, and a n digit number, list all words which are possible by pressing these numbers.**  
 *For example if input number is 234, possible words which can be formed are (Alphabetical order):*  
 *adg adh adi aeg aeh aei afg afh afi bdg bdh bdi beg beh bei bfg bfh bfi cdg cdh cdi ceg ceh cei cfg cfh cfi*

Let’s do some calculations first. How many words are possible with seven digits with each digit representing n letters? For first digit we have at most four choices, and for each choice for first letter, we have at most four choices for second digit and so on. So it’s simple maths it will be O(4n). Since keys 0 and 1 don’t have any corresponding alphabet and many characters have 3 characters, 4n would be the upper bound of number of words and not the minimum words.

Now let’s do some examples.  
 For number above 234. Do you see any pattern? Yes, we notice that the last character always either G,H or I and whenever it resets its value from I to G, the digit at the left of it gets changed.  
 Similarly whenever the second last alphabet resets its value, the third last alphabet gets changes and so on. First character resets only once when we have generated all words. This can be looked from other end also. That is to say whenever character at position i changes, character at position i+1 goes through all possible characters and it creates ripple effect till we reach at end.  
 Since 0 and 1 don’t have any characters associated with them. we should break as there will no iteration for these digits.  
 Let’s take the second approach as it will be easy to implement it using recursion. We go till the end and come back one by one. Perfect condition for recursion. let’s search for base case.  
 When we reach at the last character, we print the word with all possible characters for last digit and return. Simple base case.  
 When we reach at the last character, we print the word with all possible characters for last digit and return. Simple base case.

Following is C implementation of recursive approach to print all possible word corresponding to a n digit input number. Note that input number is represented as an array to simplify the code.

#include <stdio.h>  
#include <string.h>  
  
// hashTable[i] stores all characters that correspond to digit i in phone  
const char hashTable[10][5] = {"", "", "abc", "def", "ghi", "jkl",  
 "mno", "pqrs", "tuv", "wxyz"};  
  
// A recursive function to print all possible words that can be obtained  
// by input number[] of size n. The output words are one by one stored  
// in output[]  
void printWordsUtil(int number[], int curr\_digit, char output[], int n)  
{  
 // Base case, if current output word is prepared  
 int i;  
 if (curr\_digit == n)  
 {  
 printf("%s ", output);  
 return ;  
 }  
  
 // Try all 3 possible characters for current digir in number[]  
 // and recur for remaining digits  
 for (i=0; i<strlen(hashTable[number[curr\_digit]]); i++)  
 {  
 output[curr\_digit] = hashTable[number[curr\_digit]][i];  
 printWordsUtil(number, curr\_digit+1, output, n);  
 if (number[curr\_digit] == 0 || number[curr\_digit] == 1)  
 return;  
 }  
}  
  
// A wrapper over printWordsUtil(). It creates an output array and  
// calls printWordsUtil()  
void printWords(int number[], int n)  
{  
 char result[n+1];  
 result[n] ='\0';  
 printWordsUtil(number, 0, result, n);  
}  
  
//Driver program  
int main(void)  
{  
 int number[] = {2, 3, 4};  
 int n = sizeof(number)/sizeof(number[0]);  
 printWords(number, n);  
 return 0;  
}

Output:

adg adh adi aeg aeh aei afg afh afi bdg   
bdh bdi beg beh bei bfg bfh bfi cdg cdh   
cdi ceg ceh cei cfg cfh cfi  
Process returned 0 (0x0) execution time : 0.025 s  
Press any key to continue.

**Time Complexity:** Time complexity of above code is O(4n) where n is number of digits in input number.

**Reference:**  
 [Buy Programming Interviews Exposed: Secrets to Landing Your Next Job 3rd Edition from Flipkart.com](http://www.flipkart.com/programming-interviews-exposed-secrets-landing-your-next-job-3rd/p/itmdvjwferhug3gh?pid=9788126539116&affid=sandeepgfg)

This article is contributed by **Jitendra Sangar**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-possible-words-phone-digits/>

# Generalized Suffix Tree 1

In earlier suffix tree articles, we created suffix tree for one string and then we queried that tree for [substring check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/), [searching all patterns](http://www.geeksforgeeks.org/suffix-tree-application-2-searching-all-patterns/), [longest repeated substring](http://www.geeksforgeeks.org/suffix-tree-application-3-longest-repeated-substring/) and [built suffix array](http://www.geeksforgeeks.org/suffix-tree-application-4-build-linear-time-suffix-array/) (All linear time operations).

There are lots of other problems where multiple strings are involved.  
 e.g. pattern searching in a text file or dictionary, spell checker, phone book, [Autocomplete](https://en.wikipedia.org/wiki/Autocomplete), [Longest common substring problem](http://en.wikipedia.org/wiki/Longest_common_substring_problem), [Longest palindromic substring](http://en.wikipedia.org/wiki/Longest_palindromic_substring) and [More](http://en.wikipedia.org/wiki/Suffix_tree#Functionality).

For such operations, all the involved strings need to be indexed for faster search and retrieval. One way to do this is using suffix trie or suffix tree. We will discuss suffix tree here.  
 A suffix tree made of a set of strings is known as [Generalized Suffix Tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree).  
 We will discuss a simple way to build [Generalized Suffix Tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree) here for **two strings only**.  
 Later, we will discuss another approach to build [Generalized Suffix Tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree) for **two or more strings**.

Here we will use the [suffix tree implementation](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/) for one string discussed already and modify that a bit to build [generalized suffix tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree).

Lets consider two strings X and Y for which we want to build generalized suffix tree. For this we will make a new string X#Y$ where # and $ both are terminal symbols (must be unique). Then we will build suffix tree for X#Y$ which will be the generalized suffix tree for X and Y. Same logic will apply for more than two strings (i.e. concatenate all strings using unique terminal symbols and then build suffix tree for concatenated string).

Lets say X = xabxa, and Y = babxba, then  
 X#Y$ = xabxa#babxba$  
 If we run the code implemented at [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/) for string xabxa#babxba$, we get following output:

(Click to see it clearly)

We can use this tree to solve some of the problems, but we can refine it a bit by removing unwanted substrings on a path label. A path label should have substring from only one input string, so if there are path labels having substrings from multiple input strings, we can keep only the initial portion corresponding to one string and remove all the later portion. For example, for path labels #babxba$, a#babxba$ and bxa#babxba$, we can remove babxba$ (belongs to 2nd input string) and then new path labels will be #, a# and bxa# respectively. With this change, above diagram will look like below:

(Click to see it clearly)

Below implementation is built on top of [original implementation](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/). Here we are removing unwanted characters on path labels. If a path label has “#” character in it, then we are trimming all characters after the “#” in that path label.  
 **Note: This implementation builds generalized suffix tree for only two strings X and Y which are concatenated as X#Y$**

// A C program to implement Ukkonen's Suffix Tree Construction  
// And then build generalized suffix tree  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j && text[k] != '#'; k++)  
 printf("%c", text[k]);  
 if(k<=j)  
 printf("#");  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 if (leaf == 1 && n->start != -1)  
 printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 for(i= n->start; i<= \*(n->end); i++)  
 {  
 if(text[i] == '#') //Trim unwanted characters  
 {  
 n->end = (int\*) malloc(sizeof(int));  
 \*(n->end) = i;  
 }  
 }  
 n->suffixIndex = size - labelHeight;  
 printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
   
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
// strcpy(text, "xabxac#abcabxabcd$"); buildSuffixTree();  
 strcpy(text, "xabxa#babxba$"); buildSuffixTree();  
 return 0;  
}

Output: (You can see that below output corresponds to the 2nd Figure shown above)

# [5]  
$ [12]  
a [-1]  
# [4]  
$ [11]  
bx [-1]  
a# [1]  
ba$ [7]  
b [-1]  
a [-1]  
$ [10]  
bxba$ [6]  
x [-1]  
a# [2]  
ba$ [8]  
x [-1]  
a [-1]  
# [3]  
bxa# [0]  
ba$ [9]

If two strings are of size M and N, this implementation will take O(M+N) time and space.  
 If input strings are not concatenated already, then it will take 2(M+N) space in total, M+N space to store the generalized suffix tree and another M+N space to store concatenated string.

**Followup:**  
 Extend above implementation for more than two strings (i.e. concatenate all strings using unique terminal symbols and then build suffix tree for concatenated string)

One problem with this approach is the need of unique terminal symbol for each input string. This will work for few strings but if there is too many input strings, we may not be able to find that many unique terminal symbols.  
 We will discuss another approach to build generalized suffix tree soon where we will need only one unique terminal symbol and that will resolve the above problem and can be used to build generalized suffix tree for any number of input strings.

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/generalized-suffix-tree-1/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)
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# Given a sequence of words, print all anagrams together | Set 2

Given an array of words, print all anagrams together. For example, if the given array is {“cat”, “dog”, “tac”, “god”, “act”}, then output may be “cat tac act dog god”.

We have discussed two different methods in the [previous post](http://www.geeksforgeeks.org/archives/26125). In this post, a more efficient solution is discussed.

Trie data structure can be used for a more efficient solution. Insert the sorted order of each word in the trie. Since all the anagrams will end at the same leaf node. We can start a linked list at the leaf nodes where each node represents the index of the original array of words. Finally, traverse the Trie. While traversing the Trie, traverse each linked list one line at a time. Following are the detailed steps.

**1)** Create an empty Trie  
 **2)** One by one take all words of input sequence. Do following for each word  
 …**a)** Copy the word to a buffer.  
 …**b)** Sort the buffer  
 …**c)** Insert the sorted buffer and index of this word to Trie. Each leaf node of Trie is head of a Index list. The Index list stores index of words in original sequence. If sorted buffe is already present, we insert index of this word to the index list.  
 **3)** Traverse Trie. While traversing, if you reach a leaf node, traverse the index list. And print all words using the index obtained from Index list.

// An efficient program to print all anagrams together  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
#include <ctype.h>  
  
#define NO\_OF\_CHARS 26  
  
// Structure to represent list node for indexes of words in  
// the given sequence. The list nodes are used to connect  
// anagrams at leaf nodes of Trie  
struct IndexNode  
{  
 int index;  
 struct IndexNode\* next;  
};  
  
// Structure to represent a Trie Node  
struct TrieNode  
{  
 bool isEnd; // indicates end of word  
 struct TrieNode\* child[NO\_OF\_CHARS]; // 26 slots each for 'a' to 'z'  
 struct IndexNode\* head; // head of the index list  
};  
  
  
// A utility function to create a new Trie node  
struct TrieNode\* newTrieNode()  
{  
 struct TrieNode\* temp = new TrieNode;  
 temp->isEnd = 0;  
 temp->head = NULL;  
 for (int i = 0; i < NO\_OF\_CHARS; ++i)  
 temp->child[i] = NULL;  
 return temp;  
}  
  
/\* Following function is needed for library function qsort(). Refer  
 http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
int compare(const void\* a, const void\* b)  
{ return \*(char\*)a - \*(char\*)b; }  
  
/\* A utility function to create a new linked list node \*/  
struct IndexNode\* newIndexNode(int index)  
{  
 struct IndexNode\* temp = new IndexNode;  
 temp->index = index;  
 temp->next = NULL;  
 return temp;  
}  
  
// A utility function to insert a word to Trie  
void insert(struct TrieNode\*\* root, char\* word, int index)  
{  
 // Base case  
 if (\*root == NULL)  
 \*root = newTrieNode();  
  
 if (\*word != '\0')  
 insert( &( (\*root)->child[tolower(\*word) - 'a'] ), word+1, index );  
 else // If end of the word reached  
 {  
 // Insert index of this word to end of index linked list  
 if ((\*root)->isEnd)  
 {  
 IndexNode\* pCrawl = (\*root)->head;  
 while( pCrawl->next )  
 pCrawl = pCrawl->next;  
 pCrawl->next = newIndexNode(index);  
 }  
 else // If Index list is empty  
 {  
 (\*root)->isEnd = 1;  
 (\*root)->head = newIndexNode(index);  
 }  
 }  
}  
  
// This function traverses the built trie. When a leaf node is reached,  
// all words connected at that leaf node are anagrams. So it traverses  
// the list at leaf node and uses stored index to print original words  
void printAnagramsUtil(struct TrieNode\* root, char \*wordArr[])  
{  
 if (root == NULL)  
 return;  
  
 // If a lead node is reached, print all anagrams using the indexes  
 // stored in index linked list  
 if (root->isEnd)  
 {  
 // traverse the list  
 IndexNode\* pCrawl = root->head;  
 while (pCrawl != NULL)  
 {  
 printf( "%s \n", wordArr[ pCrawl->index ] );  
 pCrawl = pCrawl->next;  
 }  
 }  
  
 for (int i = 0; i < NO\_OF\_CHARS; ++i)  
 printAnagramsUtil(root->child[i], wordArr);  
}  
  
// The main function that prints all anagrams together. wordArr[] is input  
// sequence of words.  
void printAnagramsTogether(char\* wordArr[], int size)  
{  
 // Create an empty Trie  
 struct TrieNode\* root = NULL;  
  
 // Iterate through all input words  
 for (int i = 0; i < size; ++i)  
 {  
 // Create a buffer for this word and copy the word to buffer  
 int len = strlen(wordArr[i]);  
 char \*buffer = new char[len+1];  
 strcpy(buffer, wordArr[i]);  
  
 // Sort the buffer  
 qsort( (void\*)buffer, strlen(buffer), sizeof(char), compare );  
  
 // Insert the sorted buffer and its original index to Trie  
 insert(&root, buffer, i);  
 }  
  
 // Traverse the built Trie and print all anagrms together  
 printAnagramsUtil(root, wordArr);  
}  
  
  
// Driver program to test above functions  
int main()  
{  
 char\* wordArr[] = {"cat", "dog", "tac", "god", "act", "gdo"};  
 int size = sizeof(wordArr) / sizeof(wordArr[0]);  
 printAnagramsTogether(wordArr, size);  
 return 0;  
}

Output:

cat  
tac  
act  
dog  
god  
gdo

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Shortest Superstring Problem

Given a set of n strings arr[], find the smallest string that contains each string in the given set as substring. We may assume that no string in arr[] is substring of another string.

Examples:

Input: arr[] = {"geeks", "quiz", "for"}  
Output: geeksquizfor  
  
Input: arr[] = {"catg", "ctaagt", "gcta", "ttca", "atgcatc"}  
Output: gctaagttcatgcatc

**Shortest Superstring Greedy Approximate Algorithm**  
 Shortest Superstring Problem is a [NP Hard](http://www.geeksforgeeks.org/np-completeness-set-1/) problem. A solution that always finds shortest superstring takes exponential time. Below is an Approximate Greedy algorithm.

Let arr[] be given set of strings.  
  
1) Create an auxiliary array of strings, temp[]. Copy contents  
 of arr[] to temp[]  
  
2) While temp[] contains more than one strings  
 a) Find the most overlapping string pair in temp[]. Let this  
 pair be 'a' and 'b'.   
 b) Replace 'a' and 'b' with the string obtained in above step a  
  
3) The only string left in temp[] is the result, return it.

Two strings are overlapping if prefix of one string is same suffix of other string or vice verse. The maximum overlap mean length of the matching prefix and suffix is maximum.

**Working of above Algorithm:**

arr[] = {"catgc", "ctaagt", "gcta", "ttca", "atgcatc"}  
Initialize:  
temp[] = {"catgc", "ctaagt", "gcta", "ttca", "atgcatc"}  
  
The most overlapping strings are "catgc" and "atgcatc"  
(Suffix of length 4 of "catgc" is same as prefix of "atgcatc")  
Replace two strings with "catgcatc", we get  
temp[] = {"catgcatc", "ctaagt", "gcta", "ttca"}  
  
The most overlapping strings are "ctaagt" and "gcta"  
(Prefix of length 3 of "ctaagt" is same as suffix of "gcta")  
Replace two strings with "gctaagt", we get  
temp[] = {"catgcatc", "gctaagt", "ttca"}  
  
The most overlapping strings are "catgcatc" and "ttca"  
(Prefix of length 2 of "catgcatc" as suffix of "ttca")  
Replace two strings with "ttcatgcatc", we get  
temp[] = {"ttcatgcatc", "gctaagt"}  
  
Now there are only two strings in temp[], after combing  
the two in optimal way, we get tem[] = {"gctaagttcatgcatc"}  
  
Since temp[] has only one string now, return it.

**Performance of above algorithm:**  
 The above Greedy Algorithm is proved to be 4 approximate (i.e., length of the superstring generated by this algorithm is never beyond 4 times the shortest possible superstring). This algorithm is conjectured to 2 approximate (nobody has found case where it generates more than twice the worst). Conjectured worst case example is {abk, bkc, bk+1}. For example {“abb”, “bbc”, “bbb”}, the above algorithm may generate “abbcbbb” (if “abb” and “bbc” are picked as first pair), but the actual shortest superstring is “abbbc”. Here ratio is 7/5, but for large k, ration approaches 2.

There exist better approximate algorithms for this problem. We will soon be covering them in a different post.

**Applications:**  
 Useful in the genome project since it will allow researchers to determine entire coding regions from a collection of fragmented sections.

**Reference:**  
 <http://fileadmin.cs.lth.se/cs/Personal/Andrzej_Lingas/superstring.pdf>  
 <http://math.mit.edu/~goemans/18434S06/superstring-lele.pdf>

This article is contributed by **Piyush**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/shortest-superstring-problem/>

# Suffix Tree Application 6 - Longest Palindromic Substring

Given a string, find the longest substring which is palindrome.

We have already discussed Naïve [O(n3)], quadratic [O(n2)] and linear [O(n)] approaches in [Set 1](http://www.geeksforgeeks.org/longest-palindrome-substring-set-1/), [Set 2](http://www.geeksforgeeks.org/longest-palindromic-substring-set-2/) and [Manacher’s Algorithm](http://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-4/).  
 In this article, we will discuss another linear time approach based on suffix tree.  
 If given string is S, then approach is following:

* Reverse the string S (say reversed string is R)
* Get [Longest Common Substring](http://www.geeksforgeeks.org/suffix-tree-application-5-longest-common-substring-2/) of S and R **given that LCS in S and R must be from same position in S**

Can you see why we say that **LCS in R and S must be from same position in S** ?

Let’s look at following examples:

* For S = *xababayz* and R = *zyababax*, LCS and LPS both are ababa (SAME)
* For S = *abacdfgdcaba* and R = *abacdgfdcaba*, LCS is *abacd* and LPS is *aba* (DIFFERENT)
* For S = *pqrqpabcdfgdcba* and R = *abcdgfdcbapqrqp*, LCS and LPS both are *pqrqp* (SAME)
* For S = *pqqpabcdfghfdcba* and R = *abcdfhgfdcbapqqp*, LCS is *abcdf* and LPS is *pqqp* (DIFFERENT)

We can see that LCS and LPS are not same always. When they are different ?  
 *When S has a reversed copy of a non-palindromic substring in it which is of same or longer length than LPS in S, then LCS and LPS will be different*.  
 In 2nd example above (S = *abacdfgdcaba*), for substring *abacd*, there exists a reverse copy *dcaba* in S, which is of longer length than LPS *aba* and so LPS and LCS are different here. Same is the scenario in 4th example.

To handle this scenario we say that LPS in S is same as LCS in S and R **given that LCS in R and S must be from same position in S**.  
 If we look at 2nd example again, substring *aba* in R comes from exactly same position in S as substring *aba* in S which is ZERO (0th index) and so this is LPS.

**The Position Constraint:**

(Click to see it clearly)

We will refer string S index as forward index (Si) and string R index as reverse index (Ri).  
 Based on above figure, a character with index i (forward index) in a string S of length N, will be at index N-1-i (reverse index) in it’s reversed string R.  
 If we take a substring of length L in string S with starting index i and ending index j (j = i+L-1), then in it’s reversed string R, the reversed substring of the same will start at index N-1-j and will end at index N-1-i.  
 If there is a common substring of length L at indices Si (forward index) and Ri (reverse index) in S and R, then these will come from same position in S if **Ri = (N – 1) – (Si + L – 1)** where N is string length.

So to find LPS of string S, we find longest common string of S and R where both substrings satisfy above constraint, i.e. if substring in S is at index Si, then same substring should be in R at index (N – 1) – (Si + L – 1). If this is not the case, then this substring is not LPS candidate.

Naive [O(N\*M2)] and Dynamic Programming [O(N\*M)] approaches to find LCS of two strings are already discussed [here](http://www.geeksforgeeks.org/longest-common-substring/) which can be extended to add position constraint to give LPS of a given string.

Now we will discuss suffix tree approach which is nothing but an extension to [Suffix Tree LCS approach](http://www.geeksforgeeks.org/suffix-tree-application-5-longest-common-substring-2/) where we will add the position constraint.

While finding LCS of two strings X and Y, we just take deepest node marked as XY (i.e. the node which has suffixes from both strings as it’s children).  
 While finding LPS of string S, we will again find LCS of S and R with a condition that the common substring should satisfy the position constraint (the common substring should come from same position in S). To verify position constraint, we need to know all forward and reverse indices on each internal node (i.e. the suffix indices of all leaf children below the internal nodes).

In [Generalized Suffix Tree](http://www.geeksforgeeks.org/generalized-suffix-tree-1/) of *S#R$*, a substring on the path from root to an internal node is a common substring if the internal node has suffixes from both strings S and R. The index of the common substring in S and R can be found by looking at suffix index at respective leaf node.  
 If string *S#* is of length N then:

* If suffix index of a leaf is less than N, then that suffix belongs to S and same suffix index will become forward index of all ancestor nodes
* If suffix index of a leaf is greater than N, then that suffix belongs to R and reverse index for all ancestor nodes will be **N – suffix index**

Let’s take string S = *cabbaabb*. The figure below is [Generalized Suffix Tree](http://www.geeksforgeeks.org/generalized-suffix-tree-1/) for *cabbaabb#bbaabbac$* where we have shown forward and reverse indices of all children suffixes on all internal nodes (except root).  
 Forward indices are in Parentheses () and reverse indices are in square bracket [].

(Click to see it clearly)

In above figure, all leaf nodes will have one forward or reverse index depending on which string (S or R) they belong to. Then children’s forward or reverse indices propagate to the parent.

Look at the figure to understand what would be the forward or reverse index on a leaf with a given suffix index. At the bottom of figure, it is shown that leaves with suffix indices from 0 to 8 will get same values (0 to 8) as their forward index in S and leaves with suffix indices 9 to 17 will get reverse index in R from 0 to 8.

For example, the highlighted internal node has two children with suffix indices 2 and 9. Leaf with suffix index 2 is from position 2 in S and so it’s forward index is 2 and shown in (). Leaf with suffix index 9 is from position 0 in R and so it’s reverse index is 0 and shown in []. These indices propagate to parent and the parent has one leaf with suffix index 14 for which reverse index is 4. So on this parent node forward index is (2) and reverse index is [0,4]. And in same way, we should be able to understand the how forward and reverse indices are calculated on all nodes.

In above figure, all internal nodes have suffixes from both strings S and R, i.e. all of them represent a common substring on the path from root to themselves. Now we need to find deepest node satisfying position constraint. For this, we need to check if there is a forward index Si on a node, then there must be a reverse index Ri with value (N – 2) – (Si + L – 1) where N is length of string *S#* and L is node depth (or substring length). If yes, then consider this node as a LPS candidate, else ignore it. In above figure, deepest node is highlighted which represents LPS as bbaabb.

We have not shown forward and reverse indices on root node in figure. Because root node itself doesn’t represent any common substring (In code implementation also, forward and reverse indices will not be calculated on root node)

How to implement this apprach to find LPS? Here are the things that we need:

* We need to know forward and reverse indices on each node.
* For a given forward index Si on an internal node, we need know if reverse index **Ri = (N – 2) – (Si + L – 1)** also present on same node.
* Keep track of deepest internal node satisfying above condition.

One way to do above is:  
 While DFS on suffix tree, we can store forward and reverse indices on each node in some way (storage will help to avoid repeated traversals on tree when we need to know forward and reverse indices on a node). Later on, we can do another DFS to look for nodes satisfying position constraint. For position constraint check, we need to search in list of indices.  
 What data structure is suitable here to do all these in quickest way ?

* If we store indices in array, it will require linear search which will make overall approach non-linear in time.
* If we store indices in tree (set in C++, TreeSet in Java), we may use binary search but still overall approach will be non-linear in time.
* If we store indices in hash function based set (unordered\_set in C++, HashSet in Java), it will provide a constant search on average and this will make overall approach linear in time. *A hash function based set may take more space depending on values being stored.*

We will use two unordered\_set (one for forward and other from reverse indices) in our implementation, added as a member variable in SuffixTreeNode structure.

// A C++ program to implement Ukkonen's Suffix Tree Construction  
// Here we build generalized suffix tree for given string S  
// and it's reverse R, then we find   
// longest palindromic substring of given string S  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#include <iostream>  
#include <unordered\_set>  
#define MAX\_CHAR 256  
using namespace std;  
  
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
   
 //To store indices of children suffixes in given string  
 unordered\_set<int> \*forwardIndices;  
  
 //To store indices of children suffixes in reversed string  
 unordered\_set<int> \*reverseIndices;  
};  
   
typedef struct SuffixTreeNode Node;  
  
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
int size1 = 0; //Size of 1st string  
int reverseIndex; //Index of a suffix in reversed string  
unordered\_set<int>::iterator forwardIndex;  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 node->forwardIndices = new unordered\_set<int>;  
 node->reverseIndices = new unordered\_set<int>;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]] ;  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j && text[k] != '#'; k++)  
 printf("%c", text[k]);  
 if(k<=j)  
 printf("#");  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 //print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 if(n != root)  
 {  
 //Add chldren's suffix indices in parent  
 n->forwardIndices->insert(  
 n->children[i]->forwardIndices->begin(),   
 n->children[i]->forwardIndices->end());  
 n->reverseIndices->insert(  
 n->children[i]->reverseIndices->begin(),   
 n->children[i]->reverseIndices->end());  
 }  
 }  
 }  
 if (leaf == 1)  
 {  
 for(i= n->start; i<= \*(n->end); i++)  
 {  
 if(text[i] == '#')  
 {  
 n->end = (int\*) malloc(sizeof(int));  
 \*(n->end) = i;  
 }  
 }  
 n->suffixIndex = size - labelHeight;  
  
 if(n->suffixIndex < size1) //Suffix of Given String   
 n->forwardIndices->insert(n->suffixIndex);  
 else //Suffix of Reversed String   
 n->reverseIndices->insert(n->suffixIndex - size1);  
   
 //Uncomment below line to print suffix index  
 // printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
void doTraversal(Node \*n, int labelHeight, int\* maxHeight,   
int\* substringStartIndex)  
{  
 if(n == NULL)  
 {  
 return;  
 }  
 int i=0;  
 int ret = -1;  
 if(n->suffixIndex < 0) //If it is internal node  
 {  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 doTraversal(n->children[i], labelHeight +   
 edgeLength(n->children[i]),   
 maxHeight, substringStartIndex);  
   
 if(\*maxHeight < labelHeight   
 && n->forwardIndices->size() > 0 &&  
 n->reverseIndices->size() > 0)  
 {  
 for (forwardIndex=n->forwardIndices->begin();   
 forwardIndex!=n->forwardIndices->end();  
 ++forwardIndex)  
 {  
 reverseIndex = (size1 - 2) -  
 (\*forwardIndex + labelHeight - 1);  
 //If reverse suffix comes from   
 //SAME position in given string  
 //Keep track of deepest node  
 if(n->reverseIndices->find(reverseIndex) !=  
 n->reverseIndices->end())  
 {  
 \*maxHeight = labelHeight;  
 \*substringStartIndex = \*(n->end) -   
 labelHeight + 1;  
 break;  
 }  
 }  
 }  
 }  
 }  
 }  
}  
  
void getLongestPalindromicSubstring()  
{  
 int maxHeight = 0;  
 int substringStartIndex = 0;  
 doTraversal(root, 0, &maxHeight, &substringStartIndex);  
   
 int k;  
 for (k=0; k<maxHeight; k++)  
 printf("%c", text[k + substringStartIndex]);  
 if(k == 0)  
 printf("No palindromic substring");  
 else  
 printf(", of length: %d",maxHeight);  
 printf("\n");  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 size1 = 9;  
 printf("Longest Palindromic Substring in cabbaabb is: ");  
 strcpy(text, "cabbaabb#bbaabbac$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 17;  
 printf("Longest Palindromic Substring in forgeeksskeegfor is: ");  
 strcpy(text, "forgeeksskeegfor#rofgeeksskeegrof$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Palindromic Substring in abcde is: ");  
 strcpy(text, "abcde#edcba$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 7;  
 printf("Longest Palindromic Substring in abcdae is: ");  
 strcpy(text, "abcdae#eadcba$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Palindromic Substring in abacd is: ");  
 strcpy(text, "abacd#dcaba$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Palindromic Substring in abcdc is: ");  
 strcpy(text, "abcdc#cdcba$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 13;  
 printf("Longest Palindromic Substring in abacdfgdcaba is: ");  
 strcpy(text, "abacdfgdcaba#abacdgfdcaba$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 15;  
 printf("Longest Palindromic Substring in xyabacdfgdcaba is: ");  
 strcpy(text, "xyabacdfgdcaba#abacdgfdcabayx$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 9;  
 printf("Longest Palindromic Substring in xababayz is: ");  
 strcpy(text, "xababayz#zyababax$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Palindromic Substring in xabax is: ");  
 strcpy(text, "xabax#xabax$"); buildSuffixTree();  
 getLongestPalindromicSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Longest Palindromic Substring in cabbaabb is: bbaabb, of length: 6  
Longest Palindromic Substring in forgeeksskeegfor is: geeksskeeg, of length: 10  
Longest Palindromic Substring in abcde is: a, of length: 1  
Longest Palindromic Substring in abcdae is: a, of length: 1  
Longest Palindromic Substring in abacd is: aba, of length: 3  
Longest Palindromic Substring in abcdc is: cdc, of length: 3  
Longest Palindromic Substring in abacdfgdcaba is: aba, of length: 3  
Longest Palindromic Substring in xyabacdfgdcaba is: aba, of length: 3  
Longest Palindromic Substring in xababayz is: ababa, of length: 5  
Longest Palindromic Substring in xabax is: xabax, of length: 5

**Followup:**  
 Detect ALL palindromes in a given string.  
 e.g. For string abcddcbefgf, all possible palindromes are a, b, c, d, e, f, g, dd, fgf, cddc, bcddcb.

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/suffix-tree-application-6-longest-palindromic-substring/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

Post navigation

[← Given a binary string, count number of substrings that start and end with 1.](http://www.geeksforgeeks.org/given-binary-string-count-number-substrings-start-end-1/) [Zoho Interview | Set 4 →](http://www.geeksforgeeks.org/zoho-interview-set-4/)

# Given a sequence of words, print all anagrams together | Set 1

Given an array of words, print all anagrams together. For example, if the given array is {“cat”, “dog”, “tac”, “god”, “act”}, then output may be “cat tac act dog god”.

A **simple method** is to create a Hash Table. Calculate the hash value of each word in such a way that all anagrams have the same hash value. Populate the Hash Table with these hash values. Finally, print those words together with same hash values. A simple hashing mechanism can be modulo sum of all characters. With modulo sum, two non-anagram words may have same hash value. This can be handled by matching individual characters.

Following is **another method** to print all anagrams together. Take two auxiliary arrays, index array and word array. Populate the word array with the given sequence of words. Sort each individual word of the word array. Finally, sort the word array and keep track of the corresponding indices. After sorting, all the anagrams cluster together. Use the index array to print the strings from the original array of strings.

Let us understand the steps with following input Sequence of Words:

"cat", "dog", "tac", "god", "act"

**1)** Create two auxiliary arrays index[] and words[]. Copy all given words to words[] and store the original indexes in index[]

index[]: 0 1 2 3 4  
words[]: cat dog tac god act

**2)** Sort individual words in words[]. Index array doesn’t change.

index[]: 0 1 2 3 4  
words[]: act dgo act dgo act

**3)** Sort the words array. Compare individual words using strcmp() to sort

index: 0 2 4 1 3  
words[]: act act act dgo dgo

**4)** All anagrams come together. But words are changed in words array. To print the original words, take index from the index array and use it in the original array. We get

"cat tac act dog god"

Following is C implementation of the above algorithm. In the following program, an array of structure “Word” is used to store both index and word arrays. DupArray is another structure that stores array of structure “Word”.

// A program to print all anagarms together  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
// structure for each word of duplicate array  
struct Word  
{  
 char\* str; // to store word itself  
 int index; // index of the word in the original array  
};  
  
// structure to represent duplicate array.  
struct DupArray  
{  
 struct Word\* array; // Array of words  
 int size; // Size of array  
};  
  
// Create a DupArray object that contains an array of Words  
struct DupArray\* createDupArray(char\* str[], int size)  
{  
 // Allocate memory for dupArray and all members of it  
 struct DupArray\* dupArray =  
 (struct DupArray\*) malloc( sizeof(struct DupArray) );  
 dupArray->size = size;  
 dupArray->array =  
 (struct Word\*) malloc( dupArray->size \* sizeof(struct Word) );  
  
 // One by one copy words from the given wordArray to dupArray  
 int i;  
 for (i = 0; i < size; ++i)  
 {  
 dupArray->array[i].index = i;  
 dupArray->array[i].str = (char\*) malloc( strlen(str[i]) + 1 );  
 strcpy(dupArray->array[i].str, str[i] );  
 }  
  
 return dupArray;  
}  
  
// Compare two characters. Used in qsort() for sorting an array of characters (Word)  
int compChar(const void\* a, const void\* b)  
{  
 return \*(char\*)a - \*(char\*)b;  
}  
  
// Compare two words. Used in qsort() for sorting an array of words  
int compStr(const void\* a, const void\* b)  
{  
 struct Word\* a1 = (struct Word \*)a;  
 struct Word\* b1 = (struct Word \*)b;  
 return strcmp(a1->str, b1->str);  
}  
  
// Given a list of words in wordArr[],  
void printAnagramsTogether(char\* wordArr[], int size)  
{  
 // Step 1: Create a copy of all words present in given wordArr.  
 // The copy will also have orignal indexes of words  
 struct DupArray\* dupArray = createDupArray(wordArr, size);  
  
 // Step 2: Iterate through all words in dupArray and sort individual words.  
 int i;  
 for (i = 0; i < size; ++i)  
 qsort(dupArray->array[i].str,  
 strlen(dupArray->array[i].str), sizeof(char), compChar);  
  
 // Step 3: Now sort the array of words in dupArray  
 qsort(dupArray->array, size, sizeof(dupArray->array[0]), compStr);  
  
 // Step 4: Now all words in dupArray are together, but these words are  
 // changed. Use the index member of word struct to get the corresponding   
 // original word  
 for (i = 0; i < size; ++i)  
 printf("%s ", wordArr[dupArray->array[i].index]);  
}  
  
// Driver program to test above functions  
int main()  
{  
 char\* wordArr[] = {"cat", "dog", "tac", "god", "act"};  
 int size = sizeof(wordArr) / sizeof(wordArr[0]);  
 printAnagramsTogether(wordArr, size);  
 return 0;  
}

Output:

act tac cat god dog

***Time Complexity:*** Let there be N words and each word has maximum M characters. The upper bound is O(NMLogM + MNLogN).  
 Step 2 takes O(NMLogM) time. Sorting a word takes maximum O(MLogM) time. So sorting N words takes O(NMLogM) time. step 3 takes O(MNLogN) Sorting array of words takes NLogN comparisons. A comparison may take maximum O(M) time. So time to sort array of words will be O(MNLogN).

We will soon be publishing more efficient methods to solve this problem. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-a-sequence-of-words-print-all-anagrams-together/>

# Given an array of strings, find if the strings can be chained to form a circle

Given an array of strings, find if the given strings can be chained to form a circle. A string X can be put before another string Y in circle if the last character of X is same as first character of Y.

Examples:

Input: arr[] = {"geek", "king"}  
Output: Yes, the given strings can be chained.  
Note that the last character of first string is same  
as first character of second string and vice versa is  
also true.  
  
Input: arr[] = {"for", "geek", "rig", "kaf"}  
Output: Yes, the given strings can be chained.  
The strings can be chained as "for", "rig", "geek"   
and "kaf"  
  
Input: arr[] = {"aab", "bac", "aaa", "cda"}  
Output: Yes, the given strings can be chained.  
The strings can be chained as "aaa", "aab", "bac"   
and "cda"  
  
Input: arr[] = {"aaa", "bbb", "baa", "aab"};  
Output: Yes, the given strings can be chained.  
The strings can be chained as "aaa", "aab", "bbb"   
and "baa"  
  
Input: arr[] = {"aaa"};  
Output: Yes  
  
Input: arr[] = {"aaa", "bbb"};  
Output: No

**We strongly recommend to minimize the browser and try this yourself first.**

The idea is to create a directed graph of all characters and then find if their is an [eulerian circuit](http://www.geeksforgeeks.org/euler-circuit-directed-graph/) in the graph or not. If there is an [eulerian circuit](http://www.geeksforgeeks.org/euler-circuit-directed-graph/), then chain can be formed, otherwise not.  
 Note that a directed graph has [eulerian circuit](http://www.geeksforgeeks.org/euler-circuit-directed-graph/) only if in degree and out degree of every vertex is same, and all non-zero degree vertices form a single strongly connected component.

Following are detailed steps of the algorithm.

1) Create a directed graph g with number of vertices equal to the size of alphabet. We have created a graph with 26 vertices in the below program.

2) Do following for every string in the given array of strings.  
 …..a) Add an edge from first character to last character of the given graph.

3) If the created graph has [eulerian circuit](http://www.geeksforgeeks.org/euler-circuit-directed-graph/), then return true, else return false.

Following is C++ implementation of the above algorithm.

// A C++ program to check if a given directed graph is Eulerian or not  
#include<iostream>  
#include <list>  
#define CHARS 26  
using namespace std;  
  
// A class that represents an undirected graph  
class Graph  
{  
 int V; // No. of vertices  
 list<int> \*adj; // A dynamic array of adjacency lists  
 int \*in;  
public:  
 // Constructor and destructor  
 Graph(int V);  
 ~Graph() { delete [] adj; delete [] in; }  
  
 // function to add an edge to graph  
 void addEdge(int v, int w) { adj[v].push\_back(w); (in[w])++; }  
  
 // Method to check if this graph is Eulerian or not  
 bool isEulerianCycle();  
  
 // Method to check if all non-zero degree vertices are connected  
 bool isSC();  
  
 // Function to do DFS starting from v. Used in isConnected();  
 void DFSUtil(int v, bool visited[]);  
  
 Graph getTranspose();  
};  
  
Graph::Graph(int V)  
{  
 this->V = V;  
 adj = new list<int>[V];  
 in = new int[V];  
 for (int i = 0; i < V; i++)  
 in[i] = 0;  
}  
  
/\* This function returns true if the directed graph has an eulerian  
 cycle, otherwise returns false \*/  
bool Graph::isEulerianCycle()  
{  
 // Check if all non-zero degree vertices are connected  
 if (isSC() == false)  
 return false;  
  
 // Check if in degree and out degree of every vertex is same  
 for (int i = 0; i < V; i++)  
 if (adj[i].size() != in[i])  
 return false;  
  
 return true;  
}  
  
// A recursive function to do DFS starting from v  
void Graph::DFSUtil(int v, bool visited[])  
{  
 // Mark the current node as visited and print it  
 visited[v] = true;  
  
 // Recur for all the vertices adjacent to this vertex  
 list<int>::iterator i;  
 for (i = adj[v].begin(); i != adj[v].end(); ++i)  
 if (!visited[\*i])  
 DFSUtil(\*i, visited);  
}  
  
// Function that returns reverse (or transpose) of this graph  
// This function is needed in isSC()  
Graph Graph::getTranspose()  
{  
 Graph g(V);  
 for (int v = 0; v < V; v++)  
 {  
 // Recur for all the vertices adjacent to this vertex  
 list<int>::iterator i;  
 for(i = adj[v].begin(); i != adj[v].end(); ++i)  
 {  
 g.adj[\*i].push\_back(v);  
 (g.in[v])++;  
 }  
 }  
 return g;  
}  
  
// This function returns true if all non-zero degree vertices of  
// graph are strongly connected. Please refer  
// http://www.geeksforgeeks.org/connectivity-in-a-directed-graph/  
bool Graph::isSC()  
{  
 // Mark all the vertices as not visited (For first DFS)  
 bool visited[V];  
 for (int i = 0; i < V; i++)  
 visited[i] = false;  
  
 // Find the first vertex with non-zero degree  
 int n;  
 for (n = 0; n < V; n++)  
 if (adj[n].size() > 0)  
 break;  
  
 // Do DFS traversal starting from first non zero degree vertex.  
 DFSUtil(n, visited);  
  
 // If DFS traversal doesn’t visit all vertices, then return false.  
 for (int i = 0; i < V; i++)  
 if (adj[i].size() > 0 && visited[i] == false)  
 return false;  
  
 // Create a reversed graph  
 Graph gr = getTranspose();  
  
 // Mark all the vertices as not visited (For second DFS)  
 for (int i = 0; i < V; i++)  
 visited[i] = false;  
  
 // Do DFS for reversed graph starting from first vertex.  
 // Staring Vertex must be same starting point of first DFS  
 gr.DFSUtil(n, visited);  
  
 // If all vertices are not visited in second DFS, then  
 // return false  
 for (int i = 0; i < V; i++)  
 if (adj[i].size() > 0 && visited[i] == false)  
 return false;  
  
 return true;  
}  
  
// This function takes an of strings and returns true  
// if the given array of strings can be chained to  
// form cycle  
bool canBeChained(string arr[], int n)  
{  
 // Create a graph with 'aplha' edges  
 Graph g(CHARS);  
  
 // Create an edge from first character to last character  
 // of every string  
 for (int i = 0; i < n; i++)  
 {  
 string s = arr[i];  
 g.addEdge(s[0]-'a', s[s.length()-1]-'a');  
 }  
  
 // The given array of strings can be chained if there  
 // is an eulerian cycle in the created graph  
 return g.isEulerianCycle();  
}  
  
// Driver program to test above functions  
int main()  
{  
 string arr1[] = {"for", "geek", "rig", "kaf"};  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 canBeChained(arr1, n1)? cout << "Can be chained \n" :  
 cout << "Can't be chained \n";  
  
 string arr2[] = {"aab", "abb"};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 canBeChained(arr2, n2)? cout << "Can be chained \n" :  
 cout << "Can't be chained \n";  
  
 return 0;  
}

Output:

Can be chained  
Can't be chained

This article is contributed by **Piyush Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-array-strings-find-strings-can-chained-form-circle/>

Category: [Graph](http://www.geeksforgeeks.org/category/graph/) [Strings](http://www.geeksforgeeks.org/category/c-strings/)

Post navigation

[← Given a sorted dictionary of an alien language, find order of characters](http://www.geeksforgeeks.org/given-sorted-dictionary-find-precedence-characters/) [Comparison of a float with a value in C →](http://www.geeksforgeeks.org/comparison-float-value-c/)

# Given two strings, find if first string is a subsequence of second

Given two strings str1 and str2, find if str1 is a subsequence of str2. A subsequence is a sequence that can be derived from another sequence by deleting some elements without changing the order of the remaining elements (source: [wiki](http://en.wikipedia.org/wiki/Subsequence)). Expected time complexity is linear.

Examples:

Input: str1 = "AXY", str2 = "ADXCPY"  
Output: True (str1 is a subsequence of str2)  
  
Input: str1 = "AXY", str2 = "YADXCP"  
Output: False (str1 is not a subsequence of str2)  
  
Input: str1 = "gksrek", str2 = "geeksforgeeks"  
Output: True (str1 is a subsequence of str2)

**We strongly recommend to minimize the browser and try this yourself first.**

The idea is simple, we traverse both strings from one side to other side (say from rightmost character to leftmost). If we find a matching character, we move ahead in both strings. Otherwise we move ahead only in str2.

Following is **Recursive Implementation** in C++ of the above idea.

// Recursive C++ program to check if a string is subsequence of another string  
#include<iostream>  
#include<cstring>  
using namespace std;  
  
// Returns true if str1[] is a subsequence of str2[]. m is  
// length of str1 and n is length of str2  
bool isSubSequence(char str1[], char str2[], int m, int n)  
{  
 // Base Cases  
 if (m == 0) return true;  
 if (n == 0) return false;  
  
 // If last characters of two strings are matching  
 if (str1[m-1] == str2[n-1])  
 return isSubSequence(str1, str2, m-1, n-1);  
  
 // If last characters are not matching  
 return isSubSequence(str1, str2, m, n-1);  
}  
  
// Driver program to test methods of graph class  
int main()  
{  
 char str1[] = "gksrek";  
 char str2[] = "geeksforgeeks";  
 int m = strlen(str1);  
 int n = strlen(str2);  
 isSubSequence(str1, str2, m, n)? cout << "Yes ":  
 cout << "No";  
 return 0;  
}

Output:

Yes

Following is **Iterative Implementation** in C++ for the same.

// Iterative C++ program to check if a string is subsequence of another string  
#include<iostream>  
#include<cstring>  
using namespace std;  
  
// Returns true if str1[] is a subsequence of str2[]. m is  
// length of str1 and n is length of str2  
bool isSubSequence(char str1[], char str2[], int m, int n)  
{  
 int j = 0; // For index of str1 (or subsequence  
  
 // Traverse str2 and str1, and compare current character   
 // of str2 with first unmatched char of str1, if matched   
 // then move ahead in str1  
 for (int i=0; i<n&&j<m; i++)  
 if (str1[j] == str2[i])  
 j++;  
  
 // If all characters of str1 were found in str2  
 return (j==m);  
}  
  
// Driver program to test methods of graph class  
int main()  
{  
 char str1[] = "gksrek";  
 char str2[] = "geeksforgeeks";  
 int m = strlen(str1);  
 int n = strlen(str2);  
 isSubSequence(str1, str2, m, n)? cout << "Yes ":  
 cout << "No";  
 return 0;  
}

Output:

Yes

Time Complexity of both implementations above is O(n) where n is the length of str2.

This article is contributed by **Sachin Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-two-strings-find-first-string-subsequence-second/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Length of the longest substring without repeating characters

Given a string, find the length of the longest substring without repeating characters. For example, the longest substrings without repeating characters for “ABDEFGABEF” are “BDEFGA” and “DEFGAB”, with length 6. For “BBBB” the longest substring is “B”, with length 1. For “GEEKSFORGEEKS”, there are two longest substrings shown in the below diagrams, with length 7.

[![unique_char_substr](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/unique_char_substr.png)  
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 [![unique_char_substr3](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/unique_char_substr3.png)

The desired time complexity is O(n) where n is the length of the string.

**Method 1 (Simple)**  
 We can consider all substrings one by one and check for each substring whether it contains all unique characters or not. There will be n\*(n+1)/2 substrings. Whether a substirng contains all unique characters or not can be checked in linear time by scanning it from left to right and keeping a map of visited characters. Time complexity of this solution would be O(n^3).

**Method 2 (Linear Time)**  
 Let us talk about the linear time solution now. This solution uses extra space to store the last indexes of already visited characters. The idea is to scan the string from left to right, keep track of the maximum length Non-Repeating Character Substring (NRCS) seen so far. Let the maximum length be max\_len. When we traverse the string, we also keep track of length of the current NRCS using cur\_len variable. For every new character, we look for it in already processed part of the string (A temp array called visited[] is used for this purpose). If it is not present, then we increase the cur\_len by 1. If present, then there are two cases:

**a)** The previous instance of character is not part of current NRCS (The NRCS which is under process). In this case, we need to simply increase cur\_len by 1.  
 **b)** If the previous instance is part of the current NRCS, then our current NRCS changes. It becomes the substring staring from the next character of previous instance to currently scanned character. We also need to compare cur\_len and max\_len, before changing current NRCS (or changing cur\_len).

**Implementation**

#include<stdlib.h>  
#include<stdio.h>  
#define NO\_OF\_CHARS 256  
  
int min(int a, int b);  
  
int longestUniqueSubsttr(char \*str)  
{  
 int n = strlen(str);  
 int cur\_len = 1; // To store the lenght of current substring  
 int max\_len = 1; // To store the result  
 int prev\_index; // To store the previous index  
 int i;  
 int \*visited = (int \*)malloc(sizeof(int)\*NO\_OF\_CHARS);  
  
 /\* Initialize the visited array as -1, -1 is used to indicate that  
 character has not been visited yet. \*/  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 visited[i] = -1;  
  
 /\* Mark first character as visited by storing the index of first   
 character in visited array. \*/  
 visited[str[0]] = 0;  
  
 /\* Start from the second character. First character is already processed  
 (cur\_len and max\_len are initialized as 1, and visited[str[0]] is set \*/  
 for (i = 1; i < n; i++)  
 {  
 prev\_index = visited[str[i]];  
  
 /\* If the currentt character is not present in the already processed  
 substring or it is not part of the current NRCS, then do cur\_len++ \*/  
 if (prev\_index == -1 || i - cur\_len > prev\_index)  
 cur\_len++;  
  
 /\* If the current character is present in currently considered NRCS,  
 then update NRCS to start from the next character of previous instance. \*/  
 else  
 {  
 /\* Also, when we are changing the NRCS, we should also check whether   
 length of the previous NRCS was greater than max\_len or not.\*/  
 if (cur\_len > max\_len)  
 max\_len = cur\_len;  
  
 cur\_len = i - prev\_index;  
 }  
  
 visited[str[i]] = i; // update the index of current character  
 }  
  
 // Compare the length of last NRCS with max\_len and update max\_len if needed  
 if (cur\_len > max\_len)  
 max\_len = cur\_len;  
  
  
 free(visited); // free memory allocated for visited  
  
 return max\_len;  
}  
  
/\* A utility function to get the minimum of two integers \*/  
int min(int a, int b)  
{  
 return (a>b)?b:a;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char str[] = "ABDEFGABEF";  
 printf("The input string is %s \n", str);  
 int len = longestUniqueSubsttr(str);  
 printf("The length of the longest non-repeating character substring is %d", len);  
  
 getchar();  
 return 0;  
}

**Output**

The input string is ABDEFGABEF  
 The length of the longest non-repeating character substring is 6

**Time Complexity:** O(n + d) where n is length of the input string and d is number of characters in input string alphabet. For example, if string consists of lowercase English characters then value of d is 26.  
 **Auxiliary Space:** O(d)  
 **Algorithmic Paradigm:** Dynamic Programming

As an exercise, try the modified version of the above problem where you need to print the maximum length NRCS also (the above program only prints length of it).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/length-of-the-longest-substring-without-repeating-characters/>

# Print all permutations in sorted (lexicographic) order

Given a string, print all permutations of it in sorted order. For example, if the input string is “ABC”, then output should be “ABC, ACB, BAC, BCA, CAB, CBA”.

We have discussed a program to print all permutations in [this](http://www.geeksforgeeks.org/archives/767) post, but here we must print the permutations in increasing order.

Following are the steps to print the permutations lexicographic-ally

**1.** Sort the given string in non-decreasing order and print it. The first permutation is always the string sorted in non-decreasing order.

**2.** Start generating next higher permutation. Do it until next higher permutation is not possible. If we reach a permutation where all characters are sorted in non-increasing order, then that permutation is the last permutation.

**Steps to generate the next higher permutation:**  
 **1.** Take the previously printed permutation and find the rightmost character in it, which is smaller than its next character. Let us call this character as ‘first character’.

**2.** Now find the ceiling of the ‘first character’. Ceiling is the smallest character on right of ‘first character’, which is greater than ‘first character’. Let us call the ceil character as ‘second character’.

**3.** Swap the two characters found in above 2 steps.

**4.** Sort the substring (in non-decreasing order) after the original index of ‘first character’.

Let us consider the string “ABCDEF”. Let previously printed permutation be “DCFEBA”. The next permutation in sorted order should be “DEABCF”. Let us understand above steps to find next permutation. The ‘first character’ will be ‘C’. The ‘second character’ will be ‘E’. After swapping these two, we get “DEFCBA”. The final step is to sort the substring after the character original index of ‘first character’. Finally, we get “DEABCF”.

Following is C++ implementation of the algorithm.

// Program to print all permutations of a string in sorted order.  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
/\* Following function is needed for library function qsort(). Refer  
 http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
int compare (const void \*a, const void \* b)  
{ return ( \*(char \*)a - \*(char \*)b ); }  
  
// A utility function two swap two characters a and b  
void swap (char\* a, char\* b)  
{  
 char t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
// This function finds the index of the smallest character  
// which is greater than 'first' and is present in str[l..h]  
int findCeil (char str[], char first, int l, int h)  
{  
 // initialize index of ceiling element  
 int ceilIndex = l;  
  
 // Now iterate through rest of the elements and find  
 // the smallest character greater than 'first'  
 for (int i = l+1; i <= h; i++)  
 if (str[i] > first && str[i] < str[ceilIndex])  
 ceilIndex = i;  
  
 return ceilIndex;  
}  
  
// Print all permutations of str in sorted order  
void sortedPermutations ( char str[] )  
{  
 // Get size of string  
 int size = strlen(str);  
  
 // Sort the string in increasing order  
 qsort( str, size, sizeof( str[0] ), compare );  
  
 // Print permutations one by one  
 bool isFinished = false;  
 while ( ! isFinished )  
 {  
 // print this permutation  
 printf ("%s \n", str);  
  
 // Find the rightmost character which is smaller than its next  
 // character. Let us call it 'first char'  
 int i;  
 for ( i = size - 2; i >= 0; --i )  
 if (str[i] < str[i+1])  
 break;  
  
 // If there is no such chracter, all are sorted in decreasing order,  
 // means we just printed the last permutation and we are done.  
 if ( i == -1 )  
 isFinished = true;  
 else  
 {  
 // Find the ceil of 'first char' in right of first character.  
 // Ceil of a character is the smallest character greater than it  
 int ceilIndex = findCeil( str, str[i], i + 1, size - 1 );  
  
 // Swap first and second characters  
 swap( &str[i], &str[ceilIndex] );  
  
 // Sort the string on right of 'first char'  
 qsort( str + i + 1, size - i - 1, sizeof(str[0]), compare );  
 }  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "ABCD";  
 sortedPermutations( str );  
 return 0;  
}

Output:

ABCD  
ABDC  
....  
....  
DCAB  
DCBA

The upper bound on time complexity of the above program is O(n^2 x n!). We can optimize step 4 of the above algorithm for finding next permutation. Instead of sorting the subarray after the ‘first character’, we can reverse the subarray, because the subarray we get after swapping is always sorted in non-increasing order. This optimization makes the time complexity as O(n x n!). See following optimized code.

// An optimized version that uses reverse instead of sort for  
// finding the next permutation  
  
// A utility function to reverse a string str[l..h]  
void reverse(char str[], int l, int h)  
{  
 while (l < h)  
 {  
 swap(&str[l], &str[h]);  
 l++;  
 h--;  
 }  
}  
  
// Print all permutations of str in sorted order  
void sortedPermutations ( char str[] )  
{  
 // Get size of string  
 int size = strlen(str);  
  
 // Sort the string in increasing order  
 qsort( str, size, sizeof( str[0] ), compare );  
  
 // Print permutations one by one  
 bool isFinished = false;  
 while ( ! isFinished )  
 {  
 // print this permutation  
 printf ("%s \n", str);  
  
 // Find the rightmost character which is smaller than its next  
 // character. Let us call it 'first char'  
 int i;  
 for ( i = size - 2; i >= 0; --i )  
 if (str[i] < str[i+1])  
 break;  
  
 // If there is no such chracter, all are sorted in decreasing order,  
 // means we just printed the last permutation and we are done.  
 if ( i == -1 )  
 isFinished = true;  
 else  
 {  
 // Find the ceil of 'first char' in right of first character.  
 // Ceil of a character is the smallest character greater than it  
 int ceilIndex = findCeil( str, str[i], i + 1, size - 1 );  
  
 // Swap first and second characters  
 swap( &str[i], &str[ceilIndex] );  
  
 // reverse the string on right of 'first char'  
 reverse( str, i + 1, size - 1 );  
 }  
 }  
}

The above programs print duplicate permutation when characters are repeated. We can avoid it by keeping track of the previous permutation. While printing, if the current permutation is same as previous permutation, we won’t print it.

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/lexicographic-permutations-of-string/>

# Lexicographic rank of a string

Given a string, find its rank among all its permutations sorted lexicographically. For example, rank of “abc” is 1, rank of “acb” is 2, and rank of “cba” is 6.

For simplicity, let us assume that the string does not contain any duplicated characters.

One simple solution is to initialize rank as 1, [generate all permutations in lexicographic order](http://www.geeksforgeeks.org/archives/24927). After generating a permutation, check if the generated permutation is same as given string, if same, then return rank, if not, then increment the rank by 1. The time complexity of this solution will be exponential in worst case. Following is an efficient solution.

Let the given string be “STRING”. In the input string, ‘S’ is the first character. There are total 6 characters and 4 of them are smaller than ‘S’. So there can be 4 \* 5! smaller strings where first character is smaller than ‘S’, like following

R X X X X X  
 I X X X X X  
 N X X X X X  
 G X X X X X

Now let us Fix S’ and find the smaller strings staring with ‘S’.

Repeat the same process for T, rank is 4\*5! + 4\*4! +…

Now fix T and repeat the same process for R, rank is 4\*5! + 4\*4! + 3\*3! +…

Now fix R and repeat the same process for I, rank is 4\*5! + 4\*4! + 3\*3! + 1\*2! +…

Now fix I and repeat the same process for N, rank is 4\*5! + 4\*4! + 3\*3! + 1\*2! + 1\*1! +…

Now fix N and repeat the same process for G, rank is 4\*5! + 4\*4 + 3\*3! + 1\*2! + 1\*1! + 0\*0!

Rank = 4\*5! + 4\*4! + 3\*3! + 1\*2! + 1\*1! + 0\*0! = 597

Since the value of rank starts from 1, the final rank = 1 + 597 = 598

#include <stdio.h>  
#include <string.h>  
  
// A utility function to find factorial of n  
int fact(int n)  
{  
 return (n <= 1)? 1 :n \* fact(n-1);  
}  
  
// A utility function to count smaller characters on right  
// of arr[low]  
int findSmallerInRight(char\* str, int low, int high)  
{  
 int countRight = 0, i;  
  
 for (i = low+1; i <= high; ++i)  
 if (str[i] < str[low])  
 ++countRight;  
  
 return countRight;  
}  
  
// A function to find rank of a string in all permutations  
// of characters  
int findRank (char\* str)  
{  
 int len = strlen(str);  
 int mul = fact(len);  
 int rank = 1;  
 int countRight;  
  
 int i;  
 for (i = 0; i < len; ++i)  
 {  
 mul /= len - i;  
  
 // count number of chars smaller than str[i]  
 // fron str[i+1] to str[len-1]  
 countRight = findSmallerInRight(str, i, len-1);  
  
 rank += countRight \* mul ;  
 }  
  
 return rank;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "string";  
 printf ("%d", findRank(str));  
 return 0;  
}

Output

598

The time complexity of the above solution is O(n^2). We can reduce the time complexity to O(n) by creating an auxiliary array of size 256. See following code.

// A O(n) solution for finding rank of string  
#include <stdio.h>  
#include <string.h>  
#define MAX\_CHAR 256  
  
// A utility function to find factorial of n  
int fact(int n)  
{  
 return (n <= 1)? 1 :n \* fact(n-1);  
}  
  
// Construct a count array where value at every index  
// contains count of smaller characters in whole string  
void populateAndIncreaseCount (int\* count, char\* str)  
{  
 int i;  
  
 for( i = 0; str[i]; ++i )  
 ++count[ str[i] ];  
  
 for( i = 1; i < 256; ++i )  
 count[i] += count[i-1];  
}  
  
// Removes a character ch from count[] array  
// constructed by populateAndIncreaseCount()  
void updatecount (int\* count, char ch)  
{  
 int i;  
 for( i = ch; i < MAX\_CHAR; ++i )  
 --count[i];  
}  
  
// A function to find rank of a string in all permutations  
// of characters  
int findRank (char\* str)  
{  
 int len = strlen(str);  
 int mul = fact(len);  
 int rank = 1, i;  
 int count[MAX\_CHAR] = {0}; // all elements of count[] are initialized with 0  
  
 // Populate the count array such that count[i] contains count of   
 // characters which are present in str and are smaller than i  
 populateAndIncreaseCount( count, str );  
  
 for (i = 0; i < len; ++i)  
 {  
 mul /= len - i;  
  
 // count number of chars smaller than str[i]  
 // fron str[i+1] to str[len-1]  
 rank += count[ str[i] - 1] \* mul;  
  
 // Reduce count of characters greater than str[i]  
 updatecount (count, str[i]);  
 }  
  
 return rank;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "string";  
 printf ("%d", findRank(str));  
 return 0;  
}

The above programs don’t work for duplicate characters. To make them work for duplicate characters, find all the characters that are smaller (include equal this time also), do the same as above but, this time divide the rank so formed by p! where p is the count of occurrences of the repeating character.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/lexicographic-rank-of-a-string/>

# Dynamic Programming | Set 29 (Longest Common Substring)

Given two strings ‘X’ and ‘Y’, find the length of the longest common substring. For example, if the given strings are “GeeksforGeeks” and “GeeksQuiz”, the output should be 5 as longest common substring is “Geeks”

Let m and n be the lengths of first and second strings respectively.

A **simple solution** is to one by one consider all substrings of first string and for every substring check if it is a substring in second string. Keep track of the maximum length substring. There will be O(m^2) substrings and we can find whether a string is subsring on another string in O(n) time (See [this](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/)). So overall time complexity of this method would be O(n \* m2)

**Dynamic Programming** can be used to find the longest common substring in O(m\*n) time. The idea is to find length of the longest common suffix for all substrings of both strings and store these lengths in a table.

The longest common suffix has following optimal substructure property  
 LCSuff(X, Y, m, n) = LCSuff(X, Y, m-1, n-1) + 1 if X[m-1] = Y[n-1]  
 0 Otherwise (if X[m-1] != Y[n-1])  
  
The maximum length Longest Common Suffix is the longest common substring.  
 LCSubStr(X, Y, m, n) = Max(LCSuff(X, Y, i, j)) where 1   
Following is C++ implementation of the above solution.  
   
/\* Dynamic Programming solution to find length of the longest common substring \*/  
#include<iostream>  
#include<string.h>  
using namespace std;  
  
// A utility function to find maximum of two integers  
int max(int a, int b)  
{ return (a > b)? a : b; }  
  
/\* Returns length of longest common substring of X[0..m-1] and Y[0..n-1] \*/  
int LCSubStr(char \*X, char \*Y, int m, int n)  
{  
 // Create a table to store lengths of longest common suffixes of  
 // substrings. Notethat LCSuff[i][j] contains length of longest  
 // common suffix of X[0..i-1] and Y[0..j-1]. The first row and  
 // first column entries have no logical meaning, they are used only  
 // for simplicity of program  
 int LCSuff[m+1][n+1];  
 int result = 0; // To store length of the longest common substring  
  
 /\* Following steps build LCSuff[m+1][n+1] in bottom up fashion. \*/  
 for (int i=0; i<=m; i++)  
 {  
 for (int j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 LCSuff[i][j] = 0;  
  
 else if (X[i-1] == Y[j-1])  
 {  
 LCSuff[i][j] = LCSuff[i-1][j-1] + 1;  
 result = max(result, LCSuff[i][j]);  
 }  
 else LCSuff[i][j] = 0;  
 }  
 }  
 return result;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "OldSite:GeeksforGeeks.org";  
 char Y[] = "NewSite:GeeksQuiz.com";  
  
 int m = strlen(X);  
 int n = strlen(Y);  
  
 cout << "Length of Longest Common Substring is " << LCSubStr(X, Y, m, n);  
 return 0;  
}

Output:

Length of Longest Common Substring is 10

Time Complexity: O(m\*n)  
 Auxiliary Space: O(m\*n)

**References:** <http://en.wikipedia.org/wiki/Longest_common_substring_problem>

The longest substring can also be solved in O(n+m) time using Suffix Tree. We will be covering Suffix Tree based solution in a separate post.

**Exercise:** The above solution prints only length of the longest common substring. Extend the solution to print the substring also.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/longest-common-substring/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Longest Palindromic Substring | Set 1

Given a string, find the longest substring which is palindrome. For example, if the given string is “forgeeksskeegfor”, the output should be “geeksskeeg”.

**Method 1 ( Brute Force )**  
 The simple approach is to check each substring whether the substring is a palindrome or not. We can run three loops, the outer two loops pick all substrings one by one by fixing the corner characters, the inner loop checks whether the picked substring is palindrome or not.

Time complexity: O ( n^3 )  
 Auxiliary complexity: O ( 1 )

**Method 2 ( Dynamic Programming )**  
 The time complexity can be reduced by storing results of subproblems. The idea is similar to [this](http://www.geeksforgeeks.org/archives/19155)post. We maintain a boolean table[n][n] that is filled in bottom up manner. The value of table[i][j] is true, if the substring is palindrome, otherwise false. To calculate table[i][j], we first check the value of table[i+1][j-1], if the value is true and str[i] is same as str[j], then we make table[i][j] true. Otherwise, the value of table[i][j] is made false.

// A dynamic programming solution for longest palindr.  
// This code is adopted from following link  
// http://www.leetcode.com/2011/11/longest-palindromic-substring-part-i.html  
  
#include <stdio.h>  
#include <string.h>  
  
// A utility function to print a substring str[low..high]  
void printSubStr( char\* str, int low, int high )  
{  
 for( int i = low; i <= high; ++i )  
 printf("%c", str[i]);  
}  
  
// This function prints the longest palindrome substring  
// of str[].  
// It also returns the length of the longest palindrome  
int longestPalSubstr( char \*str )  
{  
 int n = strlen( str ); // get length of input string  
  
 // table[i][j] will be false if substring str[i..j]  
 // is not palindrome.  
 // Else table[i][j] will be true  
 bool table[n][n];  
 memset(table, 0, sizeof(table));  
  
 // All substrings of length 1 are palindromes  
 int maxLength = 1;  
 for (int i = 0; i < n; ++i)  
 table[i][i] = true;  
  
 // check for sub-string of length 2.  
 int start = 0;  
 for (int i = 0; i < n-1; ++i)  
 {  
 if (str[i] == str[i+1])  
 {  
 table[i][i+1] = true;  
 start = i;  
 maxLength = 2;  
 }  
 }  
  
 // Check for lengths greater than 2. k is length  
 // of substring  
 for (int k = 3; k <= n; ++k)  
 {  
 // Fix the starting index  
 for (int i = 0; i < n-k+1 ; ++i)  
 {  
 // Get the ending index of substring from  
 // starting index i and length k  
 int j = i + k - 1;  
  
 // checking for sub-string from ith index to  
 // jth index iff str[i+1] to str[j-1] is a  
 // palindrome  
 if (table[i+1][j-1] && str[i] == str[j])  
 {  
 table[i][j] = true;  
  
 if (k > maxLength)  
 {  
 start = i;  
 maxLength = k;  
 }  
 }  
 }  
 }  
  
 printf("Longest palindrome substring is: ");  
 printSubStr( str, start, start + maxLength - 1 );  
  
 return maxLength; // return length of LPS  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "forgeeksskeegfor";  
 printf("\nLength is: %d\n", longestPalSubstr( str ) );  
 return 0;  
}

Output:

Longest palindrome substring is: geeksskeeg  
Length is: 10

Time complexity: O ( n^2 )  
 Auxiliary Space: O ( n^2 )

We will soon be adding more optimized methods as separate posts.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/longest-palindrome-substring-set-1/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Longest Palindromic Substring | Set 2

Given a string, find the longest substring which is palindrome. For example, if the given string is “forgeeksskeegfor”, the output should be “geeksskeeg”.

We have discussed dynamic programming solution in the [previous post](http://www.geeksforgeeks.org/archives/25463). The time complexity of the Dynamic Programming based solution is O(n^2) and it requires O(n^2) extra space. We can find the longest palindrome substring in (n^2) time with O(1) extra space. The idea is to generate all even length and odd length palindromes and keep track of the longest palindrome seen so far.

Step to generate odd length palindrome:  
 Fix a centre and expand in both directions for longer palindromes.

Step to generate even length palindrome  
 Fix two centre ( low and high ) and expand in both directions for longer palindromes.

// A O(n^2) time and O(1) space program to find the longest palindromic substring  
#include <stdio.h>  
#include <string.h>  
  
// A utility function to print a substring str[low..high]  
void printSubStr(char\* str, int low, int high)  
{  
 for( int i = low; i <= high; ++i )  
 printf("%c", str[i]);  
}  
  
// This function prints the longest palindrome substring (LPS)  
// of str[]. It also returns the length of the longest palindrome  
int longestPalSubstr(char \*str)  
{  
 int maxLength = 1; // The result (length of LPS)  
  
 int start = 0;  
 int len = strlen(str);  
  
 int low, high;  
  
 // One by one consider every character as center point of   
 // even and length palindromes  
 for (int i = 1; i < len; ++i)  
 {  
 // Find the longest even length palindrome with center points  
 // as i-1 and i.   
 low = i - 1;  
 high = i;  
 while (low >= 0 && high < len && str[low] == str[high])  
 {  
 if (high - low + 1 > maxLength)  
 {  
 start = low;  
 maxLength = high - low + 1;  
 }  
 --low;  
 ++high;  
 }  
  
 // Find the longest odd length palindrome with center   
 // point as i  
 low = i - 1;  
 high = i + 1;  
 while (low >= 0 && high < len && str[low] == str[high])  
 {  
 if (high - low + 1 > maxLength)  
 {  
 start = low;  
 maxLength = high - low + 1;  
 }  
 --low;  
 ++high;  
 }  
 }  
  
 printf("Longest palindrome substring is: ");  
 printSubStr(str, start, start + maxLength - 1);  
  
 return maxLength;  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "forgeeksskeegfor";  
 printf("\nLength is: %d\n", longestPalSubstr( str ) );  
 return 0;  
}

Output:

Longest palindrome substring is: geeksskeeg  
Length is: 10

Time complexity: O ( n^2 ) where n is the length of input string.  
 Auxiliary Space: O ( 1 )

We will soon be adding more optimized method as separate post.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/longest-palindromic-substring-set-2/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Pattern Searching using a Trie of all Suffixes

Problem Statement: Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

As discussed in the [previous post](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/), we discussed that there are two ways efficiently solve the above problem.

**1)** Preprocess Pattern: [KMP Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin Karp Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Finite Automata](http://www.geeksforgeeks.org/searching-for-patterns-set-5-finite-automata/), [Boyer Moore Algorithm](http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/).

**2)** Preoprocess Text: [Suffix Tree](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/)

The best possible time complexity achieved by first (preprocssing pattern) is O(n) and by second (preprocessing text) is O(m) where m and n are lengths of pattern and text respectively.

Note that the second way does the searching only in O(m) time and it is preferred when text doesn’t doesn’t change very frequently and there are many search queries. We have discussed [Suffix Tree (A compressed Trie of all suffixes of Text)](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/).

Implementation of Suffix Tree may be time consuming for problems to be coded in a technical interview or programming contexts. In this post simple implementation of a [Standard Trie](http://www.geeksforgeeks.org/trie-insert-and-search/) of all Suffixes is discussed. The implementation is close to suffix tree, the only thing is, it’s a [simple Trie](http://www.geeksforgeeks.org/trie-insert-and-search/) instead of compressed Trie.

As discussed in [Suffix Tree](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/) post, the idea is, every pattern that is present in text (or we can say every substring of text) must be a prefix of one of all possible suffixes. So if we build a Trie of all suffixes, we can find the pattern in O(m) time where m is pattern length.

**Building a Trie of Suffixes**  
 1) Generate all suffixes of given text.  
 2) Consider all suffixes as individual words and build a trie.

Let us consider an example text “banana\0″ where ‘\0′ is string termination character. Following are all suffixes of “banana\0″

banana\0  
anana\0  
nana\0  
ana\0  
na\0  
a\0  
\0

If we consider all of the above suffixes as individual words and build a Trie, we get following.  
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**How to search a pattern in the built Trie?**  
 Following are steps to search a pattern in the built Trie.  
 **1)** Starting from the first character of the pattern and root of the Trie, do following for every character.  
 …..**a)** For the current character of pattern, if there is an edge from the current node, follow the edge.  
 …..**b)** If there is no edge, print “pattern doesn’t exist in text” and return.  
 **2)** If all characters of pattern have been processed, i.e., there is a path from root for characters of the given pattern, then print print all indexes where pattern is present. To store indexes, we use a list with every node that stores indexes of suffixes starting at the node.

Following is C++ implementation of the above idea.

// A simple C++ implementation of substring search using trie of suffixes  
#include<iostream>  
#include<list>  
#define MAX\_CHAR 256  
using namespace std;  
  
// A Suffix Trie (A Trie of all suffixes) Node  
class SuffixTrieNode  
{  
private:  
 SuffixTrieNode \*children[MAX\_CHAR];  
 list<int> \*indexes;  
public:  
 SuffixTrieNode() // Constructor  
 {  
 // Create an empty linked list for indexes of  
 // suffixes starting from this node  
 indexes = new list<int>;  
  
 // Initialize all child pointers as NULL  
 for (int i = 0; i < MAX\_CHAR; i++)  
 children[i] = NULL;  
 }  
  
 // A recursive function to insert a suffix of the txt  
 // in subtree rooted with this node  
 void insertSuffix(string suffix, int index);  
  
 // A function to search a pattern in subtree rooted  
 // with this node.The function returns pointer to a linked  
 // list containing all indexes where pattern is present.  
 // The returned indexes are indexes of last characters  
 // of matched text.  
 list<int>\* search(string pat);  
};  
  
// A Trie of all suffixes  
class SuffixTrie  
{  
private:  
 SuffixTrieNode root;  
public:  
 // Constructor (Builds a trie of suffies of the given text)  
 SuffixTrie(string txt)  
 {  
 // Consider all suffixes of given string and insert  
 // them into the Suffix Trie using recursive function  
 // insertSuffix() in SuffixTrieNode class  
 for (int i = 0; i < txt.length(); i++)  
 root.insertSuffix(txt.substr(i), i);  
 }  
  
 // Function to searches a pattern in this suffix trie.  
 void search(string pat);  
};  
  
// A recursive function to insert a suffix of the txt in  
// subtree rooted with this node  
void SuffixTrieNode::insertSuffix(string s, int index)  
{  
 // Store index in linked list  
 indexes->push\_front(index);  
  
 // If string has more characters  
 if (s.length() > 0)  
 {  
 // Find the first character  
 char cIndex = s.at(0);  
  
 // If there is no edge for this character, add a new edge  
 if (children[cIndex] == NULL)  
 children[cIndex] = new SuffixTrieNode();  
  
 // Recur for next suffix  
 children[cIndex]->insertSuffix(s.substr(1), index+1);  
 }  
}  
  
// A recursive function to search a pattern in subtree rooted with  
// this node  
list<int>\* SuffixTrieNode::search(string s)  
{  
 // If all characters of pattern have been processed,  
 if (s.length() == 0)  
 return indexes;  
  
 // if there is an edge from the current node of suffix trie,  
 // follow the edge.  
 if (children[s.at(0)] != NULL)  
 return (children[s.at(0)])->search(s.substr(1));  
  
 // If there is no edge, pattern doesn’t exist in text  
 else return NULL;  
}  
  
/\* Prints all occurrences of pat in the Suffix Trie S (built for text)\*/  
void SuffixTrie::search(string pat)  
{  
 // Let us call recursive search function for root of Trie.  
 // We get a list of all indexes (where pat is present in text) in  
 // variable 'result'  
 list<int> \*result = root.search(pat);  
  
 // Check if the list of indexes is empty or not  
 if (result == NULL)  
 cout << "Pattern not found" << endl;  
 else  
 {  
 list<int>::iterator i;  
 int patLen = pat.length();  
 for (i = result->begin(); i != result->end(); ++i)  
 cout << "Pattern found at position " << \*i - patLen<< endl;  
 }  
}  
  
// driver program to test above functions  
int main()  
{  
 // Let us build a suffix trie for text "geeksforgeeks.org"  
 string txt = "geeksforgeeks.org";  
 SuffixTrie S(txt);  
  
 cout << "Search for 'ee'" << endl;  
 S.search("ee");  
  
 cout << "\nSearch for 'geek'" << endl;  
 S.search("geek");  
  
 cout << "\nSearch for 'quiz'" << endl;  
 S.search("quiz");  
  
 cout << "\nSearch for 'forgeeks'" << endl;  
 S.search("forgeeks");  
  
 return 0;  
}

Output:

Search for 'ee'  
Pattern found at position 9  
Pattern found at position 1  
  
Search for 'geek'  
Pattern found at position 8  
Pattern found at position 0  
  
Search for 'quiz'  
Pattern not found  
  
Search for 'forgeeks'  
Pattern found at position 5

Time Complexity of the above search function is O(m+k) where m is length of the pattern and k is the number of occurrences of pattern in text.

This article is contributed by Ashish Anand. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-using-trie-suffixes/>

# Print all interleavings of given two strings

Given two strings str1 and str2, write a function that prints all interleavings of the given two strings. You may assume that all characters in both strings are different

Example:

Input: str1 = "AB", str2 = "CD"  
Output:  
 ABCD  
 ACBD  
 ACDB  
 CABD  
 CADB  
 CDAB  
  
Input: str1 = "AB", str2 = "C"  
Output:  
 ABC  
 ACB  
 CAB

An interleaved string of given two strings preserves the order of characters in individual strings. For example, in all the interleavings of above first example, ‘A’ comes before ‘B’ and ‘C’ comes before ‘D’.

Let the length of str1 be m and the length of str2 be n. Let us assume that all characters in str1 and str2 are different. Let count(m, n) be the count of all interleaved strings in such strings. The value of count(m, n) can be written as following.

count(m, n) = count(m-1, n) + count(m, n-1)  
 count(1, 0) = 1 and count(0, 1) = 1

To print all interleavings, we can first fix the first character of str1[0..m-1] in output string, and recursively call for str1[**1**..m-1] and str2[0..n-1]. And then we can fix the first character of str2[0..n-1] and recursively call for str1[0..m-1] and str2[**1**..n-1]. Thanks to [akash01](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-strings-3#post-29135)for providing following C implementation.

#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
// The main function that recursively prints all interleavings. The variable  
// iStr is used to store all interleavings (or output strings) one by one.   
// i is used to pass next available place in iStr  
void printIlsRecur (char \*str1, char \*str2, char \*iStr, int m, int n, int i)  
{  
 // Base case: If all characters of str1 and str2 have been included in  
 // output string, then print the output string  
 if ( m==0 && n ==0 )  
 {  
 printf("%s\n", iStr) ;  
 }  
  
 // If some characters of str1 are left to be included, then include the   
 // first character from the remaining characters and recur for rest  
 if ( m != 0 )  
 {  
 iStr[i] = str1[0];  
 printIlsRecur (str1 + 1, str2, iStr, m-1, n, i+1);  
 }  
  
 // If some characters of str2 are left to be included, then include the   
 // first character from the remaining characters and recur for rest  
 if ( n != 0 )  
 {  
 iStr[i] = str2[0];  
 printIlsRecur (str1, str2+1, iStr, m, n-1, i+1);  
 }  
}  
  
// Allocates memory for output string and uses printIlsRecur()  
// for printing all interleavings  
void printIls (char \*str1, char \*str2, int m, int n)  
{  
 // allocate memory for the output string  
 char \*iStr= (char\*)malloc((m+n+1)\*sizeof(char));  
  
 // Set the terminator for the output string  
 iStr[m+n] = '\0';  
  
 // print all interleavings using printIlsRecur()  
 printIlsRecur (str1, str2, iStr, m, n, 0);  
  
 // free memory to avoid memory leak  
 free(iStr);   
}  
  
// Driver program to test above functions  
int main()  
{  
 char \*str1 = "AB";  
 char \*str2 = "CD";  
 printIls (str1, str2, strlen(str1), strlen(str2));  
 return 0;  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-all-interleavings-of-given-two-strings/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

Post navigation

[← Print all permutations with repetition of characters](http://www.geeksforgeeks.org/print-all-permutations-with-repetition-of-characters/) [Check whether a given string is an interleaving of two other given strings →](http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/)

# Print all permutations with repetition of characters

Given a string of length n, print all permutation of the given string. Repetition of characters is allowed. Print these permutations in lexicographically sorted order   
 Examples:

Input: AB  
Ouput: All permutations of AB with repetition are:  
 AA  
 AB  
 BA  
 BB  
  
Input: ABC  
Output: All permutations of ABC with repetition are:  
 AAA  
 AAB  
 AAC  
 ABA  
 ...  
 ...  
 CCB  
 CCC

For an input string of size n, there will be n^n permutations with repetition allowed. The idea is to fix the first character at first index and recursively call for other subsequent indexes. Once all permutations starting with the first character are printed, fix the second character at first index. Continue these steps till last character. Thanks to [PsychoCoder](http://geeksforgeeks.org/forum/topic/printing-all-repeated-combination-of-given-lengthof-a-string#post-36372) for providing following C implementation.

#include<stdio.h>  
#include<stdlib.h>  
#include<string.h>  
  
/\* Following function is used by the library qsort() function to sort an  
 array of chars \*/  
int compare (const void \* a, const void \* b);  
  
/\* The main function that recursively prints all repeated permutations of  
 the given string. It uses data[] to store all permutations one by one \*/  
void allLexicographicRecur (char \*str, char\* data, int last, int index)  
{  
 int i, len = strlen(str);  
  
 // One by one fix all characters at the given index and recur for the  
 // subsequent indexes  
 for ( i=0; i<len; i++ )  
 {  
 // Fix the ith character at index and if this is not the last index  
 // then recursively call for higher indexes  
 data[index] = str[i] ;  
  
 // If this is the last index then print the string stored in data[]  
 if (index == last)  
 printf("%s\n", data);  
 else // Recur for higher indexes  
 allLexicographicRecur (str, data, last, index+1);  
 }  
}  
  
/\* This function sorts input string, allocate memory for data (needed for  
 allLexicographicRecur()) and calls allLexicographicRecur() for printing all  
 permutations \*/  
void allLexicographic(char \*str)  
{  
 int len = strlen (str) ;  
  
 // Create a temp array that will be used by allLexicographicRecur()  
 char \*data = (char \*) malloc (sizeof(char) \* (len + 1)) ;  
 data[len] = '\0';  
  
 // Sort the input string so that we get all output strings in  
 // lexicographically sorted order  
 qsort(str, len, sizeof(char), compare);  
  
 // Now print all permutaions  
 allLexicographicRecur (str, data, len-1, 0);  
  
 // Free data to avoid memory leak  
 free(data);  
}  
  
// Needed for library function qsort()  
int compare (const void \* a, const void \* b)  
{  
 return ( \*(char \*)a - \*(char \*)b );  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "ABC";  
 printf("All permutations with repetition of %s are: \n", str);  
 allLexicographic(str);  
 getchar();  
 return 0;  
}

Following is recursion tree for input string “AB”. The purpose of recursion tree is to help in understanding the above implementation as it shows values of different variables.

data=""   
 / \  
 / \   
 index=0 index=0  
 i=0 i=1   
 data="A" data="B"  
 / \ / \  
 / \ / \  
 index=1 index=1 index=1 index=1   
 i=0 i=1 i=0 i=1   
 data="AA" data="AB" data="BA" data="BB"

In the above implementation, it is assumed that all characters of the input string are different. The implementation can be easily modified to handle the repeated characters. We have to add a preprocessing step to find unique characters (before calling allLexicographicRecur()).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-all-permutations-with-repetition-of-characters/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Printing Longest Common Subsequence

Given two sequences, print the longest subsequence present in both of them.

**Examples:**  
 LCS for input Sequences “ABCDGH” and “AEDFHR” is “ADH” of length 3.  
 LCS for input Sequences “AGGTAB” and “GXTXAYB” is “GTAB” of length 4.

We have discussed [Longest Common Subsequence (LCS)](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/) problem in a [previous post](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/). The function discussed there was mainly to find the length of LCS. To find length of LCS, a 2D table L[][] was constructed. In this post, the function to construct and print LCS is discussed.

Following is detailed algorithm to print the LCS. It uses the same 2D table L[][].

**1)** Construct L[m+1][n+1] using the steps discussed in [previous post](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence).

**2)** The value L[m][n] contains length of LCS. Create a character array lcs[] of length equal to the length of lcs plus 1 (one extra to store \0).

**2)** Traverse the 2D array starting from L[m][n]. Do following for every cell L[i][j]  
 …..**a)** If characters (in X and Y) corresponding to L[i][j] are same (Or X[i-1] == Y[j-1]), then include this character as part of LCS.  
 …..**b)** Else compare values of L[i-1][j] and L[i][j-1] and go in direction of greater value.

The following table (taken from [Wiki](http://en.wikipedia.org/wiki/Longest_common_subsequence_problem)) shows steps (highlighted) followed by the above algorithm.
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Following is C++ implementation of above approach.

/\* Dynamic Programming implementation of LCS problem \*/  
#include<iostream>  
#include<cstring>  
#include<cstdlib>  
using namespace std;  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
void lcs( char \*X, char \*Y, int m, int n )  
{  
 int L[m+1][n+1];  
  
 /\* Following steps build L[m+1][n+1] in bottom up fashion. Note  
 that L[i][j] contains length of LCS of X[0..i-1] and Y[0..j-1] \*/  
 for (int i=0; i<=m; i++)  
 {  
 for (int j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 L[i][j] = 0;  
 else if (X[i-1] == Y[j-1])  
 L[i][j] = L[i-1][j-1] + 1;  
 else  
 L[i][j] = max(L[i-1][j], L[i][j-1]);  
 }  
 }  
  
 // Following code is used to print LCS  
 int index = L[m][n];  
  
 // Create a character array to store the lcs string  
 char lcs[index+1];  
 lcs[index] = '\0'; // Set the terminating character  
  
 // Start from the right-most-bottom-most corner and  
 // one by one store characters in lcs[]  
 int i = m, j = n;  
 while (i > 0 && j > 0)  
 {  
 // If current character in X[] and Y are same, then  
 // current character is part of LCS  
 if (X[i-1] == Y[j-1])  
 {  
 lcs[index-1] = X[i-1]; // Put current character in result  
 i--; j--; index--; // reduce values of i, j and index  
 }  
  
 // If not same, then find the larger of two and  
 // go in the direction of larger value  
 else if (L[i-1][j] > L[i][j-1])  
 i--;  
 else  
 j--;  
 }  
  
 // Print the lcs  
 cout << "LCS of " << X << " and " << Y << " is " << lcs;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
 int m = strlen(X);  
 int n = strlen(Y);  
 lcs(X, Y, m, n);  
 return 0;  
}

Output:

LCS of AGGTAB and GXTXAYB is GTAB

**References:**  
 <http://en.wikipedia.org/wiki/Longest_common_subsequence_problem>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/printing-longest-common-subsequence/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Rearrange a string so that all same characters become d distance away

Given a string and a positive integer d. Some characters may be repeated in the given string. Rearrange characters of the given string such that the same characters become d distance away from each other. Note that there can be many possible rearrangements, the output should be one of the possible rearrangements. If no such arrangement is possible, that should also be reported.  
 Expected time complexity is O(n) where n is length of input string.

Examples:  
Input: "abb", d = 2  
Output: "bab"  
  
Input: "aacbbc", d = 3  
Output: "abcabc"  
  
Input: "geeksforgeeks", d = 3  
Output: egkegkesfesor  
  
Input: "aaa", d = 2  
Output: Cannot be rearranged

***We strongly recommend to minimize the browser and try this yourself first.***  
 ***Hint:*** Alphabet size may be assumed as constant (256) and extra space may be used.

***Solution:*** The idea is to count frequencies of all characters and consider the most frequent character first and place all occurrences of it as close as possible. After the most frequent character is placed, repeat the same process for remaining characters.

**1)** Let the given string be str and size of string be n

**2)** Traverse str, store all characters and their frequencies in a Max Heap MH. The value of frequency decides the order in MH, i.e., the most frequent character is at the root of MH.

**3)** Make all characters of str as ‘\0′.

**4)** Do following while MH is not empty.  
 …**a)** Extract the Most frequent character. Let the extracted character be x and its frequency be f.  
 …**b)** Find the first available position in str, i.e., find the first ‘\0′ in str.  
 …**c)** Let the first position be p. Fill x at p, p+d,.. p+(f-1)d

Following is C++ implementation of above algorithm.

// Rearrange a string so that all same characters become at least d   
// distance away  
#include <iostream>  
#include <cstring>  
#include <cstdlib>  
#define MAX 256  
using namespace std;  
  
// A structure to store a character 'c' and its frequency 'f'  
// in input string  
struct charFreq {  
 char c;  
 int f;  
};  
  
// A utility function to swap two charFreq items.  
void swap(charFreq \*x, charFreq \*y) {  
 charFreq z = \*x;  
 \*x = \*y;  
 \*y = z;  
}  
  
// A utility function to maxheapify the node freq[i] of a heap   
// stored in freq[]  
void maxHeapify(charFreq freq[], int i, int heap\_size)  
{  
 int l = i\*2 + 1;  
 int r = i\*2 + 2;  
 int largest = i;  
 if (l < heap\_size && freq[l].f > freq[i].f)  
 largest = l;  
 if (r < heap\_size && freq[r].f > freq[largest].f)  
 largest = r;  
 if (largest != i)  
 {  
 swap(&freq[i], &freq[largest]);  
 maxHeapify(freq, largest, heap\_size);  
 }  
}  
  
// A utility function to convert the array freq[] to a max heap  
void buildHeap(charFreq freq[], int n)  
{  
 int i = (n - 1)/2;  
 while (i >= 0)  
 {  
 maxHeapify(freq, i, n);  
 i--;  
 }  
}  
  
// A utility function to remove the max item or root from max heap  
charFreq extractMax(charFreq freq[], int heap\_size)  
{  
 charFreq root = freq[0];  
 if (heap\_size > 1)  
 {  
 freq[0] = freq[heap\_size-1];  
 maxHeapify(freq, 0, heap\_size-1);  
 }  
 return root;  
}  
  
// The main function that rearranges input string 'str' such that  
// two same characters become d distance away   
void rearrange(char str[], int d)  
{  
 // Find length of input string  
 int n = strlen(str);  
  
 // Create an array to store all characters and their  
 // frequencies in str[]  
 charFreq freq[MAX] = {{0, 0}};  
  
 int m = 0; // To store count of distinct characters in str[]  
  
 // Traverse the input string and store frequencies of all  
 // characters in freq[] array.  
 for (int i = 0; i < n; i++)  
 {   
 char x = str[i];  
  
 // If this character has occurred first time, increment m  
 if (freq[x].c == 0)  
 freq[x].c = x, m++;  
  
 (freq[x].f)++;  
 str[i] = '\0'; // This change is used later   
 }  
  
 // Build a max heap of all characters  
 buildHeap(freq, MAX);  
  
 // Now one by one extract all distinct characters from max heap  
 // and put them back in str[] with the d distance constraint  
 for (int i = 0; i < m; i++)  
 {  
 charFreq x = extractMax(freq, MAX-i);  
  
 // Find the first available position in str[]  
 int p = i;  
 while (str[p] != '\0')  
 p++;  
  
 // Fill x.c at p, p+d, p+2d, .. p+(f-1)d  
 for (int k = 0; k < x.f; k++)  
 {  
 // If the index goes beyond size, then string cannot  
 // be rearranged.  
 if (p + d\*k >= n)  
 {  
 cout << "Cannot be rearranged";  
 exit(0);  
 }  
 str[p + d\*k] = x.c;  
 }  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "aabbcc";  
 rearrange(str, 3);  
 cout << str;  
}

Output:

abcabc

**Algorithmic Paradigm:** [Greedy Algorithm](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/)

**Time Complexity:** Time complexity of above implementation is O(n + mLog(MAX)). Here n is the length of str, m is count of distinct characters in str[] and MAX is maximum possible different characters. MAX is typically 256 (a constant) and m is smaller than MAX. So the time complexity can be considered as O(n).

**More Analysis:**  
 The above code can be optimized to store only m characters in heap, we have kept it this way to keep the code simple. So the time complexity can be improved to O(n + mLogm). It doesn’t much matter through as MAX is a constant.

Also, the above algorithm can be implemented using a O(mLogm) sorting algorithm. The first steps of above algorithm remain same. Instead of building a heap, we can sort the freq[] array in non-increasing order of frequencies and then consider all characters one by one from sorted array.

We will soon be covering an extended version where same characters should be moved at least d distance away.

This article is contributed by **Himanshu Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/rearrange-a-string-so-that-all-same-characters-become-at-least-d-distance-away/>

# Recursively remove all adjacent duplicates

Given a string, recursively remove adjacent duplicate characters from string. The output string should not have any adjacent duplicates. See following examples.

Input: azxxzy  
Output: ay  
First "azxxzy" is reduced to "azzy". The string "azzy" contains duplicates,   
so it is further reduced to "ay".  
  
Input: geeksforgeeg  
Output: gksfor  
First "geeksforgeeg" is reduced to "gksforgg". The string "gksforgg" contains   
duplicates, so it is further reduced to "gksfor".  
  
Input: caaabbbaacdddd  
Output: Empty String  
  
Input: acaaabbbacdddd  
Output: acac

A simple approach would be to run the input string through multiple passes. In every pass remove all adjacent duplicates from left to right. Stop running passes when there are no duplicates. The worst time complexity of this method would be O(n^2).

We can remove all duplicates in O(n) time.  
 **1)** Start from the leftmost character and remove duplicates at left corner if there are any.  
 **2)** The first character must be different from its adjacent now. Recur for string of length n-1 (string without first character).  
 **3)** Let the string obtained after reducing right substring of length n-1 be *rem\_str*. There are three possible cases  
 ……..**a)** If first character of *rem\_str* matches with the first character of original string, remove the first character from *rem\_str*.  
 ……..**b)** Else if the last removed character in recursive calls is same as the first character of the original string. Ignore the first character of original string and return *rem\_str*.  
 ……..**c)** Else, append the first character of the original string at the beginning of *rem\_str*.  
 **4)** Return *rem\_str*.

Following is C++ implementation of the above algorithm.

#include <iostream>  
#include <string.h>  
using namespace std;  
  
// Recursively removes adjacent duplicates from str and returns new  
// string. las\_removed is a pointer to last\_removed character  
char\* removeUtil(char \*str, char \*last\_removed)  
{  
 // If length of string is 1 or 0  
 if (str[0] == '\0' || str[1] == '\0')  
 return str;  
  
 // Remove leftmost same characters and recur for remaining string  
 if (str[0] == str[1])  
 {  
 \*last\_removed = str[0];  
 while (str[1] && str[0] == str[1])  
 str++;  
 str++;  
 return removeUtil(str, last\_removed);  
 }  
  
 // At this point, the first character is definiotely different from its  
 // adjacent. Ignore first character and recursively remove characters from  
 // remaining string  
 char\* rem\_str = removeUtil(str+1, last\_removed);  
  
 // Check if the first character of the rem\_string matches with the  
 // first character of the original string  
 if (rem\_str[0] && rem\_str[0] == str[0])  
 {  
 \*last\_removed = str[0];  
 return (rem\_str+1); // Remove first character  
 }  
  
 // If remaining string becomes empty and last removed character  
 // is same as first character of original string. This is needed  
 // for a string like "acbbcddc"  
 if (rem\_str[0] == '\0' && \*last\_removed == str[0])  
 return rem\_str;  
  
 // If the two first characters of str and rem\_str don't match, append  
 // first character of str before the first character of rem\_str.   
 rem\_str--;  
 rem\_str[0] = str[0];  
 return rem\_str;  
}  
  
char \*remove(char \*str)  
{  
 char last\_removed = '\0';  
 return removeUtil(str, &last\_removed);  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str1[] = "geeksforgeeg";  
 cout << remove(str1) << endl;  
  
 char str2[] = "azxxxzy";  
 cout << remove(str2) << endl;  
  
 char str3[] = "caaabbbaac";  
 cout << remove(str3) << endl;  
  
 char str4[] = "gghhg";  
 cout << remove(str4) << endl;  
  
 char str5[] = "aaaacddddcappp";  
 cout << remove(str5) << endl;  
  
 char str6[] = "aaaaaaaaaa";  
 cout << remove(str6) << endl;  
  
 char str7[] = "qpaaaaadaaaaadprq";  
 cout << remove(str7) << endl;  
  
 char str8[] = "acaaabbbacdddd";  
 cout << remove(str8) << endl;  
  
 char str9[] = "acbbcddc";  
 cout << remove(str9) << endl;  
  
 return 0;  
}

Output:

gksfor  
ay  
  
g  
a  
  
qrq  
acac  
a

**Time Complexity:** The time complexity of the solution can be written as T(n) = T(n-k) + O(k) where n is length of the input string and k is the number of first characters which are same. Solution of the recurrence is O(n)

Thanks to **Prachi Bodke** for suggesting this problem and initial solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/recursively-remove-adjacent-duplicates-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Remove "b" and "ac" from a given string

Given a string, eliminate all “b” and “ac” in the string, you have to replace them in-place, and you are only allowed to iterate over the string once. (Source [Google Interview Question](http://www.careercup.com/question?id=18460667))

Examples:

acbac ==> ""  
aaac ==> aa  
ababac ==> aa  
bbbbd ==> d

The two conditions are:  
 **1.** Filtering of all ‘b’ and ‘ac’ should be in single pass  
 **2.** No extra space allowed.

The approach is to use two index variables i and j. We move forward in string using ‘i’ and add characters using index j except ‘b’ and ‘ac’. The trick here is how to track ‘a’ before ‘c’. An interesting approach is to use a two state machine. The state is maintained to TWO when previous character is ‘a’, otherwise state is ONE.  
 **1)** If state is ONE, then do NOT copy the current character to output if one of the following conditions is true  
 …**a)** Current character is ‘b’ (We need to remove ‘b’)  
 …**b)** Current character is ‘a’ (Next character may be ‘c’)  
 **2)** If state is TWO and current character is not ‘c’, we first need to make sure that we copy the previous character ‘a’. Then we check the current character, if current character is not ‘b’ and not ‘a’, then we copy it to output.

// A C++ program to remove "b" and 'ac' from input string  
#include <iostream>  
using namespace std;  
#define ONE 1  
#define TWO 2  
  
// The main function that removes occurences of "a" and "bc" in input string  
void stringFilter(char \*str)  
{  
 // state is initially ONE (The previous character is not a)  
 int state = ONE;  
  
 // i and j are index variables, i is used to read next character of input  
 // string, j is used for indexes of output string (modified input string)  
 int j = 0;  
  
 // Process all characters of input string one by one  
 for (int i = 0; str[i] != '\0'; i++)  
 {  
 /\* If state is ONE, then do NOT copy the current character to output if  
 one of the following conditions is true  
 ...a) Current character is 'b' (We need to remove 'b')  
 ...b) Current character is 'a' (Next character may be 'c') \*/  
 if (state == ONE && str[i] != 'a' && str[i] != 'b')  
 {  
 str[j] = str[i];  
 j++;  
 }  
  
 // If state is TWO and current character is not 'c' (otherwise  
 // we ignore both previous and current characters)  
 if (state == TWO && str[i] != 'c')  
 {  
 // First copy the previous 'a'  
 str[j] = 'a';  
 j++;  
  
 // Then copy the current character if it is not 'a' and 'b'  
 if (str[i] != 'a' && str[i] != 'b')  
 {  
 str[j] = str[i];  
 j++;  
 }  
 }  
  
 // Change state according to current character  
 state = (str[i] == 'a')? TWO: ONE;  
 }  
  
 // If last character was 'a', copy it to output  
 if (state == TWO)  
 {  
 str[j] = 'a';  
 j++;  
 }  
  
 // Set the string terminator  
 str[j] = '\0';  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 char str1[] = "ad";  
 stringFilter(str1);  
 cout << str1 << endl;  
  
 char str2[] = "acbac";  
 stringFilter(str2);  
 cout << str2 << endl;  
  
 char str3[] = "aaac";  
 stringFilter(str3);  
 cout << str3 << endl;  
  
 char str4[] = "react";  
 stringFilter(str4);  
 cout << str4 << endl;  
  
 char str5[] = "aa";  
 stringFilter(str5);  
 cout << str5 << endl;  
  
 char str6[] = "ababaac";  
 stringFilter(str6);  
 cout << str6 << endl;  
  
 return 0;  
}

Output:

ad  
  
aa  
ret  
aa  
aaa

**An extension of above problem where we don’t want “ac” in output at all:**  
 The above code looks fine and seems to handle all cases, but what if input string is “aacacc”, the above code produces output as “ac” which looks correct as it removes consecutive occurrences of ‘a’ and ‘c’. What if the requirement is to not have an “ac” in output string at all. Can we modify the above program to produce output as empty string for input “aacacc” and produce output as “d” when input is “abcaaccd”? It turns out that it can also be done with given restrictions. The idea is simple. We need to add following lines inside for loop of the above program.

if (j>1 && str[j-2] == 'a' && str[j-1] =='c')  
 j = j-2;

See [this](http://ideone.com/CER6eq)for different test cases of modified program.

**A Simpler Solution to the Original Problem:**

// // A C++ program to remove "b" and 'ac' from input string  
#include<bits/stdc++.h>  
using namespace std;  
  
void stringFilter(char \*str)  
{  
 int n = strlen(str);  
  
 int i = -1; // previous character  
 int j = 0; // current character  
  
 while (j < n)  
 {  
 /\* check if current and next character forms ac \*/  
 if (j < n-1 && str[j] == 'a' && str[j+1] == 'c')  
 j += 2;  
  
 /\* if current character is b \*/  
 else if (str[j] == 'b')  
 j++;  
  
 /\* if current char is 'c && last char in output  
 is 'a' so delete both \*/  
 else if (i >= 0 && str[j] == 'c' && str[i] == 'a')  
 i--,j++;  
  
 /\* else copy curr char to output string \*/  
 else  
 str[++i] = str[j++];  
 }  
 str[++i] = '\0';  
}  
  
// Driver program to test above function  
int main()  
{  
 char str1[] = "ad";  
 cout << "Input => " << str1 << "\nOutput => ";  
 stringFilter(str1);  
 cout << str1 << endl << endl;  
  
 char str2[] = "acbac";  
 cout << "Input => " << str2 << "\nOutput => ";  
 stringFilter(str2);  
 cout << str2 << endl << endl;  
  
 char str3[] = "aaac";  
 cout << "Input => " << str3 << "\nOutput => ";  
 stringFilter(str3);  
 cout << str3 << endl << endl;  
  
 char str4[] = "react";  
 cout << "Input => " << str4 << "\nOutput => ";  
 stringFilter(str4);  
 cout << str4 << endl << endl;  
  
 char str5[] = "aa";  
 cout << "Input => " << str5 << "\nOutput => ";  
 stringFilter(str5);  
 cout << str5 << endl << endl;  
  
 char str6[] = "ababaac";  
 cout << "Input => " << str6 << "\nOutput => ";  
 stringFilter(str6);  
 cout << str6 << endl << endl;  
  
 char str[] = "abc";  
 cout << "Input => " << str << "\nOutput => ";  
 stringFilter(str);  
 cout << str << endl << endl;  
 return 0;  
}

Output:

Input => ad  
Output => ad  
  
Input => acbac  
Output =>  
  
Input => aaac  
Output => aa  
  
Input => react  
Output => ret  
  
Input => aa  
Output => aa  
  
Input => ababaac  
Output => aaa  
  
Input => abc  
Output =>

Thanks to Gaurav Ahirwar for suggesting this simpler solution.

This article is contributed by [**Varun Jain**](http://in.linkedin.com/pub/varun-jain/18/748/81a). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/remove-a-and-bc-from-a-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Searching for Patterns | Set 3 (Rabin-Karp Algorithm)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that n > m.

Examples:  
 1) Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

2) Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

The [Naive String Matching](http://geeksforgeeks.org/?p=11871) algorithm slides the pattern one by one. After each slide, it one by one checks characters at the current shift and if all characters match then prints the match.  
 Like the Naive Algorithm, Rabin-Karp algorithm also slides the pattern one by one. But unlike the Naive algorithm, Rabin Karp algorithm matches the hash value of the pattern with the hash value of current substring of text, and if the hash values match then only it starts matching individual characters. So Rabin Karp algorithm needs to calculate hash values for following strings.

1) Pattern itself.  
 2) All the substrings of text of length m.

Since we need to efficiently calculate hash values for all the substrings of size m of text, we must have a hash function which has following property.  
 Hash at the next shift must be efficiently computable from the current hash value and next character in text or we can say *hash(txt[s+1 .. s+m])* must be efficiently computable from *hash(txt[s .. s+m-1])* and *txt[s+m]* i.e., *hash(txt[s+1 .. s+m])*= *rehash(txt[s+m], hash(txt[s .. s+m-1])* and rehash must be O(1) operation.

The hash function suggested by Rabin and Karp calculates an integer value. The integer value for a string is numeric value of a string. For example, if all possible characters are from 1 to 10, the numeric value of “122” will be 122. The number of possible characters is higher than 10 (256 in general) and pattern length can be large. So the numeric values cannot be practically stored as an integer. Therefore, the numeric value is calculated using modular arithmetic to make sure that the hash values can be stored in an integer variable (can fit in memory words). To do rehashing, we need to take off the most significant digit and add the new least significant digit for in hash value. Rehashing is done using the following formula.

*hash( txt[s+1 .. s+m] ) = d ( hash( txt[s .. s+m-1]) – txt[s]\*h ) + txt[s + m] ) mod q*

*hash( txt[s .. s+m-1] )* : Hash value at shift *s*.  
 *hash( txt[s+1 .. s+m] )* : Hash value at next shift (or shift *s*+1)  
 *d*: Number of characters in the alphabet  
 *q*: A prime number  
 *h: d^(m-1)*

/\* Following program is a C implementation of the Rabin Karp Algorithm   
 given in the CLRS book \*/  
  
#include<stdio.h>  
#include<string.h>  
  
// d is the number of characters in input alphabet  
#define d 256   
   
/\* pat -> pattern  
 txt -> text  
 q -> A prime number  
\*/  
void search(char \*pat, char \*txt, int q)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
 int i, j;  
 int p = 0; // hash value for pattern  
 int t = 0; // hash value for txt  
 int h = 1;  
   
 // The value of h would be "pow(d, M-1)%q"  
 for (i = 0; i < M-1; i++)  
 h = (h\*d)%q;  
   
 // Calculate the hash value of pattern and first window of text  
 for (i = 0; i < M; i++)  
 {  
 p = (d\*p + pat[i])%q;  
 t = (d\*t + txt[i])%q;  
 }  
   
 // Slide the pattern over text one by one   
 for (i = 0; i <= N - M; i++)  
 {  
   
 // Check the hash values of current window of text and pattern  
 // If the hash values match then only check for characters on by one  
 if ( p == t )  
 {  
 /\* Check for characters one by one \*/  
 for (j = 0; j < M; j++)  
 {  
 if (txt[i+j] != pat[j])  
 break;  
 }  
 if (j == M) // if p == t and pat[0...M-1] = txt[i, i+1, ...i+M-1]  
 {  
 printf("Pattern found at index %d \n", i);  
 }  
 }  
   
 // Calculate hash value for next window of text: Remove leading digit,   
 // add trailing digit   
 if ( i < N-M )  
 {  
 t = (d\*(t - txt[i]\*h) + txt[i+M])%q;  
   
 // We might get negative value of t, converting it to positive  
 if(t < 0)   
 t = (t + q);   
 }  
 }  
}  
   
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "GEEKS FOR GEEKS";  
 char \*pat = "GEEK";  
 int q = 101; // A prime number  
 search(pat, txt, q);  
 getchar();  
 return 0;  
}

The average and best case running time of the Rabin-Karp algorithm is O(n+m), but its worst-case time is O(nm). Worst case of Rabin-Karp algorithm occurs when all characters of pattern and text are same as the hash values of all the substrings of txt[] match with hash value of pat[]. For example pat[] = “AAA” and txt[] = “AAAAAAA”.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**

<http://net.pku.edu.cn/~course/cs101/2007/resource/Intro2Algorithm/book6/chap34.htm>

<http://www.cs.princeton.edu/courses/archive/fall04/cos226/lectures/string.4up.pdf>

<http://en.wikipedia.org/wiki/Rabin-Karp_string_search_algorithm>

**Related Posts:**  
 [Searching for Patterns | Set 1 (Naive Pattern Searching)](http://geeksforgeeks.org/?p=11871)  
 [Searching for Patterns | Set 2 (KMP Algorithm)](http://geeksforgeeks.org/?p=11902)

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/>

# Searching for Patterns | Set 5 (Finite Automata)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that n > m.

Examples:  
 1) Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

2) Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

We have discussed the following algorithms in the previous posts:

[Naive Algorithm](http://www.geeksforgeeks.org/archives/11871)  
 [KMP Algorithm](http://www.geeksforgeeks.org/archives/11902)  
 [Rabin Karp Algorithm](http://www.geeksforgeeks.org/archives/11937)

In this post, we will discuss Finite Automata (FA) based pattern searching algorithm. In FA based algorithm, we preprocess the pattern and build a 2D array that represents a Finite Automata. Construction of the FA is the main tricky part of this algorithm. Once the FA is built, the searching is simple. In search, we simply need to start from the first state of the automata and first character of the text. At every step, we consider next character of text, look for the next state in the built FA and move to new state. If we reach final state, then pattern is found in text. Time complexity of the search prcess is O(n).  
 Before we discuss FA construction, let us take a look at the following FA for pattern ACACAGA.  
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 The abvoe diagrams represent graphical and tabular representations of pattern ACACAGA.

Number of states in FA will be M+1 where M is length of the pattern. The main thing to construct FA is to get the next state from the current state for every possible character. Given a character x and a state k, we can get the next state by considering the string “pat[0..k-1]x” which is basically concatenation of pattern characters pat[0], pat[1] … pat[k-1] and the character x. The idea is to get length of the longest prefix of the given pattern such that the prefix is also suffix of “pat[0..k-1]x”. The value of length gives us the next state. For example, let us see how to get the next state from current state 5 and character ‘C’ in the above diagram. We need to consider the string, “pat[0..5]C” which is “ACACAC”. The lenght of the longest prefix of the pattern such that the prefix is suffix of “ACACAC”is 4 (“ACAC”). So the next state (from state 5) is 4 for character ‘C’.

In the following code, computeTF() constructs the FA. The time complexity of the computeTF() is O(m^3\*NO\_OF\_CHARS) where m is length of the pattern and NO\_OF\_CHARS is size of alphabet (total number of possible characters in pattern and text). The implementation tries all possible prefixes starting from the longest possible that can be a suffix of “pat[0..k-1]x”. There are better implementations to construct FA in O(m\*NO\_OF\_CHARS) (Hint: we can use something like [lps array construction in KMP algorithm](http://www.geeksforgeeks.org/archives/11902)). We have covered the better implementation in our [next post on pattern searching](http://www.geeksforgeeks.org/archives/18902).

#include<stdio.h>  
#include<string.h>  
#define NO\_OF\_CHARS 256  
  
int getNextState(char \*pat, int M, int state, int x)  
{  
 // If the character c is same as next character in pattern,  
 // then simply increment state  
 if (state < M && x == pat[state])  
 return state+1;  
  
 int ns, i; // ns stores the result which is next state  
  
 // ns finally contains the longest prefix which is also suffix  
 // in "pat[0..state-1]c"  
  
 // Start from the largest possible value and stop when you find  
 // a prefix which is also suffix  
 for (ns = state; ns > 0; ns--)  
 {  
 if(pat[ns-1] == x)  
 {  
 for(i = 0; i < ns-1; i++)  
 {  
 if (pat[i] != pat[state-ns+1+i])  
 break;  
 }  
 if (i == ns-1)  
 return ns;  
 }  
 }  
  
 return 0;  
}  
  
/\* This function builds the TF table which represents Finite Automata for a  
 given pattern \*/  
void computeTF(char \*pat, int M, int TF[][NO\_OF\_CHARS])  
{  
 int state, x;  
 for (state = 0; state <= M; ++state)  
 for (x = 0; x < NO\_OF\_CHARS; ++x)  
 TF[state][x] = getNextState(pat, M, state, x);  
}  
  
/\* Prints all occurrences of pat in txt \*/  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
  
 int TF[M+1][NO\_OF\_CHARS];  
  
 computeTF(pat, M, TF);  
  
 // Process txt over FA.  
 int i, state=0;  
 for (i = 0; i < N; i++)  
 {  
 state = TF[state][txt[i]];  
 if (state == M)  
 {  
 printf ("\n patterb found at index %d", i-M+1);  
 }  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char \*txt = "AABAACAADAABAAABAA";  
 char \*pat = "AABA";  
 search(pat, txt);  
 return 0;  
}

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

**References:**  
 [Introduction to Algorithms by Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest, Clifford Stein](http://mitpress.mit.edu/algorithms/)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-5-finite-automata/>

# Suffix Array | Set 2 (nLogn Algorithm)

**A suffix array is a sorted array of all suffixes of a given string.** The definition is similar to [Suffix Tree](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/) which is compressed trie of all suffixes of the given text.

Let the given string be "banana".  
  
0 banana 5 a  
1 anana Sort the Suffixes 3 ana  
2 nana ----------------> 1 anana   
3 ana alphabetically 0 banana   
4 na 4 na   
5 a 2 nana  
  
The suffix array for "banana" is {5, 3, 1, 0, 4, 2}

We have discussed [**Naive algorithm**](http://www.geeksforgeeks.org/suffix-array-set-1-introduction/) for construction of suffix array. The Naive algorithm is to consider all suffixes, sort them using a O(nLogn) sorting algorithm and while sorting, maintain original indexes. Time complexity of the Naive algorithm is O(n2Logn) where n is the number of characters in the input string.

In this post, a **O(nLogn) algorithm** for suffix array construction is discussed. Let us first discuss a O(n \* Logn \* Logn) algorithm for simplicity. The idea is to use the fact that strings that are to be sorted are suffixes of a single string.  
 We first sort all suffixes according to first character, then according to first 2 characters, then first 4 characters and so on while the number of characters to be considered is smaller than 2n. The important point is, if we have sorted suffixes according to first 2i characters, then we can sort suffixes according to first 2i+1 characters in O(nLogn) time using a nLogn sorting algorithm like Merge Sort. This is possible as two suffixes can be compared in O(1) time (we need to compare only two values, see the below example and code).  
 The sort function is called O(Logn) times (Note that we increase number of characters to be considered in powers of 2). Therefore overall time complexity becomes O(nLognLogn). See <http://www.stanford.edu/class/cs97si/suffix-array.pdf> for more details.

Let us build suffix array the example string “banana” using above algorithm.

**Sort according to first two characters** Assign a rank to all suffixes using ASCII value of first character. A simple way to assign rank is to do “str[i] – ‘a'” for ith suffix of strp[]

Index Suffix Rank  
 0 banana 1   
 1 anana 0   
 2 nana 13   
 3 ana 0  
 4 na 13  
 5 a 0

For every character, we also store rank of next adjacent character, i.e., the rank of character at str[i + 1] (This is needed to sort the suffixes according to first 2 characters). If a character is last character, we store next rank as -1

Index Suffix Rank Next Rank   
 0 banana 1 0  
 1 anana 0 13   
 2 nana 13 0  
 3 ana 0 13  
 4 na 13 0   
 5 a 0 -1

Sort all Suffixes according to rank and adjacent rank. Rank is considered as first digit or MSD, and adjacent rank is considered as second digit.

Index Suffix Rank Next Rank   
 5 a 0 -1  
 1 anana 0 13   
 3 ana 0 13  
 0 banana 1 0  
 2 nana 13 0  
 4 na 13 0

**Sort according to first four character**  
 Assign new ranks to all suffixes. To assign new ranks, we consider the sorted suffixes one by one. Assign 0 as new rank to first suffix. For assigning ranks to remaining suffixes, we consider rank pair of suffix just before the current suffix. If previous rank pair of a suffix is same as previous rank of suffix just before it, then assign it same rank. Otherwise assign rank of previous suffix plus one.

Index Suffix Rank   
 5 a 0 [Assign 0 to first]   
 1 anana 1 (0, 13) is different from previous  
 3 ana 1 (0, 13) is same as previous   
 0 banana 2 (1, 0) is different from previous   
 2 nana 3 (13, 0) is different from previous   
 4 na 3 (13, 0) is same as previous

For every suffix str[i], also store rank of next suffix at str[i + 2]. If there is no next suffix at i + 2, we store next rank as -1

Index Suffix Rank Next Rank  
 5 a 0 -1  
 1 anana 1 1   
 3 ana 1 0   
 0 banana 2 3  
 2 nana 3 3   
 4 na 3 -1

Sort all Suffixes according to rank and next rank.

Index Suffix Rank Next Rank  
 5 a 0 -1  
 3 ana 1 0   
 1 anana 1 1   
 0 banana 2 3  
 4 na 3 -1  
 2 nana 3 3

// C++ program for building suffix array of a given text  
#include <iostream>  
#include <cstring>  
#include <algorithm>  
using namespace std;  
  
// Structure to store information of a suffix  
struct suffix  
{  
 int index; // To store original index  
 int rank[2]; // To store ranks and next rank pair  
};  
  
// A comparison function used by sort() to compare two suffixes  
// Compares two pairs, returns 1 if first pair is smaller  
int cmp(struct suffix a, struct suffix b)  
{  
 return (a.rank[0] == b.rank[0])? (a.rank[1] < b.rank[1] ?1: 0):  
 (a.rank[0] < b.rank[0] ?1: 0);  
}  
  
// This is the main function that takes a string 'txt' of size n as an  
// argument, builds and return the suffix array for the given string  
int \*buildSuffixArray(char \*txt, int n)  
{  
 // A structure to store suffixes and their indexes  
 struct suffix suffixes[n];  
  
 // Store suffixes and their indexes in an array of structures.  
 // The structure is needed to sort the suffixes alphabatically  
 // and maintain their old indexes while sorting  
 for (int i = 0; i < n; i++)  
 {  
 suffixes[i].index = i;  
 suffixes[i].rank[0] = txt[i] - 'a';  
 suffixes[i].rank[1] = ((i+1) < n)? (txt[i + 1] - 'a'): -1;  
 }  
  
 // Sort the suffixes using the comparison function  
 // defined above.  
 sort(suffixes, suffixes+n, cmp);  
  
 // At his point, all suffixes are sorted according to first  
 // 2 characters. Let us sort suffixes according to first 4  
 // characters, then first 8 and so on  
 int ind[n]; // This array is needed to get the index in suffixes[]  
 // from original index. This mapping is needed to get  
 // next suffix.  
 for (int k = 4; k < 2\*n; k = k\*2)  
 {  
 // Assigning rank and index values to first suffix  
 int rank = 0;  
 int prev\_rank = suffixes[0].rank[0];  
 suffixes[0].rank[0] = rank;  
 ind[suffixes[0].index] = 0;  
  
 // Assigning rank to suffixes  
 for (int i = 1; i < n; i++)  
 {  
 // If first rank and next ranks are same as that of previous  
 // suffix in array, assign the same new rank to this suffix  
 if (suffixes[i].rank[0] == prev\_rank &&  
 suffixes[i].rank[1] == suffixes[i-1].rank[1])  
 {  
 prev\_rank = suffixes[i].rank[0];  
 suffixes[i].rank[0] = rank;  
 }  
 else // Otherwise increment rank and assign  
 {  
 prev\_rank = suffixes[i].rank[0];  
 suffixes[i].rank[0] = ++rank;  
 }  
 ind[suffixes[i].index] = i;  
 }  
  
 // Assign next rank to every suffix  
 for (int i = 0; i < n; i++)  
 {  
 int nextindex = suffixes[i].index + k/2;  
 suffixes[i].rank[1] = (nextindex < n)?  
 suffixes[ind[nextindex]].rank[0]: -1;  
 }  
  
 // Sort the suffixes according to first k characters  
 sort(suffixes, suffixes+n, cmp);  
 }  
  
 // Store indexes of all sorted suffixes in the suffix array  
 int \*suffixArr = new int[n];  
 for (int i = 0; i < n; i++)  
 suffixArr[i] = suffixes[i].index;  
  
 // Return the suffix array  
 return suffixArr;  
}  
  
// A utility function to print an array of given size  
void printArr(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 char txt[] = "banana";  
 int n = strlen(txt);  
 int \*suffixArr = buildSuffixArray(txt, n);  
 cout << "Following is suffix array for " << txt << endl;  
 printArr(suffixArr, n);  
 return 0;  
}

Output:

Following is suffix array for banana  
5 3 1 0 4 2

Note that the above algorithm uses standard sort function and therefore time complexity is O(nLognLogn). We can use [Radix Sort](http://www.geeksforgeeks.org/radix-sort/) here to reduce the time complexity to O(nLogn).

Please note that suffx arrays can be constructed in O(n) time also. We will soon be discussing O(n) algorithms.

**References:**  
 <http://www.stanford.edu/class/cs97si/suffix-array.pdf>  
 <http://www.cbcb.umd.edu/confcour/Fall2012/lec14b.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/suffix-array-set-2-a-nlognlogn-algorithm/>

# Suffix Tree Application 1 - Substring Check

Given a text string and a pattern string, check if pattern exists in text or not.

Few pattern searching algorithms ([KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin-Karp](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Naive Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/), [Finite Automata](http://www.geeksforgeeks.org/pattern-searching-set-5-efficient-constructtion-of-finite-automata/)) are already discussed, which can be used for this check.  
 Here we will discuss suffix tree based algorithm.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Once we have a suffix tree built for given text, we need to traverse the tree from root to leaf against the characters in pattern. If we do not fall off the tree (i.e. there is a path from root to leaf or somewhere in middle) while traversal, then pattern exists in text as a substring.

Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

The core traversal implementation for substring check, can be modified accordingly for suffix trees built by other algorithms.

// A C program for substring check using Ukkonen's Suffix Tree Construction  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
int traverseEdge(char \*str, int idx, int start, int end)  
{  
 int k = 0;  
 //Traverse the edge with character by character matching  
 for(k=start; k<=end && str[idx] != '\0'; k++, idx++)  
 {  
 if(text[k] != str[idx])  
 return -1; // mo match  
 }  
 if(str[idx] == '\0')  
 return 1; // match  
 return 0; // more characters yet to match  
}  
  
int doTraversal(Node \*n, char\* str, int idx)  
{  
 if(n == NULL)  
 {  
 return -1; // no match  
 }  
 int res = -1;  
 //If node n is not root node, then traverse edge  
 //from node n's parent to node n.  
 if(n->start != -1)  
 {  
 res = traverseEdge(str, idx, n->start, \*(n->end));  
 if(res != 0)  
 return res; // match (res = 1) or no match (res = -1)  
 }  
 //Get the character index to search  
 idx = idx + edgeLength(n);  
 //If there is an edge from node n going out  
 //with current character str[idx], travrse that edge  
 if(n->children[str[idx]] != NULL)  
 return doTraversal(n->children[str[idx]], str, idx);  
 else  
 return -1; // no match  
}  
  
void checkForSubString(char\* str)  
{  
 int res = doTraversal(root, str, 0);  
 if(res == 1)  
 printf("Pattern <%s> is a Substring\n", str);  
 else  
 printf("Pattern <%s> is NOT a Substring\n", str);  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "THIS IS A TEST TEXT$");   
 buildSuffixTree();   
  
 checkForSubString("TEST");  
 checkForSubString("A");  
 checkForSubString(" ");  
 checkForSubString("IS A");  
 checkForSubString(" IS A ");  
 checkForSubString("TEST1");  
 checkForSubString("THIS IS GOOD");  
 checkForSubString("TES");  
 checkForSubString("TESA");  
 checkForSubString("ISB");  
  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Pattern <TEST> is a Substring  
Pattern <A> is a Substring  
Pattern < > is a Substring  
Pattern <IS A> is a Substring  
Pattern < IS A > is a Substring  
Pattern <TEST1> is NOT a Substring  
Pattern <THIS IS GOOD> is NOT a Substring  
Pattern <TES> is a Substring  
Pattern <TESA> is NOT a Substring  
Pattern <ISB> is NOT a Substring

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that, traversal for substring check takes O(M) for a pattern of length M.

With slight modification in traversal algorithm discussed here, we can answer following:

1. Find all occurrences of a given pattern P present in text T.
2. How to check if a pattern is prefix of a text?
3. How to check if a pattern is suffix of a text?

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

Post navigation

[← Print Nodes in Top View of Binary Tree](http://www.geeksforgeeks.org/print-nodes-top-view-binary-tree/) [Algorithm Practice Question for Beginners | Set 1 →](http://www.geeksforgeeks.org/algorithm-practice-question-beginners-set-1/)

# Suffix Tree Application 2 - Searching All Patterns

Given a text string and a pattern string, find all occurrences of the pattern in string.

Few pattern searching algorithms ([KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin-Karp](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Naive Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/), [Finite Automata](http://www.geeksforgeeks.org/pattern-searching-set-5-efficient-constructtion-of-finite-automata/)) are already discussed, which can be used for this check.  
 Here we will discuss suffix tree based algorithm.

In the 1st Suffix Tree Application ([Substring Check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/)), we saw how to check whether a given pattern is substring of a text or not. It is advised to go through [Substring Check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/) 1st.  
 In this article, we will go a bit further on same problem. If a pattern is substring of a text, then we will find all the positions on pattern in the text.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

Lets look at following figure:

This is suffix tree for String “abcabxabcd$”, showing suffix indices and edge label indices (start, end). The (sub)string value on edges are shown only for explanatory purpose. We never store path label string in the tree.  
 Suffix Index of a path tells the index of a substring (starting from root) on that path.  
 Consider a path “bcd$” in above tree with suffix index 7. It tells that substrings b, bc, bcd, bcd$ are at index 7 in string.  
 Similarly path “bxabcd$” with suffix index 4 tells that substrings b, bx, bxa, bxab, bxabc, bxabcd, bxabcd$ are at index 4.  
 Similarly path “bcabxabcd$” with suffix index 1 tells that substrings b, bc, bca, bcab, bcabx, bcabxa, bcabxab, bcabxabc, bcabxabcd, bcabxabcd$ are at index 1.

If we see all the above three paths together, we can see that:

* Substring “b” is at indices 1, 4 and 7
* Substring “bc” is at indices 1 and 7

With above explanation, we should be able to see following:

* Substring “ab” is at indices 0, 3 and 6
* Substring “abc” is at indices 0 and 6
* Substring “c” is at indices 2 and 8
* Substring “xab” is at index 5
* Substring “d” is at index 9
* Substring “cd” is at index 8

Can you see how to find all the occurrences of a pattern in a string ?

1. 1st of all, check if the given pattern really exists in string or not (As we did in [Substring Check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/)). For this, traverse the suffix tree against the pattern.
2. If you find pattern in suffix tree (don’t fall off the tree), then traverse the subtree below that point and find all suffix indices on leaf nodes. All those suffix indices will be pattern indices in string

// A C program to implement Ukkonen's Suffix Tree Construction  
// And find all locations of a pattern in string  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
int traverseEdge(char \*str, int idx, int start, int end)  
{  
 int k = 0;  
 //Traverse the edge with character by character matching  
 for(k=start; k<=end && str[idx] != '\0'; k++, idx++)  
 {  
 if(text[k] != str[idx])  
 return -1; // mo match  
 }  
 if(str[idx] == '\0')  
 return 1; // match  
 return 0; // more characters yet to match  
}  
  
int doTraversalToCountLeaf(Node \*n)  
{  
 if(n == NULL)  
 return 0;  
 if(n->suffixIndex > -1)  
 {  
 printf("\nFound at position: %d", n->suffixIndex);  
 return 1;  
 }  
 int count = 0;  
 int i = 0;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 count += doTraversalToCountLeaf(n->children[i]);  
 }  
 }  
 return count;  
}  
  
int countLeaf(Node \*n)  
{  
 if(n == NULL)  
 return 0;  
 return doTraversalToCountLeaf(n);  
}  
  
int doTraversal(Node \*n, char\* str, int idx)  
{  
 if(n == NULL)  
 {  
 return -1; // no match  
 }  
 int res = -1;  
 //If node n is not root node, then traverse edge  
 //from node n's parent to node n.  
 if(n->start != -1)  
 {  
 res = traverseEdge(str, idx, n->start, \*(n->end));  
 if(res == -1) //no match  
 return -1;  
 if(res == 1) //match  
 {  
 if(n->suffixIndex > -1)  
 printf("\nsubstring count: 1 and position: %d",  
 n->suffixIndex);  
 else  
 printf("\nsubstring count: %d", countLeaf(n));  
 return 1;  
 }  
 }  
 //Get the character index to search  
 idx = idx + edgeLength(n);  
 //If there is an edge from node n going out  
 //with current character str[idx], travrse that edge  
 if(n->children[str[idx]] != NULL)  
 return doTraversal(n->children[str[idx]], str, idx);  
 else  
 return -1; // no match  
}  
  
void checkForSubString(char\* str)  
{  
 int res = doTraversal(root, str, 0);  
 if(res == 1)  
 printf("\nPattern <%s> is a Substring\n", str);  
 else  
 printf("\nPattern <%s> is NOT a Substring\n", str);  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "GEEKSFORGEEKS$");   
 buildSuffixTree();   
 printf("Text: GEEKSFORGEEKS, Pattern to search: GEEKS");  
 checkForSubString("GEEKS");  
 printf("\n\nText: GEEKSFORGEEKS, Pattern to search: GEEK1");  
 checkForSubString("GEEK1");  
 printf("\n\nText: GEEKSFORGEEKS, Pattern to search: FOR");  
 checkForSubString("FOR");  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "AABAACAADAABAAABAA$");  
 buildSuffixTree();   
 printf("\n\nText: AABAACAADAABAAABAA, Pattern to search: AABA");  
 checkForSubString("AABA");  
 printf("\n\nText: AABAACAADAABAAABAA, Pattern to search: AA");  
 checkForSubString("AA");  
 printf("\n\nText: AABAACAADAABAAABAA, Pattern to search: AAE");  
 checkForSubString("AAE");  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "AAAAAAAAA$");  
 buildSuffixTree();   
 printf("\n\nText: AAAAAAAAA, Pattern to search: AAAA");  
 checkForSubString("AAAA");  
 printf("\n\nText: AAAAAAAAA, Pattern to search: AA");  
 checkForSubString("AA");  
 printf("\n\nText: AAAAAAAAA, Pattern to search: A");  
 checkForSubString("A");  
 printf("\n\nText: AAAAAAAAA, Pattern to search: AB");  
 checkForSubString("AB");  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Text: GEEKSFORGEEKS, Pattern to search: GEEKS  
Found at position: 8  
Found at position: 0  
substring count: 2  
Pattern <GEEKS> is a Substring  
  
  
Text: GEEKSFORGEEKS, Pattern to search: GEEK1  
Pattern <GEEK1> is NOT a Substring  
  
  
Text: GEEKSFORGEEKS, Pattern to search: FOR  
substring count: 1 and position: 5  
Pattern <FOR> is a Substring  
  
  
Text: AABAACAADAABAAABAA, Pattern to search: AABA  
Found at position: 13  
Found at position: 9  
Found at position: 0  
substring count: 3  
Pattern <AABA> is a Substring  
  
  
Text: AABAACAADAABAAABAA, Pattern to search: AA  
Found at position: 16  
Found at position: 12  
Found at position: 13  
Found at position: 9  
Found at position: 0  
Found at position: 3  
Found at position: 6  
substring count: 7  
Pattern <AA> is a Substring  
  
  
Text: AABAACAADAABAAABAA, Pattern to search: AAE  
Pattern <AAE> is NOT a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: AAAA  
Found at position: 5  
Found at position: 4  
Found at position: 3  
Found at position: 2  
Found at position: 1  
Found at position: 0  
substring count: 6  
Pattern <AAAA> is a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: AA  
Found at position: 7  
Found at position: 6  
Found at position: 5  
Found at position: 4  
Found at position: 3  
Found at position: 2  
Found at position: 1  
Found at position: 0  
substring count: 8  
Pattern <AA> is a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: A  
Found at position: 8  
Found at position: 7  
Found at position: 6  
Found at position: 5  
Found at position: 4  
Found at position: 3  
Found at position: 2  
Found at position: 1  
Found at position: 0  
substring count: 9  
Pattern <A> is a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: AB  
Pattern <AB> is NOT a Substring

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that, traversal for substring check takes O(M) for a pattern of length M and then if there are Z occurrences of the pattern, it will take O(Z) to find indices of all those Z occurrences.  
 Overall pattern complexity is linear: O(M + Z).

**A bit more detailed analysis**  
 How many internal nodes will there in a suffix tree of string of length N ??  
 Answer: N-1 (Why ??)  
 There will be N suffixes in a string of length N.  
 Each suffix will have one leaf.  
 So a suffix tree of string of length N will have N leaves.  
 As each internal node has at least 2 children, an N-leaf suffix tree has at most N-1 internal nodes.  
 If a pattern occurs Z times in string, means it will be part of Z suffixes, so there will be Z leaves below in point (internal node and in between edge) where pattern match ends in tree and so subtree with Z leaves below that point will have Z-1 internal nodes. A tree with Z leaves can be traversed in O(Z) time.  
 Overall pattern complexity is linear: O(M + Z).  
 For a given pattern, Z (the number of occurrences) can be atmost N.  
 So worst case complexity can be: O(M + N) if Z is close/equal to N (A tree traversal with N nodes take O(N) time).

Followup questions:

1. Check if a pattern is prefix of a text?
2. Check if a pattern is suffix of a text?

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/suffix-tree-application-2-searching-all-patterns/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)
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# Suffix Tree Application 3 - Longest Repeated Substring

Given a text string, find [Longest Repeated Substring](http://en.wikipedia.org/wiki/Longest_repeated_substring_problem) in the text. If there are more than one Longest Repeated Substrings, get any one of them.

Longest Repeated Substring in GEEKSFORGEEKS is: GEEKS  
Longest Repeated Substring in AAAAAAAAAA is: AAAAAAAAA  
Longest Repeated Substring in ABCDEFG is: No repeated substring  
Longest Repeated Substring in ABABABA is: ABABA  
Longest Repeated Substring in ATCGATCGA is: ATCGA  
Longest Repeated Substring in banana is: ana  
Longest Repeated Substring in abcpqrabpqpq is: ab (pq is another LRS here)

This problem can be solved by different approaches with varying time and space complexities. Here we will discuss Suffix Tree approach (3rd Suffix Tree Application). Other approaches will be discussed soon.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

Lets look at following figure:

This is suffix tree for string “ABABABA$”.  
 In this string, following substrings are repeated:  
 A, B, AB, BA, ABA, BAB, ABAB, BABA, ABABA  
 And Longest Repeated Substring is ABABA.  
 In a suffix tree, one node can’t have more than one outgoing edge starting with same character, and so if there are repeated substring in the text, they will share on same path and that path in suffix tree will go through one or more internal node(s) down the tree (below the point where substring ends on that path).  
 In above figure, we can see that

* Path with Substring “A” has three internal nodes down the tree
* Path with Substring “AB” has two internal nodes down the tree
* Path with Substring “ABA” has two internal nodes down the tree
* Path with Substring “ABAB” has one internal node down the tree
* Path with Substring “ABABA” has one internal node down the tree
* Path with Substring “B” has two internal nodes down the tree
* Path with Substring “BA” has two internal nodes down the tree
* Path with Substring “BAB” has one internal node down the tree
* Path with Substring “BABA” has one internal node down the tree

All above substrings are repeated.

Substrings ABABAB, ABABABA, BABAB, BABABA have no internal node down the tree (after the point where substring end on the path), and so these are not repeated.

Can you see how to find longest repeated substring ??  
 We can see in figure that, longest repeated substring will end at the internal node which is farthest from the root (i.e. deepest node in the tree), because length of substring is the path label length from root to that internal node.

So finding longest repeated substring boils down to finding the deepest node in suffix tree and then get the path label from root to that deepest internal node.

// A C program to implement Ukkonen's Suffix Tree Construction  
// And then find Longest Repeated Substring  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
void doTraversal(Node \*n, int labelHeight, int\* maxHeight,   
int\* substringStartIndex)  
{  
 if(n == NULL)  
 {  
 return;  
 }  
 int i=0;  
 if(n->suffixIndex == -1) //If it is internal node  
 {  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 doTraversal(n->children[i], labelHeight +  
 edgeLength(n->children[i]), maxHeight,  
 substringStartIndex);  
 }  
 }  
 }  
 else if(n->suffixIndex > -1 &&   
 (\*maxHeight < labelHeight - edgeLength(n)))  
 {  
 \*maxHeight = labelHeight - edgeLength(n);  
 \*substringStartIndex = n->suffixIndex;  
 }  
}  
  
void getLongestRepeatedSubstring()  
{  
 int maxHeight = 0;  
 int substringStartIndex = 0;  
 doTraversal(root, 0, &maxHeight, &substringStartIndex);  
// printf("maxHeight %d, substringStartIndex %d\n", maxHeight,  
// substringStartIndex);  
 printf("Longest Repeated Substring in %s is: ", text);  
 int k;  
 for (k=0; k<maxHeight; k++)  
 printf("%c", text[k + substringStartIndex]);  
 if(k == 0)  
 printf("No repeated substring");  
 printf("\n");  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "GEEKSFORGEEKS$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "AAAAAAAAAA$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "ABCDEFG$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory   
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "ABABABA$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "ATCGATCGA$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "banana$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "abcpqrabpqpq$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "pqrpqpqabab$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Longest Repeated Substring in GEEKSFORGEEKS$ is: GEEKS  
Longest Repeated Substring in AAAAAAAAAA$ is: AAAAAAAAA  
Longest Repeated Substring in ABCDEFG$ is: No repeated substring  
Longest Repeated Substring in ABABABA$ is: ABABA  
Longest Repeated Substring in ATCGATCGA$ is: ATCGA  
Longest Repeated Substring in banana$ is: ana  
Longest Repeated Substring in abcpqrabpqpq$ is: ab  
Longest Repeated Substring in pqrpqpqabab$ is: ab

In case of multiple LRS (As we see in last two test cases), this implementation prints the LRS which comes 1st lexicographically.

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that finding deepest node will take O(N).  
 So it is linear in time and space.

Followup questions:

1. Find all repeated substrings in given text
2. Find all unique substrings in given text
3. Find all repeated substrings of a given length
4. Find all unique substrings of a given length
5. In case of multiple LRS in text, find the one which occurs most number of times

All these problems can be solved in linear time with few changes in above implementation.

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source
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# Suffix Tree Application 4 - Build Linear Time Suffix Array

Given a string, build it’s [Suffix Array](http://en.wikipedia.org/wiki/Suffix_array)  
 We have already discussed following two ways of building suffix array:

Please go through these to have the basic understanding.  
 Here we will see how to build suffix array in linear time using suffix tree.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

Lets consider string abcabxabcd.  
 It’s suffix array would be:

0 6 3 1 7 4 2 8 9 5

Lets look at following figure:

This is suffix tree for String “abcabxabcd$”  
 If we do a DFS traversal, visiting edges in lexicographic order (we have been doing the same traversal in other Suffix Tree Application articles as well) and print suffix indices on leaves, we will get following:

10 0 6 3 1 7 4 2 8 9 5

“$” is lexicographically lesser than [a-zA-Z].  
 The suffix index 10 corresponds to edge with “$” label.  
 Except this 1st suffix index, the sequence of all other numbers gives the suffix array of the string.

So if we have a suffix tree of the string, then to get it’s suffix array, we just need to do a lexicographic order DFS traversal and store all the suffix indices in resultant suffix array, except the very 1st suffix index.

// A C program to implement Ukkonen's Suffix Tree Construction  
// And and then create suffix array in linear time  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
void doTraversal(Node \*n, int suffixArray[], int \*idx)  
{  
 if(n == NULL)  
 {  
 return;  
 }  
 int i=0;  
 if(n->suffixIndex == -1) //If it is internal node  
 {  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 doTraversal(n->children[i], suffixArray, idx);  
 }  
 }  
 }  
 //If it is Leaf node other than "$" label  
 else if(n->suffixIndex > -1 && n->suffixIndex < size)  
 {  
 suffixArray[(\*idx)++] = n->suffixIndex;  
 }  
}  
  
void buildSuffixArray(int suffixArray[])  
{  
 int i = 0;  
 for(i=0; i< size; i++)  
 suffixArray[i] = -1;  
 int idx = 0;  
 doTraversal(root, suffixArray, &idx);  
 printf("Suffix Array for String ");  
 for(i=0; i<size; i++)  
 printf("%c", text[i]);  
 printf(" is: ");  
 for(i=0; i<size; i++)  
 printf("%d ", suffixArray[i]);  
 printf("\n");  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "banana$");   
 buildSuffixTree();   
 size--;  
 int \*suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "GEEKSFORGEEKS$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "AAAAAAAAAA$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "ABCDEFG$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "ABABABA$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "abcabxabcd$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);   
  
 strcpy(text, "CCAAACCCGATTA$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 return 0;  
}

Output:

Suffix Array for String banana is: 5 3 1 0 4 2   
Suffix Array for String GEEKSFORGEEKS is: 9 1 10 2 5 8 0 11 3 6 7 12 4   
Suffix Array for String AAAAAAAAAA is: 9 8 7 6 5 4 3 2 1 0   
Suffix Array for String ABCDEFG is: 0 1 2 3 4 5 6   
Suffix Array for String ABABABA is: 6 4 2 0 5 3 1   
Suffix Array for String abcabxabcd is: 0 6 3 1 7 4 2 8 9 5  
Suffix Array for String CCAAACCCGATTA is: 12 2 3 4 9 1 0 5 6 7 8 11 10

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that, traversal of tree take O(N) to build suffix array.  
 So overall, it’s linear in time and space.  
 Can you see why traversal is O(N) ?? Because a suffix tree of string of length N will have at most N-1 internal nodes and N leaves. Traversal of these nodes can be done in O(N).

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Suffix Tree Application 5 - Longest Common Substring

Given two strings X and Y, find the [Longest Common Substring](https://en.wikipedia.org/wiki/Longest_common_substring_problem) of X and Y.

Naive [O(N\*M2)] and Dynamic Programming [O(N\*M)] approaches are already discussed [here](http://www.geeksforgeeks.org/longest-common-substring/).  
 In this article, we will discuss a linear time approach to find LCS using suffix tree (The 5th Suffix Tree Application).  
 Here we will build generalized suffix tree for two strings X and Y as discussed already at:  
 [Generalized Suffix Tree 1](http://www.geeksforgeeks.org/generalized-suffix-tree-1/)

Lets take same example (X = xabxa, and Y = babxba) we saw in [Generalized Suffix Tree 1](http://www.geeksforgeeks.org/generalized-suffix-tree-1/).  
 We built following suffix tree for X and Y there:

(Click to see it clearly)

This is generalized suffix tree for xabxa#babxba$  
 In above, leaves with suffix indices in [0,4] are suffixes of string xabxa and leaves with suffix indices in [6,11] are suffixes of string babxa. Why ??  
 Because in concatenated string xabxa#babxba$, index of string xabxa is 0 and it’s length is 5, so indices of it’s suffixes would be 0, 1, 2, 3 and 4. Similarly index of string babxba is 6 and it’s length is 6, so indices of it’s suffixes would be 6, 7, 8, 9, 10 and 11.

With this, we can see that in the generalized suffix tree figure above, there are some internal nodes having leaves below it from

* both strings X and Y (i.e. there is at least one leaf with suffix index in [0,4] and one leaf with suffix index in [6, 11]
* string X only (i.e. all leaf nodes have suffix indices in [0,4])
* string Y only (i.e. all leaf nodes have suffix indices in [6,11])

Following figure shows the internal nodes marked as “XY”, “X” or “Y” depending on which string the leaves belong to, that they have below themselves.

(Click to see it clearly)

What these “XY”, “X” or “Y” marking mean ?  
 Path label from root to an internal node gives a substring of X or Y or both.  
 For node marked as XY, substring from root to that node belongs to both strings X and Y.  
 For node marked as X, substring from root to that node belongs to string X only.  
 For node marked as Y, substring from root to that node belongs to string Y only.

By looking at above figure, can you see how to get LCS of X and Y ?  
 By now, it should be clear that how to get common substring of X and Y at least.  
 If we traverse the path from root to nodes marked as XY, we will get common substring of X and Y.

Now we need to find the longest one among all those common substrings.  
 Can you think how to get LCS now ? Recall how did we get [Longest Repeated Substring](http://www.geeksforgeeks.org/suffix-tree-application-3-longest-repeated-substring/) in a given string using suffix tree already.  
 The path label from root to the deepest node marked as XY will give the LCS of X and Y. The deepest node is highlighted in above figure and path label “abx” from root to that node is the LCS of X and Y.

// A C program to implement Ukkonen's Suffix Tree Construction  
// Here we build generalized suffix tree for two strings  
// And then we find longest common substring of the two input strings  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
int size1 = 0; //Size of 1st string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j && text[k] != '#'; k++)  
 printf("%c", text[k]);  
 if(k<=j)  
 printf("#");  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 //print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 for(i= n->start; i<= \*(n->end); i++)  
 {  
 if(text[i] == '#')  
 {  
 n->end = (int\*) malloc(sizeof(int));  
 \*(n->end) = i;  
 }  
 }  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 // printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
int doTraversal(Node \*n, int labelHeight, int\* maxHeight,   
int\* substringStartIndex)  
{  
 if(n == NULL)  
 {  
 return;  
 }  
 int i=0;  
 int ret = -1;  
 if(n->suffixIndex < 0) //If it is internal node  
 {  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 ret = doTraversal(n->children[i], labelHeight +   
 edgeLength(n->children[i]),   
 maxHeight, substringStartIndex);  
   
 if(n->suffixIndex == -1)  
 n->suffixIndex = ret;  
 else if((n->suffixIndex == -2 && ret == -3) ||  
 (n->suffixIndex == -3 && ret == -2) ||   
 n->suffixIndex == -4)  
 {  
 n->suffixIndex = -4;//Mark node as XY  
 //Keep track of deepest node  
 if(\*maxHeight < labelHeight)  
 {  
 \*maxHeight = labelHeight;  
 \*substringStartIndex = \*(n->end) -   
 labelHeight + 1;  
 }  
 }  
 }  
 }  
 }  
 else if(n->suffixIndex > -1 && n->suffixIndex < size1)//suffix of X  
 return -2;//Mark node as X  
 else if(n->suffixIndex >= size1)//suffix of Y  
 return -3;//Mark node as Y  
 return n->suffixIndex;  
}  
  
void getLongestCommonSubstring()  
{  
 int maxHeight = 0;  
 int substringStartIndex = 0;  
 doTraversal(root, 0, &maxHeight, &substringStartIndex);  
   
 int k;  
 for (k=0; k<maxHeight; k++)  
 printf("%c", text[k + substringStartIndex]);  
 if(k == 0)  
 printf("No common substring");  
 else  
 printf(", of length: %d",maxHeight);  
 printf("\n");  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 size1 = 7;  
 printf("Longest Common Substring in xabxac and abcabxabcd is: ");  
 strcpy(text, "xabxac#abcabxabcd$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 10;  
 printf("Longest Common Substring in xabxaabxa and babxba is: ");  
 strcpy(text, "xabxaabxa#babxba$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 14;  
 printf("Longest Common Substring in GeeksforGeeks and GeeksQuiz is: ");  
 strcpy(text, "GeeksforGeeks#GeeksQuiz$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 26;  
 printf("Longest Common Substring in OldSite:GeeksforGeeks.org");  
 printf(" and NewSite:GeeksQuiz.com is: ");  
 strcpy(text, "OldSite:GeeksforGeeks.org#NewSite:GeeksQuiz.com$");  
 buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Common Substring in abcde and fghie is: ");  
 strcpy(text, "abcde#fghie$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Common Substring in pqrst and uvwxyz is: ");  
 strcpy(text, "pqrst#uvwxyz$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Longest Common Substring in xabxac and abcabxabcd is: abxa, of length: 4  
Longest Common Substring in xabxaabxa and babxba is: abx, of length: 3  
Longest Common Substring in GeeksforGeeks and GeeksQuiz is: Geeks, of length: 5  
Longest Common Substring in OldSite:GeeksforGeeks.org and   
NewSite:GeeksQuiz.com is: Site:Geeks, of length: 10  
Longest Common Substring in abcde and fghie is: e, of length: 1  
Longest Common Substring in pqrst and uvwxyz is: No common substring

If two strings are of size M and N, then Generalized Suffix Tree construction takes O(M+N) and LCS finding is a DFS on tree which is again O(M+N).  
 So overall complexity is linear in time and space.

**Followup:**

1. Given a pattern, check if it is substring of X or Y or both. If it is a substring, find all it’s occurrences along with which string (X or Y or both) it belongs to.
2. Extend the implementation to find LCS of more than two strings
3. Solve problem 1 for more than two strings
4. Given a string, find it’s [Longest Palindromic Substring](https://en.wikipedia.org/wiki/Longest_palindromic_substring)

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/suffix-tree-application-5-longest-common-substring-2/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

Post navigation

[← Generalized Suffix Tree 1](http://www.geeksforgeeks.org/generalized-suffix-tree-1/) [Job Sequencing Problem | Set 1 (Greedy Algorithm) →](http://www.geeksforgeeks.org/job-sequencing-problem-set-1-greedy-algorithm/)

# Ukkonen's Suffix Tree Construction - Part 1

Suffix Tree is very useful in numerous string processing and computational biology problems. Many books and e-resources talk about it theoretically and in few places, code implementation is discussed. But still, I felt something is missing and it’s not easy to implement code to construct suffix tree and it’s usage in many applications. This is an attempt to bridge the gap between theory and complete working code implementation. Here we will discuss Ukkonen’s Suffix Tree Construction Algorithm. We will discuss it in step by step detailed way and in multiple parts from theory to implementation. We will start with brute force way and try to understand different concepts, tricks involved in Ukkonen’s algorithm and in the last part, code implementation will be discussed.  
 **Note**: You may find some portion of the algorithm difficult to understand while 1st or 2nd reading and it’s perfectly fine. With few more attempts and thought, you should be able to understand such portions.

Book [Algorithms on Strings, Trees and Sequences: Computer Science and Computational Biology](http://www.amazon.in/Algorithms-Strings-Trees-Sequences-Computational/dp/0521585198) by **Dan Gusfield** explains the concepts very well.

A suffix tree **T** for a m-character string S is a rooted directed tree with exactly m leaves numbered 1 to **m.** (Given that last string character is unique in string)

* Root can have zero, one or more children.
* Each internal node, other than the root, has at least two children.
* Each edge is labelled with a nonempty substring of S.
* No two edges coming out of same node can have edge-labels beginning with the same character.

Concatenation of the edge-labels on the path from the root to leaf i gives the suffix of S that starts at position i, i.e. S[i…m].

**Note:** Position starts with 1 (it’s not zero indexed, but later, while code implementation, we will used zero indexed position)

For string S = xabxac with m = 6, suffix tree will look like following:

It has one root node and two internal nodes and 6 leaf nodes.

String Depth of red path is 1 and it represents suffix c starting at position 6  
 String Depth of blue path is 4 and it represents suffix bxca starting at position 3  
 String Depth of green path is 2 and it represents suffix ac starting at position 5  
 String Depth of orange path is 6 and it represents suffix xabxac starting at position 1

Edges with labels a (green) and xa (orange) are non-leaf edge (which ends at an internal node). All other edges are leaf edge (ends at a leaf)

If one suffix of S matches a prefix of another suffix of S (when last character in not unique in string), then path for the first suffix would not end at a leaf.

For String S = xabxa, with m = 5, following is the suffix tree:

Here we will have 5 suffixes: xabxa, abxa, bxa, xa and a.  
 Path for suffixes ‘xa’ and ‘a’ do not end at a leaf. A tree like above (Figure 2) is called implicit suffix tree as some suffixes (‘xa’ and ‘a’) are not seen explicitly in tree.

To avoid this problem, we add a character which is not present in string already. We normally use $, # etc as termination characters.  
 Following is the suffix tree for string S = xabxa$ with m = 6 and now all 6 suffixes end at leaf.

**A naive algorithm to build a suffix tree**  
 Given a string S of length m, enter a single edge for suffix S[l ..m]$ (the entire string) into the tree, then successively enter suffix S[i..m]$ into the growing tree, for i increasing from 2 to m. Let Ni denote the intermediate tree that encodes all the suffixes from 1 to i.  
 So Ni+1 is constructed from Ni as follows:

* Start at the root of Ni
* Find the longest path from the root which matches a prefix of S[i+1..m]$
* Match ends either at the node (say w) or in the middle of an edge [say (u, v)].
* If it is in the middle of an edge (u, v), break the edge (u, v) into two edges by inserting a new node w just after the last character on the edge that matched a character in S[i+l..m] and just before the first character on the edge that mismatched. The new edge (u, w) is labelled with the part of the (u, v) label that matched with S[i+1..m], and the new edge (w, v) is labelled with the remaining part of the (u, v) label.
* Create a new edge (w, i+1) from w to a new leaf labelled i+1 and it labels the new edge with the unmatched part of suffix S[i+1..m]

This takes O(m2) to build the suffix tree for the string S of length m.  
 Following are few steps to build suffix tree based for string “xabxa$” based on above algorithm:

**Implicit suffix tree**  
 While generating suffix tree using Ukkonen’s algorithm, we will see implicit suffix tree in intermediate steps few times depending on characters in string S. In implicit suffix trees, there will be no edge with $ (or # or any other termination character) label and no internal node with only one edge going out of it.  
 To get implicit suffix tree from a suffix tree S$,

* Remove all terminal symbol $ from the edge labels of the tree,
* Remove any edge that has no label
* Remove any node that has only one edge going out of it and merge the edges.

**High Level Description of Ukkonen’s algorithm**  
 Ukkonen’s algorithm constructs an implicit suffix tree Ti for each prefix S[l ..i] of S (of length m).  
 It first builds T1 using 1st character, then T2 using 2nd character, then T3 using 3rd character, …, Tm using mth character.  
 Implicit suffix tree Ti+1 is built on top of implicit suffix tree Ti.  
 The true suffix tree for S is built from Tm by adding $.  
 At any time, Ukkonen’s algorithm builds the suffix tree for the characters seen so far and so it has **on-line** property that may be useful in some situations.  
 Time taken is O(m).

Ukkonen’s algorithm is divided into m phases (one phase for each character in the string with length m)  
 In phase i+1, tree Ti+1 is built from tree Ti.

Each phase i+1 is further divided into i+1 extensions, one for each of the i+1 suffixes of S[1..i+1]  
 In extension j of phase i+1, the algorithm first finds the end of the path from the root labelled with substring S[j..i].  
 It then extends the substring by adding the character S(i+1) to its end (if it is not there already).  
 In extension 1 of phase i+1, we put string S[1..i+1] in the tree. Here S[1..i] will already be present in tree due to previous phase i. We just need to add S[i+1]th character in tree (if not there already).  
 In extension 2 of phase i+1, we put string S[2..i+1] in the tree. Here S[2..i] will already be present in tree due to previous phase i. We just need to add S[i+1]th character in tree (if not there already)  
 In extension 3 of phase i+1, we put string S[3..i+1] in the tree. Here S[3..i] will already be present in tree due to previous phase i. We just need to add S[i+1]th character in tree (if not there already)  
 .  
 .  
 In extension i+1 of phase i+1, we put string S[i+1..i+1] in the tree. This is just one character which may not be in tree (if character is seen first time so far). If so, we just add a new leaf edge with label S[i+1].

**High Level Ukkonen’s algorithm**  
 Construct tree T1  
 For i from 1 to m-1 do  
 begin {phase i+1}  
           For j from 1 to i+1  
                     begin {extension j}  
                     Find the end of the path from the root labelled S[j..i] in the current tree.  
                     Extend that path by adding character S[i+l] if it is not there already  
           end;  
 end;

Suffix extension is all about adding the next character into the suffix tree built so far.  
 In extension j of phase i+1, algorithm finds the end of S[j..i] (which is already in the tree due to previous phase i) and then it extends S[j..i] to be sure the suffix S[j..i+1] is in the tree.

There are 3 extension rules:  
 **Rule 1**: If the path from the root labelled S[j..i] ends at leaf edge (i.e. S[i] is last character on leaf edge) then character S[i+1] is just added to the end of the label on that leaf edge.

**Rule 2**: If the path from the root labelled S[j..i] ends at non-leaf edge (i.e. there are more characters after S[i] on path) and next character is not s[i+1], then a new leaf edge with label s{i+1] and number j is created starting from character S[i+1].  
 A new internal node will also be created if s[1..i] ends inside (in-between) a non-leaf edge.

**Rule 3**: If the path from the root labelled S[j..i] ends at non-leaf edge (i.e. there are more characters after S[i] on path) and next character is s[i+1] (already in tree), do nothing.

One important point to note here is that from a given node (root or internal), there will be one and only one edge starting from one character. There will not be more than one edges going out of any node, starting with same character.

Following is a step by step suffix tree construction of string xabxac using Ukkonen’s algorithm:

In next parts ([Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)), we will discuss suffix links, active points, few tricks and finally code implementations ([Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)).

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/>

# A Program to check if strings are rotations of each other or not

Given a string s1 and a string s2, write a snippet to say whether s2 is a rotation of s1 using only one call to strstr routine?  
 (eg given s1 = ABCD and s2 = CDAB, return true, given s1 = ABCD, and s2 = ACBD , return false)

**Algorithm:** areRotations(str1, str2)

1. Create a temp string and store concatenation of str1 to  
 str1 in temp.  
 temp = str1.str1  
 2. If str2 is a substring of temp then str1 and str2 are   
 rotations of each other.  
  
 Example:   
 str1 = "ABACD"  
 str2 = "CDABA"  
  
 temp = str1.str1 = "ABACDABACD"  
 Since str2 is a substring of temp, str1 and str2 are   
 rotations of each other.

**Implementation:**

# include <stdio.h>  
# include <string.h>  
# include <stdlib.h>  
  
/\* Function checks if passed strings (str1 and str2)  
 are rotations of each other \*/  
int areRotations(char \*str1, char \*str2)  
{  
 int size1 = strlen(str1);  
 int size2 = strlen(str2);  
 char \*temp;  
 void \*ptr;  
  
 /\* Check if sizes of two strings are same \*/  
 if (size1 != size2)  
 return 0;  
  
 /\* Create a temp string with value str1.str1 \*/  
 temp = (char \*)malloc(sizeof(char)\*(size1\*2 + 1));  
 temp[0] = '\0';  
 strcat(temp, str1);  
 strcat(temp, str1);  
  
 /\* Now check if str2 is a substring of temp \*/  
 ptr = strstr(temp, str2);  
  
 free(temp); // Free dynamically allocated memory  
  
 /\* strstr returns NULL if the second string is NOT a  
 substring of first string \*/  
 if (ptr != NULL)  
 return 1;  
 else  
 return 0;  
}  
  
/\* Driver program to test areRotations \*/  
int main()  
{  
 char \*str1 = "AACD";  
 char \*str2 = "ACDA";  
  
 if (areRotations(str1, str2))  
 printf("Strings are rotations of each other");  
 else  
 printf("Strings are not rotations of each other");  
  
 getchar();  
 return 0;  
}

Output:

Strings are rotations of each other

**Library Functions Used:**  
 strstr:  
 strstr finds a sub-string within a string.  
 Prototype: char \* strstr(const char \*s1, const char \*s2);  
 See <http://www.lix.polytechnique.fr/Labo/Leo.Liberti/public/computing/prog/c/C/MAN/strstr.htm> for more details

strcat:  
 strncat concatenate two strings  
 Prototype: char \*strcat(char \*dest, const char \*src);  
 See <http://www.lix.polytechnique.fr/Labo/Leo.Liberti/public/computing/prog/c/C/MAN/strcat.htm> for more details

**Time Complexity:** Time complexity of this problem depends on the implementation of strstr function.  
 If implementation of strstr is done using KMP matcher then complexity of the above program is (-)(n1 + n2) where n1 and n2 are lengths of strings. KMP matcher takes (-)(n) time to find a substrng in a string of length n where length of substring is assumed to be smaller than the string.

### Source

<http://www.geeksforgeeks.org/a-program-to-check-if-strings-are-rotations-of-each-other-or-not/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Divide a string in N equal parts

**Difficulty Level:** Rookie

**Question:**  
 Write a program to print N equal parts of a given string.  
   
 **Solution:**  
 1) Get the size of the string using string function [strlen()](http://en.wikipedia.org/wiki/Strlen)(present in string.h)  
 2) Get size of a part.

part\_size = string\_length/n

3) Loop through the input string. In loop, if index becomes multiple of part\_size then put a part separator(“\n”)

**Implementation:**

#include<stdio.h>  
#include<string.h>  
  
/\* Function to print n equal parts of str\*/  
void divideString(char \*str, int n)  
{  
 int str\_size = strlen(str);  
 int i;  
 int part\_size;  
  
 /\*Check if string can be divided in n equal parts \*/  
 if(str\_size%n != 0)  
 {  
 printf("Invalid Input: String size is not divisible by n");  
 return;  
 }  
  
 /\* Calculate the size of parts to find the division points\*/  
 part\_size = str\_size/n;  
 for(i = 0; i< str\_size; i++)  
 {  
 if(i%part\_size == 0)  
 printf("\n"); /\* newline separator for different parts \*/  
 printf("%c", str[i]);  
 }  
}  
  
int main()  
{  
 /\*length od string is 28\*/  
 char \*str = "a\_simple\_divide\_string\_quest";  
  
 /\*Print 4 equal parts of the string \*/  
 divideString(str, 4);  
  
 getchar();  
 return 0;  
}

In above solution, we are simply printing the N equal parts of the string. If we want individual parts to be stored then we need to allocate part\_size + 1 memory for all N parts (1 extra for string termination character ‘\0′), and store the addresses of the parts in an array of character pointers.

Asked by Jason.

### Source

<http://www.geeksforgeeks.org/divide-a-string-in-n-equal-parts/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Find the smallest window in a string containing all characters of another string

Given two strings string1 and string2, find the smallest substring in string1 containing all characters of string2 efficiently.

For Example:

Input string1: “this is a test string”  
 Input string2: “tist”  
 Output string: “t stri”

**Method 1 ( Brute force solution )**  
 a) Generate all substrings of string1 (“this is a test string”)  
 b) For each substring, check whether the substring contains all characters of string2 (“tist”)  
 c) Finally print the smallest substring containing all characters of string2.

**Method 2 ( Efficient Solution )**  
 **1)** Build a count array count[] for string 2. The count array stores counts of characters.  
 count[‘i’] = 1  
 count[‘t’] = 2  
 count[‘s’] = 1  
   
 **2)** Scan the string1 from left to right until we find all the characters of string2. To check if all the characters are there, use count[] built in step 1. So we have substring “this is a t” containing all characters of string2. Note that the first and last characters of the substring must be present in string2. Store the length of this substring as min\_len.

**3)** Now move forward in string1 and keep adding characters to the substring “this is a t”. Whenever a character is added, check if the added character matches the left most character of substring. If matches, then add the new character to the right side of substring and remove the leftmost character and all other extra characters after left most character. After removing the extra characters, get the length of this substring and compare with min\_len and update min\_len accordingly.

Basically we add ‘e’ to the substring “this is a t”, then add ‘s’ and then’t’. ‘t’ matches the left most character, so remove ‘t’ and ‘h’ from the left side of the substring. So our current substring becomes “is a test”. Compare length of it with min\_len and update min\_len.  
 Again add characters to current substring “is a test”. So our string becomes “is a test str”. When we add ‘i’, we remove leftmost extra characters, so current substring becomes “t stri”. Again, compare length of it with min\_len and update min\_len. Finally add ‘n’ and ‘g’. Adding these characters doesn’t decrease min\_len, so the smallest window remains “t stri”.

**4)** Return min\_len.

Please write comments if you find the above algorithms incorrect, or find other ways to solve the same problem.

Source:<http://geeksforgeeks.org/forum/topic/find-smallest-substring-containing-all-characters-of-a-given-word>

### Source

<http://www.geeksforgeeks.org/find-the-smallest-window-in-a-string-containing-all-characters-of-another-string/>

# Given a string, find its first non-repeating character

Given a string, find the first non-repeating character in it. For example, if the input string is “GeeksforGeeks”, then output should be ‘f’ and if input string is “GeeksQuiz”, then output should be ‘G’.

We can use string characters as index and build a count array. Following is the algorithm.

1) Scan the string from left to right and construct the count array.  
2) Again, scan the string from left to right and check for count of each  
 character, if you find an element who's count is 1, return it.

**Example:**

Input string: str = geeksforgeeks  
1: Construct character count array from the input string.  
 ....  
 count['e'] = 4  
 count['f'] = 1  
 count['g'] = 2  
 count['k'] = 2  
 ……  
2: Get the first character who's count is 1 ('f').

**Implementation:**

#include<stdlib.h>  
#include<stdio.h>  
#define NO\_OF\_CHARS 256  
  
/\* Returns an array of size 256 containg count  
 of characters in the passed char array \*/  
int \*getCharCountArray(char \*str)  
{  
 int \*count = (int \*)calloc(sizeof(int), NO\_OF\_CHARS);  
 int i;  
 for (i = 0; \*(str+i); i++)  
 count[\*(str+i)]++;  
 return count;  
}  
  
/\* The function returns index of first non-repeating  
 character in a string. If all characters are repeating   
 then returns -1 \*/  
int firstNonRepeating(char \*str)  
{  
 int \*count = getCharCountArray(str);  
 int index = -1, i;  
  
 for (i = 0; \*(str+i); i++)  
 {  
 if (count[\*(str+i)] == 1)  
 {  
 index = i;  
 break;  
 }   
 }   
   
 free(count); // To avoid memory leak  
 return index;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char str[] = "geeksforgeeks";  
 int index = firstNonRepeating(str);  
 if (index == -1)   
 printf("Either all characters are repeating or string is empty");  
 else  
 printf("First non-repeating character is %c", str[index]);  
 getchar();  
 return 0;  
}

Output:

First non-repeating character is f

**Can we do it by traversing the string only once?**  
 The above approach takes O(n) time, but in practice it can be improved. The first part of the algorithm runs through the string to construct the count array (in O(n) time). This is reasonable. But the second part about running through the string again just to find the first non-repeater is not good in practice. In real situations, your string is expected to be much larger than your alphabet. Take DNA sequences for example: they could be millions of letters long with an alphabet of just 4 letters. What happens if the non-repeater is at the end of the string? Then we would have to scan for a long time (again).  
 We can augment the count array by storing not just counts but also the index of the first time you encountered the character e.g. (3, 26) for ‘a’ meaning that ‘a’ got counted 3 times and the first time it was seen is at position 26. So when it comes to finding the first non-repeater, we just have to scan the count array, instead of the string. Thanks to Ben for suggesting this approach.

Following is C implementation of the extended approach that traverses the input string only once.

#include <stdlib.h>  
#include <stdio.h>  
#include <limits.h>  
#define NO\_OF\_CHARS 256  
  
// Structure to store count of a character and index of the first  
// occurrence in the input string  
struct countIndex {  
 int count;  
 int index;  
};  
  
/\* Returns an array of above structure type. The size of  
 array is NO\_OF\_CHARS \*/  
struct countIndex \*getCharCountArray(char \*str)  
{  
 struct countIndex \*count =  
 (struct countIndex \*)calloc(sizeof(countIndex), NO\_OF\_CHARS);  
 int i;  
 for (i = 0; \*(str+i); i++)  
 {  
 (count[\*(str+i)].count)++;  
  
 // If it's first occurrence, then store the index  
 if (count[\*(str+i)].count == 1)  
 count[\*(str+i)].index = i;  
 }  
 return count;  
}  
  
/\* The function returns index of the first non-repeating  
 character in a string. If all characters are repeating  
 then reurns INT\_MAX \*/  
int firstNonRepeating(char \*str)  
{  
 struct countIndex \*count = getCharCountArray(str);  
 int result = INT\_MAX, i;  
  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 {  
 // If this character occurs only once and appears  
 // before the current result, then update the result  
 if (count[i].count == 1 && result > count[i].index)  
 result = count[i].index;  
 }  
  
 free(count); // To avoid memory leak  
 return result;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char str[] = "geeksforgeeks";  
 int index = firstNonRepeating(str);  
 if (index == INT\_MAX)  
 printf("Either all characters are repeating or string is empty");  
 else  
 printf("First non-repeating character is %c", str[index]);  
 getchar();  
 return 0;  
}

Output:

First non-repeating character is f

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-a-string-find-its-first-non-repeating-character/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Searching for Patterns | Set 4 (A Naive Pattern Searching Question)

**Question:** We have discussed Naive String matching algorithm [here](http://geeksforgeeks.org/?p=11871). Consider a situation where all characters of pattern are different. Can we modify [the original Naive String Matching algorithm](http://geeksforgeeks.org/?p=11871) so that it works better for these types of patterns. If we can, then what are the changes to original algorithm?

**Solution:** In the [original Naive String matching algorithm](http://geeksforgeeks.org/?p=11871), we always slide the pattern by 1. When all characters of pattern are different, we can slide the pattern by more than 1. Let us see how can we do this. When a mismatch occurs after j matches, we know that the first character of pattern will not match the j matched characters because all characters of pattern are different. So we can always slide the pattern by j without missing any valid shifts. Following is the modified code that is optimized for the special patterns.

#include<stdio.h>  
#include<string.h>  
  
/\* A modified Naive Pettern Searching algorithn that is optimized  
 for the cases when all characters of pattern are different \*/  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
 int i = 0;  
  
 while(i <= N - M)  
 {  
 int j;  
  
 /\* For current index i, check for pattern match \*/  
 for (j = 0; j < M; j++)  
 {  
 if (txt[i+j] != pat[j])  
 break;  
 }  
 if (j == M) // if pat[0...M-1] = txt[i, i+1, ...i+M-1]  
 {  
 printf("Pattern found at index %d \n", i);  
 i = i + M;  
 }  
 else if (j == 0)  
 {  
 i = i + 1;  
 }  
 else  
 {  
 i = i + j; // slide the pattern by j  
 }  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "ABCEABCDABCEABCD";  
 char \*pat = "ABCD";  
 search(pat, txt);  
 getchar();  
 return 0;  
}

Output:  
 Pattern found at index 4  
 Pattern found at index 12

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-4-a-naive-string-matching-algo-question/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Ukkonen's Suffix Tree Construction - Part 2

In [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), we have seen high level Ukkonen’s Algorithm. This 2nd part is continuation of [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/).  
 Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), before looking at current article.

In Suffix Tree Construction of string S of length m, there are m phases and for a phase j (1 <= j <= m), we add jth character in tree built so far and this is done through j extensions. All extensions follow one of the three extension rules (discussed in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)).

To do jth extension of phase i+1 (adding character S[i+1]), we first need to find end of the path from the root labelled S[j..i] in the current tree. One way is start from root and traverse the edges matching S[j..i] string. This will take O(m3) time to build the suffix tree. Using few observations and implementation tricks, it can be done in O(m) which we will see now.

**Suffix links**  
 For an internal node v with path-label xA, where x denotes a single character and A denotes a (possibly empty) substring, if there is another node s(v) with path-label A, then a pointer from v to s(v) is called a suffix link.  
 If A is empty string, suffix link from internal node will go to root node.  
 There will not be any suffix link from root node (As it’s not considered as internal node).

In extension j of some phase i, if a new internal node v with path-label xA is added, then in extension j+1 in the same phase i:

* Either the path labelled A already ends at an internal node (or root node if A is empty)
* OR a new internal node at the end of string A will be created

In extension j+1 of same phase i, we will create a suffix link from the internal node created in jth extension to the node with path labelled A.

So in a given phase, any newly created internal node (with path-label xA) will have a suffix link from it (pointing to another node with path-label A) by the end of the next extension.

In any implicit suffix tree Ti after phase i, if internal node v has path-label xA, then there is a node s(v) in Ti with path-label A and node v will point to node s(v) using suffix link.

At any time, all internal nodes in the changing tree will have suffix links from them to another internal node (or root) except for the most recently added internal node, which will receive its suffix link by the end of the next extension.

**How suffix links are used to speed up the implementation?**  
 In extension j of phase i+1, we need to find the end of the path from the root labelled S[j..i] in the current tree. One way is start from root and traverse the edges matching S[j..i] string. Suffix links provide a short cut to find end of the path.

So we can see that, to find end of path S[j..i], we need not traverse from root. We can start from the end of path S[j-1..i], walk up one edge to node v (i.e. go to parent node), follow the suffix link to s(v), then walk down the path y (which is abcd here in Figure 17).  
 This shows the use of suffix link is an improvement over the process.  
 Note: In the next part 3, we will introduce activePoint which will help to avoid “walk up”. We can directly go to node s(v) from node v.

When there is a suffix link from node v to node s(v), then if there is a path labelled with string y from node v to a leaf, then there must be a path labelled with string y from node s(v) to a leaf. In Figure 17, there is a path label “abcd” from node v to a leaf, then there is a path will same label “abcd” from node s(v) to a leaf.  
 This fact can be used to improve the walk from s(v) to leaf along the path y. This is called “skip/count” trick.

**Skip/Count Trick**  
 When walking down from node s(v) to leaf, instead of matching path character by character as we travel, we can directly skip to the next node if number of characters on the edge is less than the number of characters we need to travel. If number of characters on the edge is more than the number of characters we need to travel, we directly skip to the last character on that edge.  
 If implementation is such a way that number of characters on any edge, character at a given position in string S should be obtained in constant time, then skip/count trick will do the walk down in proportional to the number of nodes on it rather than the number of characters on it.

Using suffix link along with skip/count trick, suffix tree can be built in O(m2) as there are m phases and each phase takes O(m).

**Edge-label compression**  
 So far, path labels are represented as characters in string. Such a suffix tree will take O(m2) space to store the path labels. To avoid this, we can use two pair of indices (start, end) on each edge for path labels, instead of substring itself. The indices start and end tells the path label start and end position in string S. With this, suffix tree needs O(m) space.

There are two observations about the way extension rules interact in successive extensions and phases. These two observations lead to two more implementation tricks (first trick “skip/count” is seen already while walk down).

**Observation 1: Rule 3 is show stopper**  
 In a phase i, there are i extensions (1 to i) to be done.  
 When rule 3 applies in any extension j of phase i+1 (i.e. path labelled S[j..i] continues with character S[i+1]), then it will also apply in all further extensions of same phase (i.e. extensions j+1 to i+1 in phase i+1). That’s because if path labelled S[j..i] continues with character S[i+1], then path labelled S[j+1..i], S[j+2..i], S[j+3..i],…, S[i..i] will also continue with character S[i+1].  
 Consider Figure 11, Figure12 and Figure 13 in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/) where Rule 3 is applied.  
 In Figure 11, “xab” is added in tree and in Figure 12 (Phase 4), we add next character “x”. In this, 3 extensions are done (which adds 3 suffixes). Last suffix “x” is already present in tree.  
 In Figure 13, we add character “a” in tree (Phase 5). First 3 suffixes are added in tree and last two suffixes “xa” and “a” are already present in tree. This shows that if suffix S[j..i] present in tree, then ALL the remaining suffixes S[j+1..i], S[j+2..i], S[j+3..i],…, S[i..i] will also be there in tree and no work needed to add those remaining suffixes.  
 So no more work needed to be done in any phase as soon as rule 3 applies in any extension in that phase. If a new internal node v gets created in extension j and rule 3 applies in next extension j+1, then we need to add suffix link from node v to current node (if we are on internal node) or root node. ActiveNode, which will be discussed in part 3, will help while setting suffix links.

**Trick 2**  
 Stop the processing of any phase as soon as rule 3 applies. All further extensions are already present in tree implicitly.

**Observation 2: Once a leaf, always a leaf**  
 Once a leaf is created and labelled j (for suffix starting at position j in string S), then this leaf will always be a leaf in successive phases and extensions. Once a leaf is labelled as j, extension rule 1 will always apply to extension j in all successive phases.  
 Consider Figure 9 to Figure 14 in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/).  
 In Figure 10 (Phase 2), Rule 1 is applied on leaf labelled 1. After this, in all successive phases, rule 1 is always applied on this leaf.  
 In Figure 11 (Phase 3), Rule 1 is applied on leaf labelled 2. After this, in all successive phases, rule 1 is always applied on this leaf.  
 In Figure 12 (Phase 4), Rule 1 is applied on leaf labelled 3. After this, in all successive phases, rule 1 is always applied on this leaf.

In any phase i, there is an initial sequence of consecutive extensions where rule 1 or rule 2 are applied and then as soon as rule 3 is applied, phase i ends.  
 Also rule 2 creates a new leaf always (and internal node sometimes).  
 If Ji represents the last extension in phase i when rule 1 or 2 was applied (i.e after ith phase, there will be Ji leaves labelled 1, 2, 3, …, Ji) , then Ji <= Ji+1  
 Ji will be equal to Ji+1 when there are no new leaf created in phase i+1 (i.e rule 3 is applied in Ji+1 extension)  
 In Figure 11 (Phase 3), Rule 1 is applied in 1st two extensions and Rule 2 is applied in 3rd extension, so here J3 = 3  
 In Figure 12 (Phase 4), no new leaf created (Rule 1 is applied in 1st 3 extensions and then rule 3 is applied in 4th extension which ends the phase). Here J4 = 3 = J3  
 In Figure 13 (Phase 5), no new leaf created (Rule 1 is applied in 1st 3 extensions and then rule 3 is applied in 4th extension which ends the phase). Here J5 = 3 = J4  
 Ji will be less than Ji+1 when few new leaves are created in phase i+1.  
 In Figure 14 (Phase 6), new leaf created (Rule 1 is applied in 1st 3 extensions and then rule 2 is applied in last 3 extension which ends the phase). Here J6 = 6 > J5

So we can see that in phase i+1, only rule 1 will apply in extensions 1 to Ji (which really doesn’t need much work, can be done in constant time and that’s the trick 3), extension Ji+1 onwards, rule 2 may apply to zero or more extensions and then finally rule 3, which ends the phase.  
 Now edge labels are represented using two indices (start, end), for any leaf edge, end will always be equal to phase number i.e. for phase i, end = i for leaf edges, for phase i+1, end = i+1 for leaf edges.

**Trick 3**  
 In any phase i, leaf edges may look like (p, i), (q, i), (r, i), …. where p, q, r are starting position of different edges and i is end position of all. Then in phase i+1, these leaf edges will look like (p, i+1), (q, i+1), (r, i+1),…. This way, in each phase, end position has to be incremented in all leaf edges. For this, we need to traverse through all leaf edges and increment end position for them. To do same thing in constant time, maintain a global index e and e will be equal to phase number. So now leaf edges will look like (p, e), (q, e), (r, e).. In any phase, just increment e and extension on all leaf edges will be done. Figure 19 shows this.

So using suffix links and tricks 1, 2 and 3, a suffix tree can be built in linear time.

Tree Tm could be implicit tree if a suffix is prefix of another. So we can add a $ terminal symbol first and then run algorithm to get a true suffix tree (A true suffix tree contains all suffixes explicitly). To label each leaf with corresponding suffix starting position (all leaves are labelled as global index e), a linear time traversal can be done on tree.

At this point, we have gone through most of the things we needed to know to create suffix tree using Ukkonen’s algorithm. In next [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), we will take string S = “abcabxabcd” as an example and go through all the things step by step and create the tree. While building the tree, we will discuss few more implementation issues which will be addressed by ActivePoints.  
 We will continue to discuss the algorithm in [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/). Code implementation will be discussed in [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/).
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# Ukkonen's Suffix Tree Construction - Part 3

This article is continuation of following two articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/) and [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks.

Here we will take string S = “abcabxabcd” as an example and go through all the things step by step and create the tree.  
 We will add $ (discussed in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/) why we do this) so string S would be “abcabxabcd$”.

While building suffix tree for string S of length m:

* There will be m phases 1 to m (one phase for each character)  
   In our current example, m is 11, so there will be 11 phases.
* First phase will add first character ‘a’ in the tree, second phase will add second character ‘b’ in tree, third phase will add third character ‘c’ in tree, ……, mth phase will add mth character in tree (This makes Ukkonen’s algorithm an online algorithm)
* Each phase i will go through at-most i extensions (from 1 to i). If current character being added in tree is not seen so far, all i extensions will be completed (Extension Rule 3 will not apply in this phase). If current character being added in tree is seen before, then phase i will complete early (as soon as Extension Rule 3 applies) without going through all i extensions
* There are three extension rules (1, 2 and 3) and each extension j (from 1 to i) of any phase i will adhere to one of these three rules.
* Rule 1 adds a new character on existing leaf edge
* Rule 2 creates a new leaf edge (And may also create new internal node, if the path label ends in between an edge)
* Rule 3 ends the current phase (when current character is found in current edge being traversed)
* Phase 1 will read first character from the string, will go through 1 extension.  
   **(In figures, we are showing characters on edge labels just for explanation, while writing code, we will only use start and end indices – The Edge-label compression discussed in** [**Part 2**](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)**)**  
   Extension 1 will add suffix “a” in tree. We start from root and traverse path with label ‘a’. There is no path from root, going out with label ‘a’, so create a leaf edge (Rule 2).
* Phase 1 completes with the completion of extension 1 (As a phase i has at most i extensions)  
   For any string, Phase 1 will have only one extension and it will always follow Rule 2.
* Phase 2 will read second character, will go through at least 1 and at most 2 extensions.  
   In our example, phase 2 will read second character ‘b’. Suffixes to be added are “ab” and “b”.  
   Extension 1 adds suffix “ab” in tree.  
   Path for label ‘a’ ends at leaf edge, so add ‘b’ at the end of this edge.  
   Extension 1 just increments the end index by 1 (from 1 to 2) on first edge (Rule 1).
* Extension 2 adds suffix “b” in tree. There is no path from root, going out with label ‘b’, so creates a leaf edge (Rule 2).
* Phase 2 completes with the completion of extension 2.  
   Phase 2 went through two extensions here. Rule 1 applied in 1st Extension and Rule 2 applied in 2nd Extension.
* Phase 3 will read third character, will go through at least 1 and at most 3 extensions.  
   In our example, phase 3 will read third character ‘c’. Suffixes to be added are “abc”, “bc” and “c”.  
   Extension 1 adds suffix “abc” in tree.  
   Path for label ‘ab’ ends at leaf edge, so add ‘c’ at the end of this edge.  
   Extension 1 just increments the end index by 1 (from 2 to 3) on this edge (Rule 1).
* Extension 2 adds suffix “bc” in tree.  
   Path for label ‘b’ ends at leaf edge, so add ‘c’ at the end of this edge.  
   Extension 2 just increments the end index by 1 (from 2 to 3) on this edge (Rule 1).
* Extension 3 adds suffix “c” in tree. There is no path from root, going out with label ‘c’, so creates a leaf edge (Rule 2).
* Phase 3 completes with the completion of extension 3.  
   Phase 3 went through three extensions here. Rule 1 applied in first two Extensions and Rule 2 applied in 3rd Extension.
* Phase 4 will read fourth character, will go to at least 1 and at most 4 extensions.  
   In our example, phase 4 will read fourth character ‘a’. Suffixes to be added are “abca”, “bca”, “ca” and “a”.  
   Extension 1 adds suffix “abca” in tree.  
   Path for label ‘abc’ ends at leaf edge, so add ‘a’ at the end of this edge.  
   Extension 1 just increments the end index by 1 (from 3 to 4) on this edge (Rule 1).
* Extension 2 adds suffix “bca” in tree.  
   Path for label ‘bc’ ends at leaf edge, so add ‘a’ at the end of this edge.  
   Extension 2 just increments the end index by 1 (from 3 to 4) on this edge (Rule 1).
* Extension 3 adds suffix “ca” in tree.  
   Path for label ‘c’ ends at leaf edge, so add ‘a’ at the end of this edge.  
   Extension 3 just increments the end index by 1 (from 3 to 4) on this edge (Rule 1).
* Extension 4 adds suffix “a” in tree.  
   Path for label ‘a’ exists in the tree. No more work needed and Phase 4 ends here (Rule 3 and Trick 2). This is an example of implicit suffix tree. Here suffix “a” is not seen explicitly (because it doesn’t end at a leaf edge) but it is in the tree implicitly. So there is no change in tree structure after extension 4. It will remain as above in Figure 28.  
   Phase 4 completes as soon as Rule 3 is applied while Extension 4.  
   Phase 4 went through four extensions here. Rule 1 applied in first three Extensions and Rule 3 applied in 4th Extension.

Now we will see few observations and how to implement those.

1. At the end of any phase i, there are at most i leaf edges (if ith character is not seen so far, there will be i leaf edges, else there will be less than i leaf edges).  
    e.g. After phases 1, 2 and 3 in our example, there are 1, 2 and 3 leaf edges respectively, but after phase 4, there are 3 leaf edges only (not 4).
2. After completing phase i, “end” indices of all leaf edges are i. How do we implement this in code? Do we need to iterate through all those extensions, find leaf edges by traversing from root to leaf and increment the “end” index? Answer is “NO”.  
    For this, we will maintain a global variable (say “END”) and we will just increment this global variable “END” and all leaf edge end indices will point to this global variable. So this way, if we have j leaf edges after phase i, then in phase i+1, first j extensions (1 to j) will be done by just incrementing variable “END” by 1 (END will be i+1 at the point).  
    Here we just implemented the trick 3 – **Once a leaf, always a leaf**. This trick processes all the j leaf edges (i.e. extension 1 to j) using rule 1 in a constant time in any phase. Rule 1 will not apply to subsequent extensions in the same phase. This can be verified in the four phases we discussed above. If at all Rule 1 applies in any phase, it only applies in initial few phases continuously (say 1 to j). Rule 1 never applies later in a given phase once Rule 2 or Rule 3 is applied in that phase.
3. In the example explained so far, in each extension (where trick 3 is not applied) of any phase to add a suffix in tree, we are traversing from root by matching path labels against the suffix being added. If there are j leaf edges after phase i, then in phase i+1, first j extensions will follow Rule 1 and will be done in constant time using trick 3. There are i+1-j extensions yet to be performed. For these extensions, which node (root or some other internal node) to start from and which path to go? Answer to this depends on how previous phase i is completed.  
    If previous phase i went through all the i extensions (when ith character is unique so far), then in next phase i+1, trick 3 will take care of first i suffixes (the i leaf edges) and then extension i+1 will start from root node and it will insert just one character [(i+1)th] suffix in tree by creating a leaf edge using Rule 2.  
    If previous phase i completes early (and this will happen if and only if rule 3 applies – when ith character is already seen before), say at jth extension (i.e. rule 3 is applied at jth extension), then there are j-1 leaf edges so far.  
    We will state few more facts (which may be a repeat, but we want to make sure it’s clear to you at this point) here based on discussion so far:
   * *Phase 1 starts with Rule 2, all other phases start with Rule 1*
   * *Any phase ends with either Rule 2 or Rule 3*
   * *Any phase i may go through a series of j extensions (1 <= j <= i). In these j extensions, first p (0 <= p < i) extensions will follow Rule 1, next q (0 <= q <= i-p) extensions will follow Rule 2 and next r (0<= r <= 1) extensions will follow Rule 3. The order in which Rule 1, Rule 2 and Rule 3 apply, is never intermixed in a phase. They apply in order of their number (if at all applied), i.e. in a phase, Rule 1 applies 1st, then Rule 2 and then Rule 3*
   * *In a phase i, p + q + r <= i*
   * *At the end of any phase i, there will be p+q leaf edges and next phase i+1 will go through Rule 1 for first p+q extensions*

* In the next phase i+1, trick 3 (Rule 1) will take care of first j-1 suffixes (the j-1 leaf edges), then extension j will start where we will add jth suffix in tree. For this, we need to find the best possible matching edge and then add new character at the end of that edge. How to find the end of best matching edge? Do we need to traverse from root node and match tree edges against the jth suffix being added character by character? This will take time and overall algorithm will not be linear. activePoint comes to the rescue here.  
   In previous phase i, while jth extension, path traversal ended at a point (which could be an internal node or some point in the middle of an edge) where ith character being added was found in tree already and Rule 3 applied, jth extension of phase i+1 will start exactly from the same point and we start matching path against (i+1)th character. activePoint helps to avoid unnecessary path traversal from root in any extension based on the knowledge gained in traversals done in previous extension. There is no traversal needed in 1st p extensions where Rule 1 is applied. Traversal is done where Rule 2 or Rule 3 gets applied and that’s where activePoint tells the starting point for traversal where we match the path against the current character being added in tree. Implementation is done in such a way that, in any extension where we need a traversal, activePoint is set to right location already (with one exception case **APCFALZ** discussed below) and at the end of current extension, we reset activePoint as apprppriate so that next extension (of same phase or next phase) where a traversal is required, activePoint points to the right place already.
* **activePoint**: This could be root node, any internal node or any point in the middle of an edge. This is the point where traversal starts in any extension. For the 1st extension of phase 1, activePoint is set to root. Other extension will get activePoint set correctly by previous extension (with one exception case **APCFALZ** discussed below) and it is the responsibility of current extension to reset activePoint appropriately at the end, to be used in next extension where Rule 2 or Rule 3 is applied (of same or next phase).  
   To accomplish this, we need a way to store activePoint. We will store this using three variables: **activeNode**, **activeEdge**, **activeLength**.  
   **activeNode**: This could be root node or an internal node.  
   **activeEdge**: When we are on root node or internal node and we need to walk down, we need to know which edge to choose. activeEdge will store that information. In case, activeNode itself is the point from where traversal starts, then activeEdge will be set to next character being processed in next phase.  
   **activeLength**: This tells how many characters we need to walk down (on the path represented by activeEdge) from activeNode to reach the activePoint where traversal starts. In case, activeNode itself is the point from where traversal starts, then activeLength will be ZERO.  
   *(click on below image to see it clearly)*
* After phase i, if there are j leaf edges then in phase i+1, first j extensions will be done by trick 3. activePoint will be needed for the extensions from j+1 to i+1 and activePoint may or may not change between two extensions depending on the point where previous extension ends.
* **activePoint change for extension rule 3 (APCFER3)**: When rule 3 applies in any phase i, then before we move on to next phase i+1, we increment activeLength by 1. There is no change in activeNode and activeEdge. Why? Because in case of rule 3, the current character from string S is matched on the same path represented by current activePoint, so for next activePoint, activeNode and activeEdge remain the same, only activeLenth is increased by 1 (because of matched character in current phase). This new activePoint (same node, same edge and incremented length) will be used in phase i+1.
* **activePoint change for walk down (APCFWD)**: activePoint may change at the end of an extension based on extension rule applied. activePoint may also change during the extension when we do walk down. Let’s consider an activePoint is (A, s, 11) in the above activePoint example figure. If this is the activePoint at the start of some extension, then while walk down from activeNode A, other internal nodes will be seen. Anytime if we encounter an internal node while walk down, that node will become activeNode (it will change activeEdge and activeLenght as appropriate so that new activePoint represents the same point as earlier). In this walk down, below is the sequence of changes in activePoint:  
   (A, s, 11) — >>> (B, w, 7) —- >>> (C, a, 3)  
   All above three activePoints refer to same point ‘c’  
   Let’s take another example.  
   If activePoint is (D, a, 11) at the start of an extension, then while walk down, below is the sequence of changes in activePoint:  
   (D, a, 10) — >>> (E, d, 7) — >>> (F, f, 5) — >> (F, j, 1)  
   All above activePoints refer to same point ‘k’.  
   If activePoints are (A, s, 3), (A, t, 5), (B, w, 1), (D, a, 2) etc when no internal node comes in the way while walk down, then there will be no change in activePoint for APCFWD.  
   The idea is that, at any time, the closest internal node from the point, where we want to reach, should be the activePoint. Why? This will minimize the length of traversal in the next extension.
* **activePoint change for Active Length ZERO (APCFALZ)**: Let’s consider an activePoint (A, s, 0) in the above activePoint example figure. And let’s say current character being processed from string S is ‘x’ (or any other character). At the start of extension, when activeLength is ZERO, activeEdge is set to the current character being processed, i.e. ‘x’, because there is no walk down needed here (as activeLength is ZERO) and so next character we look for is current character being processed.

1. While code implementation, we will loop through all the characters of string S one by one. Each loop for ith character will do processing for phase i. Loop will run one or more time depending on how many extensions are left to be performed (Please note that in a phase i+1, we don’t really have to perform all i+1 extensions explicitly, as trick 3 will take care of j extensions for all j leaf edges coming from previous phase i). We will use a variable **remainingSuffixCount**, to track how many extensions are yet to be performed explicitly in any phase (after trick 3 is performed). Also, at the end of any phase, if remainingSuffixCount is ZERO, this tells that all suffixes supposed to be added in tree, are added explicitly and present in tree. If remainingSuffixCount is non-zero at the end of any phase, that tells that suffixes of that many count are not added in tree explicitly (because of rule 3, we stopped early), but they are in tree implicitly though (Such trees are called implicit suffix tree). These implicit suffixes will be added explicitly in subsequent phases when a unique character comes in the way.

We will continue our discussion in [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/). Code implementation will be discussed in [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/).
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This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Ukkonen's Suffix Tree Construction - Part 4

This article is continuation of following three articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/) and [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks and some details on activePoint along with an example string “abcabxabcd” where we went through four phases of building suffix tree.

Let’s revisit those four phases we have seen already in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), in terms of trick 2, trick 3 and activePoint.

* activePoint is initialized to (root, NULL, 0), i.e. activeNode is root, activeEdge is NULL (for easy understanding, we are giving character value to activeEdge, but in code implemntation, it will be index of the character) and activeLength is ZERO.
* The global variable END and remainingSuffixCount are initialized to ZERO

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 1\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 1, we read 1st character (a) from string S

* Set END to 1
* Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)
* Run a loop remainingSuffixCount times (i.e. one time) as below:
  + If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘a’). This is **APCFALZ**.
  + Check if there is an edge going out from activeNode (which is root in this phase 1) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, leaf edge gets created (Rule 2).
  + Once extension is performed, decrement the remainingSuffixCount by 1
  + At this point, activePoint is (root, a, 0)

At the end of phase 1, remainingSuffixCount is ZERO (All suffixes are added explicitly).  
 Figure 20 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 1.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 2\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 2, we read 2nd character (b) from string S

Set END to 2 (This will do extension 1)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘b’). This is **APCFALZ**.
* Check if there is an edge going out from activeNode (which is root in this phase 2) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, leaf edge gets created.
* Once extension is performed, decrement the remainingSuffixCount by 1
* At this point, activePoint is (root, b, 0)

At the end of phase 2, remainingSuffixCount is ZERO (All suffixes are added explicitly).  
 Figure 22 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 2.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 3\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 3, we read 3rd character (c) from string S

Set END to 3 (This will do extensions 1 and 2)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘c’). This is **APCFALZ**.
* Check if there is an edge going out from activeNode (which is root in this phase 3) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, leaf edge gets created.
* Once extension is performed, decrement the remainingSuffixCount by 1
* At this point, activePoint is (root, c, 0)

At the end of phase 3, remainingSuffixCount is ZERO (All suffixes are added explicitly).  
 Figure 25 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 3.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 4\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 4, we read 4th character (a) from string S

Set END to 4 (This will do extensions 1, 2 and 3)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘a’). This is **APCFALZ**.
* Check if there is an edge going out from activeNode (which is root in this phase 3) for the activeEdge. If not, create a leaf edge. If present, walk down (The trick 1 – skip/count). In our example, edge ‘a’ is present going out of activeNode (i.e. root). No walk down needed as activeLength < edgeLength. We increment activeLength from zero to 1 (**APCFER3**) and stop any further processing (Rule 3).
* At this point, activePoint is (root, a, 1) and remainingSuffixCount remains set to 1 (no change there)

At the end of phase 4, remainingSuffixCount is 1 (One suffix ‘a’, the last one, is not added explicitly in tree, but it is there in tree implicitly).  
 Figure 28 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 4.  
  
 Revisiting completed for 1st four phases, we will continue building the tree and see how it goes.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 5\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 5, we read 5th character (b) from string S

Set END to 5 (This will do extensions 1, 2 and 3). See Figure 29 shown below.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 2 here, i.e. there are 2 extension left to be performed, which are extensions 4 and 5. Extension 4 is supposed to add suffix “ab” and extension 5 is supposed to add suffix “b” in tree)

Run a loop remainingSuffixCount times (i.e. two times) as below:

* Check if there is an edge going out from activeNode (which is root in this phase 3) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root).
* Do a walk down (The trick 1 – skip/count) if necessary. In current phase 5, no walk down needed as activeLength < edgeLength. Here activePoint is (root, a, 1) for extension 4 (remainingSuffixCount = 2)
* Check if current character of string S (which is ‘b’) is already present after the activePoint. If yes, no more processing (rule 3). Same is the case in our example, so we increment activeLength from 1 to 2 (**APCFER3**) and we stop here (Rule 3).
* At this point, activePoint is (root, a, 2) and remainingSuffixCount remains set to 2 (no change in remainingSuffixCount)

At the end of phase 5, remainingSuffixCount is 2 (Two suffixes, ‘ab’ and ‘b’, the last two, are not added explicitly in tree, but they are in tree implicitly).

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 6\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 6, we read 6th character (x) from string S

Set END to 6 (This will do extensions 1, 2 and 3)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 3 here, i.e. there are 3 extension left to be performed, which are extensions 4, 5 and 6 for suffixes “abx”, “bx” and “x” respectively)

Run a loop remainingSuffixCount times (i.e. three times) as below:

* While extension 4, the activePoint is (root, a, 2) which points to ‘b’ on edge starting with ‘a’.
* In extension 4, current character ‘x’ from string S doesn’t match with the next character on the edge after activePoint, so this is the case of extension rule 2. So a leaf edge is created here with edge label x. Also here traversal ends in middle of an edge, so a new internal node also gets created at the end of activePoint.
* Decrement the remainingSuffixCount by 1 (from 3 to 2) as suffix “abx” added in tree.

Now activePoint will change after applying rule 2. Three other cases, (**APCFER3**, **APCFWD** and **APCFALZ**) where activePoint changes, are already discussed in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/).

**activePoint change for extension rule 2 (APCFER2):**  
 **Case 1 (APCFER2C1):** If activeNode is root and activeLength is greater than ZERO, then decrement the activeLength by 1 and activeEdge will be set “S[i – remainingSuffixCount + 1]” where i is current phase number. Can you see why this change in activePoint? Look at current extension we just discussed above for phase 6 (i=6) again where we added suffix “abx”. There activeLength is 2 and activeEdge is ‘a’. Now in next extension, we need to add suffix “bx” in the tree, i.e. path label in next extension should start with ‘b’. So ‘b’ (the 5th character in string S) should be active edge for next extension and index of b will be “i – remainingSuffixCount + 1” (6 – 2 + 1 = 5). activeLength is decremented by 1 because activePoint gets closer to root by length 1 after every extension.  
 What will happen If activeNode is root and activeLength is ZERO? This case is already taken care by **APCFALZ**.

**Case 2 (APCFER2C2):** If activeNode is not root, then follow the suffix link from current activeNode. The new node (which can be root node or another internal node) pointed by suffix link will be the activeNode for next extension. No change in activeLength and activeEdge. Can you see why this change in activePoint? This is because: If two nodes are connected by a suffix link, then labels on all paths going down from those two nodes, starting with same character, will be exactly same and so for two corresponding similar point on those paths, activeEdge and activeLength will be same and the two nodes will be the activeNode. Look at Figure 18 in [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/). Let’s say in phase i and extension j, suffix ‘xAabcdedg’ was added in tree. At that point, let’s say activePoint was (Node-V, a, 7), i.e. point ‘g’. So for next extension j+1, we would add suffix ‘Aabcdefg’ and for that we need to traverse 2nd path shown in Figure 18. This can be done by following suffix link from current activeNode v. Suffix link takes us to the path to be traversed somewhere in between [Node s(v)] below which the path is exactly same as how it was below the previous activeNode v. As said earlier, “activePoint gets closer to root by length 1 after every extension”, this reduction in length will happen above the node s(v) but below s(v), no change at all. So when activeNode is not root in current extension, then for next extension, only activeNode changes (No change in activeEdge and activeLength).

* At this point in extension 4, current activePoint is (root, a, 2) and based on **APCFER2C1**, new activePoint for next extension 5 will be (root, b, 1)
* Next suffix to be added is ‘bx’ (with remainingSuffixCount 2).
* Current character ‘x’ from string S doesn’t match with the next character on the edge after activePoint, so this is the case of extension rule 2. So a leaf edge is created here with edge label x. Also here traversal ends in middle of an edge, so a new internal node also gets created at the end of activePoint.  
   Suffix link is also created from previous internal node (of extension 4) to the new internal node created in current extension 5.
* Decrement the remainingSuffixCount by 1 (from 2 to 1) as suffix “bx” added in tree.

* At this point in extension 5, current activePoint is (root, b, 1) and based on **APCFER2C1** new activePoint for next extension 6 will be (root, x, 0)
* Next suffix to be added is ‘x’ (with remainingSuffixCount 1).
* In the next extension 6, character x will not match to any existing edge from root, so a new edge with label x will be created from root node. Also suffix link from previous extension’s internal node goes to root (as no new internal node created in current extension 6).
* Decrement the remainingSuffixCount by 1 (from 1 to 0) as suffix “x” added in tree

This completes the phase 6.  
 Note that phase 6 has completed all its 6 extensions (Why? Because the current character c was not seen in string so far, so rule 3, which stops further extensions never got chance to get applied in phase 6) and so the tree generated after phase 6 is a true suffix tree (i.e. not an implicit tree) for the characters ‘abcabx’ read so far and it has all suffixes explicitly in the tree.

While building the tree above, following facts were noticed:

* A newly created internal node in extension i, points to another internal node or root (if activeNode is root in extension i+1) by the end of extension i+1 via suffix link (Every internal node MUST have a suffix link pointing to another internal node or root)
* Suffix link provides short cut while searching path label end of next suffix
* With proper tracking of activePoints between extensions/phases, unnecessary walkdown from root can be avoided.

We will go through rest of the phases (7 to 11) in [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/) and build the tree completely and after that, we will see the code for the algorithm in [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/).

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>  
 [Ukkonen’s suffix tree algorithm in plain English](http://stackoverflow.com/questions/9452701/ukkonens-suffix-tree-algorithm-in-plain-english)

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/>

# Ukkonen's Suffix Tree Construction - Part 5

This article is continuation of following four articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) and [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks and some details on activePoint along with an example string “abcabxabcd” where we went through six phases of building suffix tree.  
 Here, we will go through rest of the phases (7 to 11) and build the tree completely.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 7\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 7, we read 7th character (a) from string S

* Set END to 7 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 6.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is only 1 extension left to be performed, which is extensions 7 for suffix ‘a’)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO [activePoint in previous phase was (root, x, 0)], set activeEdge to the current character (here activeEdge will be ‘a’). This is **APCFALZ**. Now activePoint becomes (root, ‘a’, 0).
* Check if there is an edge going out from activeNode (which is root in this phase 7) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root), here we increment activeLength from zero to 1 (**APCFER3**) and stop any further processing.
* At this point, activePoint is (root, a, 1) and remainingSuffixCount remains set to 1 (no change there)

At the end of phase 7, remainingSuffixCount is 1 (One suffix ‘a’, the last one, is not added explicitly in tree, but it is there in tree implicitly).  
 Above Figure 33 is the resulting tree after phase 7.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 8\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 8, we read 8th character (b) from string S

* Set END to 8 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 7 (Figure 34).

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 2 here, i.e. there are two extensions left to be performed, which are extensions 7 and 8 for suffixes ‘ab’ and ‘b’ respectively)

Run a loop remainingSuffixCount times (i.e. two times) as below:

* Check if there is an edge going out from activeNode (which is root in this phase 8) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root).
* Do a walk down (The trick 1 – skip/count) if necessary. In current phase 8, no walk down needed as activeLength < edgeLength. Here activePoint is (root, a, 1) for extension 7 (remainingSuffixCount = 2)
* Check if current character of string S (which is ‘b’) is already present after the activePoint. If yes, no more processing (rule 3). Same is the case in our example, so we increment activeLength from 1 to 2 (**APCFER3**) and we stop here (Rule 3).
* At this point, activePoint is (root, a, 2) and remainingSuffixCount remains set to 2 (no change in remainingSuffixCount)

At the end of phase 8, remainingSuffixCount is 2 (Two suffixes, ‘ab’ and ‘b’, the last two, are not added explicitly in tree explicitly, but they are in tree implicitly).

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 9\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 9, we read 9th character (c) from string S

* Set END to 9 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 8.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 3 here, i.e. there are three extensions left to be performed, which are extensions 7, 8 and 9 for suffixes ‘abc’, ‘bc’ and ‘c’ respectively)

Run a loop remainingSuffixCount times (i.e. three times) as below:

* Check if there is an edge going out from activeNode (which is root in this phase 9) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root).
* Do a walk down (The trick 1 – skip/count) if necessary. In current phase 9,walk down needed as activeLength(2) >= edgeLength(2). While walk down, activePoint changes to (Node A, c, 0) based on **APCFWD** (This is first time **APCFWD** is being applied in our example).
* Check if current character of string S (which is ‘c’) is already present after the activePoint. If yes, no more processing (rule 3). Same is the case in our example, so we increment activeLength from 0 to 1 (**APCFER3**) and we stop here (Rule 3).
* At this point, activePoint is (Node A, c, 1) and remainingSuffixCount remains set to 3 (no change in remainingSuffixCount)

At the end of phase 9, remainingSuffixCount is 3 (Three suffixes, ‘abc’, ‘bc’ and ‘c’, the last three, are not added explicitly in tree explicitly, but they are in tree implicitly).

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 10\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 10, we read 10th character (d) from string S

* Set END to 10 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 9.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 4 here, i.e. there are four extensions left to be performed, which are extensions 7, 8, 9 and 10 for suffixes ‘abcd’, ‘bcd’, ‘cd’ and ‘d’ respectively)

Run a loop remainingSuffixCount times (i.e. four times) as below:

* Check if there is an edge going out from activeNode (Node A) for the activeEdge(c). If not, create a leaf edge. If present, walk down. In our example, edge ‘c’ is present going out of activeNode (Node A).
* Do a walk down (The trick 1 – skip/count) if necessary. In current Extension 7, no walk down needed as activeLength < edgeLength.
* Check if current character of string S (which is ‘d’) is already present after the activePoint. If not, rule 2 will apply. In our example, there is no path starting with ‘d’ going out of activePoint, so we create a leaf edge with label ‘d’. Since activePoint ends in the middle of an edge, we will create a new internal node just after the activePoint (Rule 2)

* Decrement the remainingSuffixCount by 1 (from 4 to 3) as suffix “abcd” added in tree.
* Now activePoint will change for next extension 8. Current activeNode is an internal node (Node A), so there must be a suffix link from there and we will follow that to get new activeNode and that’s going to be ‘Node B’. There is no change in activeEdge and activeLength (This is **APCFER2C2**). So new activePoint is (Node B, c, 1).
* Now in extension 8 (here we will add suffix ‘bcd’), while adding character ‘d’ after the current activePoint, exactly same logic will apply as previous extension 7. In previous extension 7, we added character ‘d’ at activePoint (Node A, c, 1) and in current extension 8, we are going to add same character ‘d’ at activePoint (Node B c, 1). So logic will be same and here we a new leaf edge with label ‘d’ and a new internal node will be created. And the new internal node (C) of previous extension will point to the new node (D) of current extension via suffix link.

* Decrement the remainingSuffixCount by 1 (from 3 to 2) as suffix “bcd” added in tree.
* Now activePoint will change for next extension 9. Current activeNode is an internal node (Node B), so there must be a suffix link from there and we will follow that to get new activeNode and that is ‘Root Node’. There is no change in activeEdge and activeLength (This is **APCFER2C2**). So new activePoint is (root, c, 1).
* Now in extension 9 (here we will add suffix ‘cd’), while adding character ‘d’ after the current activePoint, exactly same logic will apply as previous extensions 7 and 8. Note that internal node D created in previous extension 8, now points to internal node E (created in current extension) via suffix link.

* Decrement the remainingSuffixCount by 1 (from 2 to 1) as suffix “cd” added in tree.
* Now activePoint will change for next extension 10. Current activeNode is root and activeLength is 1, based on **APCFER2C1**, activeNode will remain ‘root’, activeLength will be decremented by 1 (from 1 to ZERO) and activeEdge will be ‘d’. So new activePoint is (root, d, 0).
* Now in extension 10 (here we will add suffix ‘d’), while adding character ‘d’ after the current activePoint, there is no edge starting with d going out of activeNode root, so a new leaf edge with label d is created (Rule 2). Note that internal node E created in previous extension 9, now points to root node via suffix link (as no new internal node created in this extension).

* Decrement the remainingSuffixCount by 1 (from 1 to 0) as suffix “d” added in tree. That means no more suffix is there to add and so the phase 10 ends here. Note that this tree is an explicit tree as all suffixes are added in tree explicitly (Why ?? because character d was not seen before in string S so far)
* activePoint for next phase 11 is (root, d, 0).

We see following facts in Phase 10:

* Internal Nodes connected via suffix links have exactly same tree below them, e.g. In above Figure 40, A and B have same tree below them, similarly C, D and E have same tree below them.
* Due to above fact, in any extension, when current activeNode is derived via suffix link from previous extension’s activeNode, then exactly same extension logic apply in current extension as previous extension. (In Phase 10, same extension logic is applied in extensions 7, 8 and 9)
* If a new internal node gets created in extension j of any phase i, then this newly created internal node will get it’s suffix link set by the end of next extension j+1 of same phase i. e.g. node C got created in extension 7 of phase 10 (Figure 37) and it got it’s suffix link set to node D in extension 8 of same phase 10 (Figure 38). Similarly node D got created in extension 8 of phase 10 (Figure 38) and it got its suffix link set to node E in extension 9 of same phase 10 (Figure 39). Similarly node E got created in extension 9 of phase 10 (Figure 39) and it got its suffix link set to root in extension 10 of same phase 10 (Figure 40).
* Based on above fact, every internal node will have a suffix link to some other internal node or root. Root is not an internal node and it will not have suffix link.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 11\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 11, we read 11th character ($) from string S

* Set END to 11 (This will do extensions 1 to 10) – because we have 10 leaf edges so far by the end of previous phase 10.

* Increment remainingSuffixCount by 1 (from 0 to 1), i.e. there is only one suffix ‘$’ to be added in tree.
* Since activeLength is ZERO, activeEdge will change to current character ‘$’ of string S being processed (**APCFALZ**).
* There is no edge going out from activeNode root, so a leaf edge with label ‘$’ will be created (Rule 2).

* Decrement the remainingSuffixCount by 1 (from 1 to 0) as suffix “$” added in tree. That means no more suffix is there to add and so the phase 11 ends here. Note that this tree is an explicit tree as all suffixes are added in tree explicitly (Why ?? because character $ was not seen before in string S so far)

Now we have added all suffixes of string ‘abcabxabcd$’ in suffix tree. There are 11 leaf ends in this tree and labels on the path from root to leaf end represents one suffix. Now the only one thing left is to assign a number (suffix index) to each leaf end and that number would be the suffix starting position in the string S. This can be done by a DFS traversal on tree. While DFS traversal, keep track of label length and when a leaf end is found, set the suffix index as “stringSize – labelSize + 1”. Indexed suffix tree will look like below:

*In above Figure, suffix indices are shown as character position starting with 1 (It’s not zero indexed). In code implementation, suffix index will be set as zero indexed, i.e. where we see suffix index j (1 to m for string of length m) in above figure, in code implementation, it will be j-1 (0 to m-1)*  
 And we are done !!!!  
   
 **Data Structure to represent suffix tree**  
 How to represent the suffix tree?? There are nodes, edges, labels and suffix links and indices.  
 Below are some of the operations/query we will be doing while building suffix tree and later on while using the suffix tree in different applications/usages:

* What length of path label on some edge?
* What is the path label on some edge?
* Check if there is an outgoing edge for a given character from a node.
* What is the character value on an edge at some given distance from a node?
* Where an internal node is pointing via suffix link?
* What is the suffix index on a path from root to leaf?
* Check if a given string present in suffix tree (as substring, suffix or prefix)?

We may think of different data structures which can fulfil these requirements.  
 In the next [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/), we will discuss the data structure we will use in our code implementation and the code as well.

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>  
 [Ukkonen’s suffix tree algorithm in plain English](http://stackoverflow.com/questions/9452701/ukkonens-suffix-tree-algorithm-in-plain-english)

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Ukkonen's Suffix Tree Construction - Part 6

This article is continuation of following five articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks and activePoints along with an example string “abcabxabcd” where we went through all phases of building suffix tree.  
 Here, we will see the data structure used to represent suffix tree and the code implementation.

At that end of [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/) article, we have discussed some of the operations we will be doing while building suffix tree and later when we use suffix tree in different applications.  
 There could be different possible data structures we may think of to fulfill the requirements where some data structure may be slow on some operations and some fast. Here we will use following in our implementation:

We will have SuffixTreeNode structure to represent each node in tree. SuffixTreeNode structure will have following members:

* **children** – This will be an array of alphabet size. This will store all the children nodes of current node on different edges starting with different characters.
* **suffixLink** – This will point to other node where current node should point via suffix link.
* **start, end** – These two will store the edge label details from parent node to current node. (start, end) interval specifies the edge, by which the node is connected to its parent node. Each edge will connect two nodes, one parent and one child, and (start, end) interval of a given edge will be stored in the child node. Lets say there are two nods A (parent) and B (Child) connected by an edge with indices (5, 8) then this indices (5, 8) will be stored in node B.
* **suffixIndex** – This will be non-negative for leaves and will give index of suffix for the path from root to this leaf. For non-leaf node, it will be -1 .

This data structure will answer to the required queries quickly as below:

* How to check if a node is root ? — Root is a special node, with no parent and so it’s start and end will be -1, for all other nodes, start and end indices will be non-negative.
* How to check if a node is internal or leaf node ? — suffixIndex will help here. It will be -1 for internal node and non-negative for leaf nodes.
* What is the length of path label on some edge? — Each edge will have start and end indices and length of path label will be end-start+1
* What is the path label on some edge ? — If string is S, then path label will be substring of S from start index to end index inclusive, [start, end].
* How to check if there is an outgoing edge for a given character c from a node A ? — If A->children[c] is not NULL, there is a path, if NULL, no path.
* What is the character value on an edge at some given distance d from a node A ? — Character at distance d from node A will be S[A->start + d], where S is the string.
* Where an internal node is pointing via suffix link ? — Node A will point to A->suffixLink
* What is the suffix index on a path from root to leaf ? — If leaf node is A on the path, then suffix index on that path will be A->suffixIndex

Following is C implementation of Ukkonen’s Suffix Tree Construction. The code may look a bit lengthy, probably because of a good amount of comments.

// A C program to implement Ukkonen's Suffix Tree Construction  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
  
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
  
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
  
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
  
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
  
typedef struct SuffixTreeNode Node;  
  
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
  
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
  
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
  
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
  
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
  
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
  
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
  
int edgeLength(Node \*n) {  
 return \*(n->end) - (n->start) + 1;  
}  
  
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
  
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
  
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
  
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
  
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
  
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
  
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
  
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
  
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
  
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
  
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
  
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
  
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
  
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
  
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
  
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
  
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 if (leaf == 1 && n->start != -1)  
 printf(" [%d]\n", n->suffixIndex);  
  
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 printf(" [%d]\n", n->suffixIndex);  
 }  
}  
  
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
  
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
  
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
  
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
}  
  
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
// strcpy(text, "abc"); buildSuffixTree();  
// strcpy(text, "xabxac#"); buildSuffixTree();  
// strcpy(text, "xabxa"); buildSuffixTree();  
// strcpy(text, "xabxa$"); buildSuffixTree();  
 strcpy(text, "abcabxabcd$"); buildSuffixTree();  
// strcpy(text, "geeksforgeeks$"); buildSuffixTree();  
// strcpy(text, "THIS IS A TEST TEXT$"); buildSuffixTree();  
// strcpy(text, "AABAACAADAABAAABAA$"); buildSuffixTree();  
 return 0;  
}

Output (Each edge of Tree, along with suffix index of child node on edge, is printed in DFS order. To understand the output better, match it with the last figure no 43 in previous [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/) article):

$ [10]  
ab [-1]  
c [-1]  
abxabcd$ [0]  
d$ [6]  
xabcd$ [3]  
b [-1]  
c [-1]  
abxabcd$ [1]  
d$ [7]  
xabcd$ [4]  
c [-1]  
abxabcd$ [2]  
d$ [8]  
d$ [9]  
xabcd$ [5]

Now we are able to build suffix tree in linear time, we can solve many string problem in efficient way:

* Check if a given pattern P is substring of text T (Useful when text is fixed and pattern changes, [KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/) otherwise
* Find all occurrences of a given pattern P present in text T
* Find longest repeated substring
* [Linear Time Suffix Array Creation](http://en.wikipedia.org/wiki/Suffix_array#Correspondence_to_suffix_trees)

The above basic problems can be solved by DFS traversal on suffix tree.  
 We will soon post articles on above problems and others like below:

And [More](http://en.wikipedia.org/wiki/Suffix_tree#Functionality).

**Test you understanding?**

1. Draw suffix tree (with proper suffix link, suffix indices) for string “AABAACAADAABAAABAA$” on paper and see if that matches with code output.
2. Every extension must follow one of the three rules: Rule 1, Rule 2 and Rule 3.  
    Following are the rules applied on five consecutive extensions in some Phase i (i > 5), which ones are valid:  
    A) Rule 1, Rule 2, Rule 2, Rule 3, Rule 3  
    B) Rule 1, Rule 2, Rule 2, Rule 3, Rule 2  
    C) Rule 2, Rule 1, Rule 1, Rule 3, Rule 3  
    D) Rule 1, Rule 1, Rule 1, Rule 1, Rule 1  
    E) Rule 2, Rule 2, Rule 2, Rule 2, Rule 2  
    F) Rule 3, Rule 3, Rule 3, Rule 3, Rule 3
3. What are the valid sequences in above for Phase 5
4. Every internal node MUST have it’s suffix link set to another node (internal or root). Can a newly created node point to already existing internal node or not ? Can it happen that a new node created in extension j, may not get it’s right suffix link in next extension j+1 and get the right one in later extensions like j+2, j+3 etc ?
5. Try solving the basic problems discussed above.

We have published following articles on suffix tree applications:

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>  
 [Ukkonen’s suffix tree algorithm in plain English](http://stackoverflow.com/questions/9452701/ukkonens-suffix-tree-algorithm-in-plain-english)

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

Post navigation

[← Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/) [Nagarro Interview Experience | Set 4 (Off-Campus) →](http://www.geeksforgeeks.org/nagarro-interview-experience-set-4-campus/)

# String matching where one string contains wildcard characters

Given two strings where first string may contain wild card characters and second string is a normal string. Write a function that returns true if the two strings match. The following are allowed wild card characters in first string.

\* --> Matches with 0 or more instances of any character or set of characters.  
? --> Matches with any one character.

For example, “g\*ks” matches with “geeks” match. And string “ge?ks\*” matches with “geeksforgeeks” (note ‘\*’ at the end of first string). But “g\*k” doesn’t match with “gee” as character ‘k’ is not present in second string.

// A C program to match wild card characters  
#include <stdio.h>  
#include <stdbool.h>  
  
// The main function that checks if two given strings match. The first  
// string may contain wildcard characters  
bool match(char \*first, char \* second)  
{  
 // If we reach at the end of both strings, we are done  
 if (\*first == '\0' && \*second == '\0')  
 return true;  
  
 // Make sure that the characters after '\*' are present in second string.  
 // This function assumes that the first string will not contain two  
 // consecutive '\*'   
 if (\*first == '\*' && \*(first+1) != '\0' && \*second == '\0')  
 return false;  
  
 // If the first string contains '?', or current characters of both   
 // strings match  
 if (\*first == '?' || \*first == \*second)  
 return match(first+1, second+1);  
  
 // If there is \*, then there are two possibilities  
 // a) We consider current character of second string  
 // b) We ignore current character of second string.  
 if (\*first == '\*')  
 return match(first+1, second) || match(first, second+1);  
 return false;  
}  
  
// A function to run test cases  
void test(char \*first, char \*second)  
{ match(first, second)? puts("Yes"): puts("No"); }  
  
// Driver program to test above functions  
int main()  
{  
 test("g\*ks", "geeks"); // Yes  
 test("ge?ks\*", "geeksforgeeks"); // Yes  
 test("g\*k", "gee"); // No because 'k' is not in second  
 test("\*pqrs", "pqrst"); // No because 't' is not in first  
 test("abc\*bcd", "abcdhghgbcd"); // Yes  
 test("abc\*c?d", "abcd"); // No because second must have 2 instances of 'c'  
 test("\*c\*d", "abcd"); // Yes  
 test("\*?c\*d", "abcd"); // Yes  
 return 0;  
}

Output:

Yes  
Yes  
No  
No  
Yes  
No  
Yes  
Yes

**Exercise**  
 **1)** In the above solution, all non-wild characters of first string must be there is second string and all characters of second string must match with either a normal character or wildcard character of first string. Extend the above solution to work like other [pattern searching solutions](http://www.geeksforgeeks.org/tag/pattern-searching/) where the first string is pattern and second string is text and we should print all occurrences of first string in second.

**2)** Write a pattern searching function where the meaning of ‘?’ is same, but ‘\*’ means 0 or more occurrences of the character just before ‘\*’. For example, if first string is ‘a\*b’, then it matches with ‘aaab’, but doesn’t match with ‘abb’.

This article is compiled by [Vishal Chaudhary](https://www.facebook.com/vishal.cs.bits) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/wildcard-character-matching/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Write your own atoi()

The [atoi()](http://www.cplusplus.com/reference/cstdlib/atoi/) function takes a string (which represents an integer) as an argument and returns its value.

Following is a simple implementation. We initialize result as 0. We start from the first character and update result for every character.

// A simple C++ program for implementation of atoi  
#include <stdio.h>  
  
// A simple atoi() function  
int myAtoi(char \*str)  
{  
 int res = 0; // Initialize result  
  
 // Iterate through all characters of input string and update result  
 for (int i = 0; str[i] != '\0'; ++i)  
 res = res\*10 + str[i] - '0';  
  
 // return result.  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "89789";  
 int val = myAtoi(str);  
 printf ("%d ", val);  
 return 0;  
}

Output:

89789

The above function doesn’t handle negative numbers. **Following is a simple extension to handle negative numbers**.

// A C++ program for implementation of atoi  
#include <stdio.h>  
  
// A simple atoi() function  
int myAtoi(char \*str)  
{  
 int res = 0; // Initialize result  
 int sign = 1; // Initialize sign as positive  
 int i = 0; // Initialize index of first digit  
   
 // If number is negative, then update sign  
 if (str[0] == '-')  
 {  
 sign = -1;   
 i++; // Also update index of first digit  
 }  
   
 // Iterate through all digits and update the result  
 for (; str[i] != '\0'; ++i)  
 res = res\*10 + str[i] - '0';  
   
 // Return result with sign  
 return sign\*res;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "-123";  
 int val = myAtoi(str);  
 printf ("%d ", val);  
 return 0;  
}

Output:

-123

The above implementation doesn’t handle errors. What if *str* is NULL or *str* contains non-numeric characters. **Following implementation handles errors**.

// A simple C++ program for implementation of atoi  
  
#include <stdio.h>  
  
// A utility function to check whether x is numeric  
bool isNumericChar(char x)  
{  
 return (x >= '0' && x <= '9')? true: false;  
}  
  
// A simple atoi() function. If the given string contains  
// any invalid character, then this function returns 0  
int myAtoi(char \*str)  
{  
 if (\*str == NULL)  
 return 0;  
  
 int res = 0; // Initialize result  
 int sign = 1; // Initialize sign as positive  
 int i = 0; // Initialize index of first digit  
  
 // If number is negative, then update sign  
 if (str[0] == '-')  
 {  
 sign = -1;  
 i++; // Also update index of first digit  
 }  
  
 // Iterate through all digits of input string and update result  
 for (; str[i] != '\0'; ++i)  
 {  
 if (isNumericChar(str[i]) == false)  
 return 0; // You may add some lines to write error message  
 // to error stream  
 res = res\*10 + str[i] - '0';  
 }  
  
 // Return result with sign  
 return sign\*res;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "-134";  
 int val = myAtoi(str);  
 printf("%d ", val);  
 return 0;  
}

Time Complexity: O(n) where n is the number of characters in input string.

**Exercise**  
 Write your won [atof()](http://www.cplusplus.com/reference/cstdlib/atof/) that takes a string (which represents an floating point value) as an argument and returns its value as double.

This article is compiled by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.  
 If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

### Source

<http://www.geeksforgeeks.org/write-your-own-atoi/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Pattern Searching | Set 6 (Efficient Construction of Finite Automata)

In the [previous post](http://www.geeksforgeeks.org/archives/18919), we discussed Finite Automata based pattern searching algorithm. The FA (Finite Automata) construction method discussed in previous post takes O((m^3)\*NO\_OF\_CHARS) time. FA can be constructed in O(m\*NO\_OF\_CHARS) time. In this post, we will discuss the O(m\*NO\_OF\_CHARS) algorithm for FA construction. The idea is similar to lps (longest prefix suffix) array construction discussed in the [KMP algorithm](http://www.geeksforgeeks.org/archives/11902). We use previously filled rows to fill a new row.
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 The abvoe diagrams represent graphical and tabular representations of pattern ACACAGA.

**Algorithm:**  
 1) Fill the first row. All entries in first row are always 0 except the entry for pat[0] character. For pat[0] character, we always need to go to state 1.  
 2) Initialize lps as 0. lps for the first index is always 0.  
 3) Do following for rows at index i = 1 to M. (M is the length of the pattern)  
 …..a) Copy the entries from the row at index equal to lps.  
 …..b) Update the entry for pat[i] character to i+1.  
 …..c) Update lps “lps = TF[lps][pat[i]]” where TF is the 2D array which is being constructed.

**Implementation**  
 Following is C implementation for the above algorithm.

#include<stdio.h>  
#include<string.h>  
#define NO\_OF\_CHARS 256  
  
/\* This function builds the TF table which represents Finite Automata for a  
 given pattern \*/  
void computeTransFun(char \*pat, int M, int TF[][NO\_OF\_CHARS])  
{  
 int i, lps = 0, x;  
  
 // Fill entries in first row  
 for (x =0; x < NO\_OF\_CHARS; x++)  
 TF[0][x] = 0;  
 TF[0][pat[0]] = 1;  
  
 // Fill entries in other rows  
 for (i = 1; i<= M; i++)  
 {  
 // Copy values from row at index lps  
 for (x = 0; x < NO\_OF\_CHARS; x++)  
 TF[i][x] = TF[lps][x];  
  
 // Update the entry corresponding to this character  
 TF[i][pat[i]] = i + 1;  
  
 // Update lps for next row to be filled  
 if (i < M)  
 lps = TF[lps][pat[i]];  
 }  
}  
  
/\* Prints all occurrences of pat in txt \*/  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
  
 int TF[M+1][NO\_OF\_CHARS];  
  
 computeTransFun(pat, M, TF);  
  
 // process text over FA.  
 int i, j=0;  
 for (i = 0; i < N; i++)  
 {  
 j = TF[j][txt[i]];  
 if (j == M)  
 {  
 printf ("\n pattern found at index %d", i-M+1);  
 }  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "GEEKS FOR GEEKS";  
 char \*pat = "GEEKS";  
 search(pat, txt);  
 getchar();  
 return 0;  
}

Output:

pattern found at index 0  
 pattern found at index 10

Time Complexity for FA construction is O(M\*NO\_OF\_CHARS). The code for search is same as the [previous post](http://www.geeksforgeeks.org/archives/18919) and time complexity for it is O(n).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-5-efficient-constructtion-of-finite-automata/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Pattern Searching | Set 7 (Boyer Moore Algorithm - Bad Character Heuristic)

Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

Examples:

1) Input:  
  
 txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"  
  
Output:  
  
Pattern found at index 10  
  
2) Input:  
  
 txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"  
  
Output:  
  
 Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

We have discussed the following algorithms in the previous posts:

[Naive Algorithm](http://www.geeksforgeeks.org/archives/11871)  
 [KMP Algorithm](http://www.geeksforgeeks.org/archives/11902)  
 [Rabin Karp Algorithm](http://www.geeksforgeeks.org/archives/11937)  
 [Finite Automata based Algorithm](http://www.geeksforgeeks.org/archives/18919)

In this post, we will discuss Boyer Moore pattern searching algorithm. Like [KMP](http://www.geeksforgeeks.org/archives/11902)and [Finite Automata](http://www.geeksforgeeks.org/archives/18919)algorithms, Boyer Moore algorithm also preprocesses the pattern.  
 Boyer Moore is a combination of following two approaches.  
 1) Bad Character Heuristic  
 2) Good Suffix Heuristic  
 Both of the above heuristics can also be used independently to search a pattern in a text. Let us first understand how two independent approaches work together in the Boyer Moore algorithm. If we take a look at the [Naive algorithm](http://www.geeksforgeeks.org/archives/11871), it slides the pattern over the text one by one. KMP algorithm does preprocessing over the pattern so that the pattern can be shifted by more than one. The Boyer Moore algorithm does preprocessing for the same reason. It preporcesses the pattern and creates different arrays for both heuristics. At every step, it slides the pattern by max of the slides suggested by the two heuristics. So it uses best of the two heuristics at every step. Unlike the previous pattern searching algorithms, Boyer Moore algorithm starts matching from the last character of the pattern.

In this post, we will discuss bad character heuristic, and discuss Good Suffix heuristic in the next post.

The idea of bad character heuristic is simple. The character of the text which doesn’t match with the current character of pattern is called the Bad Character. Whenever a character doesn’t match, we slide the pattern in such a way that aligns the bad character with the last occurrence of it in pattern. We preprocess the pattern and store the last occurrence of every possible character in an array of size equal to alphabet size. If the character is not present at all, then it may result in a shift by m (length of pattern). Therefore, the bad character heuristic takes O(n/m) time in the best case.

/\* Program for Bad Character Heuristic of Boyer Moore String Matching Algorithm \*/  
  
# include <limits.h>  
# include <string.h>  
# include <stdio.h>  
  
# define NO\_OF\_CHARS 256  
  
// A utility function to get maximum of two integers  
int max (int a, int b) { return (a > b)? a: b; }  
  
// The preprocessing function for Boyer Moore's bad character heuristic  
void badCharHeuristic( char \*str, int size, int badchar[NO\_OF\_CHARS])  
{  
 int i;  
  
 // Initialize all occurrences as -1  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 badchar[i] = -1;  
  
 // Fill the actual value of last occurrence of a character  
 for (i = 0; i < size; i++)  
 badchar[(int) str[i]] = i;  
}  
  
/\* A pattern searching function that uses Bad Character Heuristic of  
 Boyer Moore Algorithm \*/  
void search( char \*txt, char \*pat)  
{  
 int m = strlen(pat);  
 int n = strlen(txt);  
  
 int badchar[NO\_OF\_CHARS];  
  
 /\* Fill the bad character array by calling the preprocessing  
 function badCharHeuristic() for given pattern \*/  
 badCharHeuristic(pat, m, badchar);  
  
 int s = 0; // s is shift of the pattern with respect to text  
 while(s <= (n - m))  
 {  
 int j = m-1;  
  
 /\* Keep reducing index j of pattern while characters of  
 pattern and text are matching at this shift s \*/  
 while(j >= 0 && pat[j] == txt[s+j])  
 j--;  
  
 /\* If the pattern is present at current shift, then index j  
 will become -1 after the above loop \*/  
 if (j < 0)  
 {  
 printf("\n pattern occurs at shift = %d", s);  
  
 /\* Shift the pattern so that the next character in text  
 aligns with the last occurrence of it in pattern.  
 The condition s+m < n is necessary for the case when  
 pattern occurs at the end of text \*/  
 s += (s+m < n)? m-badchar[txt[s+m]] : 1;  
  
 }  
  
 else  
 /\* Shift the pattern so that the bad character in text  
 aligns with the last occurrence of it in pattern. The  
 max function is used to make sure that we get a positive  
 shift. We may get a negative shift if the last occurrence  
 of bad character in pattern is on the right side of the  
 current character. \*/  
 s += max(1, j - badchar[txt[s+j]]);  
 }  
}  
  
/\* Driver program to test above funtion \*/  
int main()  
{  
 char txt[] = "ABAAABCD";  
 char pat[] = "ABC";  
 search(txt, pat);  
 return 0;  
}

Output:

pattern occurs at shift = 4

The Bad Character Heuristic may take O(mn) time in worst case. The worst case occurs when all characters of the text and pattern are same. For example, txt[] = “AAAAAAAAAAAAAAAAAA” and pat[] = “AAAAA”.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/>

# Print all the duplicates in the input string.

**Write an efficient C program to print all the duplicates and their counts in the input string**

**Algorithm:** Let input string be “geeksforgeeks”  
 **1:** Construct character count array from the input string.

count[‘e’] = 4  
 count[‘g’] = 2  
 count[‘k’] = 2  
 ……

**2:** Print all the indexes from the constructed array which have value greater than 0.

**Solution**

# include <stdio.h>  
# include <stdlib.h>  
# define NO\_OF\_CHARS 256  
  
/\* Fills count array with frequency of characters \*/  
void fillCharCounts(char \*str, int \*count)  
{  
 int i;  
 for (i = 0; \*(str+i); i++)  
 count[\*(str+i)]++;  
}  
  
/\* Print duplicates present in the passed string \*/  
void printDups(char \*str)  
{  
 // Create an array of size 256 and fill count of every character in it  
 int \*count = (int \*)calloc(NO\_OF\_CHARS, sizeof(int));  
 fillCharCounts(str, count);  
  
 // Print characters having count more than 0  
 int i;  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 if(count[i] > 1)  
 printf("%c, count = %d \n", i, count[i]);  
  
 free(count);  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 char str[] = "test string";  
 printDups(str);  
 getchar();  
 return 0;  
}

Output:

s, count = 2  
t, count = 3

**Time Complexity:** O(n)

### Source

<http://www.geeksforgeeks.org/print-all-the-duplicates-in-the-input-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [String Duplicates](http://www.geeksforgeeks.org/tag/string-duplicates/)

# Print list items containing all characters of a given word

There is a list of items. Given a specific word, e.g., “sun”, print out all the items in list which contain all the characters of “sum”

For example if the given word is “sun” and the items are “sunday”, “geeksforgeeks”, “utensils”, “”just” and “sss”, then the program should print “sunday” and “utensils”.

**Algorithm:** Thanks to [geek4u](http://geeksforgeeks.org/forum/topic/word-and-list#post-318) for suggesting this algorithm.

1) Initialize a binary map:  
 map[256] = {0, 0, ..}  
2) Set values in map[] for the given word "sun"  
 map['s'] = 1, map['u'] = 1, map['n'] = 1  
3) Store length of the word "sun":  
 len = 3 for "sun"  
4) Pick words (or items)one by one from the list  
 a) set count = 0;  
 b) For each character ch of the picked word  
 if(map['ch'] is set)  
 increment count and unset map['ch']   
 c) If count becomes equal to len (3 for "sun"),  
 print the currently picked word.  
 d) Set values in map[] for next list item  
 map['s'] = 1, map['u'] = 1, map['n'] = 1

# include <stdio.h>  
# include <stdlib.h>  
# include <string.h>  
# define NO\_OF\_CHARS 256  
  
/\* prints list items having all caharacters of word \*/  
void print(char \*list[], char \*word, int list\_size)  
{  
 /\*Since calloc is used, map[] is initialized as 0 \*/  
 int \*map = (int \*)calloc(sizeof(int), NO\_OF\_CHARS);  
 int i, j, count, word\_size;   
  
 /\*Set the values in map \*/  
 for (i = 0; \*(word+i); i++)  
 map[\*(word + i)] = 1;  
  
 /\* Get the length of given word \*/  
 word\_size = strlen(word);  
  
 /\* Check each item of list if has all characters  
 of word\*/  
 for (i = 0; i < list\_size; i++)  
 {  
 for(j = 0, count = 0; \*(list[i] + j); j++)  
 {  
 if(map[\*(list[i] + j)])  
 {  
 count++;  
  
 /\* unset the bit so that strings like   
 sss not printed\*/   
 map[\*(list[i] + j)] = 0;   
 }   
 }  
 if(count == word\_size)  
 printf("\n %s", list[i]);  
  
 /\*Set the values in map for next item\*/  
 for (j = 0; \*(word+j); j++)  
 map[\*(word + j)] = 1;   
 }  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 char str[] = "sun";  
 char \*list[] = {"geeksforgeeks", "unsorted", "sunday", "just", "sss" };  
 print(list, str, 5);  
 getchar();  
 return 0;  
}

Asked by [Joey](http://geeksforgeeks.org/forum/topic/word-and-list#post-318)

Time Complexity: O(n + m) where n is total number of characters in the list of items. And m = (number of items in list) \* (number of characters in the given word)

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem

### Source

<http://www.geeksforgeeks.org/print-list-items-containing-all-characters-of-a-given-word/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Remove all duplicates from the input string.

Below are the different methods to remove duplicates in a string.

**METHOD 1 (Use Sorting)**

**Algorithm:**

1) Sort the elements.  
 2) Now in a loop, remove duplicates by comparing the   
 current character with previous character.  
 3) Remove extra characters at the end of the resultant string.

**Example:**

Input string: geeksforgeeks  
1) Sort the characters  
 eeeefggkkosss  
2) Remove duplicates  
 efgkosgkkosss  
3) Remove extra characters  
 efgkos

Note that, this method doesn’t keep the original order of the input string. For example, if we are to remove duplicates for geeksforgeeks and keep the order of characters same, then output should be geksfor, but above function returns efgkos. We can modify this method by storing the original order. METHOD 2 keeps the order same.

**Implementation:**

# include <stdio.h>  
# include <stdlib.h>  
  
/\* Function to remove duplicates in a sorted array \*/  
char \*removeDupsSorted(char \*str);  
  
/\* Utitlity function to sort array A[] \*/  
void quickSort(char A[], int si, int ei);  
  
/\* Function removes duplicate characters from the string  
 This function work in-place and fills null characters  
 in the extra space left \*/  
char \*removeDups(char \*str)  
{  
 int len = strlen(str);  
 quickSort(str, 0, len-1);  
 return removeDupsSorted(str);  
}   
  
/\* Function to remove duplicates in a sorted array \*/  
char \*removeDupsSorted(char \*str)  
{  
 int res\_ind = 1, ip\_ind = 1;  
  
 /\* In place removal of duplicate characters\*/  
 while(\*(str + ip\_ind))  
 {  
 if(\*(str + ip\_ind) != \*(str + ip\_ind - 1))  
 {  
 \*(str + res\_ind) = \*(str + ip\_ind);  
 res\_ind++;  
 }  
 ip\_ind++;  
 }   
  
 /\* After above step string is stringiittg.  
 Removing extra iittg after string\*/  
 \*(str + res\_ind) = '\0';  
   
 return str;  
}  
  
/\* Driver program to test removeDups \*/  
int main()  
{  
 char str[] = "eeeefggkkosss";  
 printf("%s", removeDups(str));  
 getchar();  
 return 0;  
}  
  
/\* FOLLOWING FUNCTIONS ARE ONLY FOR SORTING  
 PURPOSE \*/  
void exchange(char \*a, char \*b)  
{  
 char temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
int partition(char A[], int si, int ei)  
{  
 char x = A[ei];  
 int i = (si - 1);  
 int j;  
  
 for (j = si; j <= ei - 1; j++)  
 {  
 if(A[j] <= x)  
 {  
 i++;  
 exchange(&A[i], &A[j]);  
 }  
 }  
 exchange (&A[i + 1], &A[ei]);  
 return (i + 1);  
}  
  
/\* Implementation of Quick Sort  
A[] --> Array to be sorted  
si --> Starting index  
ei --> Ending index  
\*/  
void quickSort(char A[], int si, int ei)  
{  
 int pi; /\* Partitioning index \*/  
 if(si < ei)  
 {  
 pi = partition(A, si, ei);  
 quickSort(A, si, pi - 1);  
 quickSort(A, pi + 1, ei);  
 }  
}

**Time Complexity:** O(nlogn) If we use some nlogn sorting algorithm instead of quicksort.

**METHOD 2 (Use Hashing )**

**Algorithm:**

1: Initialize:  
 str = "test string" /\* input string \*/  
 ip\_ind = 0 /\* index to keep track of location of next  
 character in input string \*/  
 res\_ind = 0 /\* index to keep track of location of  
 next character in the resultant string \*/  
 bin\_hash[0..255] = {0,0, ….} /\* Binary hash to see if character is   
 already processed or not \*/  
2: Do following for each character \*(str + ip\_ind) in input string:  
 (a) if bin\_hash is not set for \*(str + ip\_ind) then  
 // if program sees the character \*(str + ip\_ind) first time  
 (i) Set bin\_hash for \*(str + ip\_ind)  
 (ii) Move \*(str + ip\_ind) to the resultant string.  
 This is done in-place.  
 (iii) res\_ind++  
 (b) ip\_ind++  
 /\* String obtained after this step is "te sringng" \*/  
3: Remove extra characters at the end of the resultant string.  
 /\* String obtained after this step is "te sring" \*/

**Implementation:**

# include <stdio.h>  
# include <stdlib.h>  
# define NO\_OF\_CHARS 256  
# define bool int  
  
/\* Function removes duplicate characters from the string  
 This function work in-place and fills null characters  
 in the extra space left \*/  
char \*removeDups(char \*str)  
{  
 bool bin\_hash[NO\_OF\_CHARS] = {0};  
 int ip\_ind = 0, res\_ind = 0;   
 char temp;   
  
 /\* In place removal of duplicate characters\*/   
 while(\*(str + ip\_ind))  
 {  
 temp = \*(str + ip\_ind);  
 if(bin\_hash[temp] == 0)  
 {  
 bin\_hash[temp] = 1;  
 \*(str + res\_ind) = \*(str + ip\_ind);  
 res\_ind++;   
 }  
 ip\_ind++;  
 }   
  
 /\* After above step string is stringiittg.  
 Removing extra iittg after string\*/   
 \*(str+res\_ind) = '\0';   
   
 return str;  
}  
  
/\* Driver program to test removeDups \*/  
int main()  
{  
 char str[] = "geeksforgeeks";  
 printf("%s", removeDups(str));  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

**NOTES:**  
 \* It is assumed that number of possible characters in input string are 256. NO\_OF\_CHARS should be changed accordingly.  
 \* calloc is used instead of malloc for memory allocations of counting array (count) to initialize allocated memory to ‘\0′. malloc() followed by memset() could also be used.  
 \* Above algorithm also works for an integer array inputs if range of the integers in array is given. Example problem is to find maximum occurring number in an input array given that the input array contain integers only between 1000 to 1100

### Source

<http://www.geeksforgeeks.org/remove-all-duplicates-from-the-input-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

Post navigation

[← Write a C program to calculate pow(x,n)](http://www.geeksforgeeks.org/write-a-c-program-to-calculate-powxn/) [Print all the duplicates in the input string. →](http://www.geeksforgeeks.org/print-all-the-duplicates-in-the-input-string/)

# Remove characters from the first string which are present in the second string

**Write an efficient C function that takes two strings as arguments and removes the characters from first string which are present in second string (mask string).**

**Algorithm:** Let first input string be”test string” and the string which has characters to be removed from first string be “mask”  
 **1:** Initialize:  
 res\_ind = 0 /\* index to keep track of processing of each character in i/p string \*/  
 ip\_ind = 0 /\* index to keep track of processing of each character in the resultant string \*/

**2:** Construct count array from mask\_str. Count array would be:  
 (We can use Boolean array here instead of int count array because we don’t need count, we need to know only if character is present in mask string)  
 count[‘a’] = 1  
 count[‘k’] = 1  
 count[‘m’] = 1  
 count[‘s’] = 1

**3:** Process each character of the input string and if count of that character is 0 then only add the character to the resultant string.  
 str = “tet tringng” // ’s’ has been removed because ’s’ was present in mask\_str but we we have got two extra characters “ng”  
 ip\_ind = 11  
 res\_ind = 9

**4:** Put a ‘\0′ at the end of the string?

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
#define NO\_OF\_CHARS 256  
  
/\* Returns an array of size 256 containg count  
 of characters in the passed char array \*/  
int \*getCharCountArray(char \*str)  
{  
 int \*count = (int \*)calloc(sizeof(int), NO\_OF\_CHARS);  
 int i;  
 for (i = 0; \*(str+i); i++)  
 count[\*(str+i)]++;  
 return count;  
}  
  
/\* removeDirtyChars takes two string as arguments: First  
string (str) is the one from where function removes dirty  
characters. Second string is the string which contain all  
dirty characters which need to be removed from first string \*/  
char \*removeDirtyChars(char \*str, char \*mask\_str)  
{  
 int \*count = getCharCountArray(mask\_str);  
 int ip\_ind = 0, res\_ind = 0;  
 char temp;  
 while(\*(str + ip\_ind))  
 {  
 temp = \*(str + ip\_ind);  
 if(count[temp] == 0)  
 {  
 \*(str + res\_ind) = \*(str + ip\_ind);  
 res\_ind++;  
 }  
 ip\_ind++;  
 }   
  
 /\* After above step string is ngring.   
 Removing extra "iittg" after string\*/  
 \*(str+res\_ind) = '\0';   
  
 return str;  
}  
  
/\* Driver program to test getCharCountArray\*/  
int main()  
{  
 char mask\_str[] = "mask";  
 char str[] = "geeksforgeeks";  
 printf("%s", removeDirtyChars(str, mask\_str));  
 getchar();  
 return 0;  
}

**Time Complexity:** O(m+n) Where m is the length of mask string and n is the length of the input string.

### Source

<http://www.geeksforgeeks.org/remove-characters-from-the-first-string-which-are-present-in-the-second-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Return maximum occurring character in the input string

Write an efficient C function to return maximum occurring character in the input string e.g., if input string is “test string” then function should return ‘t’.

**Algorithm:**

Input string = “test”  
1: Construct character count array from the input string.  
 count['e'] = 1  
 count['s'] = 1  
 count['t'] = 2  
  
2: Return the index of maximum value in count array (returns ‘t’).

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
#define NO\_OF\_CHARS 256  
  
int \*getCharCountArray(char \*);  
char getIndexOfMax(int \*, int);  
  
/\* Returns the maximum occurring character in  
 the input string \*/  
char getMaxOccuringChar(char \*str)  
{  
 int \*count = getCharCountArray(str);  
 return getIndexOfMax(count, NO\_OF\_CHARS);  
}  
  
/\* Returns an array of size 256 containg count  
 of characters in the passed char array \*/  
int \*getCharCountArray(char \*str)  
{  
 int \*count = (int \*)calloc(NO\_OF\_CHARS, sizeof(int));  
 int i;  
  
 for (i = 0; \*(str+i); i++)  
 count[\*(str+i)]++;  
  
 return count;  
}  
  
char getIndexOfMax(int ar[], int ar\_size)  
{  
 int i;  
 int max\_index = 0;  
  
 for(i = 1; i < ar\_size; i++)  
 if(ar[i] > ar[max\_index])  
 max\_index = i;  
  
 /\* free memory allocated to count \*/  
 free(ar);   
 ar = NULL;  
  
 return max\_index;  
}  
  
int main()  
{  
 char str[] = "sample string";  
 printf("%c", getMaxOccuringChar(str));  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

**Notes:**  
 If more than one character have the same and maximum count then function returns only the first character in alphabetical order. For example if input string is “test sample” then function will return only ‘e’.

### Source

<http://www.geeksforgeeks.org/return-maximum-occurring-character-in-the-input-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Print reverse of a string using recursion

Write a recursive C function to print reverse of a given string.  
   
 **Program:**

# include <stdio.h>  
  
/\* Function to print reverse of the passed string \*/  
void reverse(char \*str)  
{  
 if(\*str)  
 {  
 reverse(str+1);  
 printf("%c", \*str);  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char a[] = "Geeks for Geeks";  
 reverse(a);  
 getchar();  
 return 0;  
}

**Explanation:** Recursive function (reverse) takes string pointer (str) as input and calls itself with next location to passed pointer (str+1). Recursion continues this way, when pointer reaches ‘\0′, all functions accumulated in stack print char at passed location (str) and return one by one.

**Time Complexity:** O(n)

### Source

<http://www.geeksforgeeks.org/reverse-a-string-using-recursion/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Reverse words in a given string

Example: Let the input string be “i like this program very much”. The function should change the string to “much very program this like i”

Algorithm:

1) Reverse the individual words, we get the below string.  
 "i ekil siht margorp yrev hcum"  
2) Reverse the whole string from start to end and you get the desired output.  
 "much very program this like i"

#include<stdio.h>  
  
/\* function prototype for utility function to  
 reverse a string from begin to end \*/  
void reverse(char \*begin, char \*end);  
  
/\*Function to reverse words\*/  
void reverseWords(char \*s)  
{  
 char \*word\_begin = s;  
 char \*temp = s; /\* temp is for word boundry \*/  
  
 /\*STEP 1 of the above algorithm \*/  
 while( \*temp )  
 {  
 temp++;  
 if (\*temp == '\0')  
 {  
 reverse(word\_begin, temp-1);  
 }  
 else if(\*temp == ' ')  
 {  
 reverse(word\_begin, temp-1);  
 word\_begin = temp+1;  
 }  
 } /\* End of while \*/  
  
 /\*STEP 2 of the above algorithm \*/  
 reverse(s, temp-1);  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\*Function to reverse any sequence starting with pointer  
 begin and ending with pointer end \*/  
void reverse(char \*begin, char \*end)  
{  
 char temp;  
 while (begin < end)  
 {  
 temp = \*begin;  
 \*begin++ = \*end;  
 \*end-- = temp;  
 }  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 char s[] = "i like this program very much";  
 char \*temp = s;  
 reverseWords(s);  
 printf("%s", s);  
 getchar();  
 return 0;  
}

The above code doesn’t handle the cases when the string starts with space. The following version handles this specific case and doesn’t make unnecessary calls to reverse function in the case of multiple space in between. Thanks to rka143 for providing this version.

void reverseWords(char \*s)  
{  
 char \*word\_begin = NULL;  
 char \*temp = s; /\* temp is for word boundry \*/  
  
 /\*STEP 1 of the above algorithm \*/  
 while( \*temp )  
 {  
 /\*This condition is to make sure that the string start with  
 valid character (not space) only\*/  
 if (( word\_begin == NULL ) && (\*temp != ' ') )  
 {  
 word\_begin=temp;  
 }  
 if(word\_begin && ((\*(temp+1) == ' ') || (\*(temp+1) == '\0')))  
 {  
 reverse(word\_begin, temp);  
 word\_begin = NULL;  
 }  
 temp++;  
 } /\* End of while \*/  
  
 /\*STEP 2 of the above algorithm \*/  
 reverse(s, temp-1);  
}

Time Complexity: O(n)

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/reverse-words-in-a-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Run Length Encoding

Given an input string, write a function that returns the [Run Length Encoded](http://en.wikipedia.org/wiki/Run-length_encoding) string for the input string.

For example, if the input string is “wwwwaaadexxxxxx”, then the function should return “w4a3d1e1x6″.

Algorithm:  
 a) Pick the first character from source string.  
 b) Append the picked character to the destination string.  
 c) Count the number of subsequent occurrences of the picked character and append the count to destination string.  
 d) Pick the next character and repeat steps b) c) and d) if end of string is NOT reached.

#include<stdio.h>  
#include<string.h>  
#include<stdlib.h>  
#define MAX\_RLEN 50  
  
/\* Returns the Run Length Encoded string for the   
 source string src \*/  
char \*encode(char \*src)  
{   
 int rLen;  
 char count[MAX\_RLEN];  
 int len = strlen(src);  
   
 /\* If all characters in the source string are different,   
 then size of destination string would be twice of input string.  
 For example if the src is "abcd", then dest would be "a1b1c1d1"  
 For other inputs, size would be less than twice. \*/  
 char \*dest = (char \*)malloc(sizeof(char)\*(len\*2 + 1));  
   
 int i, j = 0, k;  
  
 /\* traverse the input string one by one \*/   
 for(i = 0; i < len; i++)  
 {  
  
 /\* Copy the first occurrence of the new character \*/   
 dest[j++] = src[i];  
   
 /\* Count the number of occurrences of the new character \*/  
 rLen = 1;   
 while(i + 1 < len && src[i] == src[i+1])  
 {  
 rLen++;  
 i++;  
 }   
   
 /\* Store rLen in a character array count[] \*/  
 sprintf(count, "%d", rLen);  
  
 /\* Copy the count[] to destination \*/  
 for(k = 0; \*(count+k); k++, j++)  
 {   
 dest[j] = count[k];   
 }   
 }   
  
 /\*terminate the destination string \*/   
 dest[j] = '\0';  
 return dest;  
}   
  
/\*driver program to test above function \*/  
int main()  
{  
 char str[] = "geeksforgeeks";   
 char \*res = encode(str);  
 printf("%s", res);  
 getchar();  
}

Time Complexity: O(n)

References:  
 <http://en.wikipedia.org/wiki/Run-length_encoding>

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/run-length-encoding/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/)

# Searching for Patterns | Set 1 (Naive Pattern Searching)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that *n > m*.

Examples:  
 **1)** Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

**2)** Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

**Naive Pattern Searching:**  
 Slide the pattern over text one by one and check for a match. If a match is found, then slides by 1 again to check for subsequent matches.

#include<stdio.h>  
#include<string.h>  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
   
 /\* A loop to slide pat[] one by one \*/  
 for (int i = 0; i <= N - M; i++)  
 {  
 int j;  
   
 /\* For current index i, check for pattern match \*/  
 for (j = 0; j < M; j++)  
 {  
 if (txt[i+j] != pat[j])  
 break;  
 }  
 if (j == M) // if pat[0...M-1] = txt[i, i+1, ...i+M-1]  
 {  
 printf("Pattern found at index %d \n", i);  
 }  
 }  
}  
   
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "AABAACAADAABAAABAA";  
 char \*pat = "AABA";  
 search(pat, txt);  
 getchar();  
 return 0;  
}

**What is the best case?**  
 The best case occurs when the first character of the pattern is not present in text at all.

txt[] = "AABCCAADDEE"  
 pat[] = "FAA"

The number of comparisons in best case is O(n).

**What is the worst case ?**  
 The worst case of Naive Pattern Searching occurs in following scenarios.  
 1) When all characters of the text and pattern are same.

txt[] = "AAAAAAAAAAAAAAAAAA"  
 pat[] = "AAAAA".

2) Worst case also occurs when only the last character is different.

txt[] = "AAAAAAAAAAAAAAAAAB"  
 pat[] = "AAAAB"

Number of comparisons in worst case is O(m\*(n-m+1)). Although strings which have repeated characters are not likely to appear in English text, they may well occur in other applications (for example, in binary texts). The KMP matching algorithm improves the worst case to O(n). We will be covering KMP in the next post. Also, we will be writing more posts to cover all pattern searching algorithms and data structures.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Searching for Patterns | Set 2 (KMP Algorithm)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that *n > m*.

Examples:  
 **1)** Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

**2)** Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

We have discussed Naive pattern searching algorithm in the [previous post](http://geeksforgeeks.org/?p=11871). The worst case complexity of Naive algorithm is O(m(n-m+1)). Time complexity of KMP algorithm is O(n) in worst case.

**KMP (Knuth Morris Pratt) Pattern Searching**  
 The [Naive pattern searching algorithm](http://geeksforgeeks.org/?p=11871) doesn’t work well in cases where we see many matching characters followed by a mismatching character. Following are some examples.

txt[] = "AAAAAAAAAAAAAAAAAB"  
 pat[] = "AAAAB"  
  
 txt[] = "ABABABCABABABCABABABC"  
 pat[] = "ABABAC" (not a worst case, but a bad case for Naive)

The KMP matching algorithm uses degenerating property (pattern having same sub-patterns appearing more than once in the pattern) of the pattern and improves the worst case complexity to O(n). The basic idea behind KMP’s algorithm is: whenever we detect a mismatch (after some matches), we already know some of the characters in the text (since they matched the pattern characters prior to the mismatch). We take advantage of this information to avoid matching the characters that we know will anyway match.  
 KMP algorithm does some preprocessing over the pattern pat[] and constructs an auxiliary array lps[] of size m (same as size of pattern). Here **name lps indicates longest proper prefix which is also suffix.**. For each sub-pattern pat[0…i] where i = 0 to m-1, lps[i] stores length of the maximum matching proper prefix which is also a suffix of the sub-pattern pat[0..i].

lps[i] = the longest proper prefix of pat[0..i]   
 which is also a suffix of pat[0..i].

Examples:  
 For the pattern “AABAACAABAA”, lps[] is [0, 1, 0, 1, 2, 0, 1, 2, 3, 4, 5]  
 For the pattern “ABCDE”, lps[] is [0, 0, 0, 0, 0]  
 For the pattern “AAAAA”, lps[] is [0, 1, 2, 3, 4]  
 For the pattern “AAABAAA”, lps[] is [0, 1, 2, 0, 1, 2, 3]  
 For the pattern “AAACAAAAAC”, lps[] is [0, 1, 2, 0, 1, 2, 3, 3, 3, 4]

**Searching Algorithm:**  
 Unlike the Naive algo where we slide the pattern by one, we use a value from lps[] to decide the next sliding position. Let us see how we do that. When we compare pat[j] with txt[i] and see a mismatch, we know that characters pat[0..j-1] match with txt[i-j+1…i-1], and we also know that lps[j-1] characters of pat[0…j-1] are both proper prefix and suffix which means we do not need to match these lps[j-1] characters with txt[i-j…i-1] because we know that these characters will anyway match. See KMPSearch() in the below code for details.

**Preprocessing Algorithm:**  
 In the preprocessing part, we calculate values in lps[]. To do that, we keep track of the length of the longest prefix suffix value (we use len variable for this purpose) for the previous index. We initialize lps[0] and len as 0. If pat[len] and pat[i] match, we increment len by 1 and assign the incremented value to lps[i]. If pat[i] and pat[len] do not match and len is not 0, we update len to lps[len-1]. See computeLPSArray () in the below code for details.

#include<stdio.h>  
#include<string.h>  
#include<stdlib.h>  
  
void computeLPSArray(char \*pat, int M, int \*lps);  
  
void KMPSearch(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
  
 // create lps[] that will hold the longest prefix suffix values for pattern  
 int \*lps = (int \*)malloc(sizeof(int)\*M);  
 int j = 0; // index for pat[]  
  
 // Preprocess the pattern (calculate lps[] array)  
 computeLPSArray(pat, M, lps);  
  
 int i = 0; // index for txt[]  
 while (i < N)  
 {  
 if (pat[j] == txt[i])  
 {  
 j++;  
 i++;  
 }  
  
 if (j == M)  
 {  
 printf("Found pattern at index %d \n", i-j);  
 j = lps[j-1];  
 }  
  
 // mismatch after j matches  
 else if (i < N && pat[j] != txt[i])  
 {  
 // Do not match lps[0..lps[j-1]] characters,  
 // they will match anyway  
 if (j != 0)  
 j = lps[j-1];  
 else  
 i = i+1;  
 }  
 }  
 free(lps); // to avoid memory leak  
}  
  
void computeLPSArray(char \*pat, int M, int \*lps)  
{  
 int len = 0; // lenght of the previous longest prefix suffix  
 int i;  
  
 lps[0] = 0; // lps[0] is always 0  
 i = 1;  
  
 // the loop calculates lps[i] for i = 1 to M-1  
 while (i < M)  
 {  
 if (pat[i] == pat[len])  
 {  
 len++;  
 lps[i] = len;  
 i++;  
 }  
 else // (pat[i] != pat[len])  
 {  
 if (len != 0)  
 {  
 // This is tricky. Consider the example AAACAAAA and i = 7.  
 len = lps[len-1];  
  
 // Also, note that we do not increment i here  
 }  
 else // if (len == 0)  
 {  
 lps[i] = 0;  
 i++;  
 }  
 }  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char \*txt = "ABABDABACDABABCABAB";  
 char \*pat = "ABABCABAB";  
 KMPSearch(pat, txt);  
 return 0;  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/>

# Write a C program to print all permutations of a given string

A permutation, also called an “arrangement number” or “order,” is a rearrangement of the elements of an ordered list S into a one-to-one correspondence with S itself. A string of length n has n! permutation.  
 Source: Mathword(<http://mathworld.wolfram.com/Permutation.html>)

Below are the permutations of string ABC.  
 ABC, ACB, BAC, BCA, CAB, CBA

Here is a solution using backtracking.
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// C program to print all permutations with duplicates allowed  
#include <stdio.h>  
#include <string.h>  
  
/\* Function to swap values at two pointers \*/  
void swap(char \*x, char \*y)  
{  
 char temp;  
 temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
/\* Function to print permutations of string  
 This function takes three parameters:  
 1. String  
 2. Starting index of the string  
 3. Ending index of the string. \*/  
void permute(char \*a, int l, int r)  
{  
 int i;  
 if (l == r)  
 printf("%s\n", a);  
 else  
 {  
 for (i = l; i <= r; i++)  
 {  
 swap((a+l), (a+i));  
 permute(a, l+1, r);  
 swap((a+l), (a+i)); //backtrack  
 }  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char str[] = "ABC";  
 int n = strlen(str);  
 permute(str, 0, n-1);  
 return 0;  
}

Output:

ABC  
ACB  
BAC  
BCA  
CBA  
CAB

**Algorithm Paradigm:** Backtracking  
 **Time Complexity:** O(n\*n!)

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-print-all-permutations-of-a-given-string/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)