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# Largest Sum Contiguous Subarray

Write an efficient C program to find the sum of contiguous subarray within a one-dimensional array of numbers which has the largest sum.

**Kadane’s Algorithm:**

Initialize:  
 max\_so\_far = 0  
 max\_ending\_here = 0  
  
Loop for each element of the array  
 (a) max\_ending\_here = max\_ending\_here + a[i]  
 (b) if(max\_ending\_here   
Explanation:  
  
Simple idea of the Kadane's algorithm is to look for all positive contiguous segments of the array (max\_ending\_here is used for this). And keep track of maximum sum contiguous segment among all positive segments (max\_so\_far is used for this). Each time we get a positive sum compare it with max\_so\_far and update max\_so\_far if it is greater than max\_so\_far  
   
 Lets take the example:  
 {-2, -3, 4, -1, -2, 1, 5, -3}  
  
 max\_so\_far = max\_ending\_here = 0  
  
 for i=0, a[0] = -2  
 max\_ending\_here = max\_ending\_here + (-2)  
 Set max\_ending\_here = 0 because max\_ending\_here   
Program:  
   
 #include<stdio.h>  
 int maxSubArraySum(int a[], int size)  
 {  
 int max\_so\_far = 0, max\_ending\_here = 0;  
 int i;  
 for(i = 0; i < size; i++)  
 {  
 max\_ending\_here = max\_ending\_here + a[i];  
 if (max\_ending\_here < 0)  
 max\_ending\_here = 0;  
 if (max\_so\_far < max\_ending\_here)  
 max\_so\_far = max\_ending\_here;  
 }  
 return max\_so\_far;  
 }   
  
 /\*Driver program to test maxSubArraySum\*/  
 int main()  
 {  
 int a[] = {-2, -3, 4, -1, -2, 1, 5, -3};  
 int n = sizeof(a)/sizeof(a[0]);  
 int max\_sum = maxSubArraySum(a, n);  
 printf("Maximum contiguous sum is %d\n", max\_sum);  
 getchar();  
 return 0;  
 }

**Notes:**  
 Algorithm doesn't work for all negative numbers. It simply returns 0 if all numbers are negative. For handling this we can add an extra phase before actual implementation. The phase will look if all numbers are negative, if they are it will return maximum of them (or smallest in terms of absolute value). There may be other ways to handle it though.

Above program can be optimized further, if we compare max\_so\_far with max\_ending\_here only if max\_ending\_here is greater than 0.

int maxSubArraySum(int a[], int size)  
 {  
 int max\_so\_far = 0, max\_ending\_here = 0;  
 int i;  
 for(i = 0; i < size; i++)  
 {  
 max\_ending\_here = max\_ending\_here + a[i];  
 if(max\_ending\_here < 0)  
 max\_ending\_here = 0;  
  
 /\* Do not compare for all elements. Compare only   
 when max\_ending\_here > 0 \*/  
 else if (max\_so\_far < max\_ending\_here)  
 max\_so\_far = max\_ending\_here;  
 }  
 return max\_so\_far;  
 }

**Time Complexity:** O(n)  
 **Algorithmic Paradigm:** Dynamic Programming

Following is another simple implementation suggested by **Mohit Kumar**. The implementation handles the case when all numbers in array are negative.

#include<stdio.h>  
  
int max(int x, int y)  
{ return (y > x)? y : x; }  
  
int maxSubArraySum(int a[], int size)  
{  
 int max\_so\_far = a[0], i;  
 int curr\_max = a[0];  
  
 for (i = 1; i < size; i++)  
 {  
 curr\_max = max(a[i], curr\_max+a[i]);  
 max\_so\_far = max(max\_so\_far, curr\_max);  
 }  
 return max\_so\_far;  
}  
  
/\* Driver program to test maxSubArraySum \*/  
int main()  
{  
 int a[] = {-2, -3, 4, -1, -2, 1, 5, -3};  
 int n = sizeof(a)/sizeof(a[0]);  
 int max\_sum = maxSubArraySum(a, n);  
 printf("Maximum contiguous sum is %d\n", max\_sum);  
 return 0;  
}

Now try below question  
 Given an array of integers (possibly some of the elements negative), write a C program to find out the \*maximum product\* possible by adding 'n' consecutive integers in the array, n  
 **References:**  
 <http://en.wikipedia.org/wiki/Kadane%27s_Algorithm>
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# Ugly Numbers

Ugly numbers are numbers whose only prime factors are 2, 3 or 5. The sequence  
 1, 2, 3, 4, 5, 6, 8, 9, 10, 12, 15, …  
 shows the first 11 ugly numbers. By convention, 1 is included.  
 Write a program to find and print the 150’th ugly number.

**METHOD 1 (Simple)**  
 Thanks to [Nedylko Draganov](http://geeksforgeeks.org/?p=753#comment-195) for suggesting this solution.

**Algorithm:**  
 Loop for all positive integers until ugly number count is smaller than n, if an integer is ugly than increment ugly number count.

To check if a number is ugly, divide the number by greatest divisible powers of 2, 3 and 5, if the number becomes 1 then it is an ugly number otherwise not.

For example, let us see how to check for 300 is ugly or not. Greatest divisible power of 2 is 4, after dividing 300 by 4 we get 75. Greatest divisible power of 3 is 3, after dividing 75 by 3 we get 25. Greatest divisible power of 5 is 25, after dividing 25 by 25 we get 1. Since we get 1 finally, 300 is ugly number.

**Implementation:**

# include<stdio.h>  
# include<stdlib.h>  
  
/\*This function divides a by greatest divisible   
 power of b\*/  
int maxDivide(int a, int b)  
{  
 while (a%b == 0)  
 a = a/b;   
 return a;  
}   
  
/\* Function to check if a number is ugly or not \*/  
int isUgly(int no)  
{  
 no = maxDivide(no, 2);  
 no = maxDivide(no, 3);  
 no = maxDivide(no, 5);  
   
 return (no == 1)? 1 : 0;  
}   
  
/\* Function to get the nth ugly number\*/  
int getNthUglyNo(int n)  
{  
 int i = 1;   
 int count = 1; /\* ugly number count \*/   
  
 /\*Check for all integers untill ugly count   
 becomes n\*/   
 while (n > count)  
 {  
 i++;   
 if (isUgly(i))  
 count++;   
 }  
 return i;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 unsigned no = getNthUglyNo(150);  
 printf("150th ugly no. is %d ", no);  
 getchar();  
 return 0;  
}

This method is not time efficient as it checks for all integers until ugly number count becomes n, but space complexity of this method is O(1)

**METHOD 2 (Use Dynamic Programming)**  
 Here is a time efficient solution with O(n) extra space. The ugly-number sequence is 1, 2, 3, 4, 5, 6, 8, 9, 10, 12, 15, …  
      because every number can only be divided by 2, 3, 5, one way to look at the sequence is to split the sequence to three groups as below:  
      (1) 1×2, 2×2, 3×2, 4×2, 5×2, …  
      (2) 1×3, 2×3, 3×3, 4×3, 5×3, …  
      (3) 1×5, 2×5, 3×5, 4×5, 5×5, …

     We can find that every subsequence is the ugly-sequence itself (1, 2, 3, 4, 5, …) multiply 2, 3, 5. Then we use similar merge method as merge sort, to get every ugly number from the three subsequence. Every step we choose the smallest one, and move one step after.

**Algorithm:**

1 Declare an array for ugly numbers: ugly[150]  
2 Initialize first ugly no: ugly[0] = 1  
3 Initialize three array index variables i2, i3, i5 to point to   
 1st element of the ugly array:   
 i2 = i3 = i5 =0;   
4 Initialize 3 choices for the next ugly no:  
 next\_mulitple\_of\_2 = ugly[i2]\*2;  
 next\_mulitple\_of\_3 = ugly[i3]\*3  
 next\_mulitple\_of\_5 = ugly[i5]\*5;  
5 Now go in a loop to fill all ugly numbers till 150:  
For (i = 1; i   
Example:  
  
Let us see how it works   
   
initialize  
 ugly[] = | 1 |  
 i2 = i3 = i5 = 0;  
  
First iteration  
 ugly[1] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(2, 3, 5)  
 = 2  
 ugly[] = | 1 | 2 |  
 i2 = 1, i3 = i5 = 0 (i2 got incremented )   
  
Second iteration  
 ugly[2] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(4, 3, 5)  
 = 3  
 ugly[] = | 1 | 2 | 3 |  
 i2 = 1, i3 = 1, i5 = 0 (i3 got incremented )   
  
Third iteration  
 ugly[3] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(4, 6, 5)  
 = 4  
 ugly[] = | 1 | 2 | 3 | 4 |  
 i2 = 2, i3 = 1, i5 = 0 (i2 got incremented )  
  
Fourth iteration  
 ugly[4] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(6, 6, 5)  
 = 5  
 ugly[] = | 1 | 2 | 3 | 4 | 5 |  
 i2 = 2, i3 = 1, i5 = 1 (i5 got incremented )  
  
Fifth iteration  
 ugly[4] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)  
 = Min(6, 6, 10)  
 = 6  
 ugly[] = | 1 | 2 | 3 | 4 | 5 | 6 |  
 i2 = 3, i3 = 2, i5 = 1 (i2 and i3 got incremented )  
  
Will continue same way till I   
Program:  
   
# include<stdio.h>  
# include<stdlib.h>  
# define bool int  
  
/\* Function to find minimum of 3 numbers \*/  
unsigned min(unsigned , unsigned , unsigned );  
  
/\* Function to get the nth ugly number\*/  
unsigned getNthUglyNo(unsigned n)  
{  
 unsigned \*ugly =  
 (unsigned \*)(malloc (sizeof(unsigned)\*n));  
 unsigned i2 = 0, i3 = 0, i5 = 0;  
 unsigned i;  
 unsigned next\_multiple\_of\_2 = 2;  
 unsigned next\_multiple\_of\_3 = 3;  
 unsigned next\_multiple\_of\_5 = 5;  
 unsigned next\_ugly\_no = 1;  
 \*(ugly+0) = 1;  
  
 for(i=1; i<n; i++)  
 {  
 next\_ugly\_no = min(next\_multiple\_of\_2,  
 next\_multiple\_of\_3,  
 next\_multiple\_of\_5);  
 \*(ugly+i) = next\_ugly\_no;   
 if(next\_ugly\_no == next\_multiple\_of\_2)  
 {  
 i2 = i2+1;   
 next\_multiple\_of\_2 = \*(ugly+i2)\*2;  
 }  
 if(next\_ugly\_no == next\_multiple\_of\_3)  
 {  
 i3 = i3+1;  
 next\_multiple\_of\_3 = \*(ugly+i3)\*3;  
 }  
 if(next\_ugly\_no == next\_multiple\_of\_5)  
 {  
 i5 = i5+1;  
 next\_multiple\_of\_5 = \*(ugly+i5)\*5;  
 }  
 } /\*End of for loop (i=1; i<n; i++) \*/  
 return next\_ugly\_no;  
}  
  
/\* Function to find minimum of 3 numbers \*/  
unsigned min(unsigned a, unsigned b, unsigned c)  
{  
 if(a <= b)  
 {  
 if(a <= c)  
 return a;  
 else  
 return c;  
 }  
 if(b <= c)  
 return b;  
 else  
 return c;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 unsigned no = getNthUglyNo(150);  
 printf("%dth ugly no. is %d ", 150, no);  
 getchar();  
 return 0;  
}

**Algorithmic Paradigm:** Dynamic Programming  
 **Time Complexity:** O(n)  
 **Storage Complexity:** O(n)

Please write comments if you find any bug in the above program or other ways to solve the same problem.
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# Maximum size square sub-matrix with all 1s

Given a binary matrix, find out the maximum size square sub-matrix with all 1s.

For example, consider the below binary matrix.

0 1 1 0 1   
 1 1 0 1 0   
 0 1 1 1 0  
 1 1 1 1 0  
 1 1 1 1 1  
 0 0 0 0 0

The maximum square sub-matrix with all set bits is

1 1 1  
 1 1 1  
 1 1 1

Algorithm:  
 Let the given binary matrix be M[R][C]. The idea of the algorithm is to construct an auxiliary size matrix S[][] in which each entry S[i][j] represents size of the square sub-matrix with all 1s including M[i][j] where M[i][j] is the rightmost and bottommost entry in sub-matrix.

1) Construct a sum matrix S[R][C] for the given M[R][C].  
 a) Copy first row and first columns as it is from M[][] to S[][]  
 b) For other entries, use following expressions to construct S[][]  
 If M[i][j] is 1 then  
 S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1  
 Else /\*If M[i][j] is 0\*/  
 S[i][j] = 0  
2) Find the maximum entry in S[R][C]  
3) Using the value and coordinates of maximum entry in S[i], print   
 sub-matrix of M[][]

For the given M[R][C] in above example, constructed S[R][C] would be:

0 1 1 0 1  
 1 1 0 1 0  
 0 1 1 1 0  
 1 1 2 2 0  
 1 2 2 3 1  
 0 0 0 0 0

The value of maximum entry in above matrix is 3 and coordinates of the entry are (4, 3). Using the maximum value and its coordinates, we can find out the required sub-matrix.

#include<stdio.h>  
#define bool int  
#define R 6  
#define C 5  
  
void printMaxSubSquare(bool M[R][C])  
{  
 int i,j;  
 int S[R][C];  
 int max\_of\_s, max\_i, max\_j;   
   
 /\* Set first column of S[][]\*/  
 for(i = 0; i < R; i++)  
 S[i][0] = M[i][0];  
   
 /\* Set first row of S[][]\*/   
 for(j = 0; j < C; j++)  
 S[0][j] = M[0][j];  
   
 /\* Construct other entries of S[][]\*/  
 for(i = 1; i < R; i++)  
 {  
 for(j = 1; j < C; j++)  
 {  
 if(M[i][j] == 1)   
 S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1;  
 else  
 S[i][j] = 0;  
 }   
 }   
   
 /\* Find the maximum entry, and indexes of maximum entry   
 in S[][] \*/  
 max\_of\_s = S[0][0]; max\_i = 0; max\_j = 0;  
 for(i = 0; i < R; i++)  
 {  
 for(j = 0; j < C; j++)  
 {  
 if(max\_of\_s < S[i][j])  
 {  
 max\_of\_s = S[i][j];  
 max\_i = i;   
 max\_j = j;  
 }   
 }   
 }   
   
 printf("\n Maximum size sub-matrix is: \n");  
 for(i = max\_i; i > max\_i - max\_of\_s; i--)  
 {  
 for(j = max\_j; j > max\_j - max\_of\_s; j--)  
 {  
 printf("%d ", M[i][j]);  
 }   
 printf("\n");  
 }   
}   
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to get minimum of three values \*/  
int min(int a, int b, int c)  
{  
 int m = a;  
 if (m > b)   
 m = b;  
 if (m > c)   
 m = c;  
 return m;  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 bool M[R][C] = {{0, 1, 1, 0, 1},   
 {1, 1, 0, 1, 0},   
 {0, 1, 1, 1, 0},  
 {1, 1, 1, 1, 0},  
 {1, 1, 1, 1, 1},  
 {0, 0, 0, 0, 0}};  
   
 printMaxSubSquare(M);  
 getchar();   
}

Time Complexity: O(m\*n) where m is number of rows and n is number of columns in the given matrix.  
 Auxiliary Space: O(m\*n) where m is number of rows and n is number of columns in the given matrix.  
 Algorithmic Paradigm: Dynamic Programming

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem
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# Program for Fibonacci numbers

The Fibonacci numbers are the numbers in the following integer sequence.

0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 141, ……..

In mathematical terms, the sequence Fn of Fibonacci numbers is defined by the recurrence relation

Fn = Fn-1 + Fn-2

with seed values

F0 = 0 and F1 = 1.

Write a function *int fib(int n)* that returns Fn. For example, if *n* = 0, then *fib()* should return 0. If n = 1, then it should return 1. For n > 1, it should return Fn-1 + Fn-2

Following are different methods to get the nth Fibonacci number.

**Method 1 ( Use recursion )**  
 A simple method that is a direct recusrive implementation mathematical recurance relation given above.

#include<stdio.h>  
int fib(int n)  
{  
 if (n <= 1)  
 return n;  
 return fib(n-1) + fib(n-2);  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* T(n) = T(n-1) + T(n-2) which is exponential.  
 We can observe that this implementation does a lot of repeated work (see the following recursion tree). So this is a bad implementation for nth Fibonacci number.

fib(5)   
 / \   
 fib(4) fib(3)   
 / \ / \  
 fib(3) fib(2) fib(2) fib(1)  
 / \ / \ / \   
 fib(2) fib(1) fib(1) fib(0) fib(1) fib(0)  
 / \  
fib(1) fib(0)

*Extra Space:* O(n) if we consider the function call stack size, otherwise O(1).

**Method 2 ( Use Dynamic Programming )**  
 We can avoid the repeated work done is the method 1 by storing the Fibonacci numbers calculated so far.

#include<stdio.h>  
  
int fib(int n)  
{  
 /\* Declare an array to store Fibonacci numbers. \*/  
 int f[n+1];  
 int i;  
  
 /\* 0th and 1st number of the series are 0 and 1\*/  
 f[0] = 0;  
 f[1] = 1;  
  
 for (i = 2; i <= n; i++)  
 {  
 /\* Add the previous 2 numbers in the series  
 and store it \*/  
 f[i] = f[i-1] + f[i-2];  
 }  
  
 return f[n];  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(n)

**Method 3 ( Space Otimized Method 2 )**  
 We can optimize the space used in method 2 by storing the previous two numbers only because that is all we need to get the next Fibannaci number in series.

#include<stdio.h>  
int fib(int n)  
{  
 int a = 0, b = 1, c, i;  
 if( n == 0)  
 return a;  
 for (i = 2; i <= n; i++)  
 {  
 c = a + b;  
 a = b;  
 b = c;  
 }  
 return b;  
}  
  
int main ()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(1)

**Method 4 ( Using power of the matrix {{1,1},{1,0}} )**  
 This another O(n) which relies on the fact that if we n times multiply the matrix M = {{1,1},{1,0}} to itself (in other words calculate power(M, n )), then we get the (n+1)th Fibonacci number as the element at row and column (0, 0) in the resultant matrix.

The matrix representation gives the following closed expression for the Fibonacci numbers:  
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#include <stdio.h>  
  
/\* Helper function that multiplies 2 matricies F and M of size 2\*2, and  
 puts the multiplication result back to F[][] \*/  
void multiply(int F[2][2], int M[2][2]);  
  
/\* Helper function that calculates F[][] raise to the power n and puts the  
 result in F[][]  
 Note that this function is desinged only for fib() and won't work as general  
 power function \*/  
void power(int F[2][2], int n);  
  
int fib(int n)  
{  
 int F[2][2] = {{1,1},{1,0}};  
 if (n == 0)  
 return 0;  
 power(F, n-1);  
  
 return F[0][0];  
}  
  
void multiply(int F[2][2], int M[2][2])  
{  
 int x = F[0][0]\*M[0][0] + F[0][1]\*M[1][0];  
 int y = F[0][0]\*M[0][1] + F[0][1]\*M[1][1];  
 int z = F[1][0]\*M[0][0] + F[1][1]\*M[1][0];  
 int w = F[1][0]\*M[0][1] + F[1][1]\*M[1][1];  
  
 F[0][0] = x;  
 F[0][1] = y;  
 F[1][0] = z;  
 F[1][1] = w;  
}  
  
void power(int F[2][2], int n)  
{  
 int i;  
 int M[2][2] = {{1,1},{1,0}};  
  
 // n - 1 times multiply the matrix to {{1,0},{0,1}}  
 for (i = 2; i <= n; i++)  
 multiply(F, M);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 9;  
 printf("%d", fib(n));  
 getchar();  
 return 0;  
}

*Time Complexity:* O(n)  
 *Extra Space:* O(1)

**Method 5 ( Optimized Method 4 )**  
 The method 4 can be optimized to work in O(Logn) time complexity. We can do recursive multiplication to get power(M, n) in the prevous method (Similar to the optimization done in [this](http://geeksforgeeks.org/?p=28)post)

#include <stdio.h>  
  
void multiply(int F[2][2], int M[2][2]);  
  
void power(int F[2][2], int n);  
  
/\* function that returns nth Fibonacci number \*/  
int fib(int n)  
{  
 int F[2][2] = {{1,1},{1,0}};  
 if (n == 0)  
 return 0;  
 power(F, n-1);  
 return F[0][0];  
}  
  
/\* Optimized version of power() in method 4 \*/  
void power(int F[2][2], int n)  
{  
 if( n == 0 || n == 1)  
 return;  
 int M[2][2] = {{1,1},{1,0}};  
  
 power(F, n/2);  
 multiply(F, F);  
  
 if (n%2 != 0)  
 multiply(F, M);  
}  
  
void multiply(int F[2][2], int M[2][2])  
{  
 int x = F[0][0]\*M[0][0] + F[0][1]\*M[1][0];  
 int y = F[0][0]\*M[0][1] + F[0][1]\*M[1][1];  
 int z = F[1][0]\*M[0][0] + F[1][1]\*M[1][0];  
 int w = F[1][0]\*M[0][1] + F[1][1]\*M[1][1];  
  
 F[0][0] = x;  
 F[0][1] = y;  
 F[1][0] = z;  
 F[1][1] = w;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int n = 9;  
 printf("%d", fib(9));  
 getchar();  
 return 0;  
}

***Time Complexity:* O(Logn)**  
 *Extra Space:* O(Logn) if we consider the function call stack size, otherwise O(1).

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

**References:**  
 <http://en.wikipedia.org/wiki/Fibonacci_number>  
 <http://www.ics.uci.edu/~eppstein/161/960109.html>

### Source

<http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/>

# Dynamic Programming | Set 1 (Overlapping Subproblems Property)

Dynamic Programming is an algorithmic paradigm that solves a given complex problem by breaking it into subproblems and stores the results of subproblems to avoid computing the same results again. Following are the two main properties of a problem that suggest that the given problem can be solved using Dynamic programming.

1) Overlapping Subproblems  
 2) Optimal Substructure

**1) Overlapping Subproblems:**  
 Like Divide and Conquer, Dynamic Programming combines solutions to sub-problems. Dynamic Programming is mainly used when solutions of same subproblems are needed again and again. In dynamic programming, computed solutions to subproblems are stored in a table so that these don’t have to recomputed. So Dynamic Programming is not useful when there are no common (overlapping) subproblems because there is no point storing the solutions if they are not needed again. For example, [Binary Search](http://en.wikipedia.org/wiki/Binary_search_algorithm) doesn’t have common subproblems. If we take example of following recursive program for Fibonacci Numbers, there are many subproblems which are solved again and again.

/\* simple recursive program for Fibonacci numbers \*/  
int fib(int n)  
{  
 if ( n <= 1 )  
 return n;  
 return fib(n-1) + fib(n-2);  
}

Recursion tree for execution of *fib(5)*

fib(5)  
 / \  
 fib(4) fib(3)  
 / \ / \  
 fib(3) fib(2) fib(2) fib(1)  
 / \ / \ / \  
 fib(2) fib(1) fib(1) fib(0) fib(1) fib(0)  
 / \  
fib(1) fib(0)

We can see that the function f(3) is being called 2 times. If we would have stored the value of f(3), then instead of computing it again, we would have reused the old stored value. There are following two different ways to store the values so that these values can be reused.

*a) Memoization (Top Down):*  
 *b) Tabulation (Bottom Up):*

*a) Memoization (Top Down):* The memoized program for a problem is similar to the recursive version with a small modification that it looks into a lookup table before computing solutions. We initialize a lookup array with all initial values as NIL. Whenever we need solution to a subproblem, we first look into the lookup table. If the precomputed value is there then we return that value, otherwise we calculate the value and put the result in lookup table so that it can be reused later.

Following is the memoized version for nth Fibonacci Number.

/\* Memoized version for nth Fibonacci number \*/  
#include<stdio.h>  
#define NIL -1  
#define MAX 100  
  
int lookup[MAX];  
  
/\* Function to initialize NIL values in lookup table \*/  
void \_initialize()  
{  
 int i;  
 for (i = 0; i < MAX; i++)  
 lookup[i] = NIL;  
}  
  
/\* function for nth Fibonacci number \*/  
int fib(int n)  
{  
 if(lookup[n] == NIL)  
 {  
 if ( n <= 1 )  
 lookup[n] = n;  
 else  
 lookup[n] = fib(n-1) + fib(n-2);  
 }  
  
 return lookup[n];  
}  
  
int main ()  
{  
 int n = 40;  
 \_initialize();  
 printf("Fibonacci number is %d ", fib(n));  
 getchar();  
 return 0;  
}

*b) Tabulation (Bottom Up):* The tabulated program for a given problem builds a table in bottom up fashion and returns the last entry from table.

/\* tabulated version \*/  
#include<stdio.h>  
int fib(int n)  
{  
 int f[n+1];  
 int i;  
 f[0] = 0; f[1] = 1;   
 for (i = 2; i <= n; i++)  
 f[i] = f[i-1] + f[i-2];  
  
 return f[n];  
}  
   
int main ()  
{  
 int n = 9;  
 printf("Fibonacci number is %d ", fib(n));  
 getchar();  
 return 0;  
}

Both tabulated and Memoized store the solutions of subproblems. In Memoized version, table is filled on demand while in tabulated version, starting from the first entry, all entries are filled one by one. Unlike the tabulated version, all entries of the lookup table are not necessarily filled in memoized version. For example, memoized solution of[LCS problem](http://en.wikipedia.org/wiki/Longest_common_subsequence_problem) doesn’t necessarily fill all entries.

To see the optimization achieved by memoized and tabulated versions over the basic recursive version, see the time taken by following runs for 40th Fibonacci number.

[Simple recursive program](https://ideone.com/HgmDT)  
 [Memoized version](https://ideone.com/yQd8u)  
 [tabulated version](https://ideone.com/S3ATh)

Also see method 2 of [Ugly Number post](http://geeksforgeeks.org/?p=753) for one more simple example where we have overlapping subproblems and we store the results of subproblems.

We will be covering Optimal Substructure Property and some more example problems in future posts on Dynamic Programming.

Try following questions as an exercise of this post.  
 1) Write a memoized version for LCS problem. Note that the tabular version is given in the CLRS book.  
 2) How would you choose between Memoization and Tabulation?

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

References:  
 <http://www.youtube.com/watch?v=V5hZoJ6uK-s>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-1/>

# Dynamic Programming | Set 2 (Optimal Substructure Property)

As we discussed in [Set 1](http://geeksforgeeks.org/?p=12635), following are the two main properties of a problem that suggest that the given problem can be solved using Dynamic programming.

1) Overlapping Subproblems  
 2) Optimal Substructure

We have already discussed Overlapping Subproblem property in the [Set 1](http://geeksforgeeks.org/?p=12635). Let us discuss Optimal Substructure property here.

**2) Optimal Substructure:** A given problems has Optimal Substructure Property if optimal solution of the given problem can be obtained by using optimal solutions of its subproblems.  
 For example the shortest path problem has following optimal substructure property: If a node x lies in the shortest path from a source node u to destination node v then the shortest path from u to v is combination of shortest path from u to x and shortest path from x to v. The standard All Pair Shortest Path algorithms like [Floyd–Warshall](http://en.wikipedia.org/wiki/Floyd%E2%80%93Warshall_algorithm) and [Bellman–Ford](http://en.wikipedia.org/wiki/Bellman%E2%80%93Ford_algorithm)are typical examples of Dynamic Programming.  
 On the other hand the Longest path problem doesn’t have the Optimal Substructure property. Here by Longest Path we mean longest simple path (path without cycle) between two nodes. Consider the following unweighted graph given in the [CLRS book](http://mitpress.mit.edu/catalog/item/default.asp?ttype=2&tid=11866). There are two longest paths from q to t: q -> r ->t and q ->s->t. Unlike shortest paths, these longest paths do not have the optimal substructure property. For example, the longest path q->r->t is not a combination of longest path from q to r and longest path from r to t, because the longest path from q to r is q->s->t->r.

[![LongestPath](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/LongestPath.gif)

We will be covering some example problems in future posts on Dynamic Programming.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://en.wikipedia.org/wiki/Optimal_substructure>  
 [CLRS book](http://mitpress.mit.edu/catalog/item/default.asp?ttype=2&tid=11866)

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Dynamic Programming | Set 3 (Longest Increasing Subsequence)

We have discussed Overlapping Subproblems and Optimal Substructure properties in [Set 1](http://geeksforgeeks.org/?p=12635) and [Set 2](http://geeksforgeeks.org/?p=12819) respectively.

Let us discuss Longest Increasing Subsequence (LIS) problem as an example problem that can be solved using Dynamic Programming.  
 The longest Increasing Subsequence (LIS) problem is to find the length of the longest subsequence of a given sequence such that all elements of the subsequence are sorted in increasing order. For example, length of LIS for { 10, 22, 9, 33, 21, 50, 41, 60, 80 } is 6 and LIS is {10, 22, 33, 50, 60, 80}.

**Optimal Substructure:**  
 Let arr[0..n-1] be the input array and L(i) be the length of the LIS till index i such that arr[i] is part of LIS and arr[i] is the last element in LIS, then L(i) can be recursively written as.  
 *L(i) = { 1 + Max ( L(j) ) } where j*  
 *To get LIS of a given array, we need to return max(L(i)) where 0 Overlapping Subproblems:*  
 *Following is simple recursive implementation of the LIS problem. The implementation simply follows the recursive structure mentioned above. The value of lis ending with every element is returned using max\_ending\_here. The overall lis is returned using pointer to a variable max.*

/\* A Naive recursive implementation of LIS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* To make use of recursive calls, this function must return two things:  
 1) Length of LIS ending with element arr[n-1]. We use max\_ending\_here   
 for this purpose  
 2) Overall maximum as the LIS may end with an element before arr[n-1]   
 max\_ref is used this purpose.  
The value of LIS of full array of size n is stored in \*max\_ref which is our final result  
\*/  
int \_lis( int arr[], int n, int \*max\_ref)  
{  
 /\* Base case \*/  
 if(n == 1)  
 return 1;  
  
 int res, max\_ending\_here = 1; // length of LIS ending with arr[n-1]  
  
 /\* Recursively get all LIS ending with arr[0], arr[1] ... ar[n-2]. If   
 arr[i-1] is smaller than arr[n-1], and max ending with arr[n-1] needs  
 to be updated, then update it \*/  
 for(int i = 1; i < n; i++)  
 {  
 res = \_lis(arr, i, max\_ref);  
 if (arr[i-1] < arr[n-1] && res + 1 > max\_ending\_here)  
 max\_ending\_here = res + 1;  
 }  
  
 // Compare max\_ending\_here with the overall max. And update the  
 // overall max if needed  
 if (\*max\_ref < max\_ending\_here)  
 \*max\_ref = max\_ending\_here;  
  
 // Return length of LIS ending with arr[n-1]  
 return max\_ending\_here;  
}  
  
// The wrapper function for \_lis()  
int lis(int arr[], int n)  
{  
 // The max variable holds the result  
 int max = 1;  
  
 // The function \_lis() stores its result in max  
 \_lis( arr, n, &max );  
  
 // returns max  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of LIS is %d\n", lis( arr, n ));  
 getchar();  
 return 0;  
}

Considering the above implementation, following is recursion tree for an array of size 4. lis(n) gives us the length of LIS for arr[].

lis(4)   
 / | \  
 lis(3) lis(2) lis(1)   
 / \ /   
 lis(2) lis(1) lis(1)   
 /   
lis(1)

We can see that there are many subproblems which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation. Following is a tabluated implementation for the LIS problem.

/\* Dynamic Programming implementation of LIS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* lis() returns the length of the longest increasing subsequence in   
 arr[] of size n \*/  
int lis( int arr[], int n )  
{  
 int \*lis, i, j, max = 0;  
 lis = (int\*) malloc ( sizeof( int ) \* n );  
  
 /\* Initialize LIS values for all indexes \*/  
 for ( i = 0; i < n; i++ )  
 lis[i] = 1;  
   
 /\* Compute optimized LIS values in bottom up manner \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i] > arr[j] && lis[i] < lis[j] + 1)  
 lis[i] = lis[j] + 1;  
   
 /\* Pick maximum of all LIS values \*/  
 for ( i = 0; i < n; i++ )  
 if ( max < lis[i] )  
 max = lis[i];  
  
 /\* Free memory to avoid memory leak \*/  
 free( lis );  
  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of LIS is %d\n", lis( arr, n ) );  
  
 getchar();  
 return 0;  
}

Note that the time complexity of the above Dynamic Programmig (DP) solution is O(n^2) and there is a O(nLogn) solution for the LIS problem (see [this](http://en.wikipedia.org/wiki/Longest_increasing_subsequence#Efficient_algorithms)). We have not discussed the nLogn solution here as the purpose of this post is to explain Dynamic Programmig with a simple example.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-3-longest-increasing-subsequence/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Dynamic Programming | Set 2 (Optimal Substructure Property)](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/) [A Boolean Array Puzzle →](http://www.geeksforgeeks.org/a-boolean-array-puzzle/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 4 (Longest Common Subsequence)

We have discussed Overlapping Subproblems and Optimal Substructure properties in [Set 1](http://geeksforgeeks.org/?p=12635) and [Set 2](http://geeksforgeeks.org/?p=12819) respectively. We also discussed one example problem in [Set 3](http://geeksforgeeks.org/?p=12832). Let us discuss Longest Common Subsequence (LCS) problem as one more example problem that can be solved using Dynamic Programming.

*LCS Problem Statement:* Given two sequences, find the length of longest subsequence present in both of them. A subsequence is a sequence that appears in the same relative order, but not necessarily contiguous. For example, “abc”, “abg”, “bdf”, “aeg”, ‘”acefg”, .. etc are subsequences of “abcdefg”. So a string of length n has 2^n different possible subsequences.

It is a classic computer science problem, the basis of [diff](http://en.wikipedia.org/wiki/Diff)(a file comparison program that outputs the differences between two files), and has applications in bioinformatics.

**Examples:**  
 LCS for input Sequences “ABCDGH” and “AEDFHR” is “ADH” of length 3.  
 LCS for input Sequences “AGGTAB” and “GXTXAYB” is “GTAB” of length 4.

The naive solution for this problem is to generate all subsequences of both given sequences and find the longest matching subsequence. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem.

**1) Optimal Substructure:**  
 Let the input sequences be X[0..m-1] and Y[0..n-1] of lengths m and n respectively. And let L(X[0..m-1], Y[0..n-1]) be the length of LCS of the two sequences X and Y. Following is the recursive definition of L(X[0..m-1], Y[0..n-1]).

If last characters of both sequences match (or X[m-1] == Y[n-1]) then  
 L(X[0..m-1], Y[0..n-1]) = 1 + L(X[0..m-2], Y[0..n-2])

If last characters of both sequences do not match (or X[m-1] != Y[n-1]) then  
 L(X[0..m-1], Y[0..n-1]) = MAX ( L(X[0..m-2], Y[0..n-1]), L(X[0..m-1], Y[0..n-2])

Examples:  
 1) Consider the input strings “AGGTAB” and “GXTXAYB”. Last characters match for the strings. So length of LCS can be written as:  
 L(“AGGTAB”, “GXTXAYB”) = 1 + L(“AGGTA”, “GXTXAY”)

2) Consider the input strings “ABCDGH” and “AEDFHR. Last characters do not match for the strings. So length of LCS can be written as:  
 L(“ABCDGH”, “AEDFHR”) = MAX ( L(“ABCDG”, “AEDFH**R**”), L(“ABCDG**H**”, “AEDFH”) )

So the LCS problem has optimal substructure property as the main problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems:**  
 Following is simple recursive implementation of the LCS problem. The implementation simply follows the recursive structure mentioned above.

/\* A Naive recursive implementation of LCS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
int max(int a, int b);  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n )  
{  
 if (m == 0 || n == 0)  
 return 0;  
 if (X[m-1] == Y[n-1])  
 return 1 + lcs(X, Y, m-1, n-1);  
 else  
 return max(lcs(X, Y, m, n-1), lcs(X, Y, m-1, n));  
}  
  
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b)  
{  
 return (a > b)? a : b;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
  
 int m = strlen(X);  
 int n = strlen(Y);  
  
 printf("Length of LCS is %d\n", lcs( X, Y, m, n ) );  
  
 getchar();  
 return 0;  
}

Time complexity of the above naive recursive approach is O(2^n) in worst case and worst case happens when all characters of X and Y mismatch i.e., length of LCS is 0.  
 Considering the above implementation, following is a partial recursion tree for input strings “AXYT” and “AYZX”

lcs("AXYT", "AYZX")  
 / \  
 lcs("AXY", "AYZX") lcs("AXYT", "AYZ")  
 / \ / \  
lcs("AX", "AYZX") lcs("AXY", "AYZ") lcs("AXY", "AYZ") lcs("AXYT", "AY")

In the above partial recursion tree, lcs(“AXY”, “AYZ”) is being solved twice. If we draw the complete recursion tree, then we can see that there are many subproblems which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation. Following is a tabulated implementation for the LCS problem.

/\* Dynamic Programming implementation of LCS problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
   
int max(int a, int b);  
   
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n )  
{  
 int L[m+1][n+1];  
 int i, j;  
   
 /\* Following steps build L[m+1][n+1] in bottom up fashion. Note   
 that L[i][j] contains length of LCS of X[0..i-1] and Y[0..j-1] \*/  
 for (i=0; i<=m; i++)  
 {  
 for (j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 L[i][j] = 0;  
   
 else if (X[i-1] == Y[j-1])  
 L[i][j] = L[i-1][j-1] + 1;  
   
 else  
 L[i][j] = max(L[i-1][j], L[i][j-1]);  
 }  
 }  
   
 /\* L[m][n] contains length of LCS for X[0..n-1] and Y[0..m-1] \*/  
 return L[m][n];  
}  
   
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b)  
{  
 return (a > b)? a : b;  
}  
   
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
   
 int m = strlen(X);  
 int n = strlen(Y);  
   
 printf("Length of LCS is %d\n", lcs( X, Y, m, n ) );  
   
 getchar();  
 return 0;  
}

Time Complexity of the above implementation is O(mn) which is much better than the worst case time complexity of Naive Recursive implementation.

The above algorithm/code returns only length of LCS. Please see the following post for printing the LCS.  
 [Printing Longest Common Subsequence](http://www.geeksforgeeks.org/printing-longest-common-subsequence/)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://www.youtube.com/watch?v=V5hZoJ6uK-s>  
 <http://www.algorithmist.com/index.php/Longest_Common_Subsequence>  
 <http://www.ics.uci.edu/~eppstein/161/960229.html>  
 <http://en.wikipedia.org/wiki/Longest_common_subsequence_problem>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/>

# Dynamic Programming | Set 5 (Edit Distance)

Continuing further on dynamic programming series, *edit distance* is an interesting algorithm.

**Problem:** Given two strings of size m, n and set of operations replace (R), insert (I) and delete (D) all at equal cost. Find minimum number of edits (operations) required to convert one string into another.

**Identifying Recursive Methods:**

What will be sub-problem in this case? Consider finding edit distance of part of the strings, say small prefix. Let us denote them as [1…i] and [1…j] for some 1< i < m and 1 < j < n. Clearly it is solving smaller instance of final problem, denote it as E(i, j). Our goal is finding E(m, n) and minimizing the cost.

In the prefix, we can right align the strings in three ways (i, -), (-, j) and (i, j). The hyphen symbol (-) representing no character. An example can make it more clear.

Given strings SUNDAY and SATURDAY. We want to convert SUNDAY into SATURDAY with minimum edits. Let us pick i = 2 and j = 4 i.e. prefix strings are SUN and SATU respectively (assume the strings indices start at 1). The right most characters can be aligned in three different ways.

*Case 1:* Align characters U and U. They are equal, no edit is required. We still left with the problem of i = 1 and j = 3, E(i-1, j-1).

*Case 2:* Align right character from first string and no character from second string. We need a deletion (D) here. We still left with problem of i = 1 and j = 4, E(i-1, j).

*Case 3:* Align right character from second string and no character from first string. We need an insertion (I) here. We still left with problem of i = 2 and j = 3, E(i, j-1).

Combining all the subproblems minimum cost of aligning prefix strings ending at i and j given by

E(i, j) = min( [E(i-1, j) + D], [E(i, j-1) + I],  [E(i-1, j-1) + R if i,j characters are not same] )

We still not yet done. What will be base case(s)?

When both of the strings are of size 0, the cost is 0. When only one of the string is zero, we need edit operations as that of non-zero length string. Mathematically,

E(0, 0) = 0, E(i, 0) = i, E(0, j) = j

Now it is easy to complete recursive method. Go through the code for recursive algorithm (edit\_distance\_recursive).

**Dynamic Programming Method:**

We can calculate the complexity of recursive expression fairly easily.

T(m, n) = T(m-1, n-1) + T(m, n-1) + T(m-1, n) + C

The complexity of T(m, n) can be calculated by successive substitution method or solving homogeneous equation of two variables. It will result in an exponential complexity algorithm. It is evident from the recursion tree that it will be solving subproblems again and again. Few strings result in many overlapping subproblems (try the below program with strings *exponential* and *polynomial* and note the delay in recursive method).

We can tabulate the repeating subproblems and look them up when required next time (bottom up). A two dimensional array formed by the strings can keep track of the minimum cost till the current character comparison. The visualization code will help in understanding the construction of matrix.

The time complexity of dynamic programming method is *O(mn)* as we need to construct the table fully. The space complexity is also *O(mn)*. If we need only the cost of edit, we just need *O(min(m, n))* space as it is required only to keep track of the current row and previous row.

Usually the costs D, I and R are not same. In such case the problem can be represented as an acyclic directed graph (DAG) with weights on each edge, and finding shortest path gives edit distance.

**Applications**:

There are many practical applications of edit distance algorithm, refer [Lucene](http://en.wikipedia.org/wiki/Lucene) API for sample. Another example, display all the words in a dictionary that are near proximity to a given word\incorrectly spelled word.

// Dynamic Programming implementation of edit distance  
#include<stdio.h>  
#include<stdlib.h>  
#include<string.h>  
  
// Change these strings to test the program  
#define STRING\_X "SUNDAY"  
#define STRING\_Y "SATURDAY"  
  
#define SENTINEL (-1)  
#define EDIT\_COST (1)  
  
inline  
int min(int a, int b) {  
 return a < b ? a : b;  
}  
  
// Returns Minimum among a, b, c  
int Minimum(int a, int b, int c)  
{  
 return min(min(a, b), c);  
}  
  
// Strings of size m and n are passed.  
// Construct the Table for X[0...m, m+1], Y[0...n, n+1]  
int EditDistanceDP(char X[], char Y[])  
{  
 // Cost of alignment  
 int cost = 0;  
 int leftCell, topCell, cornerCell;  
  
 int m = strlen(X)+1;  
 int n = strlen(Y)+1;  
  
 // T[m][n]  
 int \*T = (int \*)malloc(m \* n \* sizeof(int));  
  
 // Initialize table  
 for(int i = 0; i < m; i++)  
 for(int j = 0; j < n; j++)  
 \*(T + i \* n + j) = SENTINEL;  
  
 // Set up base cases  
 // T[i][0] = i  
 for(int i = 0; i < m; i++)  
 \*(T + i \* n) = i;  
  
 // T[0][j] = j  
 for(int j = 0; j < n; j++)  
 \*(T + j) = j;  
  
 // Build the T in top-down fashion  
 for(int i = 1; i < m; i++)  
 {  
 for(int j = 1; j < n; j++)  
 {  
 // T[i][j-1]  
 leftCell = \*(T + i\*n + j-1);  
 leftCell += EDIT\_COST; // deletion  
  
 // T[i-1][j]  
 topCell = \*(T + (i-1)\*n + j);  
 topCell += EDIT\_COST; // insertion  
  
 // Top-left (corner) cell  
 // T[i-1][j-1]  
 cornerCell = \*(T + (i-1)\*n + (j-1) );  
  
 // edit[(i-1), (j-1)] = 0 if X[i] == Y[j], 1 otherwise  
 cornerCell += (X[i-1] != Y[j-1]); // may be replace  
  
 // Minimum cost of current cell  
 // Fill in the next cell T[i][j]  
 \*(T + (i)\*n + (j)) = Minimum(leftCell, topCell, cornerCell);  
 }  
 }  
  
 // Cost is in the cell T[m][n]  
 cost = \*(T + m\*n - 1);  
 free(T);  
 return cost;  
}  
  
// Recursive implementation  
int EditDistanceRecursion( char \*X, char \*Y, int m, int n )  
{  
 // Base cases  
 if( m == 0 && n == 0 )  
 return 0;  
  
 if( m == 0 )  
 return n;  
  
 if( n == 0 )  
 return m;  
  
 // Recurse  
 int left = EditDistanceRecursion(X, Y, m-1, n) + 1;  
 int right = EditDistanceRecursion(X, Y, m, n-1) + 1;  
 int corner = EditDistanceRecursion(X, Y, m-1, n-1) + (X[m-1] != Y[n-1]);  
  
 return Minimum(left, right, corner);  
}  
  
int main()  
{  
 char X[] = STRING\_X; // vertical  
 char Y[] = STRING\_Y; // horizontal  
  
 printf("Minimum edits required to convert %s into %s is %d\n",  
 X, Y, EditDistanceDP(X, Y) );  
 printf("Minimum edits required to convert %s into %s is %d by recursion\n",  
 X, Y, EditDistanceRecursion(X, Y, strlen(X), strlen(Y)));  
  
 return 0;  
}

— [**Venki**](http://geeksforgeeks.org/?page_id=2). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-5-edit-distance/>

# Dynamic Programming | Set 6 (Min Cost Path)

Given a cost matrix cost[][] and a position (m, n) in cost[][], write a function that returns cost of minimum cost path to reach (m, n) from (0, 0). Each cell of the matrix represents a cost to traverse through that cell. Total cost of a path to reach (m, n) is sum of all the costs on that path (including both source and destination). You can only traverse down, right and diagonally lower cells from a given cell, i.e., from a given cell (i, j), cells (i+1, j), (i, j+1) and (i+1, j+1) can be traversed. You may assume that all costs are positive integers.

For example, in the following figure, what is the minimum cost path to (2, 2)?  
 [![dp](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/dp.png)

The path with minimum cost is highlighted in the following figure. The path is (0, 0) –> (0, 1) –> (1, 2) –> (2, 2). The cost of the path is 8 (1 + 2 + 2 + 3).  
 [![dp2](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/dp2.png)

**1) Optimal Substructure**  
 The path to reach (m, n) must be through one of the 3 cells: (m-1, n-1) or (m-1, n) or (m, n-1). So minimum cost to reach (m, n) can be written as “minimum of the 3 cells plus cost[m][n]”.

minCost(m, n) = min (minCost(m-1, n-1), minCost(m-1, n), minCost(m, n-1)) + cost[m][n]

**2) Overlapping Subproblems**  
 Following is simple recursive implementation of the MCP (Minimum Cost Path) problem. The implementation simply follows the recursive structure mentioned above.

/\* A Naive recursive implementation of MCP(Minimum Cost Path) problem \*/  
#include<stdio.h>  
#include<limits.h>  
#define R 3  
#define C 3  
  
int min(int x, int y, int z);  
  
/\* Returns cost of minimum cost path from (0,0) to (m, n) in mat[R][C]\*/  
int minCost(int cost[R][C], int m, int n)  
{  
 if (n < 0 || m < 0)  
 return INT\_MAX;  
 else if (m == 0 && n == 0)  
 return cost[m][n];  
 else  
 return cost[m][n] + min( minCost(cost, m-1, n-1),  
 minCost(cost, m-1, n),   
 minCost(cost, m, n-1) );  
}  
  
/\* A utility function that returns minimum of 3 integers \*/  
int min(int x, int y, int z)  
{  
 if (x < y)  
 return (x < z)? x : z;  
 else  
 return (y < z)? y : z;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int cost[R][C] = { {1, 2, 3},  
 {4, 8, 2},  
 {1, 5, 3} };  
 printf(" %d ", minCost(cost, 2, 2));  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree, there are many nodes which apear more than once. Time complexity of this naive recursive solution is exponential and it is terribly slow.

mC refers to minCost()  
 mC(2, 2)  
 / | \  
 / | \   
 mC(1, 1) mC(1, 2) mC(2, 1)  
 / | \ / | \ / | \   
 / | \ / | \ / | \  
 mC(0,0) mC(0,1) mC(1,0) mC(0,1) mC(0,2) mC(1,1) mC(1,0) mC(1,1) mC(2,0)

So the MCP problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array tc[][] in bottom up manner.

/\* Dynamic Programming implementation of MCP problem \*/  
#include<stdio.h>  
#include<limits.h>  
#define R 3  
#define C 3  
  
int min(int x, int y, int z);  
  
int minCost(int cost[R][C], int m, int n)  
{  
 int i, j;  
  
 // Instead of following line, we can use int tc[m+1][n+1] or   
 // dynamically allocate memoery to save space. The following line is  
 // used to keep te program simple and make it working on all compilers.  
 int tc[R][C];   
  
 tc[0][0] = cost[0][0];  
  
 /\* Initialize first column of total cost(tc) array \*/  
 for (i = 1; i <= m; i++)  
 tc[i][0] = tc[i-1][0] + cost[i][0];  
  
 /\* Initialize first row of tc array \*/  
 for (j = 1; j <= n; j++)  
 tc[0][j] = tc[0][j-1] + cost[0][j];  
  
 /\* Construct rest of the tc array \*/  
 for (i = 1; i <= m; i++)  
 for (j = 1; j <= n; j++)  
 tc[i][j] = min(tc[i-1][j-1], tc[i-1][j], tc[i][j-1]) + cost[i][j];  
  
 return tc[m][n];  
}  
  
/\* A utility function that returns minimum of 3 integers \*/  
int min(int x, int y, int z)  
{  
 if (x < y)  
 return (x < z)? x : z;  
 else  
 return (y < z)? y : z;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int cost[R][C] = { {1, 2, 3},  
 {4, 8, 2},  
 {1, 5, 3} };  
 printf(" %d ", minCost(cost, 2, 2));  
 return 0;  
}

Time Complexity of the DP implementation is O(mn) which is much better than Naive Recursive implementation.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-6-min-cost-path/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Advanced C++ | Virtual Copy Constructor](http://www.geeksforgeeks.org/advanced-c-virtual-copy-constructor/) [Output of Java Program | Set 1 →](http://www.geeksforgeeks.org/output-of-java-program-set-1/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Length of the longest substring without repeating characters

Given a string, find the length of the longest substring without repeating characters. For example, the longest substrings without repeating characters for “ABDEFGABEF” are “BDEFGA” and “DEFGAB”, with length 6. For “BBBB” the longest substring is “B”, with length 1. For “GEEKSFORGEEKS”, there are two longest substrings shown in the below diagrams, with length 7.
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 [![unique_char_substr3](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/unique_char_substr3.png)

The desired time complexity is O(n) where n is the length of the string.

**Method 1 (Simple)**  
 We can consider all substrings one by one and check for each substring whether it contains all unique characters or not. There will be n\*(n+1)/2 substrings. Whether a substirng contains all unique characters or not can be checked in linear time by scanning it from left to right and keeping a map of visited characters. Time complexity of this solution would be O(n^3).

**Method 2 (Linear Time)**  
 Let us talk about the linear time solution now. This solution uses extra space to store the last indexes of already visited characters. The idea is to scan the string from left to right, keep track of the maximum length Non-Repeating Character Substring (NRCS) seen so far. Let the maximum length be max\_len. When we traverse the string, we also keep track of length of the current NRCS using cur\_len variable. For every new character, we look for it in already processed part of the string (A temp array called visited[] is used for this purpose). If it is not present, then we increase the cur\_len by 1. If present, then there are two cases:

**a)** The previous instance of character is not part of current NRCS (The NRCS which is under process). In this case, we need to simply increase cur\_len by 1.  
 **b)** If the previous instance is part of the current NRCS, then our current NRCS changes. It becomes the substring staring from the next character of previous instance to currently scanned character. We also need to compare cur\_len and max\_len, before changing current NRCS (or changing cur\_len).

**Implementation**

#include<stdlib.h>  
#include<stdio.h>  
#define NO\_OF\_CHARS 256  
  
int min(int a, int b);  
  
int longestUniqueSubsttr(char \*str)  
{  
 int n = strlen(str);  
 int cur\_len = 1; // To store the lenght of current substring  
 int max\_len = 1; // To store the result  
 int prev\_index; // To store the previous index  
 int i;  
 int \*visited = (int \*)malloc(sizeof(int)\*NO\_OF\_CHARS);  
  
 /\* Initialize the visited array as -1, -1 is used to indicate that  
 character has not been visited yet. \*/  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 visited[i] = -1;  
  
 /\* Mark first character as visited by storing the index of first   
 character in visited array. \*/  
 visited[str[0]] = 0;  
  
 /\* Start from the second character. First character is already processed  
 (cur\_len and max\_len are initialized as 1, and visited[str[0]] is set \*/  
 for (i = 1; i < n; i++)  
 {  
 prev\_index = visited[str[i]];  
  
 /\* If the currentt character is not present in the already processed  
 substring or it is not part of the current NRCS, then do cur\_len++ \*/  
 if (prev\_index == -1 || i - cur\_len > prev\_index)  
 cur\_len++;  
  
 /\* If the current character is present in currently considered NRCS,  
 then update NRCS to start from the next character of previous instance. \*/  
 else  
 {  
 /\* Also, when we are changing the NRCS, we should also check whether   
 length of the previous NRCS was greater than max\_len or not.\*/  
 if (cur\_len > max\_len)  
 max\_len = cur\_len;  
  
 cur\_len = i - prev\_index;  
 }  
  
 visited[str[i]] = i; // update the index of current character  
 }  
  
 // Compare the length of last NRCS with max\_len and update max\_len if needed  
 if (cur\_len > max\_len)  
 max\_len = cur\_len;  
  
  
 free(visited); // free memory allocated for visited  
  
 return max\_len;  
}  
  
/\* A utility function to get the minimum of two integers \*/  
int min(int a, int b)  
{  
 return (a>b)?b:a;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char str[] = "ABDEFGABEF";  
 printf("The input string is %s \n", str);  
 int len = longestUniqueSubsttr(str);  
 printf("The length of the longest non-repeating character substring is %d", len);  
  
 getchar();  
 return 0;  
}

**Output**

The input string is ABDEFGABEF  
 The length of the longest non-repeating character substring is 6

**Time Complexity:** O(n + d) where n is length of the input string and d is number of characters in input string alphabet. For example, if string consists of lowercase English characters then value of d is 26.  
 **Auxiliary Space:** O(d)  
 **Algorithmic Paradigm:** Dynamic Programming

As an exercise, try the modified version of the above problem where you need to print the maximum length NRCS also (the above program only prints length of it).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/length-of-the-longest-substring-without-repeating-characters/>

# Minimum number of jumps to reach end

Given an array of integers where each element represents the max number of steps that can be made forward from that element. Write a function to return the minimum number of jumps to reach the end of the array (starting from the first element). If an element is 0, then cannot move through that element.

Example:

Input: arr[] = {1, 3, 5, 8, 9, 2, 6, 7, 6, 8, 9}  
Output: 3 (1-> 3 -> 8 ->9)

First element is 1, so can only go to 3. Second element is 3, so can make at most 3 steps eg to 5 or 8 or 9.

**Method 1 (Naive Recursive Approach)**  
 A naive approach is to start from the first element and recursively call for all the elements reachable from first element. The minimum number of jumps to reach end from first can be calculated using minimum number of jumps needed to reach end from the elements reachable from first.

*minJumps(start, end) = Min ( minJumps(k, end) ) for all k reachable from start*

#include <stdio.h>  
#include <limits.h>  
  
// Returns minimum number of jumps to reach arr[h] from arr[l]  
int minJumps(int arr[], int l, int h)  
{  
 // Base case: when source and destination are same  
 if (h == l)  
 return 0;  
  
 // When nothing is reachable from the given source  
 if (arr[l] == 0)  
 return INT\_MAX;  
  
 // Traverse through all the points reachable from arr[l]. Recursively  
 // get the minimum number of jumps needed to reach arr[h] from these  
 // reachable points.  
 int min = INT\_MAX;  
 for (int i = l+1; i <= h && i <= l + arr[l]; i++)  
 {  
 int jumps = minJumps(arr, i, h);  
 if(jumps != INT\_MAX && jumps + 1 < min)  
 min = jumps + 1;  
 }  
  
 return min;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 3, 6, 3, 2, 3, 6, 8, 9, 5};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Minimum number of jumps to reach end is %d ", minJumps(arr, 0, n-1));  
 return 0;  
}

If we trace the execution of this method, we can see that there will be overlapping subproblems. For example, minJumps(3, 9) will be called two times as arr[3] is reachable from arr[1] and arr[2]. So this problem has both properties ([optimal substructure](http://www.geeksforgeeks.org/archives/12819) and [overlapping subproblems](http://www.geeksforgeeks.org/archives/12635)) of Dynamic Programming.

**Method 2 (Dynamic Programming)**  
 In this method, we build a jumps[] array from left to right such that jumps[i] indicates the minimum number of jumps needed to reach arr[i] from arr[0]. Finally, we return jumps[n-1].

#include <stdio.h>  
#include <limits.h>  
  
int min(int x, int y) { return (x < y)? x: y; }  
  
// Returns minimum number of jumps to reach arr[n-1] from arr[0]  
int minJumps(int arr[], int n)  
{  
 int \*jumps = new int[n]; // jumps[n-1] will hold the result  
 int i, j;  
  
 if (n == 0 || arr[0] == 0)  
 return INT\_MAX;  
  
 jumps[0] = 0;  
  
 // Find the minimum number of jumps to reach arr[i]  
 // from arr[0], and assign this value to jumps[i]  
 for (i = 1; i < n; i++)  
 {  
 jumps[i] = INT\_MAX;  
 for (j = 0; j < i; j++)  
 {  
 if (i <= j + arr[j] && jumps[j] != INT\_MAX)  
 {  
 jumps[i] = min(jumps[i], jumps[j] + 1);  
 break;  
 }  
 }  
 }  
 return jumps[n-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 3, 6, 1, 0, 9};  
 int size = sizeof(arr)/sizeof(int);  
 printf("Minimum number of jumps to reach end is %d ", minJumps(arr,size));  
 return 0;  
}

Output:

Minimum number of jumps to reach end is 3

Thanks to [paras](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-algorithms-arrays-4#post-35887)for suggesting this method.

Time Complexity: O(n^2)

**Method 3 (Dynamic Programming)**  
 In this method, we build jumps[] array from right to left such that jumps[i] indicates the minimum number of jumps needed to reach arr[n-1] from arr[i]. Finally, we return arr[0].

int minJumps(int arr[], int n)  
{  
 int \*jumps = new int[n]; // jumps[0] will hold the result  
 int min;  
  
 // Minimum number of jumps needed to reach last element  
 // from last elements itself is always 0  
 jumps[n-1] = 0;  
  
 int i, j;  
  
 // Start from the second element, move from right to left  
 // and construct the jumps[] array where jumps[i] represents  
 // minimum number of jumps needed to reach arr[m-1] from arr[i]  
 for (i = n-2; i >=0; i--)  
 {  
 // If arr[i] is 0 then arr[n-1] can't be reached from here  
 if (arr[i] == 0)  
 jumps[i] = INT\_MAX;  
  
 // If we can direcly reach to the end point from here then  
 // jumps[i] is 1  
 else if (arr[i] >= n - i - 1)  
 jumps[i] = 1;  
  
 // Otherwise, to find out the minimum number of jumps needed  
 // to reach arr[n-1], check all the points reachable from here  
 // and jumps[] value for those points  
 else  
 {  
 min = INT\_MAX; // initialize min value  
  
 // following loop checks with all reachable points and  
 // takes the minimum  
 for (j = i+1; j < n && j <= arr[i] + i; j++)  
 {  
 if (min > jumps[j])  
 min = jumps[j];  
 }   
  
 // Handle overflow   
 if (min != INT\_MAX)  
 jumps[i] = min + 1;  
 else  
 jumps[i] = min; // or INT\_MAX  
 }  
 }  
  
 return jumps[0];  
}

Time Complexity: O(n^2) in worst case.

Thanks to [Ashish](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-algorithms-arrays-4#post-35863)for suggesting this solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/minimum-number-of-jumps-to-reach-end-of-a-given-array/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Count smaller elements on right side](http://www.geeksforgeeks.org/count-smaller-elements-on-right-side/) [Populate Inorder Successor for all nodes →](http://www.geeksforgeeks.org/populate-inorder-successor-for-all-nodes/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 7 (Coin Change)

Given a value N, if we want to make change for N cents, and we have infinite supply of each of S = { S1, S2, .. , Sm} valued coins, how many ways can we make the change? The order of coins doesn’t matter.

For example, for N = 4 and S = {1,2,3}, there are four solutions: {1,1,1,1},{1,1,2},{2,2},{1,3}. So output should be 4. For N = 10 and S = {2, 5, 3, 6}, there are five solutions: {2,2,2,2,2}, {2,2,3,3}, {2,2,6}, {2,3,5} and {5,5}. So the output should be 5.

**1) Optimal Substructure**  
 To count total number solutions, we can divide all set solutions in two sets.  
 1) Solutions that do not contain mth coin (or Sm).  
 2) Solutions that contain at least one Sm.  
 Let count(S[], m, n) be the function to count the number of solutions, then it can be written as sum of count(S[], m-1, n) and count(S[], m, n-Sm).

Therefore, the problem has optimal substructure property as the problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems**  
 Following is a simple recursive implementation of the Coin Change problem. The implementation simply follows the recursive structure mentioned above.

#include<stdio.h>  
  
// Returns the count of ways we can sum S[0...m-1] coins to get sum n  
int count( int S[], int m, int n )  
{  
 // If n is 0 then there is 1 solution (do not include any coin)  
 if (n == 0)  
 return 1;  
   
 // If n is less than 0 then no solution exists  
 if (n < 0)  
 return 0;  
  
 // If there are no coins and n is greater than 0, then no solution exist  
 if (m <=0 && n >= 1)  
 return 0;  
  
 // count is sum of solutions (i) including S[m-1] (ii) excluding S[m-1]  
 return count( S, m - 1, n ) + count( S, m, n-S[m-1] );  
}  
  
// Driver program to test above function  
int main()  
{  
 int i, j;  
 int arr[] = {1, 2, 3};  
 int m = sizeof(arr)/sizeof(arr[0]);  
 printf("%d ", count(arr, m, 4));  
 getchar();  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for S = {1, 2, 3} and n = 5.  
 The function C({1}, 3) is called two times. If we draw the complete tree, then we can see that there are many subproblems being called more than once.

C() --> count()  
 C({1,2,3}, 5)   
 / \  
 / \   
 C({1,2,3}, 2) C({1,2}, 5)  
 / \ / \  
 / \ / \  
C({1,2,3}, -1) C({1,2}, 2) C({1,2}, 3) C({1}, 5)  
 / \ / \ / \  
 / \ / \ / \  
 C({1,2},0) C({1},2) C({1,2},1) C({1},3) C({1}, 4) C({}, 5)  
 / \ / \ / \ / \   
 / \ / \ / \ / \   
 . . . . . . C({1}, 3) C({}, 4)  
 / \  
 / \   
 . .

Since same suproblems are called again, this problem has Overlapping Subprolems property. So the Coin Change problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner.

**Dynamic Programming Solution**

#include<stdio.h>  
  
int count( int S[], int m, int n )  
{  
 int i, j, x, y;  
  
 // We need n+1 rows as the table is consturcted in bottom up manner using   
 // the base case 0 value case (n = 0)  
 int table[n+1][m];  
   
 // Fill the enteries for 0 value case (n = 0)  
 for (i=0; i<m; i++)  
 table[0][i] = 1;  
  
 // Fill rest of the table enteries in bottom up manner   
 for (i = 1; i < n+1; i++)  
 {  
 for (j = 0; j < m; j++)  
 {  
 // Count of solutions including S[j]  
 x = (i-S[j] >= 0)? table[i - S[j]][j]: 0;  
  
 // Count of solutions excluding S[j]  
 y = (j >= 1)? table[i][j-1]: 0;  
  
 // total count  
 table[i][j] = x + y;  
 }  
 }  
 return table[n][m-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 2, 3};  
 int m = sizeof(arr)/sizeof(arr[0]);  
 int n = 4;  
 printf(" %d ", count(arr, m, n));  
 return 0;  
}

Time Complexity: O(mn)

Following is a simplified version of method 2. The auxiliary space required here is O(n) only.

int count( int S[], int m, int n )  
{  
 // table[i] will be storing the number of solutions for  
 // value i. We need n+1 rows as the table is consturcted  
 // in bottom up manner using the base case (n = 0)  
 int table[n+1];  
  
 // Initialize all table values as 0  
 memset(table, 0, sizeof(table));  
  
 // Base case (If given value is 0)  
 table[0] = 1;  
  
 // Pick all coins one by one and update the table[] values  
 // after the index greater than or equal to the value of the  
 // picked coin  
 for(int i=0; i<m; i++)  
 for(int j=S[i]; j<=n; j++)  
 table[j] += table[j-S[i]];  
  
 return table[n];  
}

Thanks to [Rohan Laishram](http://www.geeksforgeeks.org/archives/17401/comment-page-1#comment-7383) for suggesting this space optimized version.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

References:  
 <http://www.algorithmist.com/index.php/Coin_Change>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-7-coin-change/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Populate Inorder Successor for all nodes](http://www.geeksforgeeks.org/populate-inorder-successor-for-all-nodes/) [Dynamic Programming | Set 8 (Matrix Chain Multiplication) →](http://www.geeksforgeeks.org/dynamic-programming-set-8-matrix-chain-multiplication/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 8 (Matrix Chain Multiplication)

Given a sequence of matrices, find the most efficient way to multiply these matrices together. The problem is not actually to perform the multiplications, but merely to decide in which order to perform the multiplications.

We have many options to multiply a chain of matrices because matrix multiplication is associative. In other words, no matter how we parenthesize the product, the result will be the same. For example, if we had four matrices A, B, C, and D, we would have:

(ABC)D = (AB)(CD) = A(BCD) = ....

However, the order in which we parenthesize the product affects the number of simple arithmetic operations needed to compute the product, or the efficiency. For example, suppose A is a 10 × 30 matrix, B is a 30 × 5 matrix, and C is a 5 × 60 matrix. Then,

(AB)C = (10×30×5) + (10×5×60) = 1500 + 3000 = 4500 operations  
 A(BC) = (30×5×60) + (10×30×60) = 9000 + 18000 = 27000 operations.

Clearly the first parenthesization requires less number of operations.

*Given an array p[] which represents the chain of matrices such that the ith matrix Ai is of dimension p[i-1] x p[i]. We need to write a function MatrixChainOrder() that should return the minimum number of multiplications needed to multiply the chain.*

Input: p[] = {40, 20, 30, 10, 30}   
 Output: 26000   
 There are 4 matrices of dimensions 40x20, 20x30, 30x10 and 10x30.  
 Let the input 4 matrices be A, B, C and D. The minimum number of   
 multiplications are obtained by putting parenthesis in following way  
 (A(BC))D --> 20\*30\*10 + 40\*20\*10 + 40\*10\*30  
  
 Input: p[] = {10, 20, 30, 40, 30}   
 Output: 30000   
 There are 4 matrices of dimensions 10x20, 20x30, 30x40 and 40x30.   
 Let the input 4 matrices be A, B, C and D. The minimum number of   
 multiplications are obtained by putting parenthesis in following way  
 ((AB)C)D --> 10\*20\*30 + 10\*30\*40 + 10\*40\*30  
  
 Input: p[] = {10, 20, 30}   
 Output: 6000   
 There are only two matrices of dimensions 10x20 and 20x30. So there   
 is only one way to multiply the matrices, cost of which is 10\*20\*30

**1) Optimal Substructure:**  
 A simple solution is to place parenthesis at all possible places, calculate the cost for each placement and return the minimum value. In a chain of matrices of size n, we can place the first set of parenthesis in n-1 ways. For example, if the given chain is of 4 matrices. let the chain be ABCD, then there are 3 way to place first set of parenthesis: A(BCD), (AB)CD and (ABC)D. So when we place a set of parenthesis, we divide the problem into subproblems of smaller size. Therefore, the problem has optimal substructure property and can be easily solved using recursion.

Minimum number of multiplication needed to multiply a chain of size n = Minimum of all n-1 placements (these placements create subproblems of smaller size)

**2) Overlapping Subproblems**  
 Following is a recursive implementation that simply follows the above optimal substructure property.

/\* A naive recursive implementation that simply follows the above optimal   
 substructure property \*/  
#include<stdio.h>  
#include<limits.h>  
  
// Matrix Ai has dimension p[i-1] x p[i] for i = 1..n  
int MatrixChainOrder(int p[], int i, int j)  
{  
 if(i == j)  
 return 0;  
 int k;  
 int min = INT\_MAX;  
 int count;  
  
 // place parenthesis at different places between first and last matrix,  
 // recursively calculate count of multiplcations for each parenthesis   
 // placement and return the minimum count  
 for (k = i; k <j; k++)  
 {  
 count = MatrixChainOrder(p, i, k) +  
 MatrixChainOrder(p, k+1, j) +  
 p[i-1]\*p[k]\*p[j];  
  
 if (count < min)  
 min = count;  
 }  
  
 // Return minimum count  
 return min;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 printf("Minimum number of multiplications is %d ",   
 MatrixChainOrder(arr, 1, n-1));  
  
 getchar();  
 return 0;  
}

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for a matrix chain of size 4. The function MatrixChainOrder(p, 3, 4) is called two times. We can see that there are many subproblems being called more than once.
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Since same suproblems are called again, this problem has Overlapping Subprolems property. So Matrix Chain Multiplication problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array m[][] in bottom up manner.

**Dynamic Programming Solution**  
 Following is C/C++ implementation for Matrix Chain Multiplication problem using Dynamic Programming.

// See the Cormen book for details of the following algorithm  
#include<stdio.h>  
#include<limits.h>  
  
// Matrix Ai has dimension p[i-1] x p[i] for i = 1..n  
int MatrixChainOrder(int p[], int n)  
{  
  
 /\* For simplicity of the program, one extra row and one extra column are  
 allocated in m[][]. 0th row and 0th column of m[][] are not used \*/  
 int m[n][n];  
  
 int i, j, k, L, q;  
  
 /\* m[i,j] = Minimum number of scalar multiplications needed to compute  
 the matrix A[i]A[i+1]...A[j] = A[i..j] where dimention of A[i] is  
 p[i-1] x p[i] \*/  
  
 // cost is zero when multiplying one matrix.  
 for (i = 1; i < n; i++)  
 m[i][i] = 0;  
  
 // L is chain length.   
 for (L=2; L<n; L++)   
 {  
 for (i=1; i<=n-L+1; i++)  
 {  
 j = i+L-1;  
 m[i][j] = INT\_MAX;  
 for (k=i; k<=j-1; k++)  
 {  
 // q = cost/scalar multiplications  
 q = m[i][k] + m[k+1][j] + p[i-1]\*p[k]\*p[j];  
 if (q < m[i][j])  
 m[i][j] = q;  
 }  
 }  
 }  
  
 return m[1][n-1];  
}  
  
int main()  
{  
 int arr[] = {1, 2, 3, 4};  
 int size = sizeof(arr)/sizeof(arr[0]);  
  
 printf("Minimum number of multiplications is %d ",  
 MatrixChainOrder(arr, size));  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^3)  
 Auxiliary Space: O(n^2)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://en.wikipedia.org/wiki/Matrix_chain_multiplication>  
 <http://www.personal.kent.edu/~rmuhamma/Algorithms/MyAlgorithms/Dynamic/chainMatrixMult.htm>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-8-matrix-chain-multiplication/>

# Dynamic Programming | Set 9 (Binomial Coefficient)

Following are common definition of [Binomial Coefficients](http://en.wikipedia.org/wiki/Binomial_coefficient).  
 1) A [binomial coefficient](http://en.wikipedia.org/wiki/Binomial_coefficient) C(n, k) can be defined as the coefficient of X^k in the expansion of (1 + X)^n.

2) A binomial coefficient C(n, k) also gives the number of ways, disregarding order, that k objects can be chosen from among n objects; more formally, the number of k-element subsets (or k-combinations) of an n-element set.

**The Problem**  
 *Write a function that takes two parameters n and k and returns the value of Binomial Coefficient C(n, k).* For example, your function should return 6 for n = 4 and k = 2, and it should return 10 for n = 5 and k = 2.

**1) Optimal Substructure**  
 The value of C(n, k) can recursively calculated using following standard formula for Binomial Cofficients.

C(n, k) = C(n-1, k-1) + C(n-1, k)  
 C(n, 0) = C(n, n) = 1

**2) Overlapping Subproblems**  
 Following is simple recursive implementation that simply follows the recursive structure mentioned above.

// A Naive Recursive Implementation  
#include<stdio.h>  
  
// Returns value of Binomial Coefficient C(n, k)  
int binomialCoeff(int n, int k)  
{  
 // Base Cases  
 if (k==0 || k==n)  
 return 1;  
  
 // Recur  
 return binomialCoeff(n-1, k-1) + binomialCoeff(n-1, k);  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int n = 5, k = 2;  
 printf("Value of C(%d, %d) is %d ", n, k, binomialCoeff(n, k));  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for n = 5 an k = 2. The function C(3, 1) is called two times. For large values of n, there will be many common subproblems.

C(5, 2)  
 / \  
 C(4, 1) C(4, 2)  
 / \ / \  
 C(3, 0) C(3, 1) C(3, 1) C(3, 2)  
 / \ / \ / \  
 C(2, 0) C(2, 1) C(2, 0) C(2, 1) C(2, 1) C(2, 2)  
 / \ / \ / \  
 C(1, 0) C(1, 1) C(1, 0) C(1, 1) C(1, 0) C(1, 1)

Since same suproblems are called again, this problem has Overlapping Subprolems property. So the Binomial Coefficient problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array C[][] in bottom up manner. Following is Dynamic Programming based implementation.

// A Dynamic Programming based solution that uses table C[][] to calculate the   
// Binomial Coefficient   
#include<stdio.h>  
  
// Prototype of a utility function that returns minimum of two integers  
int min(int a, int b);  
  
// Returns value of Binomial Coefficient C(n, k)  
int binomialCoeff(int n, int k)  
{  
 int C[n+1][k+1];  
 int i, j;  
  
 // Caculate value of Binomial Coefficient in bottom up manner  
 for (i = 0; i <= n; i++)  
 {  
 for (j = 0; j <= min(i, k); j++)  
 {  
 // Base Cases  
 if (j == 0 || j == i)  
 C[i][j] = 1;  
  
 // Calculate value using previosly stored values  
 else  
 C[i][j] = C[i-1][j-1] + C[i-1][j];  
 }  
 }  
  
 return C[n][k];  
}  
  
// A utility function to return minimum of two integers  
int min(int a, int b)  
{  
 return (a<b)? a: b;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int n = 5, k = 2;  
 printf ("Value of C(%d, %d) is %d ", n, k, binomialCoeff(n, k) );  
 return 0;  
}

Time Complexity: O(n\*k)  
 Auxiliary Space: O(n\*k)

Following is a space optimized version of the above code. The following code only uses O(k). Thanks to [AK](http://www.geeksforgeeks.org/archives/17806/comment-page-1#comment-7460)for suggesting this method.

// A space optimized Dynamic Programming Solution  
int binomialCoeff(int n, int k)  
{  
 int\* C = (int\*)calloc(k+1, sizeof(int));  
 int i, j, res;  
  
 C[0] = 1;  
  
 for(i = 1; i <= n; i++)  
 {  
 for(j = min(i, k); j > 0; j--)  
 C[j] = C[j] + C[j-1];  
 }  
  
 res = C[k]; // Store the result before freeing memory  
  
 free(C); // free dynamically allocated memory to avoid memory leak  
  
 return res;  
}

Time Complexity: O(n\*k)  
 Auxiliary Space: O(k)

References:  
 <http://www.csl.mtu.edu/cs4321/www/Lectures/Lecture%2015%20-%20Dynamic%20Programming%20Binomial%20Coefficients.htm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-9-binomial-coefficient/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Check whether a given string is an interleaving of two other given strings](http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/) [Convert a given tree to its Sum Tree →](http://www.geeksforgeeks.org/convert-a-given-tree-to-sum-tree/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 10 ( 0-1 Knapsack Problem)

Given weights and values of n items, put these items in a knapsack of capacity W to get the maximum total value in the knapsack. In other words, given two integer arrays val[0..n-1] and wt[0..n-1] which represent values and weights associated with n items respectively. Also given an integer W which represents knapsack capacity, find out the maximum value subset of val[] such that sum of the weights of this subset is smaller than or equal to W. You cannot break an item, either pick the complete item, or don’t pick it (0-1 property).

A simple solution is to consider all subsets of items and calculate the total weight and value of all subsets. Consider the only subsets whose total weight is smaller than W. From all such subsets, pick the maximum value subset.

**1) Optimal Substructure:**  
 To consider all subsets of items, there can be two cases for every item: (1) the item is included in the optimal subset, (2) not included in the optimal set.  
 Therefore, the maximum value that can be obtained from n items is max of following two values.  
 1) Maximum value obtained by n-1 items and W weight (excluding nth item).  
 2) Value of nth item plus maximum value obtained by n-1 items and W minus weight of the nth item (including nth item).

If weight of nth item is greater than W, then the nth item cannot be included and case 1 is the only possibility.

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

/\* A Naive recursive implementation of 0-1 Knapsack problem \*/  
#include<stdio.h>  
  
// A utility function that returns maximum of two integers  
int max(int a, int b) { return (a > b)? a : b; }  
  
// Returns the maximum value that can be put in a knapsack of capacity W  
int knapSack(int W, int wt[], int val[], int n)  
{  
 // Base Case  
 if (n == 0 || W == 0)  
 return 0;  
  
 // If weight of the nth item is more than Knapsack capacity W, then  
 // this item cannot be included in the optimal solution  
 if (wt[n-1] > W)  
 return knapSack(W, wt, val, n-1);  
  
 // Return the maximum of two cases: (1) nth item included (2) not included  
 else return max( val[n-1] + knapSack(W-wt[n-1], wt, val, n-1),  
 knapSack(W, wt, val, n-1)  
 );  
}  
  
// Driver program to test above function  
int main()  
{  
 int val[] = {60, 100, 120};  
 int wt[] = {10, 20, 30};  
 int W = 50;  
 int n = sizeof(val)/sizeof(val[0]);  
 printf("%d", knapSack(W, wt, val, n));  
 return 0;  
}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree, K(1, 1) is being evaluated twice. Time complexity of this naive recursive solution is exponential (2^n).

In the following recursion tree, K() refers to knapSack(). The two   
parameters indicated in the following recursion tree are n and W.   
The recursion tree is for following sample inputs.  
wt[] = {1, 1, 1}, W = 2, val[] = {10, 20, 30}  
  
 K(3, 2) ---------> K(n, W)  
 / \   
 / \   
 K(2,2) K(2,1)  
 / \ / \   
 / \ / \  
 K(1,2) K(1,1) K(1,1) K(1,0)  
 / \ / \ / \  
 / \ / \ / \  
K(0,2) K(0,1) K(0,1) K(0,0) K(0,1) K(0,0)  
Recursion tree for Knapsack capacity 2 units and 3 items of 1 unit weight.

Since suproblems are evaluated again, this problem has Overlapping Subprolems property. So the 0-1 Knapsack problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array K[][] in bottom up manner. Following is Dynamic Programming based implementation.

// A Dynamic Programming based solution for 0-1 Knapsack problem  
#include<stdio.h>  
  
// A utility function that returns maximum of two integers  
int max(int a, int b) { return (a > b)? a : b; }  
  
// Returns the maximum value that can be put in a knapsack of capacity W  
int knapSack(int W, int wt[], int val[], int n)  
{  
 int i, w;  
 int K[n+1][W+1];  
  
 // Build table K[][] in bottom up manner  
 for (i = 0; i <= n; i++)  
 {  
 for (w = 0; w <= W; w++)  
 {  
 if (i==0 || w==0)  
 K[i][w] = 0;  
 else if (wt[i-1] <= w)  
 K[i][w] = max(val[i-1] + K[i-1][w-wt[i-1]], K[i-1][w]);  
 else  
 K[i][w] = K[i-1][w];  
 }  
 }  
  
 return K[n][W];  
}  
  
int main()  
{  
 int val[] = {60, 100, 120};  
 int wt[] = {10, 20, 30};  
 int W = 50;  
 int n = sizeof(val)/sizeof(val[0]);  
 printf("%d", knapSack(W, wt, val, n));  
 return 0;  
}

Time Complexity: O(nW) where n is the number of items and W is the capacity of knapsack.

References:  
 <http://www.es.ele.tue.nl/education/5MC10/Solutions/knapsack.pdf>  
 <http://www.cse.unl.edu/~goddard/Courses/CSCE310J/Lectures/Lecture8-DynamicProgramming.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-10-0-1-knapsack-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Add two numbers without using arithmetic operators](http://www.geeksforgeeks.org/add-two-numbers-without-using-arithmetic-operators/) [Breadth First Traversal for a Graph →](http://www.geeksforgeeks.org/breadth-first-traversal-for-a-graph/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 11 (Egg Dropping Puzzle)

The following is a description of the instance of this famous puzzle involving n=2 eggs and a building with k=36 floors.

Suppose that we wish to know which stories in a 36-story building are safe to drop eggs from, and which will cause the eggs to break on landing. We make a few assumptions:

…..An egg that survives a fall can be used again.  
 …..A broken egg must be discarded.  
 …..The effect of a fall is the same for all eggs.  
 …..If an egg breaks when dropped, then it would break if dropped from a higher floor.  
 …..If an egg survives a fall then it would survive a shorter fall.  
 …..It is not ruled out that the first-floor windows break eggs, nor is it ruled out that the 36th-floor do not cause an egg to break.

If only one egg is available and we wish to be sure of obtaining the right result, the experiment can be carried out in only one way. Drop the egg from the first-floor window; if it survives, drop it from the second floor window. Continue upward until it breaks. In the worst case, this method may require 36 droppings. Suppose 2 eggs are available. What is the least number of egg-droppings that is guaranteed to work in all cases?  
 The problem is not actually to find the critical floor, but merely to decide floors from which eggs should be dropped so that total number of trials are minimized.

Source: [Wiki for Dynamic Programming](http://en.wikipedia.org/wiki/Dynamic_programming#Egg_dropping_puzzle)

In this post, we will discuss solution to a general problem with n eggs and k floors. The solution is to try dropping an egg from every floor (from 1 to k) and recursively calculate the minimum number of droppings needed in worst case. The floor which gives the minimum value in worst case is going to be part of the solution.  
 In the following solutions, we return the minimum number of trails in worst case; these solutions can be easily modified to print floor numbers of every trials also.

**1) Optimal Substructure:**  
 When we drop an egg from a floor x, there can be two cases (1) The egg breaks (2) The egg doesn’t break.

1) If the egg breaks after dropping from xth floor, then we only need to check for floors lower than x with remaining eggs; so the problem reduces to x-1 floors and n-1 eggs  
 2) If the egg doesn’t break after dropping from the xth floor, then we only need to check for floors higher than x; so the problem reduces to k-x floors and n eggs.

Since we need to minimize the number of trials in *worst* case, we take the maximum of two cases. We consider the max of above two cases for every floor and choose the floor which yields minimum number of trials.

k ==> Number of floors  
 n ==> Number of Eggs  
 eggDrop(n, k) ==> Minimum number of trails needed to find the critical  
 floor in worst case.  
 eggDrop(n, k) = 1 + min{max(eggDrop(n - 1, x - 1), eggDrop(n, k - x)):   
 x in {1, 2, ..., k}}

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

# include <stdio.h>  
# include <limits.h>  
  
// A utility function to get maximum of two integers  
int max(int a, int b) { return (a > b)? a: b; }  
  
/\* Function to get minimum number of trails needed in worst  
 case with n eggs and k floors \*/  
int eggDrop(int n, int k)  
{  
 // If there are no floors, then no trials needed. OR if there is  
 // one floor, one trial needed.  
 if (k == 1 || k == 0)  
 return k;  
  
 // We need k trials for one egg and k floors  
 if (n == 1)  
 return k;  
  
 int min = INT\_MAX, x, res;  
  
 // Consider all droppings from 1st floor to kth floor and  
 // return the minimum of these values plus 1.  
 for (x = 1; x <= k; x++)  
 {  
 res = max(eggDrop(n-1, x-1), eggDrop(n, k-x));  
 if (res < min)  
 min = res;  
 }  
  
 return min + 1;  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 int n = 2, k = 10;  
 printf ("\nMinimum number of trials in worst case with %d eggs and "  
 "%d floors is %d \n", n, k, eggDrop(n, k));  
 return 0;  
}

Output:  
Minimum number of trials in worst case with 2 eggs and 10 floors is 4

It should be noted that the above function computes the same subproblems again and again. See the following partial recursion tree, E(2, 2) is being evaluated twice. There will many repeated subproblems when you draw the complete recursion tree even for small values of n and k.

E(2,4)  
 |   
 -------------------------------------   
 | | | |   
 | | | |   
 x=1/\ x=2/\ x=3/ \ x=4/ \  
 / \ / \ .... ....  
 / \ / \  
 E(1,0) E(2,3) E(1,1) E(2,2)  
 /\ /\... / \  
 x=1/ \ .....  
 / \  
 E(1,0) E(2,2)  
 / \  
 ......  
  
Partial recursion tree for 2 eggs and 4 floors.

Since same suproblems are called again, this problem has Overlapping Subprolems property. So Egg Dropping Puzzle has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array eggFloor[][] in bottom up manner.

**Dynamic Programming Solution**  
 Following is C/C++ implementation for Egg Dropping problem using Dynamic Programming.

# include <stdio.h>  
# include <limits.h>  
  
// A utility function to get maximum of two integers  
int max(int a, int b) { return (a > b)? a: b; }  
  
/\* Function to get minimum number of trails needed in worst  
 case with n eggs and k floors \*/  
int eggDrop(int n, int k)  
{  
 /\* A 2D table where entery eggFloor[i][j] will represent minimum  
 number of trials needed for i eggs and j floors. \*/  
 int eggFloor[n+1][k+1];  
 int res;  
 int i, j, x;  
  
 // We need one trial for one floor and0 trials for 0 floors  
 for (i = 1; i <= n; i++)  
 {  
 eggFloor[i][1] = 1;  
 eggFloor[i][0] = 0;  
 }  
  
 // We always need j trials for one egg and j floors.  
 for (j = 1; j <= k; j++)  
 eggFloor[1][j] = j;  
  
 // Fill rest of the entries in table using optimal substructure  
 // property  
 for (i = 2; i <= n; i++)  
 {  
 for (j = 2; j <= k; j++)  
 {  
 eggFloor[i][j] = INT\_MAX;  
 for (x = 1; x <= j; x++)  
 {  
 res = 1 + max(eggFloor[i-1][x-1], eggFloor[i][j-x]);  
 if (res < eggFloor[i][j])  
 eggFloor[i][j] = res;  
 }  
 }  
 }  
  
 // eggFloor[n][k] holds the result  
 return eggFloor[n][k];  
}  
  
/\* Driver program to test to pront printDups\*/  
int main()  
{  
 int n = 2, k = 36;  
 printf ("\nMinimum number of trials in worst case with %d eggs and "  
 "%d floors is %d \n", n, k, eggDrop(n, k));  
 return 0;  
}

Output:  
Minimum number of trials in worst case with 2 eggs and 36 floors is 8

Time Complexity: O(nk^2)  
 Auxiliary Space: O(nk)

As an exercise, you may try modifying the above DP solution to print all intermediate floors (The floors used for minimum trail solution).

**References:**  
 <http://archive.ite.journal.informs.org/Vol4No1/Sniedovich/index.php>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-11-egg-dropping-puzzle/>

# Dynamic Programming | Set 12 (Longest Palindromic Subsequence)

Given a sequence, find the length of the longest palindromic subsequence in it. For example, if the given sequence is “BBABCBCAB”, then the output should be 7 as “BABCBAB” is the longest palindromic subseuqnce in it. “BBBBB” and “BBCBB” are also palindromic subsequences of the given sequence, but not the longest ones.

The naive solution for this problem is to generate all subsequences of the given sequence and find the longest palindromic subsequence. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem and can efficiently solved using Dynamic Programming.

**1) Optimal Substructure:**  
 Let X[0..n-1] be the input sequence of length n and L(0, n-1) be the length of the longest palindromic subsequence of X[0..n-1].

If last and first characters of X are same, then L(0, n-1) = L(1, n-2) + 2.  
 Else L(0, n-1) = MAX (L(1, n-1), L(0, n-2)).

Following is a general recursive solution with all cases handled.

// Everay single character is a palindrom of length 1  
L(i, i) = 1 for all indexes i in given sequence  
  
// IF first and last characters are not same  
If (X[i] != X[j]) L(i, j) = max{L(i + 1, j),L(i, j - 1)}   
  
// If there are only 2 characters and both are same  
Else if (j == i + 1) L(i, j) = 2   
  
// If there are more than two characters, and first and last   
// characters are same  
Else L(i, j) = L(i + 1, j - 1) + 2

**2) Overlapping Subproblems**  
 Following is simple recursive implementation of the LPS problem. The implementation simply follows the recursive structure mentioned above.

#include<stdio.h>  
#include<string.h>  
  
// A utility function to get max of two integers  
int max (int x, int y) { return (x > y)? x : y; }  
  
// Returns the length of the longest palindromic subsequence in seq  
int lps(char \*seq, int i, int j)  
{  
 // Base Case 1: If there is only 1 character  
 if (i == j)  
 return 1;  
  
 // Base Case 2: If there are only 2 characters and both are same  
 if (seq[i] == seq[j] && i + 1 == j)  
 return 2;  
  
 // If the first and last characters match  
 if (seq[i] == seq[j])  
 return lps (seq, i+1, j-1) + 2;  
  
 // If the first and last characters do not match  
 return max( lps(seq, i, j-1), lps(seq, i+1, j) );  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char seq[] = "GEEKSFORGEEKS";  
 int n = strlen(seq);  
 printf ("The lnegth of the LPS is %d", lps(seq, 0, n-1));  
 getchar();  
 return 0;  
}

Output:

The lnegth of the LPS is 5

Considering the above implementation, following is a partial recursion tree for a sequence of length 6 with all different characters.

L(0, 5)  
 / \   
 / \   
 L(1,5) L(0,4)  
 / \ / \  
 / \ / \  
 L(2,5) L(1,4) L(1,4) L(0,3)

In the above partial recursion tree, L(1, 4) is being solved twice. If we draw the complete recursion tree, then we can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So LPS problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array L[][] in bottom up manner.

**Dynamic Programming Solution**

#include<stdio.h>  
#include<string.h>  
  
// A utility function to get max of two integers  
int max (int x, int y) { return (x > y)? x : y; }  
  
// Returns the length of the longest palindromic subsequence in seq  
int lps(char \*str)  
{  
 int n = strlen(str);  
 int i, j, cl;  
 int L[n][n]; // Create a table to store results of subproblems  
  
  
 // Strings of length 1 are palindrome of lentgh 1  
 for (i = 0; i < n; i++)  
 L[i][i] = 1;  
  
 // Build the table. Note that the lower diagonal values of table are  
 // useless and not filled in the process. The values are filled in a  
 // manner similar to Matrix Chain Multiplication DP solution (See  
 // http://www.geeksforgeeks.org/archives/15553). cl is length of  
 // substring  
 for (cl=2; cl<=n; cl++)  
 {  
 for (i=0; i<n-cl+1; i++)  
 {  
 j = i+cl-1;  
 if (str[i] == str[j] && cl == 2)  
 L[i][j] = 2;  
 else if (str[i] == str[j])  
 L[i][j] = L[i+1][j-1] + 2;  
 else  
 L[i][j] = max(L[i][j-1], L[i+1][j]);  
 }  
 }  
  
 return L[0][n-1];  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char seq[] = "GEEKS FOR GEEKS";  
 int n = strlen(seq);  
 printf ("The lnegth of the LPS is %d", lps(seq));  
 getchar();  
 return 0;  
}

Output:

The lnegth of the LPS is 7

Time Complexity of the above implementation is O(n^2) which is much better than the worst case time complexity of Naive Recursive implementation.

This problem is close to the [Longest Common Subsequence (LCS) problem](http://www.geeksforgeeks.org/archives/12998). In fact, we can use LCS as a subroutine to solve this problem. Following is the two step solution that uses LCS.  
 1) Reverse the given sequence and store the reverse in another array say rev[0..n-1]  
 2) LCS of the given sequence and rev[] will be the longest palindromic sequence.  
 This solution is also a O(n^2) solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**  
 <http://users.eecs.northwestern.edu/~dda902/336/hw6-sol.pdf>

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-12-longest-palindromic-subsequence/>

# Dynamic Programming | Set 13 (Cutting a Rod)

Given a rod of length n inches and an array of prices that contains prices of all pieces of size smaller than n. Determine the maximum value obtainable by cutting up the rod and selling the pieces. For example, if length of the rod is 8 and the values of different pieces are given as following, then the maximum obtainable value is 22 (by cutting in two pieces of lengths 2 and 6)

length | 1 2 3 4 5 6 7 8   
--------------------------------------------  
price | 1 5 8 9 10 17 17 20

And if the prices are as following, then the maximum obtainable value is 24 (by cutting in eight pieces of length 1)

length | 1 2 3 4 5 6 7 8   
--------------------------------------------  
price | 3 5 8 9 10 17 17 20

The naive solution for this problem is to generate all configurations of different pieces and find the highest priced configuration. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem and can efficiently solved using Dynamic Programming.

**1) Optimal Substructure:**  
 We can get the best price by making a cut at different positions and comparing the values obtained after a cut. We can recursively call the same function for a piece obtained after a cut.

Let cutRoad(n) be the required (best possible price) value for a rod of lenght n. cutRod(n) can be written as following.

cutRod(n) = max(price[i] + cutRod(n-i-1)) for all i in {0, 1 .. n-1}

**2) Overlapping Subproblems**  
 Following is simple recursive implementation of the Rod Cutting problem. The implementation simply follows the recursive structure mentioned above.

// A Naive recursive solution for Rod cutting problem  
#include<stdio.h>  
#include<limits.h>  
  
// A utility function to get the maximum of two integers  
int max(int a, int b) { return (a > b)? a : b;}  
  
/\* Returns the best obtainable price for a rod of length n and  
 price[] as prices of different pieces \*/  
int cutRod(int price[], int n)  
{  
 if (n <= 0)  
 return 0;  
 int max\_val = INT\_MIN;  
  
 // Recursively cut the rod in different pieces and compare different   
 // configurations  
 for (int i = 0; i<n; i++)  
 max\_val = max(max\_val, price[i] + cutRod(price, n-i-1));  
  
 return max\_val;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 5, 8, 9, 10, 17, 17, 20};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 printf("Maximum Obtainable Value is %d\n", cutRod(arr, size));  
 getchar();  
 return 0;  
}

Output:

Maximum Obtainable Value is 22

Considering the above implementation, following is recursion tree for a Rod of length 4.

cR() ---> cutRod()   
  
 cR(4)  
 / / \ \  
 / / \ \  
 cR(3) cR(2) cR(1) cR(0)  
 / | \ / \ |  
 / | \ / \ |   
 cR(2) cR(1) cR(0) cR(1) cR(0) cR(0)  
 / \ | |  
 / \ | |   
 cR(1) cR(0) cR(0) cR(0)

In the above partial recursion tree, cR(2) is being solved twice. We can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So the Rod Cutting problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array val[] in bottom up manner.

// A Dynamic Programming solution for Rod cutting problem  
#include<stdio.h>  
#include<limits.h>  
  
// A utility function to get the maximum of two integers  
int max(int a, int b) { return (a > b)? a : b;}  
  
/\* Returns the best obtainable price for a rod of length n and  
 price[] as prices of different pieces \*/  
int cutRod(int price[], int n)  
{  
 int val[n+1];  
 val[0] = 0;  
 int i, j;  
  
 // Build the table val[] in bottom up manner and return the last entry  
 // from the table  
 for (i = 1; i<=n; i++)  
 {  
 int max\_val = INT\_MIN;  
 for (j = 0; j < i; j++)  
 max\_val = max(max\_val, price[j] + val[i-j-1]);  
 val[i] = max\_val;  
 }  
  
 return val[n];  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 5, 8, 9, 10, 17, 17, 20};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 printf("Maximum Obtainable Value is %d\n", cutRod(arr, size));  
 getchar();  
 return 0;  
}

Output:

Maximum Obtainable Value is 22

Time Complexity of the above implementation is O(n^2) which is much better than the worst case time complexity of Naive Recursive implementation.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-13-cutting-a-rod/>

# Dynamic Programming | Set 14 (Maximum Sum Increasing Subsequence)

Given an array of n positive integers. Write a program to find the sum of maximum sum subsequence of the given array such that the intgers in the subsequence are sorted in increasing order. For example, if input is {1, 101, 2, 3, 100, 4, 5}, then output should be 106 (1 + 2 + 3 + 100), if the input array is {3, 4, 5, 10}, then output should be 22 (3 + 4 + 5 + 10) and if the input array is {10, 5, 4, 3}, then output should be 10

**Solution**  
 This problem is a variation of standard [Longest Increasing Subsequence (LIS) problem](http://www.geeksforgeeks.org/archives/12832). We need a slight change in the Dynamic Programming solution of [LIS problem](http://www.geeksforgeeks.org/archives/12832). All we need to change is to use sum as a criteria instead of length of increasing subsequence.

Following is C implementation for Dynamic Programming solution of the problem.

/\* Dynamic Programming implementation of Maximum Sum Increasing   
 Subsequence (MSIS) problem \*/  
#include<stdio.h>  
  
/\* maxSumIS() returns the maximum sum of increasing subsequence in arr[] of  
 size n \*/  
int maxSumIS( int arr[], int n )  
{  
 int \*msis, i, j, max = 0;  
 msis = (int\*) malloc ( sizeof( int ) \* n );  
  
 /\* Initialize msis values for all indexes \*/  
 for ( i = 0; i < n; i++ )  
 msis[i] = arr[i];  
  
 /\* Compute maximum sum values in bottom up manner \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i] > arr[j] && msis[i] < msis[j] + arr[i])  
 msis[i] = msis[j] + arr[i];  
  
 /\* Pick maximum of all msis values \*/  
 for ( i = 0; i < n; i++ )  
 if ( max < msis[i] )  
 max = msis[i];  
  
 /\* Free memory to avoid memory leak \*/  
 free( msis );  
  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 101, 2, 3, 100, 4, 5};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Sum of maximum sum increasing subsequence is %d\n",  
 maxSumIS( arr, n ) );  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2)

Source: [Maximum Sum Increasing Subsequence Problem](http://geeksforgeeks.org/forum/topic/algorithm-1)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-14-maximum-sum-increasing-subsequence/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Dynamic Programming | Set 15 (Longest Bitonic Subsequence)

Given an array arr[0 … n-1] containing n positive integers, a [subsequence](http://en.wikipedia.org/wiki/Subsequence)of arr[] is called Bitonic if it is first increasing, then decreasing. Write a function that takes an array as argument and returns the length of the longest bitonic subsequence.  
 A sequence, sorted in increasing order is considered Bitonic with the decreasing part as empty. Similarly, decreasing order sequence is considered Bitonic with the increasing part as empty.

**Examples:**

Input arr[] = {1, 11, 2, 10, 4, 5, 2, 1};  
Output: 6 (A Longest Bitonic Subsequence of length 6 is 1, 2, 10, 4, 2, 1)  
  
Input arr[] = {12, 11, 40, 5, 3, 1}  
Output: 5 (A Longest Bitonic Subsequence of length 5 is 12, 11, 5, 3, 1)  
  
Input arr[] = {80, 60, 30, 40, 20, 10}  
Output: 5 (A Longest Bitonic Subsequence of length 5 is 80, 60, 30, 20, 10)

Source:[Microsoft Interview Question](http://geeksforgeeks.org/forum/topic/ms-interview-ques)

**Solution**  
 This problem is a variation of standard [Longest Increasing Subsequence (LIS) problem](http://www.geeksforgeeks.org/archives/12832). Let the input array be arr[] of length n. We need to construct two arrays lis[] and lds[] using Dynamic Programming solution of [LIS problem](http://www.geeksforgeeks.org/archives/12832). lis[i] stores the length of the Longest Increasing subsequence ending with arr[i]. lds[i] stores the length of the longest Decreasing subsequence starting from arr[i]. Finally, we need to return the max value of lis[i] + lds[i] – 1 where i is from 0 to n-1.

Following is C++ implementation of the above Dynamic Programming solution.

/\* Dynamic Programming implementation of longest bitonic subsequence problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* lbs() returns the length of the Longest Bitonic Subsequence in  
 arr[] of size n. The function mainly creates two temporary arrays  
 lis[] and lds[] and returns the maximum lis[i] + lds[i] - 1.  
  
 lis[i] ==> Longest Increasing subsequence ending with arr[i]  
 lds[i] ==> Longest decreasing subsequence starting with arr[i]  
\*/  
int lbs( int arr[], int n )  
{  
 int i, j;  
  
 /\* Allocate memory for LIS[] and initialize LIS values as 1 for  
 all indexes \*/  
 int \*lis = new int[n];  
 for ( i = 0; i < n; i++ )  
 lis[i] = 1;  
  
 /\* Compute LIS values from left to right \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i] > arr[j] && lis[i] < lis[j] + 1)  
 lis[i] = lis[j] + 1;  
  
 /\* Allocate memory for lds and initialize LDS values for  
 all indexes \*/  
 int \*lds = new int [n];  
 for ( i = 0; i < n; i++ )  
 lds[i] = 1;  
  
 /\* Compute LDS values from right to left \*/  
 for ( i = n-2; i >= 0; i-- )  
 for ( j = n-1; j > i; j-- )  
 if ( arr[i] > arr[j] && lds[i] < lds[j] + 1)  
 lds[i] = lds[j] + 1;  
  
  
 /\* Return the maximum value of lis[i] + lds[i] - 1\*/  
 int max = lis[0] + lds[0] - 1;  
 for (i = 1; i < n; i++)  
 if (lis[i] + lds[i] - 1 > max)  
 max = lis[i] + lds[i] - 1;  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {0, 8, 4, 12, 2, 10, 6, 14, 1, 9, 5, 13, 3, 11, 7, 15};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of LBS is %d\n", lbs( arr, n ) );  
  
 getchar();  
 return 0;  
}

Output:

Length of LBS is 7

Time Complexity: O(n^2)  
 Auxiliary Space: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-15-longest-bitonic-subsequence/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Dynamic Programming | Set 16 (Floyd Warshall Algorithm)

The [Floyd Warshall Algorithm](http://en.wikipedia.org/wiki/Floyd%E2%80%93Warshall_algorithm) is for solving the All Pairs Shortest Path problem. The problem is to find shortest distances between every pair of vertices in a given edge weighted directed Graph.

Example:

Input:  
 graph[][] = { {0, 5, INF, 10},  
 {INF, 0, 3, INF},  
 {INF, INF, 0, 1},  
 {INF, INF, INF, 0} }  
which represents the following graph  
 10  
 (0)------->(3)  
 | /|\  
 5 | |  
 | | 1  
 \|/ |  
 (1)------->(2)  
 3   
Note that the value of graph[i][j] is 0 if i is equal to j   
And graph[i][j] is INF (infinite) if there is no edge from vertex i to j.  
  
Output:  
Shortest distance matrix  
 0 5 8 9  
 INF 0 3 4  
 INF INF 0 1  
 INF INF INF 0

**Floyd Warshall Algorithm**  
 We initialize the solution matrix same as the input graph matrix as a first step. Then we update the solution matrix by considering all vertices as an intermediate vertex. The idea is to one by one pick all vertices and update all shortest paths which include the picked vertex as an intermediate vertex in the shortest path. When we pick vertex number k as an intermediate vertex, we already have considered vertices {0, 1, 2, .. k-1} as intermediate vertices. For every pair (i, j) of source and destination vertices respectively, there are two possible cases.  
 **1)** k is not an intermediate vertex in shortest path from i to j. We keep the value of dist[i][j] as it is.  
 **2)** k is an intermediate vertex in shortest path from i to j. We update the value of dist[i][j] as dist[i][k] + dist[k][j].

The following figure is taken from the Cormen book. It shows the above optimal substructure property in the all-pairs shortest path problem.
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Following is C implementation of the Floyd Warshall algorithm.

// Program for Floyd Warshall Algorithm  
#include<stdio.h>  
  
// Number of vertices in the graph  
#define V 4  
  
/\* Define Infinite as a large enough value. This value will be used  
 for vertices not connected to each other \*/  
#define INF 99999  
  
// A function to print the solution matrix  
void printSolution(int dist[][V]);  
  
// Solves the all-pairs shortest path problem using Floyd Warshall algorithm  
void floydWarshell (int graph[][V])  
{  
 /\* dist[][] will be the output matrix that will finally have the shortest   
 distances between every pair of vertices \*/  
 int dist[V][V], i, j, k;  
  
 /\* Initialize the solution matrix same as input graph matrix. Or   
 we can say the initial values of shortest distances are based  
 on shortest paths considering no intermediate vertex. \*/  
 for (i = 0; i < V; i++)  
 for (j = 0; j < V; j++)  
 dist[i][j] = graph[i][j];  
  
 /\* Add all vertices one by one to the set of intermediate vertices.  
 ---> Before start of a iteration, we have shortest distances between all  
 pairs of vertices such that the shortest distances consider only the  
 vertices in set {0, 1, 2, .. k-1} as intermediate vertices.  
 ----> After the end of a iteration, vertex no. k is added to the set of  
 intermediate vertices and the set becomes {0, 1, 2, .. k} \*/  
 for (k = 0; k < V; k++)  
 {  
 // Pick all vertices as source one by one  
 for (i = 0; i < V; i++)  
 {  
 // Pick all vertices as destination for the  
 // above picked source  
 for (j = 0; j < V; j++)  
 {  
 // If vertex k is on the shortest path from  
 // i to j, then update the value of dist[i][j]  
 if (dist[i][k] + dist[k][j] < dist[i][j])  
 dist[i][j] = dist[i][k] + dist[k][j];  
 }  
 }  
 }  
  
 // Print the shortest distance matrix  
 printSolution(dist);  
}  
  
/\* A utility function to print solution \*/  
void printSolution(int dist[][V])  
{  
 printf ("Following matrix shows the shortest distances"  
 " between every pair of vertices \n");  
 for (int i = 0; i < V; i++)  
 {  
 for (int j = 0; j < V; j++)  
 {  
 if (dist[i][j] == INF)  
 printf("%7s", "INF");  
 else  
 printf ("%7d", dist[i][j]);  
 }  
 printf("\n");  
 }  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Let us create the following weighted graph  
 10  
 (0)------->(3)  
 | /|\  
 5 | |  
 | | 1  
 \|/ |  
 (1)------->(2)  
 3 \*/  
 int graph[V][V] = { {0, 5, INF, 10},  
 {INF, 0, 3, INF},  
 {INF, INF, 0, 1},  
 {INF, INF, INF, 0}  
 };  
  
 // Print the solution  
 floydWarshell(graph);  
 return 0;  
}

Output:

Following matrix shows the shortest distances between every pair of vertices  
 0 5 8 9  
 INF 0 3 4  
 INF INF 0 1  
 INF INF INF 0

Time Complexity: O(V^3)

The above program only prints the shortest distances. We can modify the solution to print the shortest paths also by storing the predecessor information in a separate 2D matrix.  
 Also, the value of INF can be taken as INT\_MAX from limits.h to make sure that we handle maximum possible value. When we take INF as INT\_MAX, we need to change the if condition in the above program to avoid arithmatic overflow.

#include<limits.h>  
  
#define INF INT\_MAX  
..........................  
if (dist[i][k] != INF && dist[k][j] != INF && dist[i][k] + dist[k][j] < dist[i][j])  
 dist[i][j] = dist[i][k] + dist[k][j];  
...........................

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-16-floyd-warshall-algorithm/>

Category: [Graph](http://www.geeksforgeeks.org/category/graph/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Graph](http://www.geeksforgeeks.org/tag/graph/)
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Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 17 (Palindrome Partitioning)

Given a string, a partitioning of the string is a *palindrome partitioning* if every substring of the partition is a palindrome. For example, “aba|b|bbabb|a|b|aba” is a palindrome partitioning of “ababbbabbababa”. Determine the fewest cuts needed for palindrome partitioning of a given string. For example, minimum 3 cuts are needed for “ababbbabbababa”. The three cuts are “a|babbbab|b|ababa”. If a string is palindrome, then minimum 0 cuts are needed. If a string of length n containing all different characters, then minimum n-1 cuts are needed.

**Solution**  
 This problem is a variation of [Matrix Chain Multiplication](http://www.geeksforgeeks.org/archives/15553) problem. If the string is palindrome, then we simply return 0. Else, like the Matrix Chain Multiplication problem, we try making cuts at all possible places, recursively calculate the cost for each cut and return the minimum value.

Let the given string be str and minPalPartion() be the function that returns the fewest cuts needed for palindrome partitioning. following is the optimal substructure property.

// i is the starting index and j is the ending index. i must be passed as 0 and j as n-1  
minPalPartion(str, i, j) = 0 if i == j. // When string is of length 1.  
minPalPartion(str, i, j) = 0 if str[i..j] is palindrome.  
  
// If none of the above conditions is true, then minPalPartion(str, i, j) can be   
// calculated recursively using the following formula.  
minPalPartion(str, i, j) = Min { minPalPartion(str, i, k) + 1 +  
 minPalPartion(str, k+1, j) }   
 where k varies from i to j-1

Following is Dynamic Programming solution. It stores the solutions to subproblems in two arrays P[][] and C[][], and reuses the calculated values.

// Dynamic Programming Solution for Palindrome Partitioning Problem  
#include <stdio.h>  
#include <string.h>  
#include <limits.h>  
   
// A utility function to get minimum of two integers  
int min (int a, int b) { return (a < b)? a : b; }  
   
// Returns the minimum number of cuts needed to partition a string  
// such that every part is a palindrome  
int minPalPartion(char \*str)  
{  
 // Get the length of the string  
 int n = strlen(str);  
   
 /\* Create two arrays to build the solution in bottom up manner  
 C[i][j] = Minimum number of cuts needed for palindrome partitioning  
 of substring str[i..j]  
 P[i][j] = true if substring str[i..j] is palindrome, else false  
 Note that C[i][j] is 0 if P[i][j] is true \*/  
 int C[n][n];  
 bool P[n][n];  
   
 int i, j, k, L; // different looping variables  
   
 // Every substring of length 1 is a palindrome  
 for (i=0; i<n; i++)  
 {  
 P[i][i] = true;  
 C[i][i] = 0;  
 }  
   
 /\* L is substring length. Build the solution in bottom up manner by  
 considering all substrings of length starting from 2 to n.  
 The loop structure is same as Matrx Chain Multiplication problem (  
 See http://www.geeksforgeeks.org/archives/15553 )\*/  
 for (L=2; L<=n; L++)  
 {  
 // For substring of length L, set different possible starting indexes  
 for (i=0; i<n-L+1; i++)  
 {  
 j = i+L-1; // Set ending index  
   
 // If L is 2, then we just need to compare two characters. Else  
 // need to check two corner characters and value of P[i+1][j-1]  
 if (L == 2)  
 P[i][j] = (str[i] == str[j]);  
 else  
 P[i][j] = (str[i] == str[j]) && P[i+1][j-1];  
   
 // IF str[i..j] is palindrome, then C[i][j] is 0  
 if (P[i][j] == true)  
 C[i][j] = 0;  
 else  
 {  
 // Make a cut at every possible localtion starting from i to j,  
 // and get the minimum cost cut.  
 C[i][j] = INT\_MAX;  
 for (k=i; k<=j-1; k++)  
 C[i][j] = min (C[i][j], C[i][k] + C[k+1][j]+1);  
 }  
 }  
 }  
   
 // Return the min cut value for complete string. i.e., str[0..n-1]  
 return C[0][n-1];  
}  
   
// Driver program to test above function  
int main()  
{  
 char str[] = "ababbbabbababa";  
 printf("Min cuts needed for Palindrome Partitioning is %d",  
 minPalPartion(str));  
 return 0;  
}

Output:

Min cuts needed for Palindrome Partitioning is 3

Time Complexity: O(n3)

**An optimization to above approach**  
 In above approach, we can calculating minimum cut while finding all palindromic substring. If we finding all palindromic substring 1st and then we calculate minimum cut, time complexity will reduce to O(n2).  
 Thanks for [**Vivek**](http://www.geeksforgeeks.org/dynamic-programming-set-17-palindrome-partitioning/#comment-1459162424) for suggesting this optimization.

// Dynamic Programming Solution for Palindrome Partitioning Problem  
#include <stdio.h>  
#include <string.h>  
#include <limits.h>  
   
// A utility function to get minimum of two integers  
int min (int a, int b) { return (a < b)? a : b; }  
   
// Returns the minimum number of cuts needed to partition a string  
// such that every part is a palindrome  
int minPalPartion(char \*str)  
{  
 // Get the length of the string  
 int n = strlen(str);  
   
 /\* Create two arrays to build the solution in bottom up manner  
 C[i] = Minimum number of cuts needed for palindrome partitioning  
 of substring str[0..i]  
 P[i][j] = true if substring str[i..j] is palindrome, else false  
 Note that C[i] is 0 if P[0][i] is true \*/  
 int C[n];  
 bool P[n][n];  
   
 int i, j, k, L; // different looping variables  
   
 // Every substring of length 1 is a palindrome  
 for (i=0; i<n; i++)  
 {  
 P[i][i] = true;  
 }  
   
 /\* L is substring length. Build the solution in bottom up manner by  
 considering all substrings of length starting from 2 to n. \*/  
 for (L=2; L<=n; L++)  
 {  
 // For substring of length L, set different possible starting indexes  
 for (i=0; i<n-L+1; i++)  
 {  
 j = i+L-1; // Set ending index  
   
 // If L is 2, then we just need to compare two characters. Else  
 // need to check two corner characters and value of P[i+1][j-1]  
 if (L == 2)  
 P[i][j] = (str[i] == str[j]);  
 else  
 P[i][j] = (str[i] == str[j]) && P[i+1][j-1];  
 }  
 }  
  
 for (i=0; i<n; i++)  
 {  
 if (P[0][i] == true)  
 C[i] = 0;  
 else  
 {  
 C[i] = INT\_MAX;  
 for(j=0;j<i;j++)  
 {  
 if(P[j+1][i] == true && 1+C[j]<C[i])  
 C[i]=1+C[j];  
 }  
 }  
 }  
   
 // Return the min cut value for complete string. i.e., str[0..n-1]  
 return C[n-1];  
}  
   
// Driver program to test above function  
int main()  
{  
 char str[] = "ababbbabbababa";  
 printf("Min cuts needed for Palindrome Partitioning is %d",  
 minPalPartion(str));  
 return 0;  
}

Output:

Min cuts needed for Palindrome Partitioning is 3

Time Complexity: O(n2)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-17-palindrome-partitioning/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Dynamic Programming | Set 18 (Partition problem)

Partition problem is to determine whether a given set can be partitioned into two subsets such that the sum of elements in both subsets is same.

Examples

arr[] = {1, 5, 11, 5}  
Output: true   
The array can be partitioned as {1, 5, 5} and {11}  
  
arr[] = {1, 5, 3}  
Output: false   
The array cannot be partitioned into equal sum sets.

Following are the two main steps to solve this problem:  
 1) Calculate sum of the array. If sum is odd, there can not be two subsets with equal sum, so return false.  
 2) If sum of array elements is even, calculate sum/2 and find a subset of array with sum equal to sum/2.

The first step is simple. The second step is crucial, it can be solved either using recursion or Dynamic Programming.

**Recursive Solution**  
 Following is the recursive property of the second step mentioned above.

Let isSubsetSum(arr, n, sum/2) be the function that returns true if   
there is a subset of arr[0..n-1] with sum equal to sum/2  
  
The isSubsetSum problem can be divided into two subproblems  
 a) isSubsetSum() without considering last element   
 (reducing n to n-1)  
 b) isSubsetSum considering the last element   
 (reducing sum/2 by arr[n-1] and n to n-1)  
If any of the above the above subproblems return true, then return true.   
isSubsetSum (arr, n, sum/2) = isSubsetSum (arr, n-1, sum/2) ||  
 isSubsetSum (arr, n-1, sum/2 - arr[n-1])

// A recursive solution for partition problem  
#include <stdio.h>  
  
// A utility function that returns true if there is a subset of arr[]  
// with sun equal to given sum  
bool isSubsetSum (int arr[], int n, int sum)  
{  
 // Base Cases  
 if (sum == 0)  
 return true;  
 if (n == 0 && sum != 0)  
 return false;  
  
 // If last element is greater than sum, then ignore it  
 if (arr[n-1] > sum)  
 return isSubsetSum (arr, n-1, sum);  
  
 /\* else, check if sum can be obtained by any of the following  
 (a) including the last element  
 (b) excluding the last element  
 \*/  
 return isSubsetSum (arr, n-1, sum) || isSubsetSum (arr, n-1, sum-arr[n-1]);  
}  
  
// Returns true if arr[] can be partitioned in two subsets of  
// equal sum, otherwise false  
bool findPartiion (int arr[], int n)  
{  
 // Calculate sum of the elements in array  
 int sum = 0;  
 for (int i = 0; i < n; i++)  
 sum += arr[i];  
  
 // If sum is odd, there cannot be two subsets with equal sum  
 if (sum%2 != 0)  
 return false;  
  
 // Find if there is subset with sum equal to half of total sum  
 return isSubsetSum (arr, n, sum/2);  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {3, 1, 5, 9, 12};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 if (findPartiion(arr, n) == true)  
 printf("Can be divided into two subsets of equal sum");  
 else  
 printf("Can not be divided into two subsets of equal sum");  
 getchar();  
 return 0;  
}

Output:

Can be divided into two subsets of equal sum

Time Complexity: O(2^n) In worst case, this solution tries two possibilities (whether to include or exclude) for every element.

**Dynamic Programming Solution**  
 The problem can be solved using dynamic programming when the sum of the elements is not too big. We can create a 2D array part[][] of size (sum/2)\*(n+1). And we can construct the solution in bottom up manner such that every filled entry has following property

part[i][j] = true if a subset of {arr[0], arr[1], ..arr[j-1]} has sum   
 equal to i, otherwise false

// A Dynamic Programming solution to partition problem  
#include <stdio.h>  
  
// Returns true if arr[] can be partitioned in two subsets of  
// equal sum, otherwise false  
bool findPartiion (int arr[], int n)  
{  
 int sum = 0;  
 int i, j;  
   
 // Caculcate sun of all elements  
 for (i = 0; i < n; i++)  
 sum += arr[i];  
   
 if (sum%2 != 0)   
 return false;  
   
 bool part[sum/2+1][n+1];  
   
 // initialize top row as true  
 for (i = 0; i <= n; i++)  
 part[0][i] = true;  
   
 // initialize leftmost column, except part[0][0], as 0  
 for (i = 1; i <= sum/2; i++)  
 part[i][0] = false;   
   
 // Fill the partition table in botton up manner   
 for (i = 1; i <= sum/2; i++)   
 {  
 for (j = 1; j <= n; j++)   
 {  
 part[i][j] = part[i][j-1];  
 if (i >= arr[j-1])  
 part[i][j] = part[i][j] || part[i - arr[j-1]][j-1];  
 }   
 }   
   
 /\* // uncomment this part to print table   
 for (i = 0; i <= sum/2; i++)   
 {  
 for (j = 0; j <= n; j++)   
 printf ("%4d", part[i][j]);  
 printf("\n");  
 } \*/   
   
 return part[sum/2][n];  
}   
  
// Driver program to test above funtion  
int main()  
{  
 int arr[] = {3, 1, 1, 2, 2, 1};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 if (findPartiion(arr, n) == true)  
 printf("Can be divided into two subsets of equal sum");  
 else  
 printf("Can not be divided into two subsets of equal sum");  
 getchar();  
 return 0;  
}

Output:

Can be divided into two subsets of equal sum

Following diagram shows the values in partition table. The diagram is taken form the [wiki page of partition problem](http://en.wikipedia.org/wiki/Partition_problem).  
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Time Complexity: O(sum\*n)  
 Auxiliary Space: O(sum\*n)  
 Please note that this solution will not be feasible for arrays with big sum.

**References:**  
 <http://en.wikipedia.org/wiki/Partition_problem>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-18-partition-problem/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Automata Theory | Set 5](http://www.geeksforgeeks.org/automata-theory-set-5/) [Database Management Systems | Set 11 →](http://www.geeksforgeeks.org/database-management-systems-set-11/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 19 (Word Wrap Problem)

Given a sequence of words, and a limit on the number of characters that can be put in one line (line width). Put line breaks in the given sequence such that the lines are printed neatly. Assume that the length of each word is smaller than the line width.

The word processors like MS Word do task of placing line breaks. The idea is to have balanced lines. In other words, not have few lines with lots of extra spaces and some lines with small amount of extra spaces.

The extra spaces includes spaces put at the end of every line except the last one.   
The problem is to minimize the following total cost.  
 Cost of a line = (Number of extra spaces in the line)^3  
 Total Cost = Sum of costs for all lines  
  
For example, consider the following string and line width M = 15  
 "Geeks for Geeks presents word wrap problem"   
   
Following is the optimized arrangement of words in 3 lines  
Geeks for Geeks  
presents word  
wrap problem   
  
The total extra spaces in line 1, line 2 and line 3 are 0, 2 and 3 respectively.   
So optimal value of total cost is 0 + 2\*2 + 3\*3 = 13

Please note that the total cost function is not sum of extra spaces, but sum of cubes (or square is also used) of extra spaces. The idea behind this cost function is to balance the spaces among lines. For example, consider the following two arrangement of same set of words:

**1)** There are 3 lines. One line has 3 extra spaces and all other lines have 0 extra spaces. Total extra spaces = 3 + 0 + 0 = 3. Total cost = 3\*3\*3 + 0\*0\*0 + 0\*0\*0 = 27.

**2)** There are 3 lines. Each of the 3 lines has one extra space. Total extra spaces = 1 + 1 + 1 = 3. Total cost = 1\*1\*1 + 1\*1\*1 + 1\*1\*1 = 3.

Total extra spaces are 3 in both scenarios, but second arrangement should be preferred because extra spaces are balanced in all three lines. The cost function with cubic sum serves the purpose because the value of total cost in second scenario is less.

**Method 1 (Greedy Solution)**  
 The greedy solution is to place as many words as possible in the first line. Then do the same thing for the second line and so on until all words are placed. This solution gives optimal solution for many cases, but doesn’t give optimal solution in all cases. For example, consider the following string “aaa bb cc ddddd” and line width as 6. Greedy method will produce following output.

aaa bb   
cc   
ddddd

Extra spaces in the above 3 lines are 0, 4 and 1 respectively. So total cost is 0 + 64 + 1 = 65.

But the above solution is not the best solution. Following arrangement has more balanced spaces. Therefore less value of total cost function.

aaa  
bb cc  
ddddd

Extra spaces in the above 3 lines are 3, 1 and 1 respectively. So total cost is 27 + 1 + 1 = 29.

Despite being sub-optimal in some cases, the greedy approach is used by many word processors like MS Word and OpenOffice.org Writer.

**Method 2 (Dynamic Programming)**  
 The following Dynamic approach strictly follows the algorithm given in solution of Cormen book. First we compute costs of all possible lines in a 2D table lc[][]. The value lc[i][j] indicates the cost to put words from i to j in a single line where i and j are indexes of words in the input sequences. If a sequence of words from i to j cannot fit in a single line, then lc[i][j] is considered infinite (to avoid it from being a part of the solution). Once we have the lc[][] table constructed, we can calculate total cost using following recursive formula. In the following formula, C[j] is the optimized total cost for arranging words from 1 to j.
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The above recursion has [overlapping subproblem property](http://www.geeksforgeeks.org/archives/12635). For example, the solution of subproblem c(2) is used by c(3), C(4) and so on. So Dynamic Programming is used to store the results of subproblems. The array c[] can be computed from left to right, since each value depends only on earlier values.  
 To print the output, we keep track of what words go on what lines, we can keep a parallel p array that points to where each c value came from. The last line starts at word p[n] and goes through word n. The previous line starts at word p[p[n]] and goes through word p[n?] – 1, etc. The function printSolution() uses p[] to print the solution.  
 In the below program, input is an array l[] that represents lengths of words in a sequence. The value l[i] indicates length of the ith word (i starts from 1) in theinput sequence.

// A Dynamic programming solution for Word Wrap Problem  
#include <limits.h>  
#include <stdio.h>  
#define INF INT\_MAX  
  
// A utility function to print the solution  
int printSolution (int p[], int n);  
  
// l[] represents lengths of different words in input sequence. For example,   
// l[] = {3, 2, 2, 5} is for a sentence like "aaa bb cc ddddd". n is size of   
// l[] and M is line width (maximum no. of characters that can fit in a line)  
void solveWordWrap (int l[], int n, int M)  
{  
 // For simplicity, 1 extra space is used in all below arrays   
  
 // extras[i][j] will have number of extra spaces if words from i   
 // to j are put in a single line  
 int extras[n+1][n+1];   
  
 // lc[i][j] will have cost of a line which has words from   
 // i to j  
 int lc[n+1][n+1];  
   
 // c[i] will have total cost of optimal arrangement of words   
 // from 1 to i  
 int c[n+1];  
  
 // p[] is used to print the solution.   
 int p[n+1];  
  
 int i, j;  
  
 // calculate extra spaces in a single line. The value extra[i][j]  
 // indicates extra spaces if words from word number i to j are  
 // placed in a single line  
 for (i = 1; i <= n; i++)  
 {  
 extras[i][i] = M - l[i-1];  
 for (j = i+1; j <= n; j++)  
 extras[i][j] = extras[i][j-1] - l[j-1] - 1;  
 }  
  
 // Calculate line cost corresponding to the above calculated extra  
 // spaces. The value lc[i][j] indicates cost of putting words from  
 // word number i to j in a single line  
 for (i = 1; i <= n; i++)  
 {  
 for (j = i; j <= n; j++)  
 {  
 if (extras[i][j] < 0)  
 lc[i][j] = INF;  
 else if (j == n && extras[i][j] >= 0)  
 lc[i][j] = 0;  
 else  
 lc[i][j] = extras[i][j]\*extras[i][j];  
 }  
 }  
  
 // Calculate minimum cost and find minimum cost arrangement.  
 // The value c[j] indicates optimized cost to arrange words  
 // from word number 1 to j.  
 c[0] = 0;  
 for (j = 1; j <= n; j++)  
 {  
 c[j] = INF;  
 for (i = 1; i <= j; i++)  
 {  
 if (c[i-1] != INF && lc[i][j] != INF && (c[i-1] + lc[i][j] < c[j]))  
 {  
 c[j] = c[i-1] + lc[i][j];  
 p[j] = i;  
 }  
 }  
 }  
  
 printSolution(p, n);  
}  
  
int printSolution (int p[], int n)  
{  
 int k;  
 if (p[n] == 1)  
 k = 1;  
 else  
 k = printSolution (p, p[n]-1) + 1;  
 printf ("Line number %d: From word no. %d to %d \n", k, p[n], n);  
 return k;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int l[] = {3, 2, 2, 5};  
 int n = sizeof(l)/sizeof(l[0]);  
 int M = 6;  
 solveWordWrap (l, n, M);  
 return 0;  
}

Output:

Line number 1: From word no. 1 to 1  
Line number 2: From word no. 2 to 3  
Line number 3: From word no. 4 to 4

Time Complexity: O(n^2)  
 Auxiliary Space: O(n^2) The auxiliary space used in the above program cane be optimized to O(n) (See the reference 2 for details)

**References:**  
 <http://en.wikipedia.org/wiki/Word_wrap>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-18-word-wrap/>

# Dynamic Programming | Set 20 (Maximum Length Chain of Pairs)

You are given n pairs of numbers. In every pair, the first number is always smaller than the second number. A pair (c, d) can follow another pair (a, b) if b Amazon Interview | Set 2

For example, if the given pairs are {{5, 24}, {39, 60}, {15, 28}, {27, 40}, {50, 90} }, then the longest chain that can be formed is of length 3, and the chain is {{5, 24}, {27, 40}, {50, 90}}

This problem is a variation of standard [Longest Increasing Subsequence](http://www.geeksforgeeks.org/archives/12832) problem. Following is a simple two step process.  
 1) Sort given pairs in increasing order of first (or smaller) element.  
 2) Now run a modified LIS process where we compare the second element of already finalized LIS with the first element of new LIS being constructed.

The following code is a slight modification of method 2 of [this post](http://www.geeksforgeeks.org/archives/12832).

#include<stdio.h>  
#include<stdlib.h>  
  
// Structure for a pair  
struct pair  
{  
 int a;  
 int b;  
};  
  
// This function assumes that arr[] is sorted in increasing order  
// according the first (or smaller) values in pairs.  
int maxChainLength( struct pair arr[], int n)  
{  
 int i, j, max = 0;  
 int \*mcl = (int\*) malloc ( sizeof( int ) \* n );  
  
 /\* Initialize MCL (max chain length) values for all indexes \*/  
 for ( i = 0; i < n; i++ )  
 mcl[i] = 1;  
  
 /\* Compute optimized chain length values in bottom up manner \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i].a > arr[j].b && mcl[i] < mcl[j] + 1)  
 mcl[i] = mcl[j] + 1;  
  
 // mcl[i] now stores the maximum chain length ending with pair i  
  
 /\* Pick maximum of all MCL values \*/  
 for ( i = 0; i < n; i++ )  
 if ( max < mcl[i] )  
 max = mcl[i];  
  
 /\* Free memory to avoid memory leak \*/  
 free( mcl );  
  
 return max;  
}  
  
  
/\* Driver program to test above function \*/  
int main()  
{  
 struct pair arr[] = { {5, 24}, {15, 25},  
 {27, 40}, {50, 60} };  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of maximum size chain is %d\n",  
 maxChainLength( arr, n ));  
 return 0;  
}

Output:

Length of maximum size chain is 3

Time Complexity: O(n^2) where n is the number of pairs.

The given problem is also a variation of [Activity Selection problem](http://www.geeksforgeeks.org/archives/18528)and can be solved in (nLogn) time. To solve it as a activity selection problem, consider the first element of a pair as start time in activity selection problem, and the second element of pair as end time. Thanks to Palash for suggesting this approach.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-20-maximum-length-chain-of-pairs/>

# Dynamic Programming | Set 21 (Variations of LIS)

We have discussed Dynamic Programming solution for Longest Increasing Subsequence problem in [this](http://www.geeksforgeeks.org/archives/12832)post and a O(nLogn) solution in [this](http://www.geeksforgeeks.org/archives/9591)post. Following are commonly asked variations of the standard[LIS problem](http://www.geeksforgeeks.org/archives/12832).

**1. Building Bridges:** Consider a 2-D map with a horizontal river passing through its center. There are n cities on the southern bank with x-coordinates a(1) … a(n) and n cities on the northern bank with x-coordinates b(1) … b(n). You want to connect as many north-south pairs of cities as possible with bridges such that no two bridges cross. When connecting cities, you can only connect city i on the northern bank to city i on the southern bank.
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Source:[Dynamic Programming Practice Problems](http://people.csail.mit.edu/bdean/6.046/dp/). The link also has well explained solution for the problem.

**2. Maximum Sum Increasing Subsequence:** Given an array of n positive integers. Write a program to find the maximum sum subsequence of the given array such that the intgers in the subsequence are sorted in increasing order. For example, if input is {1, 101, 2, 3, 100, 4, 5}, then output should be {1, 2, 3, 100}. The solution to this problem has been published [here](http://www.geeksforgeeks.org/archives/19248).

**3. The Longest Chain** You are given pairs of numbers. In a pair, the first number is smaller with respect to the second number. Suppose you have two sets (a, b) and (c, d), the second set can follow the first set if b here.

**4. Box Stacking** You are given a set of n types of rectangular 3-D boxes, where the i^th box has height h(i), width w(i) and depth d(i) (all real numbers). You want to create a stack of boxes which is as tall as possible, but you can only stack a box on top of another box if the dimensions of the 2-D base of the lower box are each strictly larger than those of the 2-D base of the higher box. Of course, you can rotate a box so that any side functions as its base. It is also allowable to use multiple instances of the same type of box.  
 Source:[Dynamic Programming Practice Problems](http://people.csail.mit.edu/bdean/6.046/dp/). The link also has well explained solution for the problem.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-14-variations-of-lis/>

# Dynamic Programming | Set 22 (Box Stacking Problem)

You are given a set of n types of rectangular 3-D boxes, where the i^th box has height h(i), width w(i) and depth d(i) (all real numbers). You want to create a stack of boxes which is as tall as possible, but you can only stack a box on top of another box if the dimensions of the 2-D base of the lower box are each strictly larger than those of the 2-D base of the higher box. Of course, you can rotate a box so that any side functions as its base. It is also allowable to use multiple instances of the same type of box.

Source: <http://people.csail.mit.edu/bdean/6.046/dp/>. The link also has video for explanation of solution.

[![Box Stacking](data:image/jpeg;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/Box-Stacking.jpg)

The [Box Stacking problem is a variation of LIS problem](http://www.geeksforgeeks.org/archives/19255). We need to build a maximum height stack.

Following are the key points to note in the problem statement:  
 1) A box can be placed on top of another box only if both width and depth of the upper placed box are smaller than width and depth of the lower box respectively.  
 2) We can rotate boxes. For example, if there is a box with dimensions {1x2x3} where 1 is height, 2×3 is base, then there can be three possibilities, {1x2x3}, {2x1x3} and {3x1x2}.  
 3) We can use multiple instances of boxes. What it means is, we can have two different rotations of a box as part of our maximum height stack.

Following is the **solution** based on [DP solution of LIS problem](http://www.geeksforgeeks.org/archives/12832).

**1)** Generate all 3 rotations of all boxes. The size of rotation array becomes 3 times the size of original array. For simplicity, we consider depth as always smaller than or equal to width.

**2)** Sort the above generated 3n boxes in decreasing order of base area.

**3)** After sorting the boxes, the problem is same as LIS with following optimal substructure property.  
 MSH(i) = Maximum possible Stack Height with box i at top of stack  
 MSH(i) = { Max ( MSH(j) ) + height(i) } where j width(i) and depth(j) > depth(i).  
 If there is no such j then MSH(i) = height(i)

**4)** To get overall maximum height, we return max(MSH(i)) where 0 /\* Dynamic Programming implementation of Box Stacking problem \*/ #include<stdio.h> #include<stdlib.h> /\* Representation of a box \*/ struct Box { // h –> height, w –> width, d –> depth int h, w, d; // for simplicity of solution, always keep w <= d }; // A utility function to get minimum of two intgers int min (int x, int y) { return (x < y)? x : y; } // A utility function to get maximum of two intgers int max (int x, int y) { return (x > y)? x : y; } /\* Following function is needed for library function qsort(). We use qsort() to sort boxes in decreasing order of base area. Refer following link for help of qsort() and compare() http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/ int compare (const void \*a, const void \* b) { return ( (\*(Box \*)b).d \* (\*(Box \*)b).w ) – ( (\*(Box \*)a).d \* (\*(Box \*)a).w ); } /\* Returns the height of the tallest stack that can be formed with give type of boxes \*/ int maxStackHeight( Box arr[], int n ) { /\* Create an array of all rotations of given boxes For example, for a box {1, 2, 3}, we consider three instances{{1, 2, 3}, {2, 1, 3}, {3, 1, 2}} \*/ Box rot[3\*n]; int index = 0; for (int i = 0; i < n; i++) { // Copy the original box rot[index] = arr[i]; index++; // First rotation of box rot[index].h = arr[i].w; rot[index].d = max(arr[i].h, arr[i].d); rot[index].w = min(arr[i].h, arr[i].d); index++; // Second rotation of box rot[index].h = arr[i].d; rot[index].d = max(arr[i].h, arr[i].w); rot[index].w = min(arr[i].h, arr[i].w); index++; } // Now the number of boxes is 3n n = 3\*n; /\* Sort the array ‘rot[]’ in decreasing order, using library function for quick sort \*/ qsort (rot, n, sizeof(rot[0]), compare); // Uncomment following two lines to print all rotations // for (int i = 0; i < n; i++ ) // printf("%d x %d x %d\n", rot[i].h, rot[i].w, rot[i].d); /\* Initialize msh values for all indexes msh[i] –> Maximum possible Stack Height with box i on top \*/ int msh[n]; for (int i = 0; i < n; i++ ) msh[i] = rot[i].h; /\* Compute optimized msh values in bottom up manner \*/ for (int i = 1; i < n; i++ ) for (int j = 0; j < i; j++ ) if ( rot[i].w < rot[j].w && rot[i].d < rot[j].d && msh[i] < msh[j] + rot[i].h ) { msh[i] = msh[j] + rot[i].h; } /\* Pick maximum of all msh values \*/ int max = -1; for ( int i = 0; i < n; i++ ) if ( max < msh[i] ) max = msh[i]; return max; } /\* Driver program to test above function \*/ int main() { Box arr[] = { {4, 6, 7}, {1, 2, 3}, {4, 5, 6}, {10, 12, 32} }; int n = sizeof(arr)/sizeof(arr[0]); printf("The maximum possible height of stack is %d\n", maxStackHeight (arr, n) ); return 0; }

Output:

The maximum possible height of stack is 60

In the above program, given input boxes are {4, 6, 7}, {1, 2, 3}, {4, 5, 6}, {10, 12, 32}. Following are all rotations of the boxes in decreasing order of base area.

10 x 12 x 32  
 12 x 10 x 32  
 32 x 10 x 12  
 4 x 6 x 7  
 4 x 5 x 6  
 6 x 4 x 7  
 5 x 4 x 6  
 7 x 4 x 6  
 6 x 4 x 5  
 1 x 2 x 3  
 2 x 1 x 3  
 3 x 1 x 2

The height 60 is obtained by boxes { {**3**, 1, 2}, {**1**, 2, 3}, {**6**, 4, 5}, {**4**, 5, 6}, {**4**, 6, 7}, {**32**, 10, 12}, {**10**, 12, 32}}

Time Complexity: O(n^2)  
 Auxiliary Space: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-21-box-stacking-problem/>

# Longest Palindromic Substring | Set 1

Given a string, find the longest substring which is palindrome. For example, if the given string is “forgeeksskeegfor”, the output should be “geeksskeeg”.

**Method 1 ( Brute Force )**  
 The simple approach is to check each substring whether the substring is a palindrome or not. We can run three loops, the outer two loops pick all substrings one by one by fixing the corner characters, the inner loop checks whether the picked substring is palindrome or not.

Time complexity: O ( n^3 )  
 Auxiliary complexity: O ( 1 )

**Method 2 ( Dynamic Programming )**  
 The time complexity can be reduced by storing results of subproblems. The idea is similar to [this](http://www.geeksforgeeks.org/archives/19155)post. We maintain a boolean table[n][n] that is filled in bottom up manner. The value of table[i][j] is true, if the substring is palindrome, otherwise false. To calculate table[i][j], we first check the value of table[i+1][j-1], if the value is true and str[i] is same as str[j], then we make table[i][j] true. Otherwise, the value of table[i][j] is made false.

// A dynamic programming solution for longest palindr.  
// This code is adopted from following link  
// http://www.leetcode.com/2011/11/longest-palindromic-substring-part-i.html  
  
#include <stdio.h>  
#include <string.h>  
  
// A utility function to print a substring str[low..high]  
void printSubStr( char\* str, int low, int high )  
{  
 for( int i = low; i <= high; ++i )  
 printf("%c", str[i]);  
}  
  
// This function prints the longest palindrome substring  
// of str[].  
// It also returns the length of the longest palindrome  
int longestPalSubstr( char \*str )  
{  
 int n = strlen( str ); // get length of input string  
  
 // table[i][j] will be false if substring str[i..j]  
 // is not palindrome.  
 // Else table[i][j] will be true  
 bool table[n][n];  
 memset(table, 0, sizeof(table));  
  
 // All substrings of length 1 are palindromes  
 int maxLength = 1;  
 for (int i = 0; i < n; ++i)  
 table[i][i] = true;  
  
 // check for sub-string of length 2.  
 int start = 0;  
 for (int i = 0; i < n-1; ++i)  
 {  
 if (str[i] == str[i+1])  
 {  
 table[i][i+1] = true;  
 start = i;  
 maxLength = 2;  
 }  
 }  
  
 // Check for lengths greater than 2. k is length  
 // of substring  
 for (int k = 3; k <= n; ++k)  
 {  
 // Fix the starting index  
 for (int i = 0; i < n-k+1 ; ++i)  
 {  
 // Get the ending index of substring from  
 // starting index i and length k  
 int j = i + k - 1;  
  
 // checking for sub-string from ith index to  
 // jth index iff str[i+1] to str[j-1] is a  
 // palindrome  
 if (table[i+1][j-1] && str[i] == str[j])  
 {  
 table[i][j] = true;  
  
 if (k > maxLength)  
 {  
 start = i;  
 maxLength = k;  
 }  
 }  
 }  
 }  
  
 printf("Longest palindrome substring is: ");  
 printSubStr( str, start, start + maxLength - 1 );  
  
 return maxLength; // return length of LPS  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "forgeeksskeegfor";  
 printf("\nLength is: %d\n", longestPalSubstr( str ) );  
 return 0;  
}

Output:

Longest palindrome substring is: geeksskeeg  
Length is: 10

Time complexity: O ( n^2 )  
 Auxiliary Space: O ( n^2 )

We will soon be adding more optimized methods as separate posts.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/longest-palindrome-substring-set-1/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Given a graph and a source vertex *src* in graph, find shortest paths from *src* to all vertices in the given graph. The graph may contain negative weight edges.  
 We have discussed [Dijkstra’s algorithm](http://www.geeksforgeeks.org/archives/27697) for this problem. Dijksra’s algorithm is a Greedy algorithm and time complexity is O(VLogV) (with the use of Fibonacci heap). *Dijkstra doesn’t work for Graphs with negative weight edges, Bellman-Ford works for such graphs. Bellman-Ford is also simpler than Dijkstra and suites well for distributed systems. But time complexity of Bellman-Ford is O(VE), which is more than Dijkstra.*

**Algorithm**  
 Following are the detailed steps.

*Input:* Graph and a source vertex *src*  
 *Output:* Shortest distance to all vertices from *src*. If there is a negative weight cycle, then shortest distances are not calculated, negative weight cycle is reported.

**1)** This step initializes distances from source to all vertices as infinite and distance to source itself as 0. Create an array dist[] of size |V| with all values as infinite except dist[src] where src is source vertex.

**2)** This step calculates shortest distances. Do following |V|-1 times where |V| is the number of vertices in given graph.  
 …..**a)** Do following for each edge u-v  
 ………………If dist[v] > dist[u] + weight of edge uv, then update dist[v]  
 ………………….dist[v] = dist[u] + weight of edge uv

**3)** This step reports if there is a negative weight cycle in graph. Do following for each edge u-v  
 ……If dist[v] > dist[u] + weight of edge uv, then “Graph contains negative weight cycle”  
 The idea of step 3 is, step 2 guarantees shortest distances if graph doesn’t contain negative weight cycle. If we iterate through all edges one more time and get a shorter path for any vertex, then there is a negative weight cycle

***How does this work?*** Like other Dynamic Programming Problems, the algorithm calculate shortest paths in bottom-up manner. It first calculates the shortest distances for the shortest paths which have at-most one edge in the path. Then, it calculates shortest paths with at-nost 2 edges, and so on. After the ith iteration of outer loop, the shortest paths with at most i edges are calculated. There can be maximum |V| – 1 edges in any simple path, that is why the outer loop runs |v| – 1 times. The idea is, assuming that there is no negative weight cycle, if we have calculated shortest paths with at most i edges, then an iteration over all edges guarantees to give shortest path with at-most (i+1) edges (Proof is simple, you can refer [this](http://courses.csail.mit.edu/6.006/spring11/lectures/lec15.pdf) or [MIT Video Lecture](http://www.youtube.com/watch?v=Ttezuzs39nk))

**Example**  
 Let us understand the algorithm with following example graph. The images are taken from [this](http://www.cs.arizona.edu/classes/cs445/spring07/ShortestPath2.prn.pdf)source.

Let the given source vertex be 0. Initialize all distances as infinite, except the distance to source itself. Total number of vertices in the graph is 5, so *all edges must be processed 4 times.*
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Let all edges are processed in following order: (B,E), (D,B), (B,D), (A,B), (A,C), (D,C), (B,C), (E,D). We get following distances when all edges are processed first time. The first row in shows initial distances. The second row shows distances when edges (B,E), (D,B), (B,D) and (A,B) are processed. The third row shows distances when (A,C) is processed. The fourth row shows when (D,C), (B,C) and (E,D) are processed.  
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The first iteration guarantees to give all shortest paths which are at most 1 edge long. We get following distances when all edges are processed second time (The last row shows final values).

[![seconditeration](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/seconditeration2.png)

The second iteration guarantees to give all shortest paths which are at most 2 edges long. The algorithm processes all edges 2 more times. The distances are minimized after the second iteration, so third and fourth iterations don’t update the distances.

**Implementation:**

// A C / C++ program for Bellman-Ford's single source shortest path algorithm.  
  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
#include <limits.h>  
  
// a structure to represent a weighted edge in graph  
struct Edge  
{  
 int src, dest, weight;  
};  
  
// a structure to represent a connected, directed and weighted graph  
struct Graph  
{  
 // V-> Number of vertices, E-> Number of edges  
 int V, E;  
  
 // graph is represented as an array of edges.  
 struct Edge\* edge;  
};  
  
// Creates a graph with V vertices and E edges  
struct Graph\* createGraph(int V, int E)  
{  
 struct Graph\* graph = (struct Graph\*) malloc( sizeof(struct Graph) );  
 graph->V = V;  
 graph->E = E;  
  
 graph->edge = (struct Edge\*) malloc( graph->E \* sizeof( struct Edge ) );  
  
 return graph;  
}  
  
// A utility function used to print the solution  
void printArr(int dist[], int n)  
{  
 printf("Vertex Distance from Source\n");  
 for (int i = 0; i < n; ++i)  
 printf("%d \t\t %d\n", i, dist[i]);  
}  
  
// The main function that finds shortest distances from src to all other  
// vertices using Bellman-Ford algorithm. The function also detects negative  
// weight cycle  
void BellmanFord(struct Graph\* graph, int src)  
{  
 int V = graph->V;  
 int E = graph->E;  
 int dist[V];  
  
 // Step 1: Initialize distances from src to all other vertices as INFINITE  
 for (int i = 0; i < V; i++)  
 dist[i] = INT\_MAX;  
 dist[src] = 0;  
  
 // Step 2: Relax all edges |V| - 1 times. A simple shortest path from src  
 // to any other vertex can have at-most |V| - 1 edges  
 for (int i = 1; i <= V-1; i++)  
 {  
 for (int j = 0; j < E; j++)  
 {  
 int u = graph->edge[j].src;  
 int v = graph->edge[j].dest;  
 int weight = graph->edge[j].weight;  
 if (dist[u] != INT\_MAX && dist[u] + weight < dist[v])  
 dist[v] = dist[u] + weight;  
 }  
 }  
  
 // Step 3: check for negative-weight cycles. The above step guarantees  
 // shortest distances if graph doesn't contain negative weight cycle.  
 // If we get a shorter path, then there is a cycle.  
 for (int i = 0; i < E; i++)  
 {  
 int u = graph->edge[i].src;  
 int v = graph->edge[i].dest;  
 int weight = graph->edge[i].weight;  
 if (dist[u] != INT\_MAX && dist[u] + weight < dist[v])  
 printf("Graph contains negative weight cycle");  
 }  
  
 printArr(dist, V);  
  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 /\* Let us create the graph given in above example \*/  
 int V = 5; // Number of vertices in graph  
 int E = 8; // Number of edges in graph  
 struct Graph\* graph = createGraph(V, E);  
  
 // add edge 0-1 (or A-B in above figure)  
 graph->edge[0].src = 0;  
 graph->edge[0].dest = 1;  
 graph->edge[0].weight = -1;  
  
 // add edge 0-2 (or A-C in above figure)  
 graph->edge[1].src = 0;  
 graph->edge[1].dest = 2;  
 graph->edge[1].weight = 4;  
  
 // add edge 1-2 (or B-C in above figure)  
 graph->edge[2].src = 1;  
 graph->edge[2].dest = 2;  
 graph->edge[2].weight = 3;  
  
 // add edge 1-3 (or B-D in above figure)  
 graph->edge[3].src = 1;  
 graph->edge[3].dest = 3;  
 graph->edge[3].weight = 2;  
  
 // add edge 1-4 (or A-E in above figure)  
 graph->edge[4].src = 1;  
 graph->edge[4].dest = 4;  
 graph->edge[4].weight = 2;  
  
 // add edge 3-2 (or D-C in above figure)  
 graph->edge[5].src = 3;  
 graph->edge[5].dest = 2;  
 graph->edge[5].weight = 5;  
  
 // add edge 3-1 (or D-B in above figure)  
 graph->edge[6].src = 3;  
 graph->edge[6].dest = 1;  
 graph->edge[6].weight = 1;  
  
 // add edge 4-3 (or E-D in above figure)  
 graph->edge[7].src = 4;  
 graph->edge[7].dest = 3;  
 graph->edge[7].weight = -3;  
  
 BellmanFord(graph, 0);  
  
 return 0;  
}

Output:

Vertex Distance from Source  
0 0  
1 -1  
2 2  
3 -2  
4 1

**Notes**  
 **1)** Negative weights are found in various applications of graphs. For example, instead of paying cost for a path, we may get some advantage if we follow the path.

**2)** Bellman-Ford works better (better than Dijksra’s) for distributed systems. Unlike Dijksra’s where we need to find minimum value of all vertices, in Bellman-Ford, edges are considered one by one.

**Exercise**  
 **1)** The standard Bellman-Ford algorithm reports shortest path only if there is no negative weight cycles. Modify it so that it reports minimum distances even if there is a negative weight cycle.

**2)** Can we use Dijksra’s algorithm for shortest paths for graphs with negative weights – one idea can be, calculate the minimum weight value, add a positive value (equal to absolute value of minimum weight value) to all weights and run the Dijksra’s algorithm for the modified graph. Will this algorithm work?

**References:**  
 <http://www.youtube.com/watch?v=Ttezuzs39nk>  
 <http://en.wikipedia.org/wiki/Bellman%E2%80%93Ford_algorithm>  
 <http://www.cs.arizona.edu/classes/cs445/spring07/ShortestPath2.prn.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-23-bellman-ford-algorithm/>

# Dynamic Programming | Set 24 (Optimal Binary Search Tree)

Given a sorted array *keys[0.. n-1]* of search keys and an array *freq[0.. n-1]* of frequency counts, where *freq[i]* is the number of searches to *keys[i]*. Construct a binary search tree of all keys such that the total cost of all the searches is as small as possible.

Let us first define the cost of a BST. The cost of a BST node is level of that node multiplied by its frequency. Level of root is 1.

Example 1  
Input: keys[] = {10, 12}, freq[] = {34, 50}  
There can be following two possible BSTs   
 10 12  
 \ /   
 12 10  
 I II  
Frequency of searches of 10 and 12 are 34 and 50 respectively.  
The cost of tree I is 34\*1 + 50\*2 = 134  
The cost of tree II is 50\*1 + 34\*2 = 118   
  
Example 2  
Input: keys[] = {10, 12, 20}, freq[] = {34, 8, 50}  
There can be following possible BSTs  
 10 12 20 10 20  
 \ / \ / \ /  
 12 10 20 12 20 10   
 \ / / \  
 20 10 12 12   
 I II III IV V  
Among all possible BSTs, cost of the fifth BST is minimum.   
Cost of the fifth BST is 1\*50 + 2\*34 + 3\*8 = 142

**1) Optimal Substructure:**  
 The optimal cost for freq[i..j] can be recursively calculated using following formula.  
 [![](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/optcost.png)

We need to calculate ***optCost(0, n-1)*** to find the result.

The idea of above formula is simple, we one by one try all nodes as root (r varies from i to j in second term). When we make *rth* node as root, we recursively calculate optimal cost from i to r-1 and r+1 to j.  
 We add sum of frequencies from i to j (see first term in the above formula), this is added because every search will go through root and one comparison will be done for every search.

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

// A naive recursive implementation of optimal binary search tree problem  
#include <stdio.h>  
#include <limits.h>  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j);  
  
// A recursive function to calculate cost of optimal binary search tree  
int optCost(int freq[], int i, int j)  
{  
 // Base cases  
 if (j < i) // If there are no elements in this subarray  
 return 0;  
 if (j == i) // If there is one element in this subarray  
 return freq[i];  
  
 // Get sum of freq[i], freq[i+1], ... freq[j]  
 int fsum = sum(freq, i, j);  
  
 // Initialize minimum value  
 int min = INT\_MAX;  
  
 // One by one consider all elements as root and recursively find cost  
 // of the BST, compare the cost with min and update min if needed  
 for (int r = i; r <= j; ++r)  
 {  
 int cost = optCost(freq, i, r-1) + optCost(freq, r+1, j);  
 if (cost < min)  
 min = cost;  
 }  
  
 // Return minimum value  
 return min + fsum;  
}  
  
// The main function that calculates minimum cost of a Binary Search Tree.  
// It mainly uses optCost() to find the optimal cost.  
int optimalSearchTree(int keys[], int freq[], int n)  
{  
 // Here array keys[] is assumed to be sorted in increasing order.  
 // If keys[] is not sorted, then add code to sort keys, and rearrange  
 // freq[] accordingly.  
 return optCost(freq, 0, n-1);  
}  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j)  
{  
 int s = 0;  
 for (int k = i; k <=j; k++)  
 s += freq[k];  
 return s;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int keys[] = {10, 12, 20};  
 int freq[] = {34, 8, 50};  
 int n = sizeof(keys)/sizeof(keys[0]);  
 printf("Cost of Optimal BST is %d ", optimalSearchTree(keys, freq, n));  
 return 0;  
}

Output:

Cost of Optimal BST is 142

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. We can see many subproblems being repeated in the following recursion tree for freq[1..4].
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Since same suproblems are called again, this problem has Overlapping Subprolems property. So optimal BST problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](http://www.geeksforgeeks.org/archives/tag/dynamic-programming) recomputations of same subproblems can be avoided by constructing a temporary array cost[][] in bottom up manner.

**Dynamic Programming Solution**  
 Following is C/C++ implementation for optimal BST problem using Dynamic Programming. We use an auxiliary array cost[n][n] to store the solutions of subproblems. cost[0][n-1] will hold the final result. The challenge in implementation is, all diagonal values must be filled first, then the values which lie on the line just above the diagonal. In other words, we must first fill all cost[i][i] values, then all cost[i][i+1] values, then all cost[i][i+2] values. So how to fill the 2D array in such manner> The idea used in the implementation is same as [Matrix Chain Multiplication problem](http://www.geeksforgeeks.org/archives/15553), we use a variable ‘L’ for chain length and increment ‘L’, one by one. We calculate column number ‘j’ using the values of ‘i’ and ‘L’.

// Dynamic Programming code for Optimal Binary Search Tree Problem  
#include <stdio.h>  
#include <limits.h>  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j);  
  
/\* A Dynamic Programming based function that calculates minimum cost of  
 a Binary Search Tree. \*/  
int optimalSearchTree(int keys[], int freq[], int n)  
{  
 /\* Create an auxiliary 2D matrix to store results of subproblems \*/  
 int cost[n][n];  
  
 /\* cost[i][j] = Optimal cost of binary search tree that can be  
 formed from keys[i] to keys[j].  
 cost[0][n-1] will store the resultant cost \*/  
  
 // For a single key, cost is equal to frequency of the key  
 for (int i = 0; i < n; i++)  
 cost[i][i] = freq[i];  
  
 // Now we need to consider chains of length 2, 3, ... .  
 // L is chain length.  
 for (int L=2; L<=n; L++)  
 {  
 // i is row number in cost[][]  
 for (int i=0; i<=n-L+1; i++)  
 {  
 // Get column number j from row number i and chain length L  
 int j = i+L-1;  
 cost[i][j] = INT\_MAX;  
  
 // Try making all keys in interval keys[i..j] as root  
 for (int r=i; r<=j; r++)  
 {  
 // c = cost when keys[r] becomes root of this subtree  
 int c = ((r > i)? cost[i][r-1]:0) +   
 ((r < j)? cost[r+1][j]:0) +   
 sum(freq, i, j);  
 if (c < cost[i][j])  
 cost[i][j] = c;  
 }  
 }  
 }  
 return cost[0][n-1];  
}  
  
// A utility function to get sum of array elements freq[i] to freq[j]  
int sum(int freq[], int i, int j)  
{  
 int s = 0;  
 for (int k = i; k <=j; k++)  
 s += freq[k];  
 return s;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int keys[] = {10, 12, 20};  
 int freq[] = {34, 8, 50};  
 int n = sizeof(keys)/sizeof(keys[0]);  
 printf("Cost of Optimal BST is %d ", optimalSearchTree(keys, freq, n));  
 return 0;  
}

Output:

Cost of Optimal BST is 142

**Notes**  
 **1)** The time complexity of the above solution is O(n^4). The time complexity can be easily reduced to O(n^3) by pre-calculating sum of frequencies instead of calling sum() again and again.

**2)** In the above solutions, we have computed optimal cost only. The solutions can be easily modified to store the structure of BSTs also. We can create another auxiliary array of size n to store the structure of tree. All we need to do is, store the chosen ‘r’ in the innermost loop.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-24-optimal-binary-search-tree/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Dynamic Programming

Given a set of non-negative integers, and a value *sum*, determine if there is a subset of the given set with sum equal to given *sum*.

Examples: set[] = {3, 34, 4, 12, 5, 2}, sum = 9  
Output: True //There is a subset (4, 5) with sum 9.

Let isSubSetSum(int set[], int n, int sum) be the function to find whether there is a subset of set[] with sum equal to *sum*. n is the number of elements in set[].

The isSubsetSum problem can be divided into two subproblems  
 …a) Include the last element, recur for n = n-1, sum = sum – set[n-1]  
 …b) Exclude the last element, recur for n = n-1.  
 If any of the above the above subproblems return true, then return true.

Following is the recursive formula for isSubsetSum() problem.

isSubsetSum(set, n, sum) = isSubsetSum(set, n-1, sum) ||   
 isSubsetSum(arr, n-1, sum-set[n-1])  
Base Cases:  
isSubsetSum(set, n, sum) = false, if sum > 0 and n == 0  
isSubsetSum(set, n, sum) = true, if sum == 0

Following is naive recursive implementation that simply follows the recursive structure mentioned above.

// A recursive solution for subset sum problem  
#include <stdio.h>  
  
// Returns true if there is a subset of set[] with sun equal to given sum  
bool isSubsetSum(int set[], int n, int sum)  
{  
 // Base Cases  
 if (sum == 0)  
 return true;  
 if (n == 0 && sum != 0)  
 return false;  
  
 // If last element is greater than sum, then ignore it  
 if (set[n-1] > sum)  
 return isSubsetSum(set, n-1, sum);  
  
 /\* else, check if sum can be obtained by any of the following  
 (a) including the last element  
 (b) excluding the last element \*/  
 return isSubsetSum(set, n-1, sum) || isSubsetSum(set, n-1, sum-set[n-1]);  
}  
  
// Driver program to test above function  
int main()  
{  
 int set[] = {3, 34, 4, 12, 5, 2};  
 int sum = 9;  
 int n = sizeof(set)/sizeof(set[0]);  
 if (isSubsetSum(set, n, sum) == true)  
 printf("Found a subset with given sum");  
 else  
 printf("No subset with given sum");  
 return 0;  
}

Output:

Found a subset with given sum

The above solution may try all subsets of given set in worst case. Therefore time complexity of the above solution is exponential. The problem is in-fact [NP-Complete](http://en.wikipedia.org/wiki/NP-complete) (There is no known polynomial time solution for this problem).

**We can solve the problem in** [**Pseudo-polynomial time**](http://en.wikipedia.org/wiki/Pseudo-polynomial_time) **using Dynamic programming.** We create a boolean 2D table subset[][] and fill it in bottom up manner. The value of subset[i][j] will be true if there is a subset of set[0..j-1] with sum equal to i., otherwise false. Finally, we return subset[sum][n]

// A Dynamic Programming solution for subset sum problem  
#include <stdio.h>  
  
// Returns true if there is a subset of set[] with sun equal to given sum  
bool isSubsetSum(int set[], int n, int sum)  
{  
 // The value of subset[i][j] will be true if there is a subset of set[0..j-1]  
 // with sum equal to i  
 bool subset[sum+1][n+1];  
  
 // If sum is 0, then answer is true  
 for (int i = 0; i <= n; i++)  
 subset[0][i] = true;  
  
 // If sum is not 0 and set is empty, then answer is false  
 for (int i = 1; i <= sum; i++)  
 subset[i][0] = false;  
  
 // Fill the subset table in botton up manner  
 for (int i = 1; i <= sum; i++)  
 {  
 for (int j = 1; j <= n; j++)  
 {  
 subset[i][j] = subset[i][j-1];  
 if (i >= set[j-1])  
 subset[i][j] = subset[i][j] || subset[i - set[j-1]][j-1];  
 }  
 }  
  
 /\* // uncomment this code to print table  
 for (int i = 0; i <= sum; i++)  
 {  
 for (int j = 0; j <= n; j++)  
 printf ("%4d", subset[i][j]);  
 printf("\n");  
 } \*/  
  
 return subset[sum][n];  
}  
  
// Driver program to test above function  
int main()  
{  
 int set[] = {3, 34, 4, 12, 5, 2};  
 int sum = 9;  
 int n = sizeof(set)/sizeof(set[0]);  
 if (isSubsetSum(set, n, sum) == true)  
 printf("Found a subset with given sum");  
 else  
 printf("No subset with given sum");  
 return 0;  
}

Output:

Found a subset with given sum

Time complexity of the above solution is O(sum\*n).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/dynamic-programming-subset-sum-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Nvidia Interview | Set 1](http://www.geeksforgeeks.org/nvidia-interview-set-1/) [Measure one litre using two vessels and infinite water supply →](http://www.geeksforgeeks.org/measure-1-litre-from-two-vessels-infinite-water-supply/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 26 (Largest Independent Set Problem)

Given a Binary Tree, find size of the **L**argest **I**ndependent **S**et(LIS) in it. A subset of all tree nodes is an independent set if there is no edge between any two nodes of the subset.  
 For example, consider the following binary tree. The largest independent set(LIS) is {10, 40, 60, 70, 80} and size of the LIS is 5.
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A Dynamic Programming solution solves a given problem using solutions of subproblems in bottom up manner. Can the given problem be solved using solutions to subproblems? If yes, then what are the subproblems? Can we find largest independent set size (LISS) for a node X if we know LISS for all descendants of X? If a node is considered as part of LIS, then its children cannot be part of LIS, but its grandchildren can be. Following is optimal substructure property.

**1) Optimal Substructure:**  
 Let LISS(X) indicates size of largest independent set of a tree with root X.

LISS(X) = MAX { (1 + sum of LISS for all grandchildren of X),  
 (sum of LISS for all children of X) }

The idea is simple, there are two possibilities for every node X, either X is a member of the set or not a member. If X is a member, then the value of LISS(X) is 1 plus LISS of all grandchildren. If X is not a member, then the value is sum of LISS of all children.

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

// A naive recursive implementation of Largest Independent Set problem  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find max of two integers  
int max(int x, int y) { return (x > y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to   
 right child \*/  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// The function returns size of the largest independent set in a given   
// binary tree  
int LISS(struct node \*root)  
{  
 if (root == NULL)  
 return 0;  
  
 // Caculate size excluding the current node  
 int size\_excl = LISS(root->left) + LISS(root->right);  
  
 // Calculate size including the current node  
 int size\_incl = 1;  
 if (root->left)  
 size\_incl += LISS(root->left->left) + LISS(root->left->right);  
 if (root->right)  
 size\_incl += LISS(root->right->left) + LISS(root->right->right);  
  
 // Return the maximum of two sizes  
 return max(size\_incl, size\_excl);  
}  
  
  
// A utility function to create a node  
struct node\* newNode( int data )  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the Largest Independent Set is %d ", LISS(root));  
  
 return 0;  
}

Output:

Size of the Largest Independent Set is 5

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. For example, LISS of node with value 50 is evaluated for node with values 10 and 20 as 50 is grandchild of 10 and child of 20.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So LISS problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](http://www.geeksforgeeks.org/archives/tag/dynamic-programming) recomputations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

Following is C implementation of Dynamic Programming based solution. In the following solution, an additional field ‘liss’ is added to tree nodes. The initial value of ‘liss’ is set as 0 for all nodes. The recursive function LISS() calculates ‘liss’ for a node only if it is not already set.

/\* Dynamic programming based program for Largest Independent Set problem \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find max of two integers  
int max(int x, int y) { return (x > y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to   
 right child \*/  
struct node  
{  
 int data;  
 int liss;  
 struct node \*left, \*right;  
};  
  
// A memoization function returns size of the largest independent set in  
// a given binary tree  
int LISS(struct node \*root)  
{  
 if (root == NULL)  
 return 0;  
  
 if (root->liss)  
 return root->liss;  
  
 if (root->left == NULL && root->right == NULL)  
 return (root->liss = 1);  
  
 // Calculate size excluding the current node  
 int liss\_excl = LISS(root->left) + LISS(root->right);  
  
 // Calculate size including the current node  
 int liss\_incl = 1;  
 if (root->left)  
 liss\_incl += LISS(root->left->left) + LISS(root->left->right);  
 if (root->right)  
 liss\_incl += LISS(root->right->left) + LISS(root->right->right);  
  
 // Maximum of two sizes is LISS, store it for future uses.  
 root->liss = max(liss\_incl, liss\_excl);  
  
 return root->liss;  
}  
  
// A utility function to create a node  
struct node\* newNode(int data)  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 temp->liss = 0;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the Largest Independent Set is %d ", LISS(root));  
  
 return 0;  
}

Output

Size of the Largest Independent Set is 5

Time Complexity: O(n) where n is the number of nodes in given Binary tree.

Following extensions to above solution can be tried as an exercise.  
 **1)** Extend the above solution for n-ary tree.

**2)** The above solution modifies the given tree structure by adding an additional field ‘liss’ to tree nodes. Extend the solution so that it doesn’t modify the tree structure.

**3)** The above solution only returns size of LIS, it doesn’t print elements of LIS. Extend the solution to print all nodes that are part of LIS.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/largest-independent-set-problem/>

# Dynamic Programming | Set 27 (Maximum sum rectangle in a 2D matrix)

Given a 2D array, find the maximum sum subarray in it. For example, in the following 2D array, the maximum sum subarray is highlighted with blue rectangle and sum of this subarray is 29.

[![rectangle](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/rectangle.png)

This problem is mainly an extension of [Largest Sum Contiguous Subarray for 1D array](http://www.geeksforgeeks.org/largest-sum-contiguous-subarray/).

The **naive solution** for this problem is to check every possible rectangle in given 2D array. This solution requires 4 nested loops and time complexity of this solution would be O(n^4).

**Kadane’s algorithm** for 1D array can be used to reduce the time complexity to O(n^3). The idea is to fix the left and right columns one by one and find the maximum sum contiguous rows for every left and right column pair. We basically find top and bottom row numbers (which have maximum sum) for every fixed left and right column pair. To find the top and bottom row numbers, calculate sun of elements in every row from left to right and store these sums in an array say temp[]. So temp[i] indicates sum of elements from left to right in row i. If we apply Kadane’s 1D algorithm on temp[], and get the maximum sum subarray of temp, this maximum sum would be the maximum possible sum with left and right as boundary columns. To get the overall maximum sum, we compare this sum with the maximum sum so far.

// Program to find maximum sum subarray in a given 2D array  
#include <stdio.h>  
#include <string.h>  
#include <limits.h>  
#define ROW 4  
#define COL 5  
  
// Implementation of Kadane's algorithm for 1D array. The function returns the  
// maximum sum and stores starting and ending indexes of the maximum sum subarray  
// at addresses pointed by start and finish pointers respectively.  
int kadane(int\* arr, int\* start, int\* finish, int n)  
{  
 // initialize sum, maxSum and  
 int sum = 0, maxSum = INT\_MIN, i;  
  
 // Just some initial value to check for all negative values case  
 \*finish = -1;  
  
 // local variable  
 int local\_start = 0;  
  
 for (i = 0; i < n; ++i)  
 {  
 sum += arr[i];  
 if (sum < 0)  
 {  
 sum = 0;  
 local\_start = i+1;  
 }  
 else if (sum > maxSum)  
 {  
 maxSum = sum;  
 \*start = local\_start;  
 \*finish = i;  
 }  
 }  
  
 // There is at-least one non-negative number  
 if (\*finish != -1)  
 return maxSum;  
  
 // Special Case: When all numbers in arr[] are negative  
 maxSum = arr[0];  
 \*start = \*finish = 0;  
  
 // Find the maximum element in array  
 for (i = 1; i < n; i++)  
 {  
 if (arr[i] > maxSum)  
 {  
 maxSum = arr[i];  
 \*start = \*finish = i;  
 }  
 }  
 return maxSum;  
}  
  
// The main function that finds maximum sum rectangle in M[][]  
void findMaxSum(int M[][COL])  
{  
 // Variables to store the final output  
 int maxSum = INT\_MIN, finalLeft, finalRight, finalTop, finalBottom;  
  
 int left, right, i;  
 int temp[ROW], sum, start, finish;  
  
 // Set the left column  
 for (left = 0; left < COL; ++left)  
 {  
 // Initialize all elements of temp as 0  
 memset(temp, 0, sizeof(temp));  
  
 // Set the right column for the left column set by outer loop  
 for (right = left; right < COL; ++right)  
 {  
 // Calculate sum between current left and right for every row 'i'  
 for (i = 0; i < ROW; ++i)  
 temp[i] += M[i][right];  
  
 // Find the maximum sum subarray in temp[]. The kadane() function  
 // also sets values of start and finish. So 'sum' is sum of  
 // rectangle between (start, left) and (finish, right) which is the  
 // maximum sum with boundary columns strictly as left and right.  
 sum = kadane(temp, &start, &finish, ROW);  
  
 // Compare sum with maximum sum so far. If sum is more, then update  
 // maxSum and other output values  
 if (sum > maxSum)  
 {  
 maxSum = sum;  
 finalLeft = left;  
 finalRight = right;  
 finalTop = start;  
 finalBottom = finish;  
 }  
 }  
 }  
  
 // Print final values  
 printf("(Top, Left) (%d, %d)\n", finalTop, finalLeft);  
 printf("(Bottom, Right) (%d, %d)\n", finalBottom, finalRight);  
 printf("Max sum is: %d\n", maxSum);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int M[ROW][COL] = {{1, 2, -1, -4, -20},  
 {-8, -3, 4, 2, 1},  
 {3, 8, 10, 1, 3},  
 {-4, -1, 1, 7, -6}  
 };  
  
 findMaxSum(M);  
  
 return 0;  
}

Output:

(Top, Left) (1, 1)  
(Bottom, Right) (3, 3)  
Max sum is: 29

Time Complexity: O(n^3)

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Dynamic Programming | Set 28 (Minimum insertions to form a palindrome)

Given a string, find the minimum number of characters to be inserted to convert it to palindrome.

Before we go further, let us understand with few examples:  
     ab: Number of insertions required is 1. **b**ab  
     aa: Number of insertions required is 0. aa  
     abcd: Number of insertions required is 3. **dcb**abcd  
     abcda: Number of insertions required is 2. a**dc**bcda which is same as number of insertions in the substring bcd(Why?).  
     abcde: Number of insertions required is 4. **edcb**abcde

Let the input string be *str[l……h]*. The problem can be broken down into three parts:  
 **1.** Find the minimum number of insertions in the substring str[l+1,…….h].  
 **2.** Find the minimum number of insertions in the substring str[l…….h-1].  
 **3.** Find the minimum number of insertions in the substring str[l+1……h-1].

**Recursive Solution**  
 The minimum number of insertions in the string str[l…..h] can be given as:  
 minInsertions(str[l+1…..h-1]) if str[l] is equal to str[h]  
 min(minInsertions(str[l…..h-1]), minInsertions(str[l+1…..h])) + 1 otherwise

// A Naive recursive program to find minimum number insertions  
// needed to make a string palindrome  
#include <stdio.h>  
#include <limits.h>  
#include <string.h>  
  
// A utility function to find minimum of two numbers  
int min(int a, int b)  
{ return a < b ? a : b; }  
  
// Recursive function to find minimum number of insersions  
int findMinInsertions(char str[], int l, int h)  
{  
 // Base Cases  
 if (l > h) return INT\_MAX;  
 if (l == h) return 0;  
 if (l == h - 1) return (str[l] == str[h])? 0 : 1;  
  
 // Check if the first and last characters are same. On the basis of the  
 // comparison result, decide which subrpoblem(s) to call  
 return (str[l] == str[h])? findMinInsertions(str, l + 1, h - 1):  
 (min(findMinInsertions(str, l, h - 1),  
 findMinInsertions(str, l + 1, h)) + 1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "geeks";  
 printf("%d", findMinInsertions(str, 0, strlen(str)-1));  
 return 0;  
}

Output:

3

**Dynamic Programming based Solution**  
 If we observe the above approach carefully, we can find that it exhibits [overlapping subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/).  
 Suppose we want to find the minimum number of insertions in string “abcde”:

abcde  
 / | \  
 / | \  
 bcde abcd bcd <- case 3 is discarded as str[l] != str[h]  
 / | \ / | \  
 / | \ / | \  
 cde bcd cd bcd abc bc  
 / | \ / | \ /|\ / | \  
de cd d cd bc c………………….

The substrings in bold show that the recursion to be terminated and the recursion tree cannot originate from there. Substring in the same color indicates [overlapping subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/).

*How to reuse solutions of subproblems?*  
 We can create a table to store results of subproblems so that they can be used directly if same subproblem is encountered again.

The below table represents the stored values for the string abcde.

a b c d e  
----------  
0 1 2 3 4  
0 0 1 2 3   
0 0 0 1 2   
0 0 0 0 1   
0 0 0 0 0

*How to fill the table?*  
 The table should be filled in diagonal fashion. For the string abcde, 0….4, the following should be order in which the table is filled:

Gap = 1:  
(0, 1) (1, 2) (2, 3) (3, 4)  
  
Gap = 2:  
(0, 2) (1, 3) (2, 4)  
  
Gap = 3:  
(0, 3) (1, 4)  
  
Gap = 4:  
(0, 4)

// A Dynamic Programming based program to find minimum number  
// insertions needed to make a string palindrome  
#include <stdio.h>  
#include <string.h>  
  
// A utility function to find minimum of two integers  
int min(int a, int b)  
{ return a < b ? a : b; }  
  
// A DP function to find minimum number of insersions  
int findMinInsertionsDP(char str[], int n)  
{  
 // Create a table of size n\*n. table[i][j] will store  
 // minumum number of insertions needed to convert str[i..j]  
 // to a palindrome.  
 int table[n][n], l, h, gap;  
  
 // Initialize all table entries as 0  
 memset(table, 0, sizeof(table));  
  
 // Fill the table  
 for (gap = 1; gap < n; ++gap)  
 for (l = 0, h = gap; h < n; ++l, ++h)  
 table[l][h] = (str[l] == str[h])? table[l+1][h-1] :  
 (min(table[l][h-1], table[l+1][h]) + 1);  
  
 // Return minimum number of insertions for str[0..n-1]  
 return table[0][n-1];  
}  
  
// Driver program to test above function.  
int main()  
{  
 char str[] = "geeks";  
 printf("%d", findMinInsertionsDP(str, strlen(str)));  
 return 0;  
}

Output:

3

Time complexity: O(N^2)  
 Auxiliary Space: O(N^2)

**Another Dynamic Programming Solution (Variation of** [**Longest Common Subsequence Problem)**](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/)  
 The problem of finding minimum insertions can also be solved using Longest Common Subsequence (LCS) Problem. If we find out LCS of string and its reverse, we know how many maximum characters can form a palindrome. We need insert remaining characters. Following are the steps.  
 1) Find the length of LCS of input string and its reverse. Let the length be ‘l’.  
 2) The minimum number insertions needed is length of input string minus ‘l’.

// An LCS based program to find minimum number insertions needed to  
// make a string palindrome  
#include<stdio.h>  
#include <string.h>  
  
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b)  
{ return (a > b)? a : b; }  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1].   
 See http://goo.gl/bHQVP for details of this function \*/  
int lcs( char \*X, char \*Y, int m, int n )  
{  
 int L[n+1][n+1];  
 int i, j;  
  
 /\* Following steps build L[m+1][n+1] in bottom up fashion. Note  
 that L[i][j] contains length of LCS of X[0..i-1] and Y[0..j-1] \*/  
 for (i=0; i<=m; i++)  
 {  
 for (j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 L[i][j] = 0;  
  
 else if (X[i-1] == Y[j-1])  
 L[i][j] = L[i-1][j-1] + 1;  
  
 else  
 L[i][j] = max(L[i-1][j], L[i][j-1]);  
 }  
 }  
  
 /\* L[m][n] contains length of LCS for X[0..n-1] and Y[0..m-1] \*/  
 return L[m][n];  
}  
  
// LCS based function to find minimum number of insersions  
int findMinInsertionsLCS(char str[], int n)  
{  
 // Creata another string to store reverse of 'str'  
 char rev[n+1];  
 strcpy(rev, str);  
 strrev(rev);  
  
 // The output is length of string minus length of lcs of  
 // str and it reverse  
 return (n - lcs(str, rev, n, n));  
}  
  
// Driver program to test above functions  
int main()  
{  
 char str[] = "geeks";  
 printf("%d", findMinInsertionsLCS(str, strlen(str)));  
 return 0;  
}

Output:

3

Time complexity of this method is also O(n^2) and this method also requires O(n^2) extra space.

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-28-minimum-insertions-to-form-a-palindrome/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Longest prefix matching – A Trie based solution in Java](http://www.geeksforgeeks.org/longest-prefix-matching-a-trie-based-solution-in-java/) [Dynamic Programming | Set 29 (Longest Common Substring) →](http://www.geeksforgeeks.org/longest-common-substring/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 29 (Longest Common Substring)

Given two strings ‘X’ and ‘Y’, find the length of the longest common substring. For example, if the given strings are “GeeksforGeeks” and “GeeksQuiz”, the output should be 5 as longest common substring is “Geeks”

Let m and n be the lengths of first and second strings respectively.

A **simple solution** is to one by one consider all substrings of first string and for every substring check if it is a substring in second string. Keep track of the maximum length substring. There will be O(m^2) substrings and we can find whether a string is subsring on another string in O(n) time (See [this](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/)). So overall time complexity of this method would be O(n \* m2)

**Dynamic Programming** can be used to find the longest common substring in O(m\*n) time. The idea is to find length of the longest common suffix for all substrings of both strings and store these lengths in a table.

The longest common suffix has following optimal substructure property  
 LCSuff(X, Y, m, n) = LCSuff(X, Y, m-1, n-1) + 1 if X[m-1] = Y[n-1]  
 0 Otherwise (if X[m-1] != Y[n-1])  
  
The maximum length Longest Common Suffix is the longest common substring.  
 LCSubStr(X, Y, m, n) = Max(LCSuff(X, Y, i, j)) where 1   
Following is C++ implementation of the above solution.  
   
/\* Dynamic Programming solution to find length of the longest common substring \*/  
#include<iostream>  
#include<string.h>  
using namespace std;  
  
// A utility function to find maximum of two integers  
int max(int a, int b)  
{ return (a > b)? a : b; }  
  
/\* Returns length of longest common substring of X[0..m-1] and Y[0..n-1] \*/  
int LCSubStr(char \*X, char \*Y, int m, int n)  
{  
 // Create a table to store lengths of longest common suffixes of  
 // substrings. Notethat LCSuff[i][j] contains length of longest  
 // common suffix of X[0..i-1] and Y[0..j-1]. The first row and  
 // first column entries have no logical meaning, they are used only  
 // for simplicity of program  
 int LCSuff[m+1][n+1];  
 int result = 0; // To store length of the longest common substring  
  
 /\* Following steps build LCSuff[m+1][n+1] in bottom up fashion. \*/  
 for (int i=0; i<=m; i++)  
 {  
 for (int j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 LCSuff[i][j] = 0;  
  
 else if (X[i-1] == Y[j-1])  
 {  
 LCSuff[i][j] = LCSuff[i-1][j-1] + 1;  
 result = max(result, LCSuff[i][j]);  
 }  
 else LCSuff[i][j] = 0;  
 }  
 }  
 return result;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "OldSite:GeeksforGeeks.org";  
 char Y[] = "NewSite:GeeksQuiz.com";  
  
 int m = strlen(X);  
 int n = strlen(Y);  
  
 cout << "Length of Longest Common Substring is " << LCSubStr(X, Y, m, n);  
 return 0;  
}

Output:

Length of Longest Common Substring is 10

Time Complexity: O(m\*n)  
 Auxiliary Space: O(m\*n)

**References:** <http://en.wikipedia.org/wiki/Longest_common_substring_problem>

The longest substring can also be solved in O(n+m) time using Suffix Tree. We will be covering Suffix Tree based solution in a separate post.

**Exercise:** The above solution prints only length of the longest common substring. Extend the solution to print the substring also.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/longest-common-substring/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Dynamic Programming | Set 30 (Dice Throw)

Given n dice each with m faces, numbered from 1 to m, find the number of ways to get sum X. X is the summation of values on each face when all the dice are thrown.

The **Naive approach** is to find all the possible combinations of values from n dice and keep on counting the results that sum to X.

This problem can be efficiently solved using **Dynamic Programming (DP)**.

Let the function to find X from n dice is: Sum(m, n, X)  
The function can be represented as:  
Sum(m, n, X) = Finding Sum (X - 1) from (n - 1) dice plus 1 from nth dice  
 + Finding Sum (X - 2) from (n - 1) dice plus 2 from nth dice  
 + Finding Sum (X - 3) from (n - 1) dice plus 3 from nth dice  
 ...................................................  
 ...................................................  
 ...................................................  
 + Finding Sum (X - m) from (n - 1) dice plus m from nth dice  
  
So we can recursively write Sum(m, n, x) as following  
Sum(m, n, X) = Sum(m, n - 1, X - 1) +   
 Sum(m, n - 1, X - 2) +  
 .................... +   
 Sum(m, n - 1, X - m)

**Why DP approach?**  
 The above problem exhibits overlapping subproblems. See the below diagram. Also, see [this](http://codepad.org/ffppgOdK)recursive implementation. Let there be 3 dice, each with 6 faces and we need to find the number of ways to get sum 8:
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Sum(6, 3, 8) = Sum(6, 2, 7) + Sum(6, 2, 6) + Sum(6, 2, 5) +   
 Sum(6, 2, 4) + Sum(6, 2, 3) + Sum(6, 2, 2)  
  
To evaluate Sum(6, 3, 8), we need to evaluate Sum(6, 2, 7) which can   
recursively written as following:  
Sum(6, 2, 7) = Sum(6, 1, 6) + Sum(6, 1, 5) + Sum(6, 1, 4) +   
 Sum(6, 1, 3) + Sum(6, 1, 2) + Sum(6, 1, 1)  
  
We also need to evaluate Sum(6, 2, 6) which can recursively written  
as following:  
Sum(6, 2, 6) = Sum(6, 1, 5) + Sum(6, 1, 4) + Sum(6, 1, 3) +  
 Sum(6, 1, 2) + Sum(6, 1, 1)  
..............................................  
..............................................  
Sum(6, 2, 2) = Sum(6, 1, 1)

Please take a closer look at the above recursion. The sub-problems in RED are solved first time and sub-problems in BLUE are solved again (exhibit overlapping sub-problems). Hence, storing the results of the solved sub-problems saves time.

Following is C++ implementation of Dynamic Programming approach.

// C++ program to find number of ways to get sum 'x' with 'n'  
// dice where every dice has 'm' faces  
#include <iostream>  
#include <string.h>  
using namespace std;  
  
// The main function that returns number of ways to get sum 'x'  
// with 'n' dice and 'm' with m faces.  
int findWays(int m, int n, int x)  
{  
 // Create a table to store results of subproblems. One extra   
 // row and column are used for simpilicity (Number of dice  
 // is directly used as row index and sum is directly used  
 // as column index). The entries in 0th row and 0th column  
 // are never used.  
 int table[n + 1][x + 1];  
 memset(table, 0, sizeof(table)); // Initialize all entries as 0  
  
 // Table entries for only one dice  
 for (int j = 1; j <= m && j <= x; j++)  
 table[1][j] = 1;  
  
 // Fill rest of the entries in table using recursive relation  
 // i: number of dice, j: sum  
 for (int i = 2; i <= n; i++)  
 for (int j = 1; j <= x; j++)  
 for (int k = 1; k <= m && k < j; k++)  
 table[i][j] += table[i-1][j-k];  
  
 /\* Uncomment these lines to see content of table  
 for (int i = 0; i <= n; i++)  
 {  
 for (int j = 0; j <= x; j++)  
 cout << table[i][j] << " ";  
 cout << endl;  
 } \*/  
 return table[n][x];  
}  
  
// Driver program to test above functions  
int main()  
{  
 cout << findWays(4, 2, 1) << endl;  
 cout << findWays(2, 2, 3) << endl;  
 cout << findWays(6, 3, 8) << endl;  
 cout << findWays(4, 2, 5) << endl;  
 cout << findWays(4, 3, 5) << endl;  
  
 return 0;  
}

Output:

0  
2  
21  
4  
6

**Time Complexity:** O(m \* n \* x) where m is number of faces, n is number of dice and x is given sum.

We can add following two conditions at the beginning of findWays() to improve performance of program for extreme cases (x is too high or x is too low)

// When x is so high that sum can not go beyond x even when we   
 // get maximum value in every dice throw.   
 if (m\*n <= x)  
 return (m\*n == x);  
   
 // When x is too low  
 if (n >= x)  
 return (n == x);

With above conditions added, time complexity becomes O(1) when x >= m\*n or when x Exercise:  
 Extend the above algorithm to find the probability to get Sum > X.

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Dynamic Programming | Set 31 (Optimal Strategy for a Game)

Problem statement: Consider a row of n coins of values v1 . . . vn, where n is even. We play a game against an opponent by alternating turns. In each turn, a player selects either the first or last coin from the row, removes it from the row permanently, and receives the value of the coin. Determine the maximum possible amount of money we can definitely win if we move first.

Note: The opponent is as clever as the user.

Let us understand the problem with few examples:

**1.** 5, 3, 7, 10 : The user collects maximum value as 15(10 + 5)

**2.** 8, 15, 3, 7 : The user collects maximum value as 22(7 + 15)

Does choosing the best at each move give an optimal solution?

No. In the second example, this is how the game can finish:

**1.**  
 …….User chooses 8.  
 …….Opponent chooses 15.  
 …….User chooses 7.  
 …….Opponent chooses 3.  
 Total value collected by user is 15(8 + 7)

**2.**  
 …….User chooses 7.  
 …….Opponent chooses 8.  
 …….User chooses 15.  
 …….Opponent chooses 3.  
 Total value collected by user is 22(7 + 15)

So if the user follows the second game state, maximum value can be collected although the first move is not the best.

There are two choices:  
 **1.** The user chooses the ith coin with value Vi: The opponent either chooses (i+1)th coin or jth coin. The opponent intends to choose the coin which leaves the user with minimum value.  
 i.e. The user can collect the value Vi + min(F(i+2, j), F(i+1, j-1) )  
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**2.** The user chooses the jth coin with value Vj: The opponent either chooses ith coin or (j-1)th coin. The opponent intends to choose the coin which leaves the user with minimum value.  
 i.e. The user can collect the value Vj + min(F(i+1, j-1), F(i, j-2) )  
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Following is recursive solution that is based on above two choices. We take the maximum of two choices.

F(i, j) represents the maximum value the user can collect from   
 i'th coin to j'th coin.  
  
 F(i, j) = Max(Vi + min(F(i+2, j), F(i+1, j-1) ),   
 Vj + min(F(i+1, j-1), F(i, j-2) ))   
Base Cases  
 F(i, j) = Vi If j == i  
 F(i, j) = max(Vi, Vj) If j == i+1

**Why Dynamic Programming?**  
 The above relation exhibits overlapping sub-problems. In the above relation, F(i+1, j-1) is calculated twice.

// C program to find out maximum value from a given sequence of coins  
#include <stdio.h>  
#include <limits.h>  
  
// Utility functions to get maximum and minimum of two intgers  
int max(int a, int b) { return a > b ? a : b; }  
int min(int a, int b) { return a < b ? a : b; }  
  
// Returns optimal value possible that a player can collect from  
// an array of coins of size n. Note than n must be even  
int optimalStrategyOfGame(int\* arr, int n)  
{  
 // Create a table to store solutions of subproblems  
 int table[n][n], gap, i, j, x, y, z;  
  
 // Fill table using above recursive formula. Note that the table  
 // is filled in diagonal fashion (similar to http://goo.gl/PQqoS),  
 // from diagonal elements to table[0][n-1] which is the result.  
 for (gap = 0; gap < n; ++gap)  
 {  
 for (i = 0, j = gap; j < n; ++i, ++j)  
 {  
 // Here x is value of F(i+2, j), y is F(i+1, j-1) and  
 // z is F(i, j-2) in above recursive formula  
 x = ((i+2) <= j) ? table[i+2][j] : 0;  
 y = ((i+1) <= (j-1)) ? table[i+1][j-1] : 0;  
 z = (i <= (j-2))? table[i][j-2]: 0;  
  
 table[i][j] = max(arr[i] + min(x, y), arr[j] + min(y, z));  
 }  
 }  
  
 return table[0][n-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr1[] = {8, 15, 3, 7};  
 int n = sizeof(arr1)/sizeof(arr1[0]);  
 printf("%d\n", optimalStrategyOfGame(arr1, n));  
  
 int arr2[] = {2, 2, 2, 2};  
 n = sizeof(arr2)/sizeof(arr2[0]);  
 printf("%d\n", optimalStrategyOfGame(arr2, n));  
  
 int arr3[] = {20, 30, 2, 2, 2, 10};  
 n = sizeof(arr3)/sizeof(arr3[0]);  
 printf("%d\n", optimalStrategyOfGame(arr3, n));  
  
 return 0;  
}

Output:

22  
4  
42

**Exercise**  
 Your thoughts on the strategy when the user wishes to only win instead of winning with the maximum value. Like above problem, number of coins is even.  
 Can Greedy approach work quite well and give an optimal solution? Will your answer change if number of coins is odd?

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-31-optimal-strategy-for-a-game/>

# Dynamic Programming | Set 32 (Word Break Problem)

Given an input string and a dictionary of words, find out if the input string can be segmented into a space-separated sequence of dictionary words. See following examples for more details.  
 This is a famous Google interview question, also being asked by many other companies now a days.

Consider the following dictionary   
{ i, like, sam, sung, samsung, mobile, ice,   
 cream, icecream, man, go, mango}  
  
Input: ilike  
Output: Yes   
The string can be segmented as "i like".  
  
Input: ilikesamsung  
Output: Yes  
The string can be segmented as "i like samsung" or "i like sam sung".

**Recursive implementation:**  
 The idea is simple, we consider each prefix and search it in dictionary. If the prefix is present in dictionary, we recur for rest of the string (or suffix). If the recursive call for suffix returns true, we return true, otherwise we try next prefix. If we have tried all prefixes and none of them resulted in a solution, we return false.

We strongly recommend to see [**substr**](http://www.cplusplus.com/reference/string/string/substr/)function which is used extensively in following implementations.

// A recursive program to test whether a given string can be segmented into  
// space separated words in dictionary  
#include <iostream>  
using namespace std;  
  
/\* A utility function to check whether a word is present in dictionary or not.  
 An array of strings is used for dictionary. Using array of strings for  
 dictionary is definitely not a good idea. We have used for simplicity of  
 the program\*/  
int dictionaryContains(string word)  
{  
 string dictionary[] = {"mobile","samsung","sam","sung","man","mango",  
 "icecream","and","go","i","like","ice","cream"};  
 int size = sizeof(dictionary)/sizeof(dictionary[0]);  
 for (int i = 0; i < size; i++)  
 if (dictionary[i].compare(word) == 0)  
 return true;  
 return false;  
}  
  
// returns true if string can be segmented into space separated  
// words, otherwise returns false  
bool wordBreak(string str)  
{  
 int size = str.size();  
  
 // Base case  
 if (size == 0) return true;  
  
 // Try all prefixes of lengths from 1 to size  
 for (int i=1; i<=size; i++)  
 {  
 // The parameter for dictionaryContains is str.substr(0, i)  
 // str.substr(0, i) which is prefix (of input string) of  
 // length 'i'. We first check whether current prefix is in  
 // dictionary. Then we recursively check for remaining string  
 // str.substr(i, size-i) which is suffix of length size-i  
 if (dictionaryContains( str.substr(0, i) ) &&  
 wordBreak( str.substr(i, size-i) ))  
 return true;  
 }  
  
 // If we have tried all prefixes and none of them worked  
 return false;  
}  
  
// Driver program to test above functions  
int main()  
{  
 wordBreak("ilikesamsung")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("iiiiiiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("ilikelikeimangoiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmango")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmangok")? cout <<"Yes\n": cout << "No\n";  
 return 0;  
}

Output:

Yes  
Yes  
Yes  
Yes  
Yes  
No

**Dynamic Programming**  
 Why Dynamic Programming? The above problem exhibits overlapping sub-problems. For example, see the following partial recursion tree for string “abcde” in worst case.
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// A Dynamic Programming based program to test whether a given string can  
// be segmented into space separated words in dictionary  
#include <iostream>  
#include <string.h>  
using namespace std;  
  
/\* A utility function to check whether a word is present in dictionary or not.  
 An array of strings is used for dictionary. Using array of strings for  
 dictionary is definitely not a good idea. We have used for simplicity of  
 the program\*/  
int dictionaryContains(string word)  
{  
 string dictionary[] = {"mobile","samsung","sam","sung","man","mango",  
 "icecream","and","go","i","like","ice","cream"};  
 int size = sizeof(dictionary)/sizeof(dictionary[0]);  
 for (int i = 0; i < size; i++)  
 if (dictionary[i].compare(word) == 0)  
 return true;  
 return false;  
}  
  
// Returns true if string can be segmented into space separated  
// words, otherwise returns false  
bool wordBreak(string str)  
{  
 int size = str.size();  
 if (size == 0) return true;  
  
 // Create the DP table to store results of subroblems. The value wb[i]  
 // will be true if str[0..i-1] can be segmented into dictionary words,  
 // otherwise false.  
 bool wb[size+1];  
 memset(wb, 0, sizeof(wb)); // Initialize all values as false.  
  
 for (int i=1; i<=size; i++)  
 {  
 // if wb[i] is false, then check if current prefix can make it true.  
 // Current prefix is "str.substr(0, i)"  
 if (wb[i] == false && dictionaryContains( str.substr(0, i) ))  
 wb[i] = true;  
  
 // wb[i] is true, then check for all substrings starting from  
 // (i+1)th character and store their results.  
 if (wb[i] == true)  
 {  
 // If we reached the last prefix  
 if (i == size)  
 return true;  
  
 for (int j = i+1; j <= size; j++)  
 {  
 // Update wb[j] if it is false and can be updated  
 // Note the parameter passed to dictionaryContains() is  
 // substring starting from index 'i' and length 'j-i'  
 if (wb[j] == false && dictionaryContains( str.substr(i, j-i) ))  
 wb[j] = true;  
  
 // If we reached the last character  
 if (j == size && wb[j] == true)  
 return true;  
 }  
 }  
 }  
  
 /\* Uncomment these lines to print DP table "wb[]"  
 for (int i = 1; i <= size; i++)  
 cout << " " << wb[i]; \*/  
  
 // If we have tried all prefixes and none of them worked  
 return false;  
}  
  
// Driver program to test above functions  
int main()  
{  
 wordBreak("ilikesamsung")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("iiiiiiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("ilikelikeimangoiii")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmango")? cout <<"Yes\n": cout << "No\n";  
 wordBreak("samsungandmangok")? cout <<"Yes\n": cout << "No\n";  
 return 0;  
}

Output:

Yes  
Yes  
Yes  
Yes  
Yes  
No

**Exercise:**  
 The above solutions only finds out whether a given string can be segmented or not. Extend the above Dynamic Programming solution to print all possible partitions of input string. See [extended recursive solution](http://ideone.com/53LMkr) for reference.

Examples:

Input: ilikeicecreamandmango  
Output:   
i like ice cream and man go  
i like ice cream and mango  
i like icecream and man go  
i like icecream and mango  
  
Input: ilikesamsungmobile  
Output:  
i like sam sung mobile  
i like samsung mobile

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-32-word-break-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Amazon Interview | Set 33](http://www.geeksforgeeks.org/amazon-interview-set-33-2/) [Custom Tree Problem →](http://www.geeksforgeeks.org/custom-tree-problem/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 33 (Find if a string is interleaved of two other strings)

Given three strings A, B and C. Write a function that checks whether C is an interleaving of A and B. C is said to be interleaving A and B, if it contains all characters of A and B and order of all characters in individual strings is preserved.

We have discussed a simple solution of this problem [here](http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/). The simple solution doesn’t work if strings A and B have some common characters. For example A = “XXY”, string B = “XXZ” and string C = “XXZXXXY”. To handle all cases, two possibilities need to be considered.

**a)** If first character of C matches with first character of A, we move one character ahead in A and C and recursively check.

**b)** If first character of C matches with first character of B, we move one character ahead in B and C and recursively check.

If any of the above two cases is true, we return true, else false. Following is simple recursive implementation of this approach (Thanks to [Frederic](http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/#comment-7542)for suggesting this)

// A simple recursive function to check whether C is an interleaving of A and B  
bool isInterleaved(char \*A, char \*B, char \*C)  
{  
 // Base Case: If all strings are empty  
 if (!(\*A || \*B || \*C))  
 return true;  
  
 // If C is empty and any of the two strings is not empty  
 if (\*C == '\0')  
 return false;  
  
 // If any of the above mentioned two possibilities is true,  
 // then return true, otherwise false  
 return ( (\*C == \*A) && isInterleaved(A+1, B, C+1))  
 || ((\*C == \*B) && isInterleaved(A, B+1, C+1));  
}

**Dynamic Programming**  
 The worst case time complexity of recursive solution is O(2n). The above recursive solution certainly has many overlapping subproblems. For example, if wee consider A = “XXX”, B = “XXX” and C = “XXXXXX” and draw recursion tree, there will be many overlapping subproblems.  
 Therefore, like other typical [Dynamic Programming problems](http://www.geeksforgeeks.org/tag/dynamic-programming/), we can solve it by creating a table and store results of subproblems in bottom up manner. Thanks to [Abhinav Ramana](https://plus.google.com/104230157879525004164/posts) for suggesting this method and implementation.

// A Dynamic Programming based program to check whether a string C is  
// an interleaving of two other strings A and B.  
#include <iostream>  
#include <string.h>  
using namespace std;  
  
// The main function that returns true if C is  
// an interleaving of A and B, otherwise false.  
bool isInterleaved(char\* A, char\* B, char\* C)  
{  
 // Find lengths of the two strings  
 int M = strlen(A), N = strlen(B);  
  
 // Let us create a 2D table to store solutions of  
 // subproblems. C[i][j] will be true if C[0..i+j-1]  
 // is an interleaving of A[0..i-1] and B[0..j-1].  
 bool IL[M+1][N+1];  
  
 memset(IL, 0, sizeof(IL)); // Initialize all values as false.  
  
 // C can be an interleaving of A and B only of sum  
 // of lengths of A & B is equal to length of C.  
 if ((M+N) != strlen(C))  
 return false;  
  
 // Process all characters of A and B  
 for (int i=0; i<=M; ++i)  
 {  
 for (int j=0; j<=N; ++j)  
 {  
 // two empty strings have an empty string  
 // as interleaving  
 if (i==0 && j==0)  
 IL[i][j] = true;  
  
 // A is empty  
 else if (i==0 && B[j-1]==C[j-1])  
 IL[i][j] = IL[i][j-1];  
  
 // B is empty  
 else if (j==0 && A[i-1]==C[i-1])  
 IL[i][j] = IL[i-1][j];  
  
 // Current character of C matches with current character of A,  
 // but doesn't match with current character of B  
 else if(A[i-1]==C[i+j-1] && B[j-1]!=C[i+j-1])  
 IL[i][j] = IL[i-1][j];  
  
 // Current character of C matches with current character of B,  
 // but doesn't match with current character of A  
 else if (A[i-1]!=C[i+j-1] && B[j-1]==C[i+j-1])  
 IL[i][j] = IL[i][j-1];  
  
 // Current character of C matches with that of both A and B  
 else if (A[i-1]==C[i+j-1] && B[j-1]==C[i+j-1])  
 IL[i][j]=(IL[i-1][j] || IL[i][j-1]) ;  
 }  
 }  
  
 return IL[M][N];  
}  
  
// A function to run test cases  
void test(char \*A, char \*B, char \*C)  
{  
 if (isInterleaved(A, B, C))  
 cout << C <<" is interleaved of " << A <<" and " << B << endl;  
 else  
 cout << C <<" is not interleaved of " << A <<" and " << B << endl;  
}  
  
  
// Driver program to test above functions  
int main()  
{  
 test("XXY", "XXZ", "XXZXXXY");  
 test("XY" ,"WZ" ,"WZXY");  
 test ("XY", "X", "XXY");  
 test ("YX", "X", "XXY");  
 test ("XXY", "XXZ", "XXXXZY");  
 return 0;  
}

Output:

XXZXXXY is not interleaved of XXY and XXZ  
WZXY is interleaved of XY and WZ  
XXY is interleaved of XY and X  
XXY is not interleaved of YX and X  
XXXXZY is interleaved of XXY and XXZ

See [this](http://ideone.com/4jnFZu)for more test cases.

Time Complexity: O(MN)  
 Auxiliary Space: O(MN)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings-set-2/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Unbounded Binary Search Example (Find the point where a monotonically increasing function becomes positive first time)](http://www.geeksforgeeks.org/find-the-point-where-a-function-becomes-negative/) [Check for Identical BSTs without building the trees →](http://www.geeksforgeeks.org/check-for-identical-bsts-without-building-the-trees/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Dynamic Programming | Set 34 (Assembly Line Scheduling)

A car factory has two assembly lines, each with n stations. A station is denoted by Si,j where i is either 1 or 2 and indicates the assembly line the station is on, and j indicates the number of the station. The time taken per station is denoted by ai,j. Each station is dedicated to some sort of work like engine fitting, body fitting, painting and so on. So, a car chassis must pass through each of the n stations in order before exiting the factory. The parallel stations of the two assembly lines perform the same task. After it passes through station Si,j, it will continue to station Si,j+1 unless it decides to transfer to the other line. Continuing on the same line incurs no extra cost, but transferring from line i at station j – 1 to station j on the other line takes time ti,j. Each assembly line takes an entry time ei and exit time xi which may be different for the two lines. Give an algorithm for computing the minimum time it will take to build a car chassis.

The below figure presents the problem in a clear picture:  
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The following information can be extracted from the problem statement to make it simpler:

* Two assembly lines, 1 and 2, each with stations from 1 to n.
* A car chassis must pass through all stations from 1 to n in order(in any of the two assembly lines). i.e. it cannot jump from station i to station j if they are not at one move distance.
* The car chassis can move one station forward in the same line, or one station diagonally in the other line. It incurs an extra cost ti, j to move to station j from line i. No cost is incurred for movement in same line.
* The time taken in station j on line i is ai, j.
* Si, j represents a station j on line i.

**Breaking the problem into smaller sub-problems:**  
 We can easily find the ith factorial if (i-1)th factorial is known. Can we apply the similar funda here?  
 If the minimum time taken by the chassis to leave station Si, j-1 is known, the minimum time taken to leave station Si, j can be calculated quickly by combining ai, j and ti, j.

**T1(j)** indicates the minimum time taken by the car chassis to leave station j on assembly line 1.

**T2(j)** indicates the minimum time taken by the car chassis to leave station j on assembly line 2.

***Base cases:***  
 The entry time ei comes into picture only when the car chassis enters the car factory.

Time taken to leave first station in line 1 is given by:  
 T1(1) = Entry time in Line 1 + Time spent in station S1,1  
 T1(1) = e1 + a1,1  
 Similarly, time taken to leave first station in line 2 is given by:  
 T2(1) = e2 + a2,1

***Recursive Relations:***  
 If we look at the problem statement, it quickly boils down to the below observations:  
 The car chassis at station S1,j can come either from station S1, j-1 or station S2, j-1.

Case #1: Its previous station is S1, j-1  
 The minimum time to leave station S1,j is given by:  
 T1(j) = Minimum time taken to leave station S1, j-1 + Time spent in station S1, j  
 T1(j) = T1(j-1) + a1, j

Case #2: Its previous station is S2, j-1  
 The minimum time to leave station S1, j is given by:  
 T1(j) = Minimum time taken to leave station S2, j-1 + Extra cost incurred to change the assembly line + Time spent in station S1, j  
 T1(j) = T2(j-1) + t2, j + a1, j

The minimum time T1(j) is given by the minimum of the two obtained in cases #1 and #2.  
 T1(j) = min((T1(j-1) + a1, j), (T2(j-1) + t2, j + a1, j))  
 Similarly the minimum time to reach station S2, j is given by:  
 T2(j) = min((T2(j-1) + a2, j), (T1(j-1) + t1, j + a2, j))

The total minimum time taken by the car chassis to come out of the factory is given by:  
 Tmin = min(Time taken to leave station Si,n + Time taken to exit the car factory)  
 Tmin = min(T1(n) + x1, T2(n) + x2)

**Why dynamic programming?**  
 The above recursion exhibits overlapping sub-problems. There are two ways to reach station S1, j:

1. From station S1, j-1
2. From station S2, j-1

So, to find the minimum time to leave station S1, j the minimum time to leave the previous two stations must be calculated(as explained in above recursion).  
 Similarly, there are two ways to reach station S2, j:

1. From station S2, j-1
2. From station S1, j-1

Please note that the minimum times to leave stations S1, j-1 and S2, j-1 have already been calculated.

So, we need two tables to store the partial results calculated for each station in an assembly line. The table will be filled in bottom-up fashion.

**Note:**  
 In this post, the word “leave” has been used in place of “reach” to avoid the confusion. Since the car chassis must spend a fixed time in each station, the word leave suits better.

**Implementation:**

// A C program to find minimum possible time by the car chassis to complete  
#include <stdio.h>  
#define NUM\_LINE 2  
#define NUM\_STATION 4  
  
// Utility function to find minimum of two numbers  
int min(int a, int b) { return a < b ? a : b; }  
  
int carAssembly(int a[][NUM\_STATION], int t[][NUM\_STATION], int \*e, int \*x)  
{  
 int T1[NUM\_STATION], T2[NUM\_STATION], i;  
  
 T1[0] = e[0] + a[0][0]; // time taken to leave first station in line 1  
 T2[0] = e[1] + a[1][0]; // time taken to leave first station in line 2  
  
 // Fill tables T1[] and T2[] using the above given recursive relations  
 for (i = 1; i < NUM\_STATION; ++i)  
 {  
 T1[i] = min(T1[i-1] + a[0][i], T2[i-1] + t[1][i] + a[0][i]);  
 T2[i] = min(T2[i-1] + a[1][i], T1[i-1] + t[0][i] + a[1][i]);  
 }  
  
 // Consider exit times and retutn minimum  
 return min(T1[NUM\_STATION-1] + x[0], T2[NUM\_STATION-1] + x[1]);  
}  
  
int main()  
{  
 int a[][NUM\_STATION] = {{4, 5, 3, 2},  
 {2, 10, 1, 4}};  
 int t[][NUM\_STATION] = {{0, 7, 4, 5},  
 {0, 9, 2, 8}};  
 int e[] = {10, 12}, x[] = {18, 7};  
  
 printf("%d", carAssembly(a, t, e, x));  
  
 return 0;  
}

Output:
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 The bold line shows the path covered by the car chassis for given input values.

**Exercise:**  
 Extend the above algorithm to print the path covered by the car chassis in the factory.

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

This article is compiled by [**Aashish Barnwal**](https://www.facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-34-assembly-line-scheduling/>

# Dynamic Programming | Set 35 (Longest Arithmetic Progression)

Given a set of numbers, find the **L**ength of the **L**ongest **A**rithmetic **P**rogression (**LLAP**) in it.

Examples:

set[] = {1, 7, 10, 15, 27, 29}  
output = 3  
The longest arithmetic progression is {1, 15, 29}  
  
set[] = {5, 10, 15, 20, 25, 30}  
output = 6  
The whole set is in AP

For simplicity, we have assumed that the given set is sorted. We can always add a pre-processing step to first sort the set and then apply the below algorithms.

A **simple solution** is to one by one consider every pair as first two elements of AP and check for the remaining elements in sorted set. To consider all pairs as first two elements, we need to run a O(n^2) nested loop. Inside the nested loops, we need a third loop which linearly looks for the more elements in **A**rithmetic **P**rogression (**AP**). This process takes O(n3) time.

We can solve this problem in O(n2) time **using Dynamic Programming**. To get idea of the DP solution, let us first discuss solution of following simpler problem.

***Given a sorted set, find if there exist three elements in Arithmetic Progression or not***  
 Please note that, the answer is true if there are 3 or more elements in AP, otherwise false.  
 To find the three elements, we first fix an element as middle element and search for other two (one smaller and one greater). We start from the second element and fix every element as middle element. For an element set[j] to be middle of AP, there must exist elements ‘set[i]’ and ‘set[k]’ such that set[i] + set[k] = 2\*set[j] where 0 How to efficiently find i and k for a given j? We can find i and k in linear time using following simple algorithm.  
 **1)** Initialize i as j-1 and k as j+1  
 **2)** Do following while i >= 0 and j a) If set[i] + set[k] is equal to 2\*set[j], then we are done.  
 ……..**b)** If set[i] + set[k] > 2\*set[j], then decrement i (do i–-).  
 ……..**c)** Else if set[i] + set[k] // The function returns true if there exist three elements in AP // Assumption: set[0..n-1] is sorted. // The code strictly implements the algorithm provided in the reference. bool arithmeticThree(int set[], int n) { // One by fix every element as middle element for (int j=1; j<n-1; j++) { // Initialize i and k for the current j int i = j-1, k = j+1; // Find if there exist i and k that form AP // with j as middle element while (i >= 0 && k <= n-1) { if (set[i] + set[k] == 2\*set[j]) return true; (set[i] + set[k] < 2\*set[j])? k++ : i–; } } return false; }

See [this](http://ideone.com/yL6r76)for a complete running program.

***How to extend the above solution for the original problem?***  
 The above function returns a boolean value. The required output of original problem is **L**ength of the **L**ongest **A**rithmetic **P**rogression (**LLAP**) which is an integer value. If the given set has two or more elements, then the value of LLAP is at least 2 (Why?).  
 The idea is to create a 2D table L[n][n]. An entry L[i][j] in this table stores LLAP with set[i] and set[j] as first two elements of AP and j > i. The last column of the table is always 2 (Why – see the meaning of L[i][j]). Rest of the table is filled from bottom right to top left. To fill rest of the table, j (second element in AP) is first fixed. i and k are searched for a fixed j. If i and k are found such that i, j, k form an AP, then the value of L[i][j] is set as L[j][k] + 1. Note that the value of L[j][k] must have been filled before as the loop traverses from right to left columns.

Following is C++ implementation of the Dynamic Programming algorithm.

// C++ program to find Length of the Longest AP (llap) in a given sorted set.  
// The code strictly implements the algorithm provided in the reference.  
#include <iostream>  
using namespace std;  
  
// Returns length of the longest AP subset in a given set  
int lenghtOfLongestAP(int set[], int n)  
{  
 if (n <= 2) return n;  
  
 // Create a table and initialize all values as 2. The value of  
 // L[i][j] stores LLAP with set[i] and set[j] as first two  
 // elements of AP. Only valid entries are the entries where j>i  
 int L[n][n];  
 int llap = 2; // Initialize the result  
  
 // Fill entries in last column as 2. There will always be  
 // two elements in AP with last number of set as second  
 // element in AP  
 for (int i = 0; i < n; i++)  
 L[i][n-1] = 2;  
  
 // Consider every element as second element of AP  
 for (int j=n-2; j>=1; j--)  
 {  
 // Search for i and k for j  
 int i = j-1, k = j+1;  
 while (i >= 0 && k <= n-1)  
 {  
 if (set[i] + set[k] < 2\*set[j])  
 k++;  
  
 // Before changing i, set L[i][j] as 2  
 else if (set[i] + set[k] > 2\*set[j])  
 { L[i][j] = 2, i--; }  
  
 else  
 {  
 // Found i and k for j, LLAP with i and j as first two  
 // elements is equal to LLAP with j and k as first two  
 // elements plus 1. L[j][k] must have been filled  
 // before as we run the loop from right side  
 L[i][j] = L[j][k] + 1;  
  
 // Update overall LLAP, if needed  
 llap = max(llap, L[i][j]);  
  
 // Change i and k to fill more L[i][j] values for  
 // current j  
 i--; k++;  
 }  
 }  
  
 // If the loop was stopped due to k becoming more than  
 // n-1, set the remaining entties in column j as 2  
 while (i >= 0)  
 {  
 L[i][j] = 2;  
 i--;  
 }  
 }  
 return llap;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 int set1[] = {1, 7, 10, 13, 14, 19};  
 int n1 = sizeof(set1)/sizeof(set1[0]);  
 cout << lenghtOfLongestAP(set1, n1) << endl;  
  
 int set2[] = {1, 7, 10, 15, 27, 29};  
 int n2 = sizeof(set2)/sizeof(set2[0]);  
 cout << lenghtOfLongestAP(set2, n2) << endl;  
  
 int set3[] = {2, 4, 6, 8, 10};  
 int n3 = sizeof(set3)/sizeof(set3[0]);  
 cout << lenghtOfLongestAP(set3, n3) << endl;  
  
 return 0;  
}

Output:

4  
3  
5

**Time Complexity:** O(n2)  
 **Auxiliary Space:** O(n2)

**References:**  
 <http://www.cs.uiuc.edu/~jeffe/pubs/pdf/arith.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/length-of-the-longest-arithmatic-progression-in-a-sorted-array/>
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# Dynamic Programming | Set 36 (Maximum Product Cutting)

Given a rope of length n meters, cut the rope in different parts of integer lengths in a way that maximizes product of lengths of all parts. You must make at least one cut. Assume that the length of rope is more than 2 meters.

Examples:

Input: n = 2  
Output: 1 (Maximum obtainable product is 1\*1)  
  
Input: n = 3  
Output: 2 (Maximum obtainable product is 1\*2)  
  
Input: n = 4  
Output: 4 (Maximum obtainable product is 2\*2)  
  
Input: n = 5  
Output: 6 (Maximum obtainable product is 2\*3)  
  
Input: n = 10  
Output: 36 (Maximum obtainable product is 3\*3\*4)

**1) Optimal Substructure:**  
 This problem is similar to [Rod Cutting Problem.](http://www.geeksforgeeks.org/dynamic-programming-set-13-cutting-a-rod/) We can get the maximum product by making a cut at different positions and comparing the values obtained after a cut. We can recursively call the same function for a piece obtained after a cut.

Let maxProd(n) be the maximum product for a rope of length n. maxProd(n) can be written as following.

maxProd(n) = max(i\*(n-i), maxProdRec(n-i)\*i) for all i in {1, 2, 3 .. n}

**2) Overlapping Subproblems**  
 Following is simple recursive C++ implementation of the problem. The implementation simply follows the recursive structure mentioned above.

// A Naive Recursive method to find maxium product  
#include <iostream>  
using namespace std;  
  
// Utility function to get the maximum of two and three integers  
int max(int a, int b) { return (a > b)? a : b;}  
int max(int a, int b, int c) { return max(a, max(b, c));}  
  
// The main function that returns maximum product obtainable  
// from a rope of length n  
int maxProd(int n)  
{  
 // Base cases  
 if (n == 0 || n == 1) return 0;  
  
 // Make a cut at different places and take the maximum of all  
 int max\_val = 0;  
 for (int i = 1; i < n; i++)  
 max\_val = max(max\_val, i\*(n-i), maxProd(n-i)\*i);  
  
 // Return the maximum of all values  
 return max\_val;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 cout << "Maximum Product is " << maxProd(10);  
 return 0;  
}

Output:

Maximum Product is 36

Considering the above implementation, following is recursion tree for a Rope of length 5.

mP() ---> maxProd()   
  
 mP(5)  
 / / \ \  
 / / \ \  
 mP(4) mP(3) mP(2) mP(1)  
 / | \ / \ |  
 / | \ / \ |   
 mP(3) mP(2) mP(1) mP(2) mP(1) mP(1)  
 / \ | |  
 / \ | |   
 mP(2) mP(1) mP(1) mP(1)

In the above partial recursion tree, mP(3) is being solved twice. We can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So the problem has both properties (see [this](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/)and [this](http://www.geeksforgeeks.org/dynamic-programming-set-1/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/tag/dynamic-programming/), recomputations of same subproblems can be avoided by constructing a temporary array val[] in bottom up manner.

// A Dynamic Programming solution for Max Product Problem  
int maxProd(int n)  
{  
 int val[n+1];  
 val[0] = val[1] = 0;  
   
 // Build the table val[] in bottom up manner and return  
 // the last entry from the table  
 for (int i = 1; i <= n; i++)  
 {  
 int max\_val = 0;  
 for (int j = 1; j <= i/2; j++)  
 max\_val = max(max\_val, (i-j)\*j, j\*val[i-j]);  
 val[i] = max\_val;  
 }  
 return val[n];  
}

Time Complexity of the Dynamic Programming solution is O(n^2) and it requires O(n) extra space.

**A Tricky Solution:**  
 If we see some examples of this problems, we can easily observe following pattern.  
 The maximum product can be obtained be repeatedly cutting parts of size 3 while size is greater than 4, keeping the last part as size of 2 or 3 or 4. For example, n = 10, the maximum product is obtained by 3, 3, 4. For n = 11, the maximum product is obtained by 3, 3, 3, 2. Following is C++ implementation of this approach.

#include <iostream>  
using namespace std;  
  
/\* The main function that teturns the max possible product \*/  
int maxProd(int n)  
{  
 // n equals to 2 or 3 must be handled explicitly  
 if (n == 2 || n == 3) return (n-1);  
  
 // Keep removing parts of size 3 while n is greater than 4  
 int res = 1;  
 while (n > 4)  
 {  
 n -= 3;  
 res \*= 3; // Keep multiplying 3 to res  
 }  
 return (n \* res); // The last part multiplied by previous parts  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 cout << "Maximum Product is " << maxProd(10);  
 return 0;  
}

Output:

Maximum Product is 36

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-36-cut-a-rope-to-maximize-product/>

# Travelling Salesman Problem | Set 1 (Naive and Dynamic Programming)

**Travelling Salesman Problem (TSP):** Given a set of cities and distance between every pair of cities, the problem is to find the shortest possible route that visits every city exactly once and returns to the starting point.  
 Note the difference between [Hamiltonian Cycle](http://www.geeksforgeeks.org/backtracking-set-7-hamiltonian-cycle/) and TSP. The Hamiltoninan cycle problem is to find if there exist a tour that visits every city exactly once. Here we know that Hamiltonian Tour exists (because the graph is complete) and in fact many such tours exist, the problem is to find a minimum weight Hamiltonian Cycle.
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For example, consider the graph shown in figure on right side. A TSP tour in the graph is 1-2-4-3-1. The cost of the tour is 10+25+30+15 which is 80.

The problem is a famous [NP hard](http://www.geeksforgeeks.org/np-completeness-set-1/)problem. There is no polynomial time know solution for this problem.

Following are different solutions for the traveling salesman problem.

**Naive Solution:**  
 1) Consider city 1 as the starting and ending point.  
 2) Generate all (n-1)! [Permutations](http://www.geeksforgeeks.org/write-a-c-program-to-print-all-permutations-of-a-given-string/)of cities.  
 3) Calculate cost of every permutation and keep track of minimum cost permutation.  
 4) Return the permutation with minimum cost.

Time Complexity: Ω(n!)

**Dynamic Programming:**  
 Let the given set of vertices be {1, 2, 3, 4,….n}. Let us consider 1 as starting and ending point of output. For every other vertex i (other than 1), we find the minimum cost path with 1 as the starting point, i as the ending point and all vertices appearing exactly once. Let the cost of this path be cost(i), the cost of corresponding Cycle would be cost(i) + dist(i, 1) where dist(i, 1) is the distance from i to 1. Finally, we return the minimum of all [cost(i) + dist(i, 1)] values. This looks simple so far. Now the question is how to get cost(i)?  
 To calculate cost(i) using Dynamic Programming, we need to have some recursive relation in terms of sub-problems. Let us define a term *C(S, i) be the cost of the minimum cost path visiting each vertex in set S exactly once, starting at 1 and ending at i*.  
 We start with all subsets of size 2 and calculate C(S, i) for all subsets where S is the subset, then we calculate C(S, i) for all subsets S of size 3 and so on. Note that 1 must be present in every subset.

If size of S is 2, then S must be {1, i},  
 C(S, i) = dist(1, i)   
Else if size of S is greater than 2.  
 C(S, i) = min { C(S-{i}, j) + dis(j, i)} where j belongs to S, j != i and j != 1.

For a set of size n, we consider n-2 subsets each of size n-1 such that all subsets don’t have nth in them.  
 Using the above recurrence relation, we can write dynamic programming based solution. There are at most O(n\*2n) subproblems, and each one takes linear time to solve. The total running time is therefore O(n2\*2n). The time complexity is much less than O(n!), but still exponential. Space required is also exponential. So this approach is also infeasible even for slightly higher number of vertices.

We will soon be discussing approximate algorithms for travelling salesman problem.

**References:**  
 <http://www.lsi.upc.edu/~mjserna/docencia/algofib/P07/dynprog.pdf>  
 <http://www.cs.berkeley.edu/~vazirani/algorithms/chap6.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/travelling-salesman-problem-set-1/>

# Count all possible paths from top left to bottom right of a mXn matrix

The problem is to count all the possible paths from top left to bottom right of a mXn matrix with the constraints that ***from each cell you can either move only to right or down***

We have discussed a [solution to print all possible paths](http://www.geeksforgeeks.org/print-all-possible-paths-from-top-left-to-bottom-right-of-a-mxn-matrix/), counting all paths is easier. Let NumberOfPaths(m, n) be the count of paths to reach row number m and column number n in the matrix, NumberOfPaths(m, n) can be recursively written as following.

#include <iostream>  
using namespace std;  
  
// Returns count of possible paths to reach cell at row number m and column  
// number n from the topmost leftmost cell (cell at 1, 1)  
int numberOfPaths(int m, int n)  
{  
 // If either given row number is first or given column number is first  
 if (m == 1 || n == 1)  
 return 1;  
  
 // If diagonal movements are allowed then the last addition  
 // is required.  
 return numberOfPaths(m-1, n) + numberOfPaths(m, n-1);   
 // + numberOfPaths(m-1,n-1);  
}  
  
int main()  
{  
 cout << numberOfPaths(3, 3);  
 return 0;  
}

Output:

6

The time complexity of above recursive solution is exponential. There are many overlapping subproblems. We can draw a recursion tree for numberOfPaths(3, 3) and see many overlapping subproblems. The recursion tree would be similar to [Recursion tree for Longest Common Subsequence problem](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/).  
 So this problem has both properties (see [this](http://www.geeksforgeeks.org/dynamic-programming-set-1/)and [this](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array count[][] in bottom up manner using the above recursive formula.

#include <iostream>  
using namespace std;  
  
// Returns count of possible paths to reach cell at row number m and column  
// number n from the topmost leftmost cell (cell at 1, 1)  
int numberOfPaths(int m, int n)  
{  
 // Create a 2D table to store results of subproblems  
 int count[m][n];  
  
 // Count of paths to reach any cell in first column is 1  
 for (int i = 0; i < m; i++)  
 count[i][0] = 1;  
  
 // Count of paths to reach any cell in first column is 1  
 for (int j = 0; j < n; j++)  
 count[0][j] = 1;  
  
 // Calculate count of paths for other cells in bottom-up manner using  
 // the recursive solution  
 for (int i = 1; i < m; i++)  
 {  
 for (int j = 1; j < n; j++)  
  
 // By uncommenting the last part the code calculatest he total  
 // possible paths if the diagonal Movements are allowed  
 count[i][j] = count[i-1][j] + count[i][j-1]; //+ count[i-1][j-1];  
  
 }  
 return count[m-1][n-1];  
}  
  
// Driver program to test above functions  
int main()  
{  
 cout << numberOfPaths(3, 3);  
 return 0;  
}

Output:

6

Time complexity of the above dynamic programming solution is O(mn).

Note the count can also be calculated using the formula (m-1 + n-1)!/(m-1)!(n-1)! as mentioned in the comments of [this](http://www.geeksforgeeks.org/print-all-possible-paths-from-top-left-to-bottom-right-of-a-mxn-matrix/)article.

This article is contributed by **Hariprasad NG**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-possible-paths-top-left-bottom-right-nxm-matrix/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Remove minimum elements from either side such that 2\*min becomes more than max

Given an unsorted array, trim the array such that twice of minimum is greater than maximum in the trimmed array. Elements should be removed either end of the array.

Number of removals should be minimum.

Examples:

arr[] = {4, 5, 100, 9, 10, 11, 12, 15, 200}  
Output: 4  
We need to remove 4 elements (4, 5, 100, 200)  
so that 2\*min becomes more than max.  
  
  
arr[] = {4, 7, 5, 6}  
Output: 0  
We don't need to remove any element as   
4\*2 > 7 (Note that min = 4, max = 8)  
  
arr[] = {20, 7, 5, 6}  
Output: 1  
We need to remove 20 so that 2\*min becomes  
more than max  
  
arr[] = {20, 4, 1, 3}  
Output: 3  
We need to remove any three elements from ends  
like 20, 4, 1 or 4, 1, 3 or 20, 3, 1 or 20, 4, 1

**Naive Solution:**  
 A naive solution is to try every possible case using recurrence. Following is the naive recursive algorithm. Note that the algorithm only returns minimum numbers of removals to be made, it doesn’t print the trimmed array. It can be easily modified to print the trimmed array as well.

// Returns minimum number of removals to be made in  
// arr[l..h]  
minRemovals(int arr[], int l, int h)  
1) Find min and max in arr[l..h]  
2) If 2\*min > max, then return 0.  
3) Else return minimum of "minRemovals(arr, l+1, h) + 1"  
 and "minRemovals(arr, l, h-1) + 1"

Following is C++ implementation of above algorithm.

#include <iostream>  
using namespace std;  
  
// A utility function to find minimum of two numbers  
int min(int a, int b) {return (a < b)? a : b;}  
  
// A utility function to find minimum in arr[l..h]  
int min(int arr[], int l, int h)  
{  
 int mn = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mn > arr[i])  
 mn = arr[i];  
 return mn;  
}  
  
// A utility function to find maximum in arr[l..h]  
int max(int arr[], int l, int h)  
{  
 int mx = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mx < arr[i])  
 mx = arr[i];  
 return mx;  
}  
  
// Returns the minimum number of removals from either end  
// in arr[l..h] so that 2\*min becomes greater than max.  
int minRemovals(int arr[], int l, int h)  
{  
 // If there is 1 or less elements, return 0  
 // For a single element, 2\*min > max   
 // (Assumption: All elements are positive in arr[])  
 if (l >= h) return 0;  
  
 // 1) Find minimum and maximum in arr[l..h]  
 int mn = min(arr, l, h);  
 int mx = max(arr, l, h);  
  
 //If the property is followed, no removals needed  
 if (2\*mn > mx)  
 return 0;  
  
 // Otherwise remove a character from left end and recur,  
 // then remove a character from right end and recur, take  
 // the minimum of two is returned  
 return min(minRemovals(arr, l+1, h),  
 minRemovals(arr, l, h-1)) + 1;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {4, 5, 100, 9, 10, 11, 12, 15, 200};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << minRemovals(arr, 0, n-1);  
 return 0;  
}

Output:

4

Time complexity: Time complexity of the above function can be written as following

T(n) = 2T(n-1) + O(n)

An upper bound on solution of above recurrence would be O(n x 2n).

**Dynamic Programming:**  
 The above recursive code exhibits many overlapping subproblems. For example minRemovals(arr, l+1, h-1) is evaluated twice. So Dynamic Programming is the choice to optimize the solution. Following is Dynamic Programming based solution.

#include <iostream>  
using namespace std;  
  
// A utility function to find minimum of two numbers  
int min(int a, int b) {return (a < b)? a : b;}  
  
// A utility function to find minimum in arr[l..h]  
int min(int arr[], int l, int h)  
{  
 int mn = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mn > arr[i])  
 mn = arr[i];  
 return mn;  
}  
  
// A utility function to find maximum in arr[l..h]  
int max(int arr[], int l, int h)  
{  
 int mx = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mx < arr[i])  
 mx = arr[i];  
 return mx;  
}  
  
// Returns the minimum number of removals from either end  
// in arr[l..h] so that 2\*min becomes greater than max.  
int minRemovalsDP(int arr[], int n)  
{  
 // Create a table to store solutions of subproblems  
 int table[n][n], gap, i, j, mn, mx;  
  
 // Fill table using above recursive formula. Note that the table  
 // is filled in diagonal fashion (similar to http://goo.gl/PQqoS),  
 // from diagonal elements to table[0][n-1] which is the result.  
 for (gap = 0; gap < n; ++gap)  
 {  
 for (i = 0, j = gap; j < n; ++i, ++j)  
 {  
 mn = min(arr, i, j);  
 mx = max(arr, i, j);  
 table[i][j] = (2\*mn > mx)? 0: min(table[i][j-1]+1,  
 table[i+1][j]+1);  
 }  
 }  
 return table[0][n-1];  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {20, 4, 1, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << minRemovalsDP(arr, n);  
 return 0;  
}

Time Complexity: O(n3) where n is the number of elements in arr[].

Further Optimizations:  
 The above code can be optimized in many ways.  
 **1)** We can avoid calculation of min() and/or max() when min and/or max is/are not changed by removing corner elements.

**2)** We can pre-process the array and build [segment tree](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/)in O(n) time. After the segment tree is built, we can query range minimum and maximum in O(Logn) time. The overall time complexity is reduced to O(n2Logn) time.

**A O(n^2) Solution**  
 The idea is to find the maximum sized subarray such that 2\*min > max. We run two nested loops, the outer loop chooses a starting point and the inner loop chooses ending point for the current starting point. We keep track of longest subarray with the given property.

Following is C++ implementation of the above approach. Thanks to Richard Zhang for suggesting this solution.

// A O(n\*n) solution to find the minimum of elements to  
// be removed  
#include <iostream>  
#include <climits>  
using namespace std;  
  
// Returns the minimum number of removals from either end  
// in arr[l..h] so that 2\*min becomes greater than max.  
int minRemovalsDP(int arr[], int n)  
{  
 // Initialize starting and ending indexes of the maximum  
 // sized subarray with property 2\*min > max  
 int longest\_start = -1, longest\_end = 0;  
  
 // Choose different elements as starting point  
 for (int start=0; start<n; start++)  
 {  
 // Initialize min and max for the current start  
 int min = INT\_MAX, max = INT\_MIN;  
  
 // Choose different ending points for current start  
 for (int end = start; end < n; end ++)  
 {  
 // Update min and max if necessary  
 int val = arr[end];  
 if (val < min) min = val;  
 if (val > max) max = val;  
  
 // If the property is violated, then no  
 // point to continue for a bigger array  
 if (2 \* min <= max) break;  
  
 // Update longest\_start and longest\_end if needed  
 if (end - start > longest\_end - longest\_start ||  
 longest\_start == -1)  
 {  
 longest\_start = start;  
 longest\_end = end;  
 }  
 }  
 }  
  
 // If not even a single element follow the property,  
 // then return n  
 if (longest\_start == -1) return n;  
  
 // Return the number of elements to be removed  
 return (n - (longest\_end - longest\_start + 1));  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {4, 5, 100, 9, 10, 11, 12, 15, 200};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << minRemovalsDP(arr, n);  
 return 0;  
}

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/remove-minimum-elements-either-side-2min-max/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Program for nth Catalan Number

Catalan numbers are a sequence of natural numbers that occurs in many interesting counting problems like following.

**1)** Count the number of expressions containing n pairs of parentheses which are correctly matched. For n = 3, possible expressions are ((())), ()(()), ()()(), (())(), (()()).

**2)** Count the number of possible Binary Search Trees with n keys (See [this](http://www.geeksforgeeks.org/g-fact-18/))

**3)** Count the number of full binary trees (A rooted binary tree is full if every vertex has either two children or no children) with n+1 leaves.

See [this](http://en.wikipedia.org/wiki/Catalan_number#Applications_in_combinatorics)for more applications.

The first few Catalan numbers for n = 0, 1, 2, 3, … are **1, 1, 2, 5, 14, 42, 132, 429, 1430, 4862, …**

**Recursive Solution**  
 Catalan numbers satisfy the following recursive formula.  
 [![](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/catalan.png)

Following is C++ implementation of above recursive formula.

#include<iostream>  
using namespace std;  
  
// A recursive function to find nth catalan number  
unsigned long int catalan(unsigned int n)  
{  
 // Base case  
 if (n <= 1) return 1;  
  
 // catalan(n) is sum of catalan(i)\*catalan(n-i-1)  
 unsigned long int res = 0;  
 for (int i=0; i<n; i++)  
 res += catalan(i)\*catalan(n-i-1);  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 for (int i=0; i<10; i++)  
 cout << catalan(i) << " ";  
 return 0;  
}

Output :

1 1 2 5 14 42 132 429 1430 4862

Time complexity of above implementation is equivalent to nth catalan number.  
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The value of nth catalan number is exponential that makes the time complexity exponential.

**Dynamic Programming Solution**  
 We can observe that the above recursive implementation does a lot of repeated work (we can the same by drawing recursion tree). Since there are overlapping subproblems, we can use dynamic programming for this. Following is a Dynamic programming based implementation in C++.

#include<iostream>  
using namespace std;  
  
// A dynamic programming based function to find nth  
// Catalan number  
unsigned long int catalanDP(unsigned int n)  
{  
 // Table to store results of subproblems  
 unsigned long int catalan[n+1];  
  
 // Initialize first two values in table  
 catalan[0] = catalan[1] = 1;  
  
 // Fill entries in catalan[] using recursive formula  
 for (int i=2; i<=n; i++)  
 {  
 catalan[i] = 0;  
 for (int j=0; j<i; j++)  
 catalan[i] += catalan[j] \* catalan[i-j-1];  
 }  
  
 // Return last entry  
 return catalan[n];  
}  
  
// Driver program to test above function  
int main()  
{  
 for (int i = 0; i < 10; i++)  
 cout << catalanDP(i) << " ";  
 return 0;  
}

Output:

1 1 2 5 14 42 132 429 1430 4862

Time Complexity: Time complexity of above implementation is O(n2)

**Using Binomial Coefficient**  
 We can also use the below formula to find nth catalan number in O(n) time.  
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We have discussed a[O(n) approach to find binomial coefficient nCr](http://www.geeksforgeeks.org/space-and-time-efficient-binomial-coefficient/).

#include<iostream>  
using namespace std;  
  
// Returns value of Binomial Coefficient C(n, k)  
unsigned long int binomialCoeff(unsigned int n, unsigned int k)  
{  
 unsigned long int res = 1;  
  
 // Since C(n, k) = C(n, n-k)  
 if (k > n - k)  
 k = n - k;  
  
 // Calculate value of [n\*(n-1)\*---\*(n-k+1)] / [k\*(k-1)\*---\*1]  
 for (int i = 0; i < k; ++i)  
 {  
 res \*= (n - i);  
 res /= (i + 1);  
 }  
  
 return res;  
}  
  
// A Binomial coefficient based function to find nth catalan  
// number in O(n) time  
unsigned long int catalan(unsigned int n)  
{  
 // Calculate value of 2nCn  
 unsigned long int c = binomialCoeff(2\*n, n);  
  
 // return 2nCn/(n+1)  
 return c/(n+1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 for (int i = 0; i < 10; i++)  
 cout << catalan(i) << " ";  
 return 0;  
}

Output:

1 1 2 5 14 42 132 429 1430 4862

Time Complexity: Time complexity of above implementation is O(n).

We can also use below formula to find nth catalan number in O(n) time.  
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**References:**  
 <http://en.wikipedia.org/wiki/Catalan_number>  
 Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/program-nth-catalan-number/>

# Count number of binary strings without consecutive 1's

Given a positive integer N, count all possible distinct binary strings of length N such that there are no consecutive 1’s.

Examples:

Input: N = 2  
Output: 3  
// The 3 strings are 00, 01, 10  
  
Input: N = 3  
Output: 5  
// The 5 strings are 000, 001, 010, 100, 101

This problem can be solved using Dynamic Programming. Let a[i] be the number of binary strings of length i which do not contain any two consecutive 1’s and which end in 0. Similarly, let b[i] be the number of such strings which end in 1. We can append either 0 or 1 to a string ending in 0, but we can only append 0 to a string ending in 1. This yields the recurrence relation:

a[i] = a[i - 1] + b[i - 1]  
b[i] = a[i - 1]

The base cases of above recurrence are a[1] = b[1] = 1. The total number of strings of length i is just a[i] + b[i].

Following is C++ implementation of above solution. In the following implementation, indexes start from 0. So a[i] represents the number of binary strings for input length i+1. Similarly, b[i] represents binary strings for input length i+1.

// C++ program to count all distinct binary strings  
// without two consecutive 1's  
#include <iostream>  
using namespace std;  
  
int countStrings(int n)  
{  
 int a[n], b[n];  
 a[0] = b[0] = 1;  
 for (int i = 1; i < n; i++)  
 {  
 a[i] = a[i-1] + b[i-1];  
 b[i] = a[i-1];  
 }  
 return a[n-1] + b[n-1];  
}  
  
  
// Driver program to test above functions  
int main()  
{  
 cout << countStrings(3) << endl;  
 return 0;  
}

Output:

5

**Source:**  
 [courses.csail.mit.edu/6.006/oldquizzes/solutions/q2-f2009-sol.pdf](http://courses.csail.mit.edu/6.006/oldquizzes/solutions/q2-f2009-sol.pdf)

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-number-binary-strings-without-consecutive-1s/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Count Possible Decodings of a given Digit Sequence

Let 1 represent ‘A’, 2 represents ‘B’, etc. Given a digit sequence, count the number of possible decodings of the given digit sequence.

Examples:

Input: digits[] = "121"  
Output: 3  
// The possible decodings are "ABA", "AU", "LA"  
  
Input: digits[] = "1234"  
Output: 3  
// The possible decodings are "ABCD", "LCD", "AWD"

An empty digit sequence is considered to have one decoding. It may be assumed that the input contains valid digits from 0 to 9 and there are no leading 0’s, no extra trailing 0’s and no two or more consecutive 0’s.

**We strongly recommend to minimize the browser and try this yourself first.**

This problem is recursive and can be broken in sub-problems. We start from end of the given digit sequence. We initialize the total count of decodings as 0. We recur for two subproblems.  
 1) If the last digit is non-zero, recur for remaining (n-1) digits and add the result to total count.  
 2) If the last two digits form a valid character (or smaller than 27), recur for remaining (n-2) digits and add the result to total count.

Following is C++ implementation of the above approach.

// A naive recursive C++ implementation to count number of decodings  
// that can be formed from a given digit sequence  
#include <iostream>  
#include <cstring>  
using namespace std;  
  
// Given a digit sequence of length n, returns count of possible  
// decodings by replacing 1 with A, 2 woth B, ... 26 with Z  
int countDecoding(char \*digits, int n)  
{  
 // base cases  
 if (n == 0 || n == 1)  
 return 1;  
  
 int count = 0; // Initialize count  
  
 // If the last digit is not 0, then last digit must add to  
 // the number of words  
 if (digits[n-1] > '0')  
 count = countDecoding(digits, n-1);  
  
 // If the last two digits form a number smaller than or equal to 26,  
 // then consider last two digits and recur  
 if (digits[n-2] < '2' || (digits[n-2] == '2' && digits[n-1] < '7') )  
 count += countDecoding(digits, n-2);  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "1234";  
 int n = strlen(digits);  
 cout << "Count is " << countDecoding(digits, n);  
 return 0;  
}

Output:

Count is 3

The time complexity of above the code is exponential. If we take a closer look at the above program, we can observe that the recursive solution is similar to [Fibonacci Numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/). Therefore, we can optimize the above solution to work in O(n) time using [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/). Following is C++ implementation for the same.

// A Dynamic Programming based C++ implementation to count decodings  
#include <iostream>  
#include <cstring>  
using namespace std;  
  
// A Dynamic Programming based function to count decodings  
int countDecodingDP(char \*digits, int n)  
{  
 int count[n+1]; // A table to store results of subproblems  
 count[0] = 1;  
 count[1] = 1;  
  
 for (int i = 2; i <= n; i++)  
 {  
 count[i] = 0;  
  
 // If the last digit is not 0, then last digit must add to  
 // the number of words  
 if (digits[i-1] > '0')  
 count[i] = count[i-1];  
  
 // If second last digit is smaller than 2 and last digit is  
 // smaller than 7, then last two digits form a valid character  
 if (digits[i-2] < '2' || (digits[i-2] == '2' && digits[i-1] < '7') )  
 count[i] += count[i-2];  
 }  
 return count[n];  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "1234";  
 int n = strlen(digits);  
 cout << "Count is " << countDecodingDP(digits, n);  
 return 0;  
}

Output:

Count is 3

Time Complexity of the above solution is O(n) and it requires O(n) auxiliary space. We can reduce auxiliary space to O(1) by using space optimized version discussed in the [Fibonacci Number Post](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-possible-decodings-given-digit-sequence/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Fibonacci numbers](http://www.geeksforgeeks.org/tag/fibonacci-numbers/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Count all possible walks from a source to a destination with exactly k edges

Given a directed graph and two vertices ‘u’ and ‘v’ in it, count all possible walks from ‘u’ to ‘v’ with exactly k edges on the walk.

The graph is given as [adjacency matrix representation](http://www.geeksforgeeks.org/graph-and-its-representations/) where value of graph[i][j] as 1 indicates that there is an edge from vertex i to vertex j and a value 0 indicates no edge from i to j.

For example consider the following graph. Let source ‘u’ be vertex 0, destination ‘v’ be 3 and k be 2. The output should be 2 as there are two walk from 0 to 3 with exactly 2 edges. The walks are {0, 2, 3} and {0, 1, 3}
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**We strongly recommend to minimize the browser and try this yourself first.**

A **simple solution** is to start from u, go to all adjacent vertices and recur for adjacent vertices with k as k-1, source as adjacent vertex and destination as v. Following is C++ implementation of this simple solution.

// C++ program to count walks from u to v with exactly k edges  
#include <iostream>  
using namespace std;  
  
// Number of vertices in the graph  
#define V 4  
  
// A naive recursive function to count walks from u to v with k edges  
int countwalks(int graph[][V], int u, int v, int k)  
{  
 // Base cases  
 if (k == 0 && u == v) return 1;  
 if (k == 1 && graph[u][v]) return 1;  
 if (k <= 0) return 0;  
  
 // Initialize result  
 int count = 0;  
  
 // Go to all adjacents of u and recur  
 for (int i = 0; i < V; i++)  
 if (graph[u][i]) // Check if is adjacent of u  
 count += countwalks(graph, i, v, k-1);  
  
 return count;  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Let us create the graph shown in above diagram\*/  
 int graph[V][V] = { {0, 1, 1, 1},  
 {0, 0, 0, 1},  
 {0, 0, 0, 1},  
 {0, 0, 0, 0}  
 };  
 int u = 0, v = 3, k = 2;  
 cout << countwalks(graph, u, v, k);  
 return 0;  
}

Output:

2

The worst case time complexity of the above function is O(Vk) where V is the number of vertices in the given graph. We can simply analyze the time complexity by drawing recursion tree. The worst occurs for a complete graph. In worst case, every internal node of recursion tree would have exactly n children.  
 We can optimize the above solution using [**Dynamic Programming**](http://www.geeksforgeeks.org/dynamic-programming-set-1/). The idea is to build a 3D table where first dimension is source, second dimension is destination, third dimension is number of edges from source to destination, and the value is count of walks. Like other [Dynamic Programming problems](http://www.geeksforgeeks.org/tag/dynamic-programming/), we fill the 3D table in bottom up manner.

// C++ program to count walks from u to v with exactly k edges  
#include <iostream>  
using namespace std;  
  
// Number of vertices in the graph  
#define V 4  
  
// A Dynamic programming based function to count walks from u  
// to v with k edges  
int countwalks(int graph[][V], int u, int v, int k)  
{  
 // Table to be filled up using DP. The value count[i][j][e] will  
 // store count of possible walks from i to j with exactly k edges  
 int count[V][V][k+1];  
  
 // Loop for number of edges from 0 to k  
 for (int e = 0; e <= k; e++)  
 {  
 for (int i = 0; i < V; i++) // for source  
 {  
 for (int j = 0; j < V; j++) // for destination  
 {  
 // initialize value  
 count[i][j][e] = 0;  
  
 // from base cases  
 if (e == 0 && i == j)  
 count[i][j][e] = 1;  
 if (e == 1 && graph[i][j])  
 count[i][j][e] = 1;  
  
 // go to adjacent only when number of edges is more than 1  
 if (e > 1)  
 {  
 for (int a = 0; a < V; a++) // adjacent of source i  
 if (graph[i][a])  
 count[i][j][e] += count[a][j][e-1];  
 }  
 }  
 }  
 }  
 return count[u][v][k];  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Let us create the graph shown in above diagram\*/  
 int graph[V][V] = { {0, 1, 1, 1},  
 {0, 0, 0, 1},  
 {0, 0, 0, 1},  
 {0, 0, 0, 0}  
 };  
 int u = 0, v = 3, k = 2;  
 cout << countwalks(graph, u, v, k);  
 return 0;  
}

Output:

2

Time complexity of the above DP based solution is O(V3K) which is much better than the naive solution.

We can also use [**Divide and Conquer**](http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/) to solve the above problem in O(V3Logk) time. The count of walks of length k from u to v is the [u][v]’th entry in (graph[V][V])k. We can calculate power of by doing O(Logk) multiplication by using the [divide and conquer technique to calculate power](http://www.geeksforgeeks.org/write-a-c-program-to-calculate-powxn/). A multiplication between two matrices of size V x V takes O(V3) time. Therefore overall time complexity of this method is O(V3Logk).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-possible-paths-source-destination-exactly-k-edges/>

Category: [Graph](http://www.geeksforgeeks.org/category/graph/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Amazon Interview | Set 100 (On-Campus)](http://www.geeksforgeeks.org/amazon-interview-set-100-campus/) [A Problem in Many Binary Search Implementations →](http://www.geeksforgeeks.org/problem-binary-search-implementations/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Shortest path with exactly k edges in a directed and weighted graph

Given a directed and two vertices ‘u’ and ‘v’ in it, find shortest path from ‘u’ to ‘v’ with exactly k edges on the path.

The graph is given as [adjacency matrix representation](http://www.geeksforgeeks.org/graph-and-its-representations/) where value of graph[i][j] indicates the weight of an edge from vertex i to vertex j and a value INF(infinite) indicates no edge from i to j.

For example consider the following graph. Let source ‘u’ be vertex 0, destination ‘v’ be 3 and k be 2. There are two walks of length 2, the walks are {0, 2, 3} and {0, 1, 3}. The shortest among the two is {0, 2, 3} and weight of path is 3+6 = 9.
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The idea is to browse through all paths of length k from u to v using the approach discussed in the [previous post](http://www.geeksforgeeks.org/count-possible-paths-source-destination-exactly-k-edges/) and return weight of the shortest path. A **simple solution** is to start from u, go to all adjacent vertices and recur for adjacent vertices with k as k-1, source as adjacent vertex and destination as v. Following is C++ implementation of this simple solution.

// C++ program to find shortest path with exactly k edges  
#include <iostream>  
#include <climits>  
using namespace std;  
  
// Define number of vertices in the graph and inifinite value  
#define V 4  
#define INF INT\_MAX  
  
// A naive recursive function to count walks from u to v with k edges  
int shortestPath(int graph[][V], int u, int v, int k)  
{  
 // Base cases  
 if (k == 0 && u == v) return 0;  
 if (k == 1 && graph[u][v] != INF) return graph[u][v];  
 if (k <= 0) return INF;  
  
 // Initialize result  
 int res = INF;  
  
 // Go to all adjacents of u and recur  
 for (int i = 0; i < V; i++)  
 {  
 if (graph[u][i] != INF && u != i && v != i)  
 {  
 int rec\_res = shortestPath(graph, i, v, k-1);  
 if (rec\_res != INF)  
 res = min(res, graph[u][i] + rec\_res);  
 }  
 }  
 return res;  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Let us create the graph shown in above diagram\*/  
 int graph[V][V] = { {0, 10, 3, 2},  
 {INF, 0, INF, 7},  
 {INF, INF, 0, 6},  
 {INF, INF, INF, 0}  
 };  
 int u = 0, v = 3, k = 2;  
 cout << "Weight of the shortest path is " <<  
 shortestPath(graph, u, v, k);  
 return 0;  
}

Output:

Weight of the shortest path is 9

The worst case time complexity of the above function is O(Vk) where V is the number of vertices in the given graph. We can simply analyze the time complexity by drawing recursion tree. The worst occurs for a complete graph. In worst case, every internal node of recursion tree would have exactly V children.  
 We can optimize the above solution using [**Dynamic Programming**](http://www.geeksforgeeks.org/dynamic-programming-set-1/). The idea is to build a 3D table where first dimension is source, second dimension is destination, third dimension is number of edges from source to destination, and the value is count of walks. Like other [Dynamic Programming problems](http://www.geeksforgeeks.org/tag/dynamic-programming/), we fill the 3D table in bottom up manner.

// Dynamic Programming based C++ program to find shortest path with  
// exactly k edges  
#include <iostream>  
#include <climits>  
using namespace std;  
  
// Define number of vertices in the graph and inifinite value  
#define V 4  
#define INF INT\_MAX  
  
// A Dynamic programming based function to find the shortest path from  
// u to v with exactly k edges.  
int shortestPath(int graph[][V], int u, int v, int k)  
{  
 // Table to be filled up using DP. The value sp[i][j][e] will store  
 // weight of the shortest path from i to j with exactly k edges  
 int sp[V][V][k+1];  
  
 // Loop for number of edges from 0 to k  
 for (int e = 0; e <= k; e++)  
 {  
 for (int i = 0; i < V; i++) // for source  
 {  
 for (int j = 0; j < V; j++) // for destination  
 {  
 // initialize value  
 sp[i][j][e] = INF;  
  
 // from base cases  
 if (e == 0 && i == j)  
 sp[i][j][e] = 0;  
 if (e == 1 && graph[i][j] != INF)  
 sp[i][j][e] = graph[i][j];  
  
 //go to adjacent only when number of edges is more than 1  
 if (e > 1)  
 {  
 for (int a = 0; a < V; a++)  
 {  
 // There should be an edge from i to a and a   
 // should not be same as either i or j  
 if (graph[i][a] != INF && i != a &&  
 j!= a && sp[a][j][e-1] != INF)  
 sp[i][j][e] = min(sp[i][j][e], graph[i][a] +  
 sp[a][j][e-1]);  
 }  
 }  
 }  
 }  
 }  
 return sp[u][v][k];  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Let us create the graph shown in above diagram\*/  
 int graph[V][V] = { {0, 10, 3, 2},  
 {INF, 0, INF, 7},  
 {INF, INF, 0, 6},  
 {INF, INF, INF, 0}  
 };  
 int u = 0, v = 3, k = 2;  
 cout << shortestPath(graph, u, v, k);  
 return 0;  
}

Output:

Weight of the shortest path is 9

Time complexity of the above DP based solution is O(V3K) which is much better than the naive solution.

This article is contributed by **Abhishek**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/shortest-path-exactly-k-edges-directed-weighted-graph/>

Category: [Graph](http://www.geeksforgeeks.org/category/graph/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Connect n ropes with minimum cost](http://www.geeksforgeeks.org/connect-n-ropes-minimum-cost/) [Tarjan’s Algorithm to find Strongly Connected Components →](http://www.geeksforgeeks.org/tarjan-algorithm-find-strongly-connected-components/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Mobile Numeric Keypad Problem

[![](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/mobile1.png)Given the mobile numeric keypad. You can only press buttons that are up, left, right or down to the current button. You are not allowed to press bottom row corner buttons (i.e. \* and # ).  
 Given a number N, find out the number of possible numbers of given length.

Examples:  
 For N=1, number of possible numbers would be 10 (0, 1, 2, 3, …., 9)  
 For N=2, number of possible numbers would be 36  
 Possible numbers: 00,08 11,12,14 22,21,23,25 and so on.  
 If we start with 0, valid numbers will be 00, 08 (count: 2)  
 If we start with 1, valid numbers will be 11, 12, 14 (count: 3)  
 If we start with 2, valid numbers will be 22, 21, 23,25 (count: 4)  
 If we start with 3, valid numbers will be 33, 32, 36 (count: 3)  
 If we start with 4, valid numbers will be 44,41,45,47 (count: 4)  
 If we start with 5, valid numbers will be 55,54,52,56,58 (count: 5)  
 ………………………………  
 ………………………………

We need to print the count of possible numbers.

**We strongly recommend to minimize the browser and try this yourself first.**

N = 1 is trivial case, number of possible numbers would be 10 (0, 1, 2, 3, …., 9)  
 For N > 1, we need to start from some button, then move to any of the four direction (up, left, right or down) which takes to a valid button (should not go to \*, #). Keep doing this until N length number is obtained (depth first traversal).

**Recursive Solution:**  
 Mobile Keypad is a rectangular grid of 4X3 (4 rows and 3 columns)  
 Lets say Count(i, j, N) represents the count of N length numbers starting from position (i, j)

If N = 1  
 Count(i, j, N) = 10   
Else  
 Count(i, j, N) = Sum of all Count(r, c, N-1) where (r, c) is new   
 position after valid move of length 1 from current   
 position (i, j)

Following is C implementation of above recursive formula.

// A Naive Recursive C program to count number of possible numbers  
// of given length  
#include <stdio.h>  
  
// left, up, right, down move from current location  
int row[] = {0, 0, -1, 0, 1};  
int col[] = {0, -1, 0, 1, 0};  
  
// Returns count of numbers of length n starting from key position  
// (i, j) in a numeric keyboard.  
int getCountUtil(char keypad[][3], int i, int j, int n)  
{  
 if (keypad == NULL || n <= 0)  
 return 0;  
  
 // From a given key, only one number is possible of length 1  
 if (n == 1)  
 return 1;  
  
 int k=0, move=0, ro=0, co=0, totalCount = 0;  
  
 // move left, up, right, down from current location and if  
 // new location is valid, then get number count of length  
 // (n-1) from that new position and add in count obtained so far  
 for (move=0; move<5; move++)  
 {  
 ro = i + row[move];  
 co = j + col[move];  
 if (ro >= 0 && ro <= 3 && co >=0 && co <= 2 &&  
 keypad[ro][co] != '\*' && keypad[ro][co] != '#')  
 {  
 totalCount += getCountUtil(keypad, ro, co, n-1);  
 }  
 }  
  
 return totalCount;  
}  
  
// Return count of all possible numbers of length n  
// in a given numeric keyboard  
int getCount(char keypad[][3], int n)  
{  
 // Base cases  
 if (keypad == NULL || n <= 0)  
 return 0;  
 if (n == 1)  
 return 10;  
  
 int i=0, j=0, totalCount = 0;  
 for (i=0; i<4; i++) // Loop on keypad row  
 {  
 for (j=0; j<3; j++) // Loop on keypad column  
 {  
 // Process for 0 to 9 digits  
 if (keypad[i][j] != '\*' && keypad[i][j] != '#')  
 {  
 // Get count when number is starting from key  
 // position (i, j) and add in count obtained so far  
 totalCount += getCountUtil(keypad, i, j, n);  
 }  
 }  
 }  
 return totalCount;  
}  
  
// Driver program to test above function  
int main(int argc, char \*argv[])  
{  
 char keypad[4][3] = {{'1','2','3'},  
 {'4','5','6'},  
 {'7','8','9'},  
 {'\*','0','#'}};  
 printf("Count for numbers of length %d: %d\n", 1, getCount(keypad, 1));  
 printf("Count for numbers of length %d: %d\n", 2, getCount(keypad, 2));  
 printf("Count for numbers of length %d: %d\n", 3, getCount(keypad, 3));  
 printf("Count for numbers of length %d: %d\n", 4, getCount(keypad, 4));  
 printf("Count for numbers of length %d: %d\n", 5, getCount(keypad, 5));  
  
 return 0;  
}

Output:

Count for numbers of length 1: 10  
Count for numbers of length 2: 36  
Count for numbers of length 3: 138  
Count for numbers of length 4: 532  
Count for numbers of length 5: 2062

**Dynamic Programming**  
 There are many repeated traversal on smaller paths (traversal for smaller N) to find all possible longer paths (traversal for bigger N). See following two diagrams for example. In this traversal, for N = 4 from two starting positions (buttons ‘4’ and ‘8’), we can see there are few repeated traversals for N = 2 (e.g. 4 -> 1, 6 -> 3, 8 -> 9, 8 -> 7 etc).
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Since the problem has both properties: [Optimal Substructure](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/) and [Overlapping Subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/), it can be efficiently solved using dynamic programming.

Following is C program for dynamic programming implementation.

// A Dynamic Programming based C program to count number of  
// possible numbers of given length  
#include <stdio.h>  
  
// Return count of all possible numbers of length n  
// in a given numeric keyboard  
int getCount(char keypad[][3], int n)  
{  
 if(keypad == NULL || n <= 0)  
 return 0;  
 if(n == 1)  
 return 10;  
  
 // left, up, right, down move from current location  
 int row[] = {0, 0, -1, 0, 1};  
 int col[] = {0, -1, 0, 1, 0};  
  
 // taking n+1 for simplicity - count[i][j] will store  
 // number count starting with digit i and length j  
 int count[10][n+1];  
 int i=0, j=0, k=0, move=0, ro=0, co=0, num = 0;  
 int nextNum=0, totalCount = 0;  
  
 // count numbers starting with digit i and of lengths 0 and 1  
 for (i=0; i<=9; i++)  
 {  
 count[i][0] = 0;  
 count[i][1] = 1;  
 }  
  
 // Bottom up - Get number count of length 2, 3, 4, ... , n  
 for (k=2; k<=n; k++)  
 {  
 for (i=0; i<4; i++) // Loop on keypad row  
 {  
 for (j=0; j<3; j++) // Loop on keypad column  
 {  
 // Process for 0 to 9 digits  
 if (keypad[i][j] != '\*' && keypad[i][j] != '#')  
 {  
 // Here we are counting the numbers starting with  
 // digit keypad[i][j] and of length k keypad[i][j]  
 // will become 1st digit, and we need to look for  
 // (k-1) more digits  
 num = keypad[i][j] - '0';  
 count[num][k] = 0;  
  
 // move left, up, right, down from current location  
 // and if new location is valid, then get number  
 // count of length (k-1) from that new digit and  
 // add in count we found so far  
 for (move=0; move<5; move++)  
 {  
 ro = i + row[move];  
 co = j + col[move];  
 if (ro >= 0 && ro <= 3 && co >=0 && co <= 2 &&  
 keypad[ro][co] != '\*' && keypad[ro][co] != '#')  
 {  
 nextNum = keypad[ro][co] - '0';  
 count[num][k] += count[nextNum][k-1];  
 }  
 }  
 }  
 }  
 }  
 }  
  
 // Get count of all possible numbers of length "n" starting  
 // with digit 0, 1, 2, ..., 9  
 totalCount = 0;  
 for (i=0; i<=9; i++)  
 totalCount += count[i][n];  
 return totalCount;  
}  
  
// Driver program to test above function  
int main(int argc, char \*argv[])  
{  
 char keypad[4][3] = {{'1','2','3'},  
 {'4','5','6'},  
 {'7','8','9'},  
 {'\*','0','#'}};  
 printf("Count for numbers of length %d: %d\n", 1, getCount(keypad, 1));  
 printf("Count for numbers of length %d: %d\n", 2, getCount(keypad, 2));  
 printf("Count for numbers of length %d: %d\n", 3, getCount(keypad, 3));  
 printf("Count for numbers of length %d: %d\n", 4, getCount(keypad, 4));  
 printf("Count for numbers of length %d: %d\n", 5, getCount(keypad, 5));  
  
 return 0;  
}

Output:

Count for numbers of length 1: 10  
Count for numbers of length 2: 36  
Count for numbers of length 3: 138  
Count for numbers of length 4: 532  
Count for numbers of length 5: 2062

**A Space Optimized Solution:**  
 The above dynamic programming approach also runs in O(n) time and requires O(n) auxiliary space, as only one for loop runs n times, other for loops runs for constant time. We can see that nth iteration needs data from (n-1)th iteration only, so we need not keep the data from older iterations. We can have a space efficient dynamic programming approach with just two arrays of size 10. Thanks to Nik for suggesting this solution.

// A Space Optimized C program to count number of possible numbers  
// of given length  
#include <stdio.h>  
  
// Return count of all possible numbers of length n  
// in a given numeric keyboard  
int getCount(char keypad[][3], int n)  
{  
 if(keypad == NULL || n <= 0)  
 return 0;  
 if(n == 1)  
 return 10;  
  
 // odd[i], even[i] arrays represent count of numbers starting  
 // with digit i for any length j  
 int odd[10], even[10];  
 int i = 0, j = 0, useOdd = 0, totalCount = 0;  
  
 for (i=0; i<=9; i++)  
 odd[i] = 1; // for j = 1  
  
 for (j=2; j<=n; j++) // Bottom Up calculation from j = 2 to n  
 {  
 useOdd = 1 - useOdd;  
  
 // Here we are explicitly writing lines for each number 0  
 // to 9. But it can always be written as DFS on 4X3 grid  
 // using row, column array valid moves  
 if(useOdd == 1)  
 {  
 even[0] = odd[0] + odd[8];  
 even[1] = odd[1] + odd[2] + odd[4];  
 even[2] = odd[2] + odd[1] + odd[3] + odd[5];  
 even[3] = odd[3] + odd[2] + odd[6];  
 even[4] = odd[4] + odd[1] + odd[5] + odd[7];  
 even[5] = odd[5] + odd[2] + odd[4] + odd[8] + odd[6];  
 even[6] = odd[6] + odd[3] + odd[5] + odd[9];  
 even[7] = odd[7] + odd[4] + odd[8];  
 even[8] = odd[8] + odd[0] + odd[5] + odd[7] + odd[9];  
 even[9] = odd[9] + odd[6] + odd[8];  
 }  
 else  
 {  
 odd[0] = even[0] + even[8];  
 odd[1] = even[1] + even[2] + even[4];  
 odd[2] = even[2] + even[1] + even[3] + even[5];  
 odd[3] = even[3] + even[2] + even[6];  
 odd[4] = even[4] + even[1] + even[5] + even[7];  
 odd[5] = even[5] + even[2] + even[4] + even[8] + even[6];  
 odd[6] = even[6] + even[3] + even[5] + even[9];  
 odd[7] = even[7] + even[4] + even[8];  
 odd[8] = even[8] + even[0] + even[5] + even[7] + even[9];  
 odd[9] = even[9] + even[6] + even[8];  
 }  
 }  
  
 // Get count of all possible numbers of length "n" starting  
 // with digit 0, 1, 2, ..., 9  
 totalCount = 0;  
 if(useOdd == 1)  
 {  
 for (i=0; i<=9; i++)  
 totalCount += even[i];  
 }  
 else  
 {  
 for (i=0; i<=9; i++)  
 totalCount += odd[i];  
 }  
 return totalCount;  
}  
  
// Driver program to test above function  
int main()  
{  
 char keypad[4][3] = {{'1','2','3'},  
 {'4','5','6'},  
 {'7','8','9'},  
 {'\*','0','#'}  
 };  
 printf("Count for numbers of length %d: %d\n", 1, getCount(keypad, 1));  
 printf("Count for numbers of length %d: %d\n", 2, getCount(keypad, 2));  
 printf("Count for numbers of length %d: %d\n", 3, getCount(keypad, 3));  
 printf("Count for numbers of length %d: %d\n", 4, getCount(keypad, 4));  
 printf("Count for numbers of length %d: %d\n", 5, getCount(keypad, 5));  
  
 return 0;  
}

Output:

Count for numbers of length 1: 10  
Count for numbers of length 2: 36  
Count for numbers of length 3: 138  
Count for numbers of length 4: 532  
Count for numbers of length 5: 2062

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/mobile-numeric-keypad-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Matrix](http://www.geeksforgeeks.org/tag/matrix/)
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Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Minimum Cost Polygon Triangulation

A triangulation of a convex polygon is formed by drawing diagonals between non-adjacent vertices (corners) such that the diagonals never intersect. The problem is to find the cost of triangulation with the minimum cost. The cost of a triangulation is sum of the weights of its component triangles. Weight of each triangle is its perimeter (sum of lengths of all sides)

See following example taken from [this](http://www.cs.utoronto.ca/~heap/Courses/270F02/A4/chains/node2.html)source.
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*Two triangulations of the same convex pentagon. The triangulation on the left has a cost of 8 + 2√2 + 2√5 (approximately 15.30), the one on the right has a cost of 4 + 2√2 + 4√5 (approximately 15.77).*

This problem has recursive substructure. The idea is to divide the polygon into three parts: a single triangle, the sub-polygon to the left, and the sub-polygon to the right. We try all possible divisions like this and find the one that minimizes the cost of the triangle plus the cost of the triangulation of the two sub-polygons.

Let Minimum Cost of triangulation of vertices from i to j be minCost(i, j)  
If j   
Following is C++ implementation of above naive recursive formula.  
   
// Recursive implementation for minimum cost convex polygon triangulation  
#include <iostream>  
#include <cmath>  
#define MAX 1000000.0  
using namespace std;  
  
// Structure of a point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
// Utility function to find minimum of two double values  
double min(double x, double y)  
{  
 return (x <= y)? x : y;  
}  
  
// A utility function to find distance between two points in a plane  
double dist(Point p1, Point p2)  
{  
 return sqrt((p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y));  
}  
  
// A utility function to find cost of a triangle. The cost is considered  
// as perimeter (sum of lengths of all edges) of the triangle  
double cost(Point points[], int i, int j, int k)  
{  
 Point p1 = points[i], p2 = points[j], p3 = points[k];  
 return dist(p1, p2) + dist(p2, p3) + dist(p3, p1);  
}  
  
// A recursive function to find minimum cost of polygon triangulation  
// The polygon is represented by points[i..j].  
double mTC(Point points[], int i, int j)  
{  
 // There must be at least three points between i and j  
 // (including i and j)  
 if (j < i+2)  
 return 0;  
  
 // Initialize result as infinite  
 double res = MAX;  
  
 // Find minimum triangulation by considering all  
 for (int k=i+1; k<j; k++)  
 res = min(res, (mTC(points, i, k) + mTC(points, k, j) +  
 cost(points, i, k, j)));  
 return res;  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 0}, {1, 0}, {2, 1}, {1, 2}, {0, 2}};  
 int n = sizeof(points)/sizeof(points[0]);  
 cout << mTC(points, 0, n-1);  
 return 0;  
}

Output:

15.3006

The above problem is similar to [Matrix Chain Multiplication](http://www.geeksforgeeks.org/dynamic-programming-set-8-matrix-chain-multiplication/). The following is recursion tree for mTC(points[], 0, 4).
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It can be easily seen in the above recursion tree that the problem has many overlapping subproblems. Since the problem has both properties: [Optimal Substructure](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/) and [Overlapping Subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/), it can be efficiently solved using dynamic programming.

Following is C++ implementation of dynamic programming solution.

// A Dynamic Programming based program to find minimum cost of convex  
// polygon triangulation  
#include <iostream>  
#include <cmath>  
#define MAX 1000000.0  
using namespace std;  
  
// Structure of a point in 2D plane  
struct Point  
{  
 int x, y;  
};  
  
// Utility function to find minimum of two double values  
double min(double x, double y)  
{  
 return (x <= y)? x : y;  
}  
  
// A utility function to find distance between two points in a plane  
double dist(Point p1, Point p2)  
{  
 return sqrt((p1.x - p2.x)\*(p1.x - p2.x) +  
 (p1.y - p2.y)\*(p1.y - p2.y));  
}  
  
// A utility function to find cost of a triangle. The cost is considered  
// as perimeter (sum of lengths of all edges) of the triangle  
double cost(Point points[], int i, int j, int k)  
{  
 Point p1 = points[i], p2 = points[j], p3 = points[k];  
 return dist(p1, p2) + dist(p2, p3) + dist(p3, p1);  
}  
  
// A Dynamic programming based function to find minimum cost for convex  
// polygon triangulation.  
double mTCDP(Point points[], int n)  
{  
 // There must be at least 3 points to form a triangle  
 if (n < 3)  
 return 0;  
  
 // table to store results of subproblems. table[i][j] stores cost of  
 // triangulation of points from i to j. The entry table[0][n-1] stores  
 // the final result.  
 double table[n][n];  
  
 // Fill table using above recursive formula. Note that the table  
 // is filled in diagonal fashion i.e., from diagonal elements to  
 // table[0][n-1] which is the result.  
 for (int gap = 0; gap < n; gap++)  
 {  
 for (int i = 0, j = gap; j < n; i++, j++)  
 {  
 if (j < i+2)  
 table[i][j] = 0.0;  
 else  
 {  
 table[i][j] = MAX;  
 for (int k = i+1; k < j; k++)  
 {  
 double val = table[i][k] + table[k][j] + cost(points,i,j,k);  
 if (table[i][j] > val)  
 table[i][j] = val;  
 }  
 }  
 }  
 }  
 return table[0][n-1];  
}  
  
// Driver program to test above functions  
int main()  
{  
 Point points[] = {{0, 0}, {1, 0}, {2, 1}, {1, 2}, {0, 2}};  
 int n = sizeof(points)/sizeof(points[0]);  
 cout << mTCDP(points, n);  
 return 0;  
}

Output:

15.3006

Time complexity of the above dynamic programming solution is O(n3).

Please note that the above implementations assume that the points of covnvex polygon are given in order (either clockwise or anticlockwise)

**Exercise:**  
 Extend the above solution to print triangulation also. For the above example, the optimal triangulation is 0 3 4, 0 1 3, and 1 2 3.

**Sources:**  
 <http://www.cs.utexas.edu/users/djimenez/utsa/cs3343/lecture12.html>  
 <http://www.cs.utoronto.ca/~heap/Courses/270F02/A4/chains/node2.html>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/minimum-cost-polygon-triangulation/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [geometric algorithms](http://www.geeksforgeeks.org/tag/geometric-algorithms/)
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[← D E Shaw Interview | Set 6 (Off-Campus)](http://www.geeksforgeeks.org/d-e-shaw-interview-set-6-campus/) [Find n’th number in a number system with only 3 and 4 →](http://www.geeksforgeeks.org/find-nth-number-number-system-3-4/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Longest Even Length Substring such that Sum of First and Second Half is same

Given a string ‘str’ of digits, find length of the longest substring of ‘str’, such that the length of the substring is 2k digits and sum of left k digits is equal to the sum of right k digits.

Examples:

Input: str = "123123"  
Output: 6  
The complete string is of even length and sum of first and second  
half digits is same  
  
Input: str = "1538023"  
Output: 4  
The longest substring with same first and second half sum is "5380"

**Simple Solution [ O(n3) ]**  
 A Simple Solution is to check every substring of even length. The following is C based implementation of simple approach.

// A simple C based program to find length of longest even length  
// substring with same sum of digits in left and right   
#include<stdio.h>  
#include<string.h>  
  
int findLength(char \*str)  
{  
 int n = strlen(str);  
 int maxlen =0; // Initialize result  
  
 // Choose starting point of every substring  
 for (int i=0; i<n; i++)  
 {  
 // Choose ending point of even length substring  
 for (int j =i+1; j<n; j += 2)  
 {  
 int length = j-i+1;//Find length of current substr  
  
 // Calculate left & right sums for current substr  
 int leftsum = 0, rightsum =0;  
 for (int k =0; k<length/2; k++)  
 {  
 leftsum += (str[i+k]-'0');  
 rightsum += (str[i+k+length/2]-'0');  
 }  
  
 // Update result if needed  
 if (leftsum == rightsum && maxlen < length)  
 maxlen = length;  
 }  
 }  
 return maxlen;  
}  
  
// Driver program to test above function  
int main(void)  
{  
 char str[] = "1538023";  
 printf("Length of the substring is %d", findLength(str));  
 return 0;  
}

Output:

Length of the substring is 4

**Dynamic Programming [ O(n2) and O(n2) extra space]**  
 The above solution can be optimized to work in O(n2) using **Dynamic Programming**. The idea is to build a 2D table that stores sums of substrings. The following is C based implementation of Dynamic Programming approach.

// A C based program that uses Dynamic Programming to find length of the  
// longest even substring with same sum of digits in left and right half  
#include <stdio.h>  
#include <string.h>  
  
int findLength(char \*str)  
{  
 int n = strlen(str);  
 int maxlen = 0; // Initialize result  
  
 // A 2D table where sum[i][j] stores sum of digits  
 // from str[i] to str[j]. Only filled entries are  
 // the entries where j >= i  
 int sum[n][n];  
  
 // Fill the diagonal values for sunstrings of length 1  
 for (int i =0; i<n; i++)  
 sum[i][i] = str[i]-'0';  
  
 // Fill entries for substrings of length 2 to n  
 for (int len=2; len<=n; len++)  
 {  
 // Pick i and j for current substring  
 for (int i=0; i<n-len+1; i++)  
 {  
 int j = i+len-1;  
 int k = len/2;  
  
 // Calculate value of sum[i][j]  
 sum[i][j] = sum[i][j-k] + sum[j-k+1][j];  
  
 // Update result if 'len' is even, left and right  
 // sums are same and len is more than maxlen  
 if (len%2 == 0 && sum[i][j-k] == sum[(j-k+1)][j]  
 && len > maxlen)  
 maxlen = len;  
 }  
 }  
 return maxlen;  
}  
  
// Driver program to test above function  
int main(void)  
{  
 char str[] = "153803";  
 printf("Length of the substring is %d", findLength(str));  
 return 0;  
}

Output:

Length of the substring is 4

Time complexity of the above solution is O(n2), but it requires O(n2) extra space.

**[A O(n2) and O(n) extra space solution]**  
 The idea is to use a single dimensional array to store cumulative sum.

// A O(n^2) time and O(n) extra space solution  
#include<bits/stdc++.h>  
using namespace std;  
  
int findLength(string str, int n)  
{  
 int sum[n+1]; // To store cumulative sum from first digit to nth digit  
 sum[0] = 0;  
  
 /\* Store cumulative sum of digits from first to last digit \*/  
 for (int i = 1; i <= n; i++)  
 sum[i] = (sum[i-1] + str[i-1] - '0'); /\* convert chars to int \*/  
  
 int ans = 0; // initialize result  
  
 /\* consider all even length substrings one by one \*/  
 for (int len = 2; len <= n; len += 2)  
 {  
 for (int i = 0; i <= n-len; i++)  
 {  
 int j = i + len - 1;  
  
 /\* Sum of first and second half is same than update ans \*/  
 if (sum[i+len/2] - sum[i] == sum[i+len] - sum[i+len/2])  
 ans = max(ans, len);  
 }  
 }  
 return ans;  
}  
  
// Driver program to test above function  
int main()  
{  
 string str = "123123";  
 cout << "Length of the substring is " << findLength(str, str.length());  
 return 0;  
}

Output:

Length of the substring is 6

Thanks to Gaurav Ahirwar for suggesting this method.

**[A O(n2) time and O(1) extra space solution]**  
 The idea is to consider all possible mid points (of even length substrings) and keep expanding on both sides to get and update optimal length as the sum of two sides become equal.

Below is C++ implementation of the above idea.

// A O(n^2) time and O(1) extra space solution  
#include<bits/stdc++.h>  
using namespace std;  
  
int findLength(string str, int n)  
{  
 int ans = 0; // Initialize result  
  
 // Consider all possible midpoints one by one  
 for (int i = 0; i <= n-2; i++)  
 {  
 /\* For current midpoint 'i', keep expanding substring on  
 both sides, if sum of both sides becomes equal update  
 ans \*/  
 int l = i, r = i + 1;  
  
 /\* initialize left and right sum \*/  
 int lsum = 0, rsum = 0;  
  
 /\* move on both sides till indexes go out of bounds \*/  
 while (r < n && l >= 0)  
 {  
 lsum += str[l] - '0';  
 rsum += str[r] - '0';  
 if (lsum == rsum)  
 ans = max(ans, r-l+1);  
 l--;  
 r++;  
 }  
 }  
 return ans;  
}  
  
// Driver program to test above function  
int main()  
{  
 string str = "123123";  
 cout << "Length of the substring is " << findLength(str, str.length());  
 return 0;  
}

Output:

Length of the substring is 6

Thanks to Gaurav Ahirwar for suggesting this method.

This article is contributed by **Ashish Bansal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/longest-even-length-substring-sum-first-second-half/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Weighted Job Scheduling

Given N jobs where every job is represented by following three elements of it.  
 1) Start Time  
 2) Finish Time.  
 3) Profit or Value Associated.  
 Find the maximum profit subset of jobs such that no two jobs in the subset overlap.

Example:

Input: Number of Jobs n = 4  
 Job Details {Start Time, Finish Time, Profit}  
 Job 1: {1, 2, 50}   
 Job 2: {3, 5, 20}  
 Job 3: {6, 19, 100}  
 Job 4: {2, 100, 200}  
Output: The maximum profit is 250.  
We can get the maximum profit by scheduling jobs 1 and 4.  
Note that there is longer schedules possible Jobs 1, 2 and 3   
but the profit with this schedule is 20+50+100 which is less than 250.

A simple version of this problem is discussed [here](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/)where every job has same profit or value. The [Greedy Strategy for activity selection](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/) doesn’t work here as the longer schedule may have smaller profit or value.

The above problem can be solved using following recursive solution.

1) First sort jobs according to finish time.  
2) Now apply following recursive process.   
 // Here arr[] is array of n jobs  
 findMaximumProfit(arr[], n)  
 {  
 a) if (n == 1) return arr[0];  
 b) Return the maximum of following two profits.  
 (i) Maximum profit by excluding current job, i.e.,   
 findMaximumProfit(arr, n-1)  
 (ii) Maximum profit by including the current job   
 }  
  
How to find the profit including current job?  
The idea is to find the latest job before the current job (in   
sorted array) that doesn't conflict with current job 'arr[n-1]'.   
Once we find such a job, we recur for all jobs till that job and  
add profit of current job to result.  
In the above example, "job 1" is the latest non-conflicting  
for "job 4" and "job 2" is the latest non-conflicting for "job 3".

The following is C++ implementation of above naive recursive method.

// C++ program for weighted job scheduling using Naive Recursive Method  
#include <iostream>  
#include <algorithm>  
using namespace std;  
  
// A job has start time, finish time and profit.  
struct Job  
{  
 int start, finish, profit;  
};  
  
// A utility function that is used for sorting events  
// according to finish time  
bool myfunction(Job s1, Job s2)  
{  
 return (s1.finish < s2.finish);  
}  
  
// Find the latest job (in sorted array) that doesn't  
// conflict with the job[i]. If there is no compatible job,  
// then it returns -1.  
int latestNonConflict(Job arr[], int i)  
{  
 for (int j=i-1; j>=0; j--)  
 {  
 if (arr[j].finish <= arr[i-1].start)  
 return j;  
 }  
 return -1;  
}  
  
// A recursive function that returns the maximum possible  
// profit from given array of jobs. The array of jobs must  
// be sorted according to finish time.  
int findMaxProfitRec(Job arr[], int n)  
{  
 // Base case  
 if (n == 1) return arr[n-1].profit;  
  
 // Find profit when current job is inclueded  
 int inclProf = arr[n-1].profit;  
 int i = latestNonConflict(arr, n);  
 if (i != -1)  
 inclProf += findMaxProfitRec(arr, i+1);  
  
 // Find profit when current job is excluded  
 int exclProf = findMaxProfitRec(arr, n-1);  
  
 return max(inclProf, exclProf);  
}  
  
// The main function that returns the maximum possible  
// profit from given array of jobs  
int findMaxProfit(Job arr[], int n)  
{  
 // Sort jobs according to finish time  
 sort(arr, arr+n, myfunction);  
  
 return findMaxProfitRec(arr, n);  
}  
  
// Driver program  
int main()  
{  
 Job arr[] = {{3, 10, 20}, {1, 2, 50}, {6, 19, 100}, {2, 100, 200}};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "The optimal profit is " << findMaxProfit(arr, n);  
 return 0;  
}

Output:

The optimal profit is 250

The above solution may contain many overlapping subproblems. For example if lastNonConflicting() always returns previous job, then findMaxProfitRec(arr, n-1) is called twice and the time complexity becomes O(n\*2n). As another example when lastNonConflicting() returns previous to previous job, there are two recursive calls, for n-2 and n-1. In this example case, recursion becomes same as Fibonacci Numbers.  
 So this problem has both properties of Dynamic Programming, [Optimal Substructure](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/)and [Overlapping Subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/).  
 Like other Dynamic Programming Problems, we can solve this problem by making a table that stores solution of subproblems.

Below is C++ implementation based on Dynamic Programming.

// C++ program for weighted job scheduling using Dynamic Programming.  
#include <iostream>  
#include <algorithm>  
using namespace std;  
  
// A job has start time, finish time and profit.  
struct Job  
{  
 int start, finish, profit;  
};  
  
// A utility function that is used for sorting events  
// according to finish time  
bool myfunction(Job s1, Job s2)  
{  
 return (s1.finish < s2.finish);  
}  
  
// Find the latest job (in sorted array) that doesn't  
// conflict with the job[i]  
int latestNonConflict(Job arr[], int i)  
{  
 for (int j=i-1; j>=0; j--)  
 {  
 if (arr[j].finish <= arr[i].start)  
 return j;  
 }  
 return -1;  
}  
  
// The main function that returns the maximum possible  
// profit from given array of jobs  
int findMaxProfit(Job arr[], int n)  
{  
 // Sort jobs according to finish time  
 sort(arr, arr+n, myfunction);  
  
 // Create an array to store solutions of subproblems. table[i]  
 // stores the profit for jobs till arr[i] (including arr[i])  
 int \*table = new int[n];  
 table[0] = arr[0].profit;  
  
 // Fill entries in M[] using recursive property  
 for (int i=1; i<n; i++)  
 {  
 // Find profit including the current job  
 int inclProf = arr[i].profit;  
 int l = latestNonConflict(arr, i);  
 if (l != -1)  
 inclProf += table[l];  
  
 // Store maximum of including and excluding  
 table[i] = max(inclProf, table[i-1]);  
 }  
  
 // Store result and free dynamic memory allocated for table[]  
 int result = table[n-1];  
 delete[] table;  
  
 return result;  
}  
  
// Driver program  
int main()  
{  
 Job arr[] = {{3, 10, 20}, {1, 2, 50}, {6, 19, 100}, {2, 100, 200}};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "The optimal profit is " << findMaxProfit(arr, n);  
 return 0;  
}

Output:

The optimal profit is 250

Time Complexity of the above Dynamic Programming Solution is O(n2). Note that the above solution can be optimized to O(nLogn) using Binary Search in latestNonConflict() instead of linear search. Thanks to Garvit for suggesting this optimization.

**References:**  
 <http://courses.cs.washington.edu/courses/cse521/13wi/slides/06dp-sched.pdf>

This article is contributed by Shivam. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/weighted-job-scheduling/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Count number of ways to reach a given score in a game

Consider a game where a player can score 3 or 5 or 10 points in a move. Given a total score n, find number of ways to reach the given score.

Examples:

Input: n = 20  
Output: 4  
There are following 4 ways to reach 20  
(10, 10)  
(5, 5, 10)  
(5, 5, 5, 5)  
(3, 3, 3, 3, 3, 5)  
  
Input: n = 13  
Output: 2  
There are following 2 ways to reach 13  
(3, 5, 5)  
(3, 10)

**We strongly recommend you to minimize the browser and try this yourself first.**

This problem is a variation of [coin change problem](http://www.geeksforgeeks.org/dynamic-programming-set-7-coin-change/) and can be solved in O(n) time and O(n) auxiliary space.

The idea is to create a table of size n+1 to store counts of all scores from 0 to n. For every possible move (3, 5 and 10), increment values in table.

// A C program to count number of possible ways to a given score  
// can be reached in a game where a move can earn 3 or 5 or 10  
#include <stdio.h>  
  
// Returns number of ways to reach score n  
int count(int n)  
{  
 // table[i] will store count of solutions for  
 // value i.  
 int table[n+1], i;  
  
 // Initialize all table values as 0  
 memset(table, 0, sizeof(table));  
  
 // Base case (If given value is 0)  
 table[0] = 1;  
  
 // One by one consider given 3 moves and update the table[]  
 // values after the index greater than or equal to the  
 // value of the picked move  
 for (i=3; i<=n; i++)  
 table[i] += table[i-3];  
 for (i=5; i<=n; i++)  
 table[i] += table[i-5];  
 for (i=10; i<=n; i++)  
 table[i] += table[i-10];  
  
 return table[n];  
}  
  
  
// Driver program  
int main(void)  
{  
 int n = 20;  
 printf("Count for %d is %d\n", n, count(n));  
  
 n = 13;  
 printf("Count for %d is %d", n, count(n));  
 return 0;  
}

Output:

Count for 20 is 4  
Count for 13 is 2

**Exercise:** How to count score when (10, 5, 5), (5, 5, 10) and (5, 10, 5) are considered as different sequences of moves. Similarly, (5, 3, 3), (3, 5, 3) and (3, 3, 5) are considered different.

This article is contributed by **Rajeev Arora**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-number-ways-reach-given-score-game/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Vertex Cover Problem | Set 2 (Dynamic Programming Solution for Tree)

A [vertex cover of an undirected graph](http://www.geeksforgeeks.org/vertex-cover-problem-set-1-introduction-approximate-algorithm-2/) is a subset of its vertices such that for every edge (u, v) of the graph, either ‘u’ or ‘v’ is in vertex cover. Although the name is Vertex Cover, the set covers all edges of the given graph.  
 The problem to find minimum size vertex cover of a graph is [NP complete](http://www.geeksforgeeks.org/np-completeness-set-1/). But it can be solved in polynomial time for trees. In this post a solution for Binary Tree is discussed. The same solution can be extended for n-ary trees.

For example, consider the following binary tree. The smallest vertex cover is {20, 50, 30} and size of the vertex cover is 3.  
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The idea is to consider following two possibilities for root and recursively for all nodes down the root.  
 ***1) Root is part of vertex cover:*** In this case root covers all children edges. We recursively calculate size of vertex covers for left and right subtrees and add 1 to the result (for root).

***2) Root is not part of vertex cover:*** In this case, both children of root must be included in vertex cover to cover all root to children edges. We recursively calculate size of vertex covers of all grandchildren and number of children to the result (for two children of root).

Below is C implementation of above idea.

// A naive recursive C implementation for vertex cover problem for a tree  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find min of two integers  
int min(int x, int y) { return (x < y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to  
 right child \*/  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// The function returns size of the minimum vertex cover  
int vCover(struct node \*root)  
{  
 // The size of minimum vertex cover is zero if tree is empty or there  
 // is only one node  
 if (root == NULL)  
 return 0;  
 if (root->left == NULL && root->right == NULL)  
 return 0;  
  
 // Calculate size of vertex cover when root is part of it  
 int size\_incl = 1 + vCover(root->left) + vCover(root->right);  
  
 // Calculate size of vertex cover when root is not part of it  
 int size\_excl = 0;  
 if (root->left)  
 size\_excl += 1 + vCover(root->left->left) + vCover(root->left->right);  
 if (root->right)  
 size\_excl += 1 + vCover(root->right->left) + vCover(root->right->right);  
  
 // Return the minimum of two sizes  
 return min(size\_incl, size\_excl);  
}  
  
// A utility function to create a node  
struct node\* newNode( int data )  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the smallest vertex cover is %d ", vCover(root));  
  
 return 0;  
}

Output:

Size of the smallest vertex cover is 3

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. For example, vCover of node with value 50 is evaluated twice as 50 is grandchild of 10 and child of 20.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So Vertex Cover problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](http://www.geeksforgeeks.org/archives/tag/dynamic-programming) re-computations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

Following is C implementation of Dynamic Programming based solution. In the following solution, an additional field ‘vc’ is added to tree nodes. The initial value of ‘vc’ is set as 0 for all nodes. The recursive function vCover() calculates ‘vc’ for a node only if it is not already set.

/\* Dynamic programming based program for Vertex Cover problem for   
 a Binary Tree \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find min of two integers  
int min(int x, int y) { return (x < y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to  
 right child \*/  
struct node  
{  
 int data;  
 int vc;  
 struct node \*left, \*right;  
};  
  
// A memoization based function that returns size of the minimum vertex cover.  
int vCover(struct node \*root)  
{  
 // The size of minimum vertex cover is zero if tree is empty or there  
 // is only one node  
 if (root == NULL)  
 return 0;  
 if (root->left == NULL && root->right == NULL)  
 return 0;  
  
 // If vertex cover for this node is already evaluated, then return it  
 // to save recomputation of same subproblem again.  
 if (root->vc != 0)  
 return root->vc;  
  
 // Calculate size of vertex cover when root is part of it  
 int size\_incl = 1 + vCover(root->left) + vCover(root->right);  
  
 // Calculate size of vertex cover when root is not part of it  
 int size\_excl = 0;  
 if (root->left)  
 size\_excl += 1 + vCover(root->left->left) + vCover(root->left->right);  
 if (root->right)  
 size\_excl += 1 + vCover(root->right->left) + vCover(root->right->right);  
  
 // Minimum of two values is vertex cover, store it before returning  
 root->vc = min(size\_incl, size\_excl);  
  
 return root->vc;  
}  
  
// A utility function to create a node  
struct node\* newNode( int data )  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 temp->vc = 0; // Set the vertex cover as 0  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the smallest vertex cover is %d ", vCover(root));  
  
 return 0;  
}

Output:

Size of the smallest vertex cover is 3

**References:**  
 <http://courses.csail.mit.edu/6.006/spring11/lectures/lec21.pdf>

**Exercise:**  
 Extend the above solution for n-ary trees.

This article is contributed by **Udit Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/vertex-cover-problem-set-2-dynamic-programming-solution-tree/>

# Find the minimum cost to reach destination using a train

There are N stations on route of a train. The train goes from station 0 to N-1. The ticket cost for all pair of stations (i, j) is given where j is greater than i. Find the minimum cost to reach the destination.

Consider the following example:

Input:   
cost[N][N] = { {0, 15, 80, 90},  
 {INF, 0, 40, 50},  
 {INF, INF, 0, 70},  
 {INF, INF, INF, 0}  
 };  
There are 4 stations and cost[i][j] indicates cost to reach j   
from i. The entries where j   
We strongly recommend to minimize your browser and try this yourself first.  
The minimum cost to reach N-1 from 0 can be recursively written as following:  
   
minCost(0, N-1) = MIN { cost[0][n-1],   
 cost[0][1] + minCost(1, N-1),   
 minCost(0, 2) + minCost(2, N-1),   
 ........,   
 minCost(0, N-2) + cost[N-2][n-1] }

The following is C++ implementation of above recursive formula.

// A naive recursive solution to find min cost path from station 0  
// to station N-1  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// infinite value  
#define INF INT\_MAX  
  
// Number of stations  
#define N 4  
  
// A recursive function to find the shortest path from  
// source 's' to destination 'd'.  
int minCostRec(int cost[][N], int s, int d)  
{  
 // If source is same as destination  
 // or destination is next to source  
 if (s == d || s+1 == d)  
 return cost[s][d];  
  
 // Initialize min cost as direct ticket from  
 // source 's' to destination 'd'.  
 int min = cost[s][d];  
  
 // Try every intermediate vertex to find minimum  
 for (int i = s+1; i<d; i++)  
 {  
 int c = minCostRec(cost, s, i) +  
 minCostRec(cost, i, d);  
 if (c < min)  
 min = c;  
 }  
 return min;  
}  
  
// This function returns the smallest possible cost to  
// reach station N-1 from station 0. This function mainly  
// uses minCostRec().  
int minCost(int cost[][N])  
{  
 return minCostRec(cost, 0, N-1);  
}  
  
// Driver program to test above function  
int main()  
{  
 int cost[N][N] = { {0, 15, 80, 90},  
 {INF, 0, 40, 50},  
 {INF, INF, 0, 70},  
 {INF, INF, INF, 0}  
 };  
 cout << "The Minimum cost to reach station "  
 << N << " is " << minCost(cost);  
 return 0;  
}

Output:

The Minimum cost to reach station 4 is 65

Time complexity of the above implementation is exponential as it tries every possible path from 0 to N-1. The above solution solves same subrpoblems multiple times (it can be seen by drawing recursion tree for minCostPathRec(0, 5).  
 Since this problem has both properties of dynamic programming problems ((see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)). Like other typical [Dynamic Programming(DP) problems,](http://www.geeksforgeeks.org/archives/tag/dynamic-programming) re-computations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

One dynamic programming solution is to create a 2D table and fill the table using above given recursive formula. The extra space required in this solution would be O(N2) and time complexity would be O(N3)

We can solve this problem using O(N) extra space and O(N2) time. The idea is based on the fact that given input matrix is a Directed Acyclic Graph (DAG). The shortest path in DAG can be calculated using the approach discussed in below post.

[Shortest Path in Directed Acyclic Graph](http://www.geeksforgeeks.org/shortest-path-for-directed-acyclic-graphs/)

We need to do less work here compared to above mentioned post as we know [topological sorting](http://www.geeksforgeeks.org/topological-sorting/) of the graph. The topological sorting of vertices here is 0, 1, ..., N-1. Following is the idea once topological sorting is known.

The idea in below code is to first calculate min cost for station 1, then for station 2, and so on. These costs are stored in an array dist[0...N-1].

1) The min cost for station 0 is 0, i.e., dist[0] = 0

2) The min cost for station 1 is cost[0][1], i.e., dist[1] = cost[0][1]

3) The min cost for station 2 is minimum of following two.  
      a) dist[0] + cost[0][2]  
      b) dist[1] + cost[1][2]

3) The min cost for station 3 is minimum of following three.  
      a) dist[0] + cost[0][3]  
      b) dist[1] + cost[1][3]  
      c) dist[2] + cost[2][3]

Similarly, dist[4], dist[5], ... dist[N-1] are calculated.

Below is C++ implementation of above idea.

// A Dynamic Programming based solution to find min cost  
// to reach station N-1 from station 0.  
#include<iostream>  
#include<climits>  
using namespace std;  
  
#define INF INT\_MAX  
#define N 4  
  
// This function returns the smallest possible cost to  
// reach station N-1 from station 0.  
int minCost(int cost[][N])  
{  
 // dist[i] stores minimum cost to reach station i  
 // from station 0.  
 int dist[N];  
 for (int i=0; i<N; i++)  
 dist[i] = INF;  
 dist[0] = 0;  
  
 // Go through every station and check if using it  
 // as an intermediate station gives better path  
 for (int i=0; i<N; i++)  
 for (int j=i+1; j<N; j++)  
 if (dist[j] > dist[i] + cost[i][j])  
 dist[j] = dist[i] + cost[i][j];  
  
 return dist[N-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int cost[N][N] = { {0, 15, 80, 90},  
 {INF, 0, 40, 50},  
 {INF, INF, 0, 70},  
 {INF, INF, INF, 0}  
 };  
 cout << "The Minimum cost to reach station "  
 << N << " is " << minCost(cost);  
 return 0;  
}

Output:

The Minimum cost to reach station 4 is 65

This article is contributed by **Udit Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-minimum-cost-to-reach-a-destination-where-every-station-is-connected-in-one-direction/>

Category: [Graph](http://www.geeksforgeeks.org/category/graph/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# How to print maximum number of A's using given four keys

This is a famous interview question asked in [Google](http://www.careercup.com/question?id=7184083), [Paytm](http://www.geeksforgeeks.org/one97paytm-interview-experience/) and many other company interviews.

Below is the problem statement.

Imagine you have a special keyboard with the following keys:   
Key 1: Prints 'A' on screen  
Key 2: (Ctrl-A): Select screen  
Key 3: (Ctrl-C): Copy selection to buffer  
Key 4: (Ctrl-V): Print buffer on screen appending it  
 after what has already been printed.   
  
If you can only press the keyboard for N times (with the above four  
keys), write a program to produce maximum numbers of A's. That is to  
say, the input parameter is N (No. of keys that you can press), the   
output is M (No. of As that you can produce).

Examples:

Input: N = 3  
Output: 3  
We can at most get 3 A's on screen by pressing   
following key sequence.  
A, A, A  
  
Input: N = 7  
Output: 9  
We can at most get 9 A's on screen by pressing   
following key sequence.  
A, A, A, Ctrl A, Ctrl C, Ctrl V, Ctrl V  
  
Input: N = 11  
Output: 27  
We can at most get 27 A's on screen by pressing   
following key sequence.  
A, A, A, Ctrl A, Ctrl C, Ctrl V, Ctrl V, Ctrl A,   
Ctrl C, Ctrl V, Ctrl V

**We strongly recommend to minimize your browser and try this yourself first.**

Below are few important points to note.  
 a) For N 6).  
 The task is to find out the break=point after which we get the above suffix of keystrokes. Definition of a breakpoint is that instance after which we need to only press Ctrl-A, Ctrl-C once and the only Ctrl-V’s afterwards to generate the optimal length. If we loop from N-3 to 1 and choose each of these values for the break-point, and compute that optimal string they would produce. Once the loop ends, we will have the maximum of the optimal lengths for various breakpoints, thereby giving us the optimal length for N keystrokes.

Below is C implementation based on above idea.

/\* A recursive C program to print maximum number of A's using   
 following four keys \*/  
#include<stdio.h>  
  
// A recursive function that returns the optimal length string   
// for N keystrokes  
int findoptimal(int N)  
{  
 // The optimal string length is N when N is smaller than 7  
 if (N <= 6)  
 return N;  
  
 // Initialize result  
 int max = 0;  
  
 // TRY ALL POSSIBLE BREAK-POINTS  
 // For any keystroke N, we need to loop from N-3 keystrokes  
 // back to 1 keystroke to find a breakpoint 'b' after which we  
 // will have Ctrl-A, Ctrl-C and then only Ctrl-V all the way.  
 int b;  
 for (b=N-3; b>=1; b--)  
 {  
 // If the breakpoint is s at b'th keystroke then  
 // the optimal string would have length  
 // (n-b-1)\*screen[b-1];  
 int curr = (N-b-1)\*findoptimal(b);  
 if (curr > max)  
 max = curr;  
 }  
 return max;  
}  
  
// Driver program  
int main()  
{  
 int N;  
  
 // for the rest of the array we will rely on the previous  
 // entries to compute new ones  
 for (N=1; N<=20; N++)  
 printf("Maximum Number of A's with %d keystrokes is %d\n",  
 N, findoptimal(N));  
}

Output:

Maximum Number of A's with 1 keystrokes is 1  
Maximum Number of A's with 2 keystrokes is 2  
Maximum Number of A's with 3 keystrokes is 3  
Maximum Number of A's with 4 keystrokes is 4  
Maximum Number of A's with 5 keystrokes is 5  
Maximum Number of A's with 6 keystrokes is 6  
Maximum Number of A's with 7 keystrokes is 9  
Maximum Number of A's with 8 keystrokes is 12  
Maximum Number of A's with 9 keystrokes is 16  
Maximum Number of A's with 10 keystrokes is 20  
Maximum Number of A's with 11 keystrokes is 27  
Maximum Number of A's with 12 keystrokes is 36  
Maximum Number of A's with 13 keystrokes is 48  
Maximum Number of A's with 14 keystrokes is 64  
Maximum Number of A's with 15 keystrokes is 81  
Maximum Number of A's with 16 keystrokes is 108  
Maximum Number of A's with 17 keystrokes is 144  
Maximum Number of A's with 18 keystrokes is 192  
Maximum Number of A's with 19 keystrokes is 256  
Maximum Number of A's with 20 keystrokes is 324

The above function computes the same subproblems again and again. Recomputations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

Below is Dynamic Programming based C implementation where an auxiliary array screen[N] is used to store result of subproblems.

/\* A Dynamic Programming based C program to find maximum number of A's  
 that can be printed using four keys \*/  
#include<stdio.h>  
  
// this function returns the optimal length string for N keystrokes  
int findoptimal(int N)  
{  
 // The optimal string length is N when N is smaller than 7  
 if (N <= 6)  
 return N;  
  
 // An array to store result of subproblems  
 int screen[N];  
  
 int b; // To pick a breakpoint  
  
 // Initializing the optimal lengths array for uptil 6 input  
 // strokes.  
 int n;  
 for (n=1; n<=6; n++)  
 screen[n-1] = n;  
  
 // Solve all subproblems in bottom manner  
 for (n=7; n<=N; n++)  
 {  
 // Initialize length of optimal string for n keystrokes  
 screen[n-1] = 0;  
  
 // For any keystroke n, we need to loop from n-3 keystrokes  
 // back to 1 keystroke to find a breakpoint 'b' after which we  
 // will have ctrl-a, ctrl-c and then only ctrl-v all the way.  
 for (b=n-3; b>=1; b--)  
 {  
 // if the breakpoint is at b'th keystroke then  
 // the optimal string would have length  
 // (n-b-1)\*screen[b-1];  
 int curr = (n-b-1)\*screen[b-1];  
 if (curr > screen[n-1])  
 screen[n-1] = curr;  
 }  
 }  
  
 return screen[N-1];  
}  
  
// Driver program  
int main()  
{  
 int N;  
  
 // for the rest of the array we will rely on the previous  
 // entries to compute new ones  
 for (N=1; N<=20; N++)  
 printf("Maximum Number of A's with %d keystrokes is %d\n",  
 N, findoptimal(N));  
}

Output:

Maximum Number of A's with 1 keystrokes is 1  
Maximum Number of A's with 2 keystrokes is 2  
Maximum Number of A's with 3 keystrokes is 3  
Maximum Number of A's with 4 keystrokes is 4  
Maximum Number of A's with 5 keystrokes is 5  
Maximum Number of A's with 6 keystrokes is 6  
Maximum Number of A's with 7 keystrokes is 9  
Maximum Number of A's with 8 keystrokes is 12  
Maximum Number of A's with 9 keystrokes is 16  
Maximum Number of A's with 10 keystrokes is 20  
Maximum Number of A's with 11 keystrokes is 27  
Maximum Number of A's with 12 keystrokes is 36  
Maximum Number of A's with 13 keystrokes is 48  
Maximum Number of A's with 14 keystrokes is 64  
Maximum Number of A's with 15 keystrokes is 81  
Maximum Number of A's with 16 keystrokes is 108  
Maximum Number of A's with 17 keystrokes is 144  
Maximum Number of A's with 18 keystrokes is 192  
Maximum Number of A's with 19 keystrokes is 256  
Maximum Number of A's with 20 keystrokes is 324

Thanks to **Gaurav Saxena** for providing the above approach to solve this problem.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/how-to-print-maximum-number-of-a-using-given-four-keys/>
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# Maximum profit by buying and selling a share at most twice

In a daily share trading, a buyer buys shares in the morning and sells it on same day. If the trader is allowed to make at most 2 transactions in a day, where as second transaction can only start after first one is complete (Sell->buy->sell->buy). Given stock prices throughout day, find out maximum profit that a share trader could have made.

Examples:

Input: price[] = {10, 22, 5, 75, 65, 80}  
Output: 87  
Trader earns 87 as sum of 12 and 75  
Buy at price 10, sell at 22, buy at 5 and sell at 80  
  
Input: price[] = {2, 30, 15, 10, 8, 25, 80}  
Output: 100  
Trader earns 100 as sum of 28 and 72  
Buy at price 2, sell at 30, buy at 8 and sell at 80  
  
Input: price[] = {100, 30, 15, 10, 8, 25, 80};  
Output: 72  
Buy at price 8 and sell at 80.  
  
Input: price[] = {90, 80, 70, 60, 50}  
Output: 0  
Not possible to earn.

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to to consider every index ‘i’ and do following

Max profit with at most two transactions =  
 MAX {max profit with one transaction and subarray price[0..i] +  
 max profit with one transaction and aubarray price[i+1..n-1] }  
i varies from 0 to n-1.

Maximum possible using one transaction can be calculated using following O(n) algorithm  
  [Maximum difference between two elements such that larger element appears after the smaller number](http://www.geeksforgeeks.org/maximum-difference-between-two-elements/)

Time complexity of above simple solution is O(n2).

We can do this O(n) using following **Efficient Solution**. The idea is to store maximum possible profit of every subarray and solve the problem in following two phases.

**1)** Create a table profit[0..n-1] and initialize all values in it 0.

**2)** Traverse price[] from right to left and update profit[i] such that profit[i] stores maximum profit achievable from one transaction in subarray price[i..n-1]

**3)** Traverse price[] from left to right and update profit[i] such that profit[i] stores maximum profit such that profit[i] contains maximum achievable profit from two transactions in subarray price[0..i].

**4)** Return profit[n-1]

To do step 1, we need to keep track of maximum price from right to left side and to do step 2, we need to keep track of minimum price from left to right. Why we traverse in reverse directions? The idea is to save space, in second step, we use same array for both purposes, maximum with 1 transaction and maximum with 2 transactions. After an iteration i, the array profit[0..i] contains maximum profit with 2 transactions and profit[i+1..n-1] contains profit with two transactions.

Below is C++ implementation of above idea.

// C++ program to find maximum possible profit with at most  
// two transactions  
#include<iostream>  
using namespace std;  
  
// Returns maximum profit with two transactions on a given  
// list of stock prices, price[0..n-1]  
int maxProfit(int price[], int n)  
{  
 // Create profit array and initialize it as 0  
 int \*profit = new int[n];  
 for (int i=0; i<n; i++)  
 profit[i] = 0;  
  
 /\* Get the maximum profit with only one transaction  
 allowed. After this loop, profit[i] contains maximum  
 profit from price[i..n-1] using at most one trans. \*/  
 int max\_price = price[n-1];  
 for (int i=n-2;i>=0;i--)  
 {  
 // max\_price has maximum of price[i..n-1]  
 if (price[i] > max\_price)  
 max\_price = price[i];  
  
 // we can get profit[i] by taking maximum of:  
 // a) previous maximum, i.e., profit[i+1]  
 // b) profit by buying at price[i] and selling at  
 // max\_price  
 profit[i] = max(profit[i+1], max\_price-price[i]);  
 }  
  
 /\* Get the maximum profit with two transactions allowed  
 After this loop, profit[n-1] contains the result \*/  
 int min\_price = price[0];  
 for (int i=1; i<n; i++)  
 {  
 // min\_price is minimum price in price[0..i]  
 if (price[i] < min\_price)  
 min\_price = price[i];  
  
 // Maximum profit is maximum of:  
 // a) previous maximum, i.e., profit[i-1]  
 // b) (Buy, Sell) at (min\_price, price[i]) and add  
 // profit of other trans. stored in profit[i]  
 profit[i] = max(profit[i-1], profit[i] +  
 (price[i]-min\_price) );  
 }  
 int result = profit[n-1];  
  
 delete [] profit; // To avoid memory leak  
  
 return result;  
}  
  
// Drive program  
int main()  
{  
 int price[] = {2, 30, 15, 10, 8, 25, 80};  
 int n = sizeof(price)/sizeof(price[0]);  
 cout << "Maximum Profit = " << maxProfit(price, n);  
 return 0;  
}

Output:

Maximum Profit = 100

Time complexity of the above solution is O(n).

Algorithmic Paradigm: Dynamic Programming

This article is contributed by **Amit Jaiswal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/maximum-profit-by-buying-and-selling-a-share-at-most-twice/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

Post navigation

[← Handshaking Lemma and Interesting Tree Properties](http://www.geeksforgeeks.org/handshaking-lemma-and-interesting-tree-properties/) [Flipkart Interview Experience | Set 21 →](http://www.geeksforgeeks.org/flipkart-interview-experience-set-21/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Count possible ways to construct buildings

Given an input number of sections and each section has 2 plots on either sides of the road. Find all possible ways to construct buildings in the plots such that there is a space between any 2 buildings.

Example:

N = 1  
Output = 4  
Place a building on one side.  
Place a building on other side  
Do not place any building.  
Place a building on both sides.  
  
N = 3   
Output = 25  
3 sections, which means possible ways for one side are   
BSS, BSB, SSS, SBS, SSB where B represents a building   
and S represents an empty space  
Total possible ways are 25, because a way to place on   
one side can correspond to any of 5 ways on other side.  
  
N = 4   
Output = 64

**We strongly recommend to minimize your browser and try this yourself first**

We can simplify the problem to first calculate for one side only. If we know the result for one side, we can always do square of the result and get result for two sides.

A new building can be placed on a section if section just before it has space. A space can be placed anywhere (it doesn’t matter whether the previous section has a building or not).

Let countB(i) be count of possible ways with i sections  
 ending with a building.  
 countS(i) be count of possible ways with i sections  
 ending with a space.  
  
// A space can be added after a building or after a space.  
countS(N) = countB(N-1) + countS(N-1)  
  
// A building can only be added after a space.  
countB[N] = countS(N-1)  
  
// Result for one side is sum of the above two counts.  
result1(N) = countS(N) + countB(N)  
  
// Result for two sides is square of result1(N)  
result2(N) = result1(N) \* result1(N)

Below is C++ implementation of above idea.

// C++ program to count all possible way to construct buildings  
#include<iostream>  
using namespace std;  
  
// Returns count of possible ways for N sections  
int countWays(int N)  
{  
 // Base case  
 if (N == 1)  
 return 4; // 2 for one side and 4 for two sides  
  
 // countB is count of ways with a building at the end  
 // countS is count of ways with a space at the end  
 // prev\_countB and prev\_countS are previous values of  
 // countB and countS respectively.  
  
 // Initialize countB and countS for one side  
 int countB=1, countS=1, prev\_countB, prev\_countS;  
  
 // Use the above recursive formula for calculating  
 // countB and countS using previous values  
 for (int i=2; i<=N; i++)  
 {  
 prev\_countB = countB;  
 prev\_countS = countS;  
  
 countS = prev\_countB + prev\_countS;  
 countB = prev\_countS;  
 }  
  
 // Result for one side is sum of ways ending with building  
 // and ending with space  
 int result = countS + countB;  
  
 // Result for 2 sides is square of result for one side  
 return (result\*result);  
}  
  
// Driver program  
int main()  
{  
 int N = 3;  
 cout << "Count of ways for " << N  
 << " sections is " << countWays(N);  
 return 0;  
}

Output:

25

Time complexity: O(N)

Auxiliary Space: O(1)

Algorithmic Paradigm: Dynamic Programming

**Optimized Solution:**  
 Note that the above solution can be further optimized. If we take closer look at the results, for different values, we can notice that the results for two sides are squares of [Fibonacci Numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

N = 1, result = 4 [result for one side = 2]  
 N = 2, result = 9 [result for one side = 3]  
 N = 3, result = 25 [result for one side = 5]  
 N = 4, result = 64 [result for one side = 8]  
 N = 5, result = 169 [result for one side = 13]  
 …………………….  
 …………………….

In general, we can say

result(N) = fib(N+2)2  
   
 fib(N) is a function that returns N'th   
 Fibonacci Number.

Therefore, we can use [O(LogN) implementation of Fibonacci Numbers](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/) to find number of ways in O(logN) time.

This article is contributed by **GOPINATH**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-possible-ways-to-construct-buildings/>

# Compute sum of digits in all numbers from 1 to n

Given a number x, find sum of digits in all numbers from 1 to n.  
 Examples:

Input: n = 5  
Output: Sum of digits in numbers from 1 to 5 = 15  
  
Input: n = 12  
Output: Sum of digits in numbers from 1 to 12 = 51  
  
Input: n = 328  
Output: Sum of digits in numbers from 1 to 328 = 3241

**Naive Solution:**  
 A naive solution is to go through every number x from 1 to n, and compute sum in x by traversing all digits of x. Below is C++ implementation of this idea.

// A Simple C++ program to compute sum of digits in numbers from 1 to n  
#include<iostream>  
using namespace std;  
  
int sumOfDigits(int );  
  
// Returns sum of all digits in numbers from 1 to n  
int sumOfDigitsFrom1ToN(int n)  
{  
 int result = 0; // initialize result  
  
 // One by one compute sum of digits in every number from  
 // 1 to n  
 for (int x=1; x<=n; x++)  
 result += sumOfDigits(x);  
  
 return result;  
}  
  
// A utility function to compute sum of digits in a  
// given number x  
int sumOfDigits(int x)  
{  
 int sum = 0;  
 while (x != 0)  
 {  
 sum += x %10;  
 x = x /10;  
 }  
 return sum;  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Sum of digits in numbers from 1 to " << n << " is "  
 << sumOfDigitsFrom1ToN(n);  
 return 0;  
}

Output

Sum of digits in numbers from 1 to 328 is 3241

**Efficient Solution:**  
 Above is a naive solution. We can do it more efficiently by finding a pattern.

Let us take few examples.

sum(9) = 1 + 2 + 3 + 4 ........... + 9  
 = 9\*10/2   
 = 45  
  
sum(99) = 45 + (10 + 45) + (20 + 45) + ..... (90 + 45)  
 = 45\*10 + (10 + 20 + 30 ... 90)  
 = 45\*10 + 10(1 + 2 + ... 9)  
 = 45\*10 + 45\*10  
 = sum(9)\*10 + 45\*10   
  
sum(999) = sum(99)\*10 + 45\*100

In general, we can compute sum(10d – 1) using below formula

sum(10d - 1) = sum(10d-1 - 1) \* 10 + 45\*(10d-1)

In below implementation, the above formula is implemented using [dynamic programming](http://www.geeksforgeeks.org/tag/dynamic-programming/) as there are overlapping subproblems.  
 The above formula is one core step of the idea. Below is complete algorithm

**Algorithm: sum(n)**

1) Find number of digits minus one in n. Let this value be 'd'.   
 For 328, d is 2.  
  
2) Compute some of digits in numbers from 1 to 10d - 1.   
 Let this sum be w. For 328, we compute sum of digits from 1 to   
 99 using above formula.  
  
3) Find Most significant digit (msd) in n. For 328, msd is 3.  
  
4) Overall sum is sum of following terms  
  
 a) Sum of digits in 1 to "msd \* 10d - 1". For 328, sum of   
 digits in numbers from 1 to 299.  
 For 328, we compute 3\*sum(99) + (1 + 2)\*100. Note that sum of  
 sum(299) is sum(99) + sum of digits from 100 to 199 + sum of digits  
 from 200 to 299.   
 Sum of 100 to 199 is sum(99) + 1\*100 and sum of 299 is sum(99) + 2\*100.  
 In general, this sum can be computed as w\*msd + (msd\*(msd-1)/2)\*10d  
  
 b) Sum of digits in msd \* 10d to n. For 328, sum of digits in   
 300 to 328.  
 For 328, this sum is computed as 3\*29 + recursive call "sum(28)"  
 In general, this sum can be computed as msd \* (n % (msd\*10d) + 1)   
 + sum(n % (10d))

Below is C++ implementation of above aglorithm.

// C++ program to compute sum of digits in numbers from 1 to n  
#include<bits/stdc++.h>  
using namespace std;  
  
// Function to computer sum of digits in numbers from 1 to n  
// Comments use example of 328 to explain the code  
int sumOfDigitsFrom1ToN(int n)  
{  
 // base case: if n<10 return sum of  
 // first n natural numbers  
 if (n<10)  
 return n\*(n+1)/2;  
  
 // d = number of digits minus one in n. For 328, d is 2  
 int d = log10(n);  
  
 // computing sum of digits from 1 to 10^d-1,  
 // d=1 a[0]=0;  
 // d=2 a[1]=sum of digit from 1 to 9 = 45  
 // d=3 a[2]=sum of digit from 1 to 99 = a[1]\*10 + 45\*10^1 = 900  
 // d=4 a[3]=sum of digit from 1 to 999 = a[2]\*10 + 45\*10^2 = 13500  
 int \*a = new int[d+1];  
 a[0] = 0, a[1] = 45;  
 for (int i=2; i<=d; i++)  
 a[i] = a[i-1]\*10 + 45\*ceil(pow(10,i-1));  
  
 // computing 10^d  
 int p = ceil(pow(10, d));  
  
 // Most significant digit (msd) of n,  
 // For 328, msd is 3 which can be obtained using 328/100  
 int msd = n/p;  
  
 // EXPLANATION FOR FIRST and SECOND TERMS IN BELOW LINE OF CODE  
 // First two terms compute sum of digits from 1 to 299  
 // (sum of digits in range 1-99 stored in a[d]) +  
 // (sum of digits in range 100-199, can be calculated as 1\*100 + a[d]  
 // (sum of digits in range 200-299, can be calculated as 2\*100 + a[d]  
 // The above sum can be written as 3\*a[d] + (1+2)\*100  
  
 // EXPLANATION FOR THIRD AND FOURTH TERMS IN BELOW LINE OF CODE  
 // The last two terms compute sum of digits in number from 300 to 328  
 // The third term adds 3\*29 to sum as digit 3 occurs in all numbers   
 // from 300 to 328  
 // The fourth term recursively calls for 28  
 return msd\*a[d] + (msd\*(msd-1)/2)\*p +   
 msd\*(1+n%p) + sumOfDigitsFrom1ToN(n%p);  
}  
  
// Driver Program  
int main()  
{  
 int n = 328;  
 cout << "Sum of digits in numbers from 1 to " << n << " is "  
 << sumOfDigitsFrom1ToN(n);  
 return 0;  
}

Output

Sum of digits in numbers from 1 to 328 is 3241

The efficient algorithm has one more advantage that we need to compute the array ‘a[]’ only once even when we are given multiple inputs.

This article is computed by **Shubham Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-sum-of-digits-in-numbers-from-1-to-n/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Shortest Common Supersequence

Given two strings str1 and str2, find the shortest string that has both str1 and str2 as subsequences.

Examples:

Input: str1 = "geek", str2 = "eke"  
Output: "geeke"  
  
Input: str1 = "AGGTAB", str2 = "GXTXAYB"  
Output: "AGXGTXAYB"

**We strongly recommend you to minimize your browser and try this yourself first.**

This problem is closely related to [longest common subsequence problem](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/). Below are steps.

**1)** Find Longest Common Subsequence (lcs) of two given strings. For example, lcs of “geek” and “eke” is “ek”.

**2)** Insert non-lcs characters (in their original order in strings) to the lcs found above, and return the result. So “ek” becomes “geeke” which is shortest common supersequence.

Let us consider another example, str1 = “AGGTAB” and str2 = “GXTXAYB”. LCS of str1 and str2 is “GTAB”. Once we find LCS, we insert characters of both strings in order and we get “AGXGTXAYB”

**How does this work?**  
 We need to find a string that has both strings as subsequences and is shortest such string. If both strings have all characters different, then result is sum of lengths of two given strings. If there are common characters, then we don’t want them multiple times as the task is to minimize length. Therefore, we fist find the longest common subsequence, take one occurrence of this subsequence and add extra characters.

Length of the shortest supersequence = (Sum of lengths of given two strings) -   
 (Length of LCS of two given strings)

Below is C implementation of above idea. The below implementation only finds length of the shortest supersequence.

/\* C program to find length of the shortest supersequence \*/  
#include<stdio.h>  
#include<string.h>  
  
/\* Utility function to get max of 2 integers \*/  
int max(int a, int b) { return (a > b)? a : b; }  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n);  
  
// Function to find length of the shortest supersequence  
// of X and Y.  
int shortestSuperSequence(char \*X, char \*Y)  
{  
 int m = strlen(X), n = strlen(Y);  
  
 int l = lcs(X, Y, m, n); // find lcs  
  
 // Result is sum of input string lengths - length of lcs  
 return (m + n - l);  
}  
  
/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/  
int lcs( char \*X, char \*Y, int m, int n)  
{  
 int L[m+1][n+1];  
 int i, j;  
  
 /\* Following steps build L[m+1][n+1] in bottom up fashion.  
 Note that L[i][j] contains length of LCS of X[0..i-1]  
 and Y[0..j-1] \*/  
 for (i=0; i<=m; i++)  
 {  
 for (j=0; j<=n; j++)  
 {  
 if (i == 0 || j == 0)  
 L[i][j] = 0;  
  
 else if (X[i-1] == Y[j-1])  
 L[i][j] = L[i-1][j-1] + 1;  
  
 else  
 L[i][j] = max(L[i-1][j], L[i][j-1]);  
 }  
 }  
  
 /\* L[m][n] contains length of LCS for X[0..n-1] and  
 Y[0..m-1] \*/  
 return L[m][n];  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
 printf("Length of the shortest supersequence is %d\n",  
 shortestSuperSequence(X, Y));  
 return 0;  
}

Output:

Length of the shortest supersequence is 9

Below is **Another Method** to solve the above problem.  
 A simple analysis yields below simple recursive solution.

Let X[0..m-1] and Y[0..n-1] be two strings and m and be respective   
lengths.  
  
 if (m == 0) return n;  
 if (n == 0) return m;  
  
 // If last characters are same, then add 1 to result and  
 // recur for X[]  
 if (X[m-1] == Y[n-1])   
 return 1 + SCS(X, Y, m-1, n-1);  
  
 // Else find shortest of following two  
 // a) Remove last character from X and recur  
 // b) Remove last character from Y and recur  
 else return 1 + min( SCS(X, Y, m-1, n), SCS(X, Y, m, n-1) );

Below is simple naive recursive solution based on above recursive formula.

/\* A Naive recursive C++ program to find length  
 of the shortest supersequence \*/  
#include<bits/stdc++.h>  
using namespace std;  
  
int superSeq(char\* X, char\* Y, int m, int n)  
{  
 if (!m) return n;  
 if (!n) return m;  
  
 if (X[m-1] == Y[n-1])  
 return 1 + superSeq(X, Y, m-1, n-1);  
  
 return 1 + min(superSeq(X, Y, m-1, n),  
 superSeq(X, Y, m, n-1));  
}  
  
// Driver program to test above function  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
 cout << "Length of the shortest supersequence is "  
 << superSeq(X, Y, strlen(X), strlen(Y));  
 return 0;  
}

Output:

Length of the shortest supersequence is 9

Time complexity of the above solution exponential O(2min(m, n)). Since there are [overlapping subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/), we can efficiently solve this recursive problem using Dynamic Programming. Below is Dynamic Programming based implementation. Time complexity of this solution is O(mn).

/\* A dynamic programming based C program to find length  
 of the shortest supersequence \*/  
#include<bits/stdc++.h>  
using namespace std;  
  
// Returns length of the shortest supersequence of X and Y  
int superSeq(char\* X, char\* Y, int m, int n)  
{  
 int dp[m+1][n+1];  
  
 // Fill table in bottom up manner  
 for (int i = 0; i <= m; i++)  
 {  
 for (int j = 0; j <= n; j++)  
 {  
 // Below steps follow above recurrence  
 if (!i)  
 dp[i][j] = j;  
 else if (!j)  
 dp[i][j] = i;  
 else if (X[i-1] == Y[j-1])  
 dp[i][j] = 1 + dp[i-1][j-1];  
 else  
 dp[i][j] = 1 + min(dp[i-1][j], dp[i][j-1]);  
 }  
 }  
  
 return dp[m][n];  
}  
  
// Driver program to test above function  
int main()  
{  
 char X[] = "AGGTAB";  
 char Y[] = "GXTXAYB";  
 cout << "Length of the shortest supersequence is "  
 << superSeq(X, Y, strlen(X), strlen(Y));  
 return 0;  
}

Output:

Length of the shortest supersequence is 9

Thanks to [Gaurav Ahirwar](https://www.facebook.com/COOL.DUDE.BORN.NUD3?fref=ts) for suggesting this solution.

**Exercise:**  
 Extend the above program to print shortest supersequence also using [function to print LCS](http://www.geeksforgeeks.org/printing-longest-common-subsequence/).

**References:**  
 <https://en.wikipedia.org/wiki/Shortest_common_supersequence>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/shortest-common-supersequence/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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[← Count BST subtrees that lie in given range](http://www.geeksforgeeks.org/count-bst-subtrees-that-lie-in-given-range/) [Shortest Superstring Problem →](http://www.geeksforgeeks.org/shortest-superstring-problem/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Collect maximum points in a grid using two traversals

Given a matrix where every cell represents points. How to collect maximum points using two traversals under following conditions?

Let the dimensions of given grid be R x C.

1) The first traversal starts from top left corner, i.e., (0, 0) and should reach left bottom corner, i.e., (R-1, 0). The second traversal starts from top right corner, i.e., (0, C-1) and should reach bottom right corner, i.e., (R-1, C-1)/

2) From a point (i, j), we can move to (i+1, j+1) or (i+1, j+1) or (i+1, j)

3) A traversal gets all points of a particular cell through which it passes. If one traversal has already collected points of a cell, then the other traversal gets no points if goes through that cell again.

Input :  
 int arr[R][C] = {{3, 6, 8, 2},  
 {5, 2, 4, 3},  
 {1, 1, 20, 10},  
 {1, 1, 20, 10},  
 {1, 1, 20, 10},  
 };  
  
 Output: 73  
  
Explanation :  
  
First traversal collects total points of value 3 + 2 + 20 + 1 + 1 = 27  
  
Second traversal collects total points of value 2 + 4 + 10 + 20 + 10 = 46.  
Total Points collected = 27 + 46 = 73.

Source: <http://qa.geeksforgeeks.org/1485/running-through-the-grid-to-get-maximum-nutritional-value>

**We strongly recommend you to minimize your browser and try this yourself first.**  
 The idea is to do both traversals concurrently. We start first from (0, 0) and second traversal from (0, C-1) simultaneously. The important thing to note is, at any particular step both traversals will be in same row as in all possible three moves, row number is increased. Let (x1, y1) and (x2, y2) denote current positions of first and second traversals respectively. Thus at any time x1 will be equal to x2 as both of them move forward but variation is possible along y. Since variation in y could occur in 3 ways no change (y), go left (y – 1), go right (y + 1). So in total 9 combinations among y1, y2 are possible. The 9 cases as mentioned below after base cases.

Both traversals always move forward along x  
Base Cases:  
// If destinations reached  
if (x == R-1 && y1 == 0 && y2 == C-1)  
maxPoints(arr, x, y1, y2) = arr[x][y1] + arr[x][y2];  
  
// If any of the two locations is invalid (going out of grid)  
if input is not valid  
maxPoints(arr, x, y1, y2) = -INF (minus infinite)  
  
// If both traversals are at same cell, then we count the value of cell  
// only once.  
If y1 and y2 are same  
 result = arr[x][y1]  
Else  
 result = arr[x][y1] + arr[x][y2]   
  
result += max { // Max of 9 cases  
 maxPoints(arr, x+1, y1+1, y2),   
 maxPoints(arr, x+1, y1+1, y2+1),  
 maxPoints(arr, x+1, y1+1, y2-1),  
 maxPoints(arr, x+1, y1-1, y2),   
 maxPoints(arr, x+1, y1-1, y2+1),  
 maxPoints(arr, x+1, y1-1, y2-1),  
 maxPoints(arr, x+1, y1, y2),  
 maxPoints(arr, x+1, y1, y2+1),  
 maxPoints(arr, x+1, y1, y2-1)   
 }

The above recursive solution has many subproblems that are solved again and again. Therefore, we can use Dynamic Programming to solve the above problem more efficiently. Below is [memoization](http://www.geeksforgeeks.org/dynamic-programming-set-1/) (Memoization is alternative to table based iterative solution in Dynamic Programming) based implementation. In below implementation, we use a memoization table ‘mem’ to keep track of already solved problems.

// A Memoization based program to find maximum collection  
// using two traversals of a grid  
#include<bits/stdc++.h>  
using namespace std;  
#define R 5  
#define C 4  
  
// checks whether a given input is valid or not  
bool isValid(int x, int y1, int y2)  
{  
 return (x >= 0 && x < R && y1 >=0 &&  
 y1 < C && y2 >=0 && y2 < C);  
}  
  
// Driver function to collect max value  
int getMaxUtil(int arr[R][C], int mem[R][C][C], int x, int y1, int y2)  
{  
 /\*---------- BASE CASES -----------\*/  
 // if P1 or P2 is at an invalid cell  
 if (!isValid(x, y1, y2)) return INT\_MIN;  
  
 // if both traversals reach their destinations  
 if (x == R-1 && y1 == 0 && y2 == C-1)  
 return arr[x][y1] + arr[x][y2];  
  
 // If both traversals are at last row but not at their destination  
 if (x == R-1) return INT\_MIN;  
  
 // If subproblem is already solved  
 if (mem[x][y1][y2] != -1) return mem[x][y1][y2];  
  
 // Initialize answer for this subproblem  
 int ans = INT\_MIN;  
  
 // this variable is used to store gain of current cell(s)  
 int temp = (y1 == y2)? arr[x][y1]: arr[x][y1] + arr[x][y2];  
  
 /\* Recur for all possible cases, then store and return the  
 one with max value \*/  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1, y2-1));  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1, y2+1));  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1, y2));  
  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1-1, y2));  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1-1, y2-1));  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1-1, y2+1));  
  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1+1, y2));  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1+1, y2-1));  
 ans = max(ans, temp + getMaxUtil(arr, mem, x+1, y1+1, y2+1));  
  
 return (mem[x][y1][y2] = ans);  
}  
  
// This is mainly a wrapper over recursive function getMaxUtil().  
// This function creates a table for memoization and calls  
// getMaxUtil()  
int geMaxCollection(int arr[R][C])  
{  
 // Create a memoization table and initialize all entries as -1  
 int mem[R][C][C];  
 memset(mem, -1, sizeof(mem));  
  
 // Calculation maximum value using memoization based function  
 // getMaxUtil()  
 return getMaxUtil(arr, mem, 0, 0, C-1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[R][C] = {{3, 6, 8, 2},  
 {5, 2, 4, 3},  
 {1, 1, 20, 10},  
 {1, 1, 20, 10},  
 {1, 1, 20, 10},  
 };  
 cout << "Maximum collection is " << geMaxCollection(arr);  
 return 0;  
}

Output:

Maximum collection is 73

Thanks to Gaurav Ahirwar for suggesting above problem and solution [here](http://qa.geeksforgeeks.org/1485/running-through-the-grid-to-get-maximum-nutritional-value).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source
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Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Matrix](http://www.geeksforgeeks.org/tag/matrix/)
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Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Find minimum number of coins that make a given value

Given a value V, if we want to make change for V cents, and we have infinite supply of each of C = { C1, C2, .. , Cm} valued coins, what is the minimum number of coins to make the change?

Examples:

Input: coins[] = {25, 10, 5}, V = 30  
Output: Minimum 2 coins required  
We can use one coin of 25 cents and one of 5 cents   
  
Input: coins[] = {9, 6, 5, 1}, V = 11  
Output: Minimum 2 coins required  
We can use one coin of 6 cents and 1 coin of 5 cents

**We strongly recommend you to minimize your browser and try this yourself first.**

This problem is a variation of the problem discussed [Coin Change Problem](http://www.geeksforgeeks.org/dynamic-programming-set-7-coin-change/). Here instead of finding total number of possible solutions, we need to find the solution with minimum number of coins.

The minimum number of coins for a value V can be computed using below recursive formula.

If V == 0, then 0 coins required.  
If V > 0  
 minCoin(coins[0..m-1], V) = min {1 + minCoins(V-coin[i])}   
 where i varies from 0 to m-1   
 and coin[i]   
Below is recursive solution based on above recursive formula.  
   
// A Naive recursive C++ program to find minimum of coins  
// to make a given change V  
#include<bits/stdc++.h>  
using namespace std;  
  
// m is size of coins array (number of different coins)  
int minCoins(int coins[], int m, int V)  
{  
 // base case  
 if (V == 0) return 0;  
  
 // Initialize result  
 int res = INT\_MAX;  
  
 // Try every coin that has smaller value than V  
 for (int i=0; i<m; i++)  
 {  
 if (coins[i] <= V)  
 {  
 int sub\_res = minCoins(coins, m, V-coins[i]);  
  
 // Check for INT\_MAX to avoid overflow and see if  
 // result can minimized  
 if (sub\_res != INT\_MAX && sub\_res + 1 < res)  
 res = sub\_res + 1;  
 }  
 }  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 int coins[] = {9, 6, 5, 1};  
 int m = sizeof(coins)/sizeof(coins[0]);  
 int V = 11;  
 cout << "Minimum coins required is "  
 << minCoins(coins, m, V);  
 return 0;  
}

Output:

Minimum coins required is 2

The time complexity of above solution is exponential. If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. For example, when we start from V = 11, we can reach 6 by subtracting one 5 times and by subtracting 5 one times. So the subproblem for 6 is called twice.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So the min coins problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner. Below is Dynamic Programming based solution.

// A Dynamic Programming based C++ program to find minimum of coins  
// to make a given change V  
#include<bits/stdc++.h>  
using namespace std;  
  
// m is size of coins array (number of different coins)  
int minCoins(int coins[], int m, int V)  
{  
 // table[i] will be storing the minimum number of coins  
 // required for i value. So table[V] will have result  
 int table[V+1];  
  
 // Base case (If given value V is 0)  
 table[0] = 0;  
  
 // Initialize all table values as Infinite  
 for (int i=1; i<=V; i++)  
 table[i] = INT\_MAX;  
  
 // Compute minimum coins required for all  
 // values from 1 to V  
 for (int i=1; i<=V; i++)  
 {  
 // Go through all coins smaller than i  
 for (int j=0; j<m; j++)  
 if (coins[j] <= i)  
 {  
 int sub\_res = table[i-coins[j]];  
 if (sub\_res != INT\_MAX && sub\_res + 1 < table[i])  
 table[i] = sub\_res + 1;  
 }  
 }  
 return table[V];  
}  
  
// Driver program to test above function  
int main()  
{  
 int coins[] = {9, 6, 5, 1};  
 int m = sizeof(coins)/sizeof(coins[0]);  
 int V = 11;  
 cout << "Minimum coins required is "  
 << minCoins(coins, m, V);  
 return 0;  
}

Output:

Minimum coins required is 2

Time complexity of the above solution is O(mV).

Thanks to Goku for suggesting above solution in a comment [here](http://www.geeksforgeeks.org/dynamic-programming-set-7-coin-change/) and thanks to Vignesh Mohan for suggesting this problem and initial solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source
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Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Minimum number of squares whose sum equals to given number n

A number can always be represented as a sum of squares of other numbers. Note that 1 is a square and we can always break a number as (1\*1 + 1\*1 + 1\*1 + …). Given a number n, find the minimum number of squares that sum to X.

Examples:

Input: n = 100  
Output: 1  
100 can be written as 102. Note that 100 can also be   
written as 52 + 52 + 52 + 52, but this  
representation requires 4 squares.  
  
Input: n = 6  
Output: 3

**We strongly recommend you to minimize your browser and try this yourself first.**  
 The idea is simple, we start from 1 and go till a number whose square is smaller than or equals to n. For every number x, we recur for n-x. Below is the recursive formula.

If n = 1 and x\*x   
Below is a simple recursive solution based on above recursive formula.  
   
// A naive recursive C++ program to find minimum  
// number of squares whose sum is equal to a given number  
#include<bits/stdc++.h>  
using namespace std;  
  
// Returns count of minimum squares that sum to n  
int getMinSquares(unsigned int n)  
{  
 // base cases  
 if (n <= 3)  
 return n;  
  
 // getMinSquares rest of the table using recursive  
 // formula  
 int res = n; // Maximum squares required is n (1\*1 + 1\*1 + ..)  
  
 // Go through all smaller numbers  
 // to recursively find minimum  
 for (int x = 1; x <= n; x++)  
 {  
 int temp = x\*x;  
 if (temp > n)  
 break;  
 else  
 res = min(res, 1+getMinSquares(n - temp));  
 }  
 return res;  
}  
  
// Driver program  
int main()  
{  
 cout << getMinSquares(6);  
 return 0;  
}

Output:

3

The time complexity of above solution is exponential. If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. For example, when we start from n = 6, we can reach 4 by subtracting one 2 times and by subtracting 2 one times. So the subproblem for 4 is called twice.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So min square sum problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner. Below is Dynamic Programming based solution

// A dynamic programming based C++ program to find minimum  
// number of squares whose sum is equal to a given number  
#include<bits/stdc++.h>  
using namespace std;  
  
// Returns count of minimum squares that sum to n  
int getMinSquares(int n)  
{  
 // Create a dynamic programming table  
 // to store sq  
 int \*dp = new int[n+1];  
  
 // getMinSquares table for base case entries  
 dp[0] = 0;  
 dp[1] = 1;  
 dp[2] = 2;  
 dp[3] = 3;  
  
 // getMinSquares rest of the table using recursive  
 // formula  
 for (int i = 4; i <= n; i++)  
 {  
 // max value is i as i can always be represented  
 // as 1\*1 + 1\*1 + ...  
 dp[i] = i;  
  
 // Go through all smaller numbers to  
 // to recursively find minimum  
 for (int x = 1; x <= i; x++) {  
 int temp = x\*x;  
 if (temp > i)  
 break;  
 else dp[i] = min(dp[i], 1+dp[i-temp]);  
 }  
 }  
  
 // Store result and free dp[]  
 int res = dp[n];  
 delete [] dp;  
  
 return res;  
}  
  
// Driver program  
int main()  
{  
 cout << getMinSquares(6);  
 return 0;  
}

Output:

3

Thanks to Gaurav Ahirwar for suggesting this solution in a comment [here](http://qa.geeksforgeeks.org/1565/print-minimum-number-squares-whose-sum-equals-given-number?show=1565#q1565).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source
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# Tiling Problem

Given a “2 x n” board and tiles of size “2 x 1″, count the number of ways to tile the given board using the 2 x 1 tiles. A tile can either be placed horizontally i.e., as a 1 x 2 tile or vertically i.e., as 2 x 1 tile.

Examples:

Input n = 3  
Output: 3  
Explanation:  
We need 3 tiles to tile the board of size 2 x 3.   
We can tile the board using following ways  
1) Place all 3 tiles vertically.   
2) Place first tile vertically and remaining 2 tiles horizontally.  
3) Place first 2 tiles horizontally and remaining tiles vertically  
  
Input n = 4  
Output: 5  
Explanation:  
For a 2 x 4 board, there are 5 ways  
1) All 4 vertical  
2) All 4 horizontal  
3) First 2 vertical, remaining 2 horizontal  
4) First 2 horizontal, remaining 2 vertical  
5) Corner 2 vertical, middle 2 horizontal
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**We strongly recommend you to minimize your browser and try this yourself first.**  
 Let “count(n)” be the count of ways to place tiles on a “2 x n” grid, we have following two ways to place first tile.  
 1) If we place first tile vertically, the problem reduces to “count(n-1)”  
 2) If we place first tile horizontally, we have to place second tile also horizontally. So the problem reduces to “count(n-2)”

Therefore, count(n) can be written as below.

count(n) = n if n = 1 or n = 2  
 count(n) = count(n-1) + count(n-2)

The above recurrence is noting but [Fibonacci Number](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/) expression. We can find n’th Fibonacci number in O(Log n) time, see below for all method to find n’th Fibonacci Number.

[Different methods for n’th Fibonacci Number](http://www.geeksforgeeks.org/program-for-nth-fibonacci-number/).

This article is contributed by Saurabh Jain. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/tiling-problem/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

# Find length of the longest consecutive path from a given starting character

Given a matrix of characters. Find length of the longest path from a given character, such that all characters in the path are consecutive to each other, i.e., every character in path is next to previous in alphabetical order. It is allowed to move in all 8 directions from a cell.

[![](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/matrix.png)

Example

Input: mat[][] = { {a, c, d},  
 {h, b, e},  
 {i, g, f}}  
 Starting Point = 'e'  
  
Output: 5  
If starting point is 'e', then longest path with consecutive   
characters is "e f g h i".  
  
Input: mat[R][C] = { {b, e, f},  
 {h, d, a},  
 {i, c, a}};  
 Starting Point = 'b'  
  
Output: 1  
'c' is not present in all adjacent cells of 'b'

**We strongly recommend you to minimize your browser and try this yourself first.**

The idea is to first search given starting character in the given matrix. Do Depth First Search (DFS) from all occurrences to find all consecutive paths. While doing DFS, we may encounter many subproblems again and again. So we use dynamic programming to store results of subproblems.

Below is C++ implementation of above idea.

// C++ program to find the longest consecutive path  
#include<bits/stdc++.h>  
#define R 3  
#define C 3  
using namespace std;  
  
// tool matrices to recur for adjacent cells.  
int x[] = {0, 1, 1, -1, 1, 0, -1, -1};  
int y[] = {1, 0, 1, 1, -1, -1, 0, -1};  
  
// dp[i][j] Stores length of longest consecutive path  
// starting at arr[i][j].  
int dp[R][C];  
  
// check whether mat[i][j] is a valid cell or not.  
bool isvalid(int i, int j)  
{  
 if (i < 0 || j < 0 || i >= R || j >= C)  
 return false;  
 return true;  
}  
  
// Check whether current character is adjacent to previous  
// character (character processed in parent call) or not.  
bool isadjacent(char prev, char curr)  
{  
 return ((curr - prev) == 1);  
}  
  
// i, j are the indices of the current cell and prev is the  
// character processed in the parent call.. also mat[i][j]  
// is our current character.  
int getLenUtil(char mat[R][C], int i, int j, char prev)  
{  
 // If this cell is not valid or current character is not  
 // adjacent to previous one (e.g. d is not adjacent to b )  
 // or if this cell is already included in the path than return 0.  
 if (!isvalid(i, j) || !isadjacent(prev, mat[i][j]))  
 return 0;  
  
 // If this subproblem is already solved , return the answer  
 if (dp[i][j] != -1)  
 return dp[i][j];  
  
 int ans = 0; // Initialize answer  
  
 // recur for paths with differnt adjacent cells and store  
 // the length of longest path.  
 for (int k=0; k<8; k++)  
 ans = max(ans, 1 + getLenUtil(mat, i + x[k],  
 j + y[k], mat[i][j]));  
  
 // save the answer and return  
 return dp[i][j] = ans;  
}  
  
// Returns length of the longest path with all characters consecutive  
// to each other. This function first initializes dp array that  
// is used to store results of subproblems, then it calls  
// recursive DFS based function getLenUtil() to find max length path  
int getLen(char mat[R][C], char s)  
{  
 memset(dp, -1, sizeof dp);  
 int ans = 0;  
  
 for (int i=0; i<R; i++)  
 {  
 for (int j=0; j<C; j++)  
 {  
 // check for each possible starting point  
 if (mat[i][j] == s) {  
  
 // recur for all eight adjacent cells  
 for (int k=0; k<8; k++)  
 ans = max(ans, 1 + getLenUtil(mat,  
 i + x[k], j + y[k], s));  
 }  
 }  
 }  
 return ans;  
}  
  
// Driver program  
int main() {  
  
 char mat[R][C] = { {'a','c','d'},  
 { 'h','b','a'},  
 { 'i','g','f'}};  
  
 cout << getLen(mat, 'a') << endl;  
 cout << getLen(mat, 'e') << endl;  
 cout << getLen(mat, 'b') << endl;  
 cout << getLen(mat, 'f') << endl;  
 return 0;  
}

Output:

4  
0  
3  
4

Thanks to [Gaurav Ahirwar](http://qa.geeksforgeeks.org/user/Mr.Lazy) for above solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-length-of-the-longest-consecutive-path-in-a-character-matrix/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Matrix](http://www.geeksforgeeks.org/tag/matrix/)
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# Total number of non-decreasing numbers with n digits

A number is non-decreasing if every digit (except the first one) is greater than or equal to previous digit. For example, 223, 4455567, 899, are non-decreasing numbers.

So, given the number of digits n, you are required to find the count of total non-decreasing numbers with n digits.

Examples:

Input: n = 1  
Output: count = 10  
  
Input: n = 2  
Output: count = 55  
  
Input: n = 3  
Output: count = 220

**We strongly recommend you to minimize your browser and try this yourself first.**

One way to look at the problem is, count of numbers is equal to count n digit number ending with 9 plus count of ending with digit 8 plus count for 7 and so on. How to get count ending with a particular digit? We can recur for n-1 length and digits smaller than or equal to the last digit. So below is recursive formula.

Count of n digit numbers = (Count of (n-1) digit numbers Ending with digit 9) +  
 (Count of (n-1) digit numbers Ending with digit 8) +  
 .............................................+   
 .............................................+  
 (Count of (n-1) digit numbers Ending with digit 0)

Let count ending with digit ‘d’ and length n be count(n, d)

count(n, d) = ∑ (count(n-1, i)) where i varies from 0 to d  
  
Total count = ∑ count(n-1, d) where d varies from 0 to n-1

The above recursive solution is going to have many overlapping subproblems. Therefore, we can use Dynamic Programming to build a table in bottom up manner. Below is Dynamic programming based C++ program.

// C++ program to count non-decreasing number with n digits  
#include<bits/stdc++.h>  
using namespace std;  
  
long long int countNonDecreasing(int n)  
{  
 // dp[i][j] contains total count of non decreasing  
 // numbers ending with digit i and of length j  
 long long int dp[10][n+1];  
 memset(dp, 0, sizeof dp);  
  
 // Fill table for non decreasing numbers of length 1  
 // Base cases 0, 1, 2, 3, 4, 5, 6, 7, 8, 9  
 for (int i = 0; i < 10; i++)  
 dp[i][1] = 1;  
  
 // Fill the table in bottom-up manner  
 for (int digit = 0; digit <= 9; digit++)  
 {  
 // Compute total numbers of non decreasing  
 // numbers of length 'len'  
 for (int len = 2; len <= n; len++)  
 {  
 // sum of all numbers of length of len-1  
 // in which last digit x is <= 'digit'  
 for (int x = 0; x <= digit; x++)  
 dp[digit][len] += dp[x][len-1];  
 }  
 }  
  
 long long int count = 0;  
  
 // There total nondecreasing numbers of length n  
 // wiint be dp[0][n] + dp[1][n] ..+ dp[9][n]  
 for (int i = 0; i < 10; i++)  
 count += dp[i][n];  
  
 return count;  
}  
  
// Driver program  
int main()  
{  
 int n = 3;  
 cout << countNonDecreasing(n);  
 return 0;  
}

Output:

220

Thanks to [Gaurav Ahirwar](http://qa.geeksforgeeks.org/user/Mr.Lazy) for suggesting above method.

**Another method is based on below direct formula**

Count of non-decreasing numbers with n digits =   
 N\*(N+1)/2\*(N+2)/3\* ....\*(N+n-1)/n  
Where N = 10

Below is a C++ program to compute count using above formula.

// C++ program to count non-decreasing numner with n digits  
#include<bits/stdc++.h>  
using namespace std;  
  
long long int countNonDecreasing(int n)  
{  
 int N = 10;  
  
 // Compute value of N\*(N+1)/2\*(N+2)/3\* ....\*(N+n-1)/n  
 long long count = 1;  
 for (int i=1; i<=n; i++)  
 {  
 count \*= (N+i-1);  
 count /= i;  
 }  
  
 return count;  
}  
  
// Driver program  
int main()  
{  
 int n = 3;  
 cout << countNonDecreasing(n);  
 return 0;  
}

Output:

220

Thanks to [Abhishek Somani](http://qa.geeksforgeeks.org/user/Abhishek+Somani) for suggesting this method.

**How does this formula work?**

N \* (N+1)/2 \* (N+2)/3 \* .... \* (N+n-1)/n  
Where N = 10

Let us try for different values of n.

For n = 1, the value is N from formula.  
Which is true as for n = 1, we have all single digit  
numbers, 0, 1, 2, 3, 4, 5, 6, 7, 8, 9.  
  
For n = 2, the value is N(N+1)/2 from formula  
We can have N numbers beginning with 0, (N-1) numbers   
beginning with 1, and so on.  
So sum is N + (N-1) + .... + 1 = N(N+1)/2  
  
For n = 3, the value is N(N+1)/2(N+2)/3 from formula  
We can have N(N+1)/2 numbers beginning with 0, (N-1)N/2   
numbers beginning with 1 (Note that when we begin with 1,   
we have N-1 digits left to consider for remaining places),  
(N-2)(N-1)/2 beginning with 2, and so on.  
Count = N(N+1)/2 + (N-1)N/2 + (N-2)(N-1)/2 +   
 (N-3)(N-2)/2 .... 3 + 1   
 [Combining first 2 terms, next 2 terms and so on]  
 = 1/2[N2 + (N-2)2 + .... 4]  
 = N\*(N+1)\*(N+2)/6 [Refer this , putting n=N/2 in the   
 even sum formula]

For general n digit case, we can apply Mathematical Induction. The count would be equal to count n-1 digit beginning with 0, i.e., N\*(N+1)/2\*(N+2)/3\* ….\*(N+n-1-1)/(n-1). Plus count of n-1 digit numbers beginning with 1, i.e., (N-1)\*(N)/2\*(N+1)/3\* ….\*(N-1+n-1-1)/(n-1) (Note that N is replaced by N-1) and so on.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/total-number-of-non-decreasing-numbers-with-n-digits/>

# Minimum Initial Points to Reach Destination

Given a grid with each cell consisting of positive, negative or no points i.e, zero points. We can move across a cell only if we have positive points ( > 0 ). Whenever we pass through a cell, points in that cell are added to our overall points. We need to find minimum initial points to reach cell (m-1, n-1) from (0, 0).

Constraints :

* From a cell (i, j) we can move to (i+1, j) or (i, j+1).
* We cannot move from (i, j) if your overall points at (i, j) is
* We have to reach at (n-1, m-1) with minimum positive points i.e., > 0.

Input: points[m][n] = { {-2, -3, 3},   
 {-5, -10, 1},   
 {10, 30, -5}   
 };  
Output: 7  
Explanation:   
7 is the minimum value to reach destination with   
positive throughout the path. Below is the path.  
  
(0,0) -> (0,1) -> (0,2) -> (1, 2) -> (2, 2)  
  
We start from (0, 0) with 7, we reach(0, 1)   
with 5, (0, 2) with 2, (1, 2) with 5, (2, 2)  
with and finally we have 1 point (we needed   
greater than 0 points at the end).

**We strongly recommend you to minimize your browser and try this yourself first.**

At the first look, this problem looks similar [Max/Min Cost Path](http://www.geeksforgeeks.org/dynamic-programming-set-6-min-cost-path/), but maximum overall points gained will not guarantee the minimum initial points. Also, it is compulsory in the current problem that the points never drops to zero or below. For instance, Suppose following two paths exists from source to destination cell.

We can solve this problem through bottom-up table filling dynamic programing technique.

* To begin with, we should maintain a 2D array dp of the same size as the grid, where dp[i][j] represents the minimum points that guarantees the continuation of the journey to destination before entering the cell (i, j). It’s but obvious that dp[0][0] is our final solution. Hence, for this problem, we need to fill the table from the bottom right corner to left top.
* Now, let us decide minimum points needed to leave cell (i, j) (remember we are moving from bottom to up). There are only two paths to choose: (i+1, j) and (i, j+1). Of course we will choose the cell that the player can finish the rest of his journey with a smaller initial points. Therefore we have: **min\_Points\_on\_exit = min(dp[i+1][j], dp[i][j+1])**

Now we know how to compute min\_Points\_on\_exit, but we need to fill the table dp[][] to get the solution in dp[0][0].

**How to compute dp[i][j]?**  
      The value of dp[i][j] can be written as below.

dp[i][j] = max(min\_Points\_on\_exit – points[i][j], 1)

Let us see how above expression covers all cases.

* If points[i][j] == 0, then nothing is gained in this cell; the player can leave the cell with the same points as he enters the room with, i.e. dp[i][j] = min\_Points\_on\_exit.
* If dp[i][j] If dp[i][j] > 0, then the player could enter (i, j) with points as little as min\_Points\_on\_exit – points[i][j]. since he could gain “points[i][j]” points in this cell. However, the value of min\_Points\_on\_exit – points[i][j] might drop to 0 or below in this situation. When this happens, we must clip the value to 1 in order to make sure dp[i][j] stays positive:  
   dp[i][j] = max(min\_Points\_on\_exit – points[i][j], 1).

Finally return dp[0][0] which is our answer.

Below is C++ implementation of above algorithm.

// C++ program to find minimum initial points to reach destination  
#include<bits/stdc++.h>  
#define R 3  
#define C 3  
using namespace std;  
  
int minInitialPoints(int points[][C])  
{  
 // dp[i][j] represents the minimum initial points player  
 // should have so that when starts with cell(i, j) successfully  
 // reaches the destination cell(m-1, n-1)  
 int dp[R][C];  
 int m = R, n = C;  
  
 // Base case  
 dp[m-1][n-1] = points[m-1][n-1] > 0? 1:  
 abs(points[m-1][n-1]) + 1;  
  
 // Fill last row and last column as base to fill  
 // entire table  
 for (int i = m-2; i >= 0; i--)  
 dp[i][n-1] = max(dp[i+1][n-1] - points[i][n-1], 1);  
 for (int j = n-2; j >= 0; j--)  
 dp[m-1][j] = max(dp[m-1][j+1] - points[m-1][j], 1);  
  
 // fill the table in bottom-up fashion  
 for (int i=m-2; i>=0; i--)  
 {  
 for (int j=n-2; j>=0; j--)  
 {  
 int min\_points\_on\_exit = min(dp[i+1][j], dp[i][j+1]);  
 dp[i][j] = max(min\_points\_on\_exit - points[i][j], 1);  
 }  
 }  
  
 return dp[0][0];  
}  
  
// Driver Program  
int main()  
{  
  
 int points[R][C] = { {-2,-3,3},  
 {-5,-10,1},  
 {10,30,-5}  
 };  
 cout << "Minimum Initial Points Required: "  
 << minInitialPoints(points);  
 return 0;  
}

Output:

Minimum Initial Points Required: 7

This article is contributed by [Gaurav Ahirwar](http://sudo%20aptitude%20install%20build-essential). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/minimum-positive-points-to-reach-destination/>

Category: [Arrays](http://www.geeksforgeeks.org/category/c-arrays/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/), [Matrix](http://www.geeksforgeeks.org/tag/matrix/)
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# Count of n digit numbers whose sum of digits equals to given sum

Given two integers ‘n’ and ‘sum’, find count of all n digit numbers with sum of digits as ‘sum’. Leading 0’s are not counted as digits.  
 1

Example:

Input: n = 2, sum = 2  
Output: 2  
Explanation: Numbers are 11 and 20  
  
Input: n = 2, sum = 5  
Output: 5  
Explanation: Numbers are 14, 23, 32, 41 and 50  
  
Input: n = 3, sum = 6  
Output: 21

**We strongly recommend you to minimize your browser and try this yourself first**

The idea is simple, we subtract all values from 0 to 9 from given sum and recur for sum minus that digit. Below is recursive formula.

countRec(n, sum) = ∑finalCount(n-1, sum-x)  
 where 1 == 0  
 One important observation is, leading 0's must be  
 handled explicitly as they are not counted as digits.  
 So our final count can be written as below.  
   
 finalCount(n, sum) = ∑finalCount(n-1, sum-x)  
 where 0 == 0

Below is a simple recursive solution based on above recursive formula.

// A recursive program to count numbers with sum  
// of digits as given 'sum'  
#include<bits/stdc++.h>  
using namespace std;  
  
// Recursive function to count 'n' digit numbers  
// with sum of digits as 'sum'. This function  
// considers leading 0's also as digits, that is  
// why not directly called  
unsigned long long int countRec(int n, int sum)  
{  
 // Base case  
 if (n == 0)  
 return sum == 0;  
  
 // Initialize answer  
 unsigned long long int ans = 0;  
  
 // Traverse through every digit and count  
 // numbers beginning with it using recursion  
 for (int i=0; i<=9; i++)  
 if (sum-i >= 0)  
 ans += countRec(n-1, sum-i);  
  
 return ans;  
}  
  
// This is mainly a wrapper over countRec. It  
// explicitly handles leading digit and calls  
// countRec() for remaining digits.  
unsigned long long int finalCount(int n, int sum)  
{  
 // Initialize final answer  
 unsigned long long int ans = 0;  
  
 // Traverse through every digit from 1 to  
 // 9 and count numbers beginning with it  
 for (int i = 1; i <= 9; i++)  
 if (sum-i >= 0)  
 ans += countRec(n-1, sum-i);  
  
 return ans;  
}  
  
// Driver program  
int main()  
{  
 int n = 2, sum = 5;  
 cout << finalCount(n, sum);  
 return 0;  
}

Output:

5

The time complexity of above solution is exponential. If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. For example, if we start with n = 3 and sum = 10, we can reach n = 1, sum = 8, by considering digit sequences 1,1 or 2, 0.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So min square sum problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem.

Below is Memoization based C++ implementation.

// A memoization based recursive program to count   
// numbers with sum of n as given 'sum'  
#include<bits/stdc++.h>  
using namespace std;  
  
// A lookup table used for memoization  
unsigned long long int lookup[101][50001];  
  
// Memoizatiob based implementation of recursive  
// function  
unsigned long long int countRec(int n, int sum)  
{  
 // Base case  
 if (n == 0)  
 return sum == 0;  
  
 // If this subproblem is already evaluated,  
 // return the evaluated value  
 if (lookup[n][sum] != -1)  
 return lookup[n][sum];  
  
 // Initialize answer  
 unsigned long long int ans = 0;  
  
 // Traverse through every digit and  
 // recursively count numbers beginning  
 // with it  
 for (int i=0; i<10; i++)  
 if (sum-i >= 0)  
 ans += countRec(n-1, sum-i);  
  
 return lookup[n][sum] = ans;  
}  
  
// This is mainly a wrapper over countRec. It  
// explicitly handles leading digit and calls  
// countRec() for remaining n.  
unsigned long long int finalCount(int n, int sum)  
{  
 // Initialize all entries of lookup table  
 memset(lookup, -1, sizeof lookup);  
  
 // Initialize final answer  
 unsigned long long int ans = 0;  
  
 // Traverse through every digit from 1 to  
 // 9 and count numbers beginning with it  
 for (int i = 1; i <= 9; i++)  
 if (sum-i >= 0)  
 ans += countRec(n-1, sum-i);  
 return ans;  
}  
  
// Driver program  
int main()  
{  
 int n = 3, sum = 5;  
 cout << finalCount(n, sum);  
 return 0;  
}

Output:

5

Thanks to [Gaurav Ahirwar](http://qa.geeksforgeeks.org/user/Mr.Lazy) for suggesting above solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-of-n-digit-numbers-whose-sum-of-digits-equals-to-given-sum/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Count total number of N digit numbers such that the difference between sum of even and odd digits is 1

Given a number n, we need to count total number of n digit numbers such that the sum of even digits is 1 more than the sum of odd digits. Here even and odd means positions of digits are like array indexes, for exampl, the leftmost (or leading) digit is considered as even digit, next to leftmost is considered as odd and so on.

Example

Input: n = 2  
Output: Required Count of 2 digit numbers is 9  
Explanation : 10, 21, 32, 43, 54, 65, 76, 87, 98.  
  
Input: n = 3  
Output: Required Count of 3 digit numbers is 54  
Explanation: 100, 111, 122, ......, 980

**We strongly recommend you to minimize your browser and try this yourself first.**

This problem is mainly an extension of [Count of n digit numbers whose sum of digits equals to given sum](http://www.geeksforgeeks.org/count-of-n-digit-numbers-whose-sum-of-digits-equals-to-given-sum/). Here the solution of subproblems depend on four variables: digits, esum (current even sum), osum (current odd sum), isEven(A flag to indicate whether current digit is even or odd).

Below is Memoization based solution for the same.

// A memoization based recursive program to count numbers  
// with difference between odd and even digit sums as 1  
#include<bits/stdc++.h>  
   
using namespace std;  
   
// A lookup table used for memoization.  
unsigned long long int lookup[50][1000][1000][2];  
   
// Memnoization based recursive function to count numbers  
// with even and odd digit sum difference as 1. This function  
// conisders leading zero as a digit  
unsigned long long int countRec(int digits, int esum,  
 int osum, bool isOdd, int n)  
{  
 // Base Case  
 if (digits == n)  
 return (esum - osum == 1);  
   
 // If current subproblem is already computed  
 if (lookup[digits][esum][osum][isOdd] != -1)  
 return lookup[digits][esum][osum][isOdd];  
   
 // Initialize result  
 unsigned long long int ans = 0;  
   
 // If current digit is odd, then add it to odd sum and recur  
 if (isOdd)  
 for (int i = 0; i <= 9; i++)  
 ans += countRec(digits+1, esum, osum+i, false, n);  
 else // Add to even sum and recur  
 for (int i = 0; i <= 9; i++)  
 ans += countRec(digits+1, esum+i, osum, true, n);  
   
 // Store current result in lookup table and return the same  
 return lookup[digits][esum][osum][isOdd] = ans;  
}  
   
// This is mainly a wrapper over countRec. It  
// explicitly handles leading digit and calls  
// countRec() for remaining digits.  
unsigned long long int finalCount(int n)  
{  
 // Initialize number digits considered so far  
 int digits = 0;  
   
 // Initialize all entries of lookup table  
 memset(lookup, -1, sizeof lookup);  
   
 // Initializa final answer  
 unsigned long long int ans = 0;  
   
 // Initialize even and odd sums  
 int esum = 0, osum = 0;  
   
 // Explicitly handle first digit and call recursive function  
 // countRec for remaining digits. Note that the first digit  
 // is considered as even digit.  
 for (int i = 1; i <= 9; i++)  
 ans += countRec(digits+1, esum + i, osum, true, n);  
   
 return ans;  
}  
   
// Driver program  
int main()  
{  
 int n = 3;  
 cout << "Coutn of "<<n << " digit numbers is " << finalCount(n);  
 return 0;  
}

Output:

Count of 3 digit numbers is 54

Thanks to [Gaurav Ahirwar](http://qa.geeksforgeeks.org/user/Mr.Lazy) for providing above solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-total-number-of-n-digit-numbers-such-that-the-difference-between-the-sum-of-even-digits-and-odd-digits-is-1/>
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# Maximum weight transformation of a given string

Given a string consisting of only A’s and B’s. We can transform the given string to another string by toggling any character. Thus many transformations of the given string are possible. The task is to find Weight of the maximum weight transformation.

Weight of a sting is calculated using below formula.

Weight of string = Weight of total pairs +   
 weight of single characters -   
 Total number of toggles.  
  
Two consecutive characters are considered as pair only if they   
are different.   
Weight of a single pair (both character are different) = 4  
Weight of a single character = 1

Examples:

Input: str = "AA"  
Output: 3  
Transformations of given string are "AA", "AB", "BA" and "BB".   
Maximum weight transformation is "AB" or "BA". And weight  
is "One Pair - One Toggle" = 4-1 = 3.  
  
Input: str = "ABB"  
Output: 5  
Transformations are "ABB", "ABA", "AAB", "AAA", "BBB",   
"BBA", "BAB" and "BAA"  
Maximum weight is of original string 4+1 (One Pair + 1  
character)

**We strongly recommend you to minimize your browser and try this yourself first.**  
 We can recursively find maximum weight using below formula.

If (n == 1)  
 maxWeight(str[0..n-1]) = 1  
  
Else If str[0] != str[1]  
// Max of two cases: First character considered separately  
// First pair considered separately   
maxWeight(str[0..n-1]) = Max (1 + maxWeight(str[1..n-1]),  
 4 + getMaxRec(str[2..n-1])  
Else  
// Max of two cases: First character considered separately  
// First pair considered separately   
// Since first two characters are same and a toggle is   
// required to form a pair, 3 is added for pair instead   
// of 4   
maxWeight(str[0..n-1]) = Max (1 + maxWeight(str[1..n-1]),  
 3 + getMaxRec(str[2..n-1])

If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So min square sum problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming).

Below is a memoization based solution. A lookup table is used to see if a problem is already computed.

// C++ program to find maximum weight transformation  
// of a given string  
#include<bits/stdc++.h>  
using namespace std;  
  
// Returns wieght of the maximum weight  
// transformation  
int getMaxRec(string &str, int i, int n, int lookup[])  
{  
 // Base case  
 if (i >= n) return 0;  
  
 //If this subproblem is already solved  
 if (lookup[i] != -1) return lookup[i];  
  
 // Don't make pair, so weight gained is 1  
 int ans = 1 + getMaxRec(str, i+1, n, lookup);  
  
 // If we can make pair  
 if (i+1 < n)  
 {  
 // If elements are dissmilar, weight gained is 4  
 if (str[i] != str[i+1])  
 ans = max(4 + getMaxRec(str, i+2, n, lookup),  
 ans);  
  
 // if elements are similar so for making a pair  
 // we toggle any of them. Since toggle cost is  
 // 1 so overall weight gain becomes 3  
 else ans = max(3 + getMaxRec(str, i+2, n, lookup),  
 ans);  
 }  
  
 // save and return maximum of above cases  
 return lookup[i] = ans;  
}  
  
// Initializes lookup table and calls getMaxRec()  
int getMaxWeight(string str)  
{  
 int n = str.length();  
  
 // Create and initialize lookup table  
 int lookup[n];  
 memset(lookup, -1, sizeof lookup);  
  
 // Call recursive function  
 return getMaxRec(str, 0, str.length(), lookup);  
}  
  
// Driver program  
int main()  
{  
 string str = "AAAAABB";  
 cout << "Maximum weight of a transformation of "  
 << str << " is " << getMaxWeight(str);  
 return 0;  
}

Output:

Maximum weight of a transformation of AAAAABB is 11

Thanks to [Gaurav Ahirwar](http://qa.geeksforgeeks.org/user/Mr.Lazy) for providing above solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Bitmasking and Dynamic Programming | Set 1 (Count ways to assign unique cap to every person)

Consider the below problems statement.

There 100 different types of caps each having a unique id from 1 to 100. Also, there ‘n’ persons each having a collection of variable number of caps. One day all of these persons decide to go in a party wearing a cap but to look unique they decided that none them will wear the same type of cap. So, count the total number of arrangements or ways such that none of them is wearing same type of cap.

Constraints: 1 First line contains value of n, next n lines contain collections of all the n persons. Input: 3 5 100 1 // Collection of first person. 2 // Collection of second person. 5 100 // Collection of second person. Output: 4 Explanation: All valid possible ways are (5, 2, 100), (100, 2, 5), (1, 2, 5) and (1, 2, 100)

Since, number of ways could be large, so output modulo 1000000007

**We strongly recommend you to minimize your browser and try this yourself first.**  
 A **Simple Solution** is to try all possible combinations. Start by picking first element from first set, marking it as visited and recur for remaining sets. It is basically a Backtracking based solution.

A **better solution is to use Bitmasking and DP**. Let us first introduce Bitmasking.

**What is Bitmasking?**  
 Suppose we have a collection of elements which are numbered from 1 to N. If we want to represent a subset of this set than it can be encoded by a sequence of N bits (we usually call this sequence a “mask”). In our chosen subset the i-th element belongs to it if and only if the i-th bit of the mask I set i.e., it equals to 1. For example, the mask 10000101 means that the subset of the set [1… 8] consists of elements 1, 3 and 8. We know that for a set of N elements there are total 2N subsets thus 2N masks are possible, one representing each subset. Each mask is in fact an integer number written in binary notation.

Our main methodology is to assign a value to each mask (and, therefore, to each subset) and thus calculate the values for new masks using values of the already computed masks. Usually our main target is to calculate value/solution for the complete set i.e., for mask 11111111. Normally, to find the value for a subset X we remove an element in every possible way and use values for obtained subsets X’1, X’2… ,X’k to compute the value/solution for X. This means that the values for X’i must have been computed already, so we need to establish an ordering in which masks will be considered. It’s easy to see that the natural ordering will do: go over masks in increasing order of corresponding numbers. Also, We sometimes, start with the empty subset X and we add elements in every possible way and use the values of obtained subsets X’1, X’2… ,X’k to compute the value/solution for X.

We mostly use the following notations/operations on masks:  
 bit(i,mask) – the i-th bit of mask  
 count(mask) – the number of non-zero bits in mask  
 first(mask) – the number of the lowest non-zero bit in mask  
 set(i, mask) – set the ith bit in mask  
 check(i, mask) – check the ith bit in mask

**How is this problem solved using Bitmasking + DP?**  
 The idea is to use the fact that there are upto 10 persons. So we can use a integer variable as a bitmask to store which person is wearing cap and which is not.

Let i be the current cap number (caps from 1 to i-1 are already   
processed). Let integer variable mask indicates the the persons w  
earing and not wearing caps. If i'th bit is set in mask, then   
i'th person is wearing a cap, else not.  
  
 // consider the case when ith cap is not included   
 // in the arrangement  
countWays(mask, i) = countWays(mask, i+1) +   
   
 // when ith cap is included in the arrangement  
 // so, assign this cap to all possible persons   
 // one by one and recur for remaining persons.  
 &Sum; countWays(mask | (1   
If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. So we use Dynamic Programming. A table dp[][] is used such that in every entry dp[i][j], i is mask and j is cap number.   
Since we want to access all persons that can wear a given cap, we use an array of vectors, capList[101]. A value capList[i] indicates the list of persons that can wear cap i.  
Below is C++ implementation of above idea.  
   
// C++ program to find number of ways to wear hats  
#include<bits/stdc++.h>  
#define MOD 1000000007  
using namespace std;  
  
// capList[i]'th vector contains the list of persons having a cap with id i  
// id is between 1 to 100 so we declared an array of 101 vectors as indexing  
// starts from 0.  
vector<int> capList[101];  
  
// dp[2^10][101] .. in dp[i][j], i denotes the mask i.e., it tells that  
// how many and which persons are wearing cap. j denotes the first j caps  
// used. So, dp[i][j] tells the number ways we assign j caps to mask i  
// such that none of them wears the same cap  
int dp[1025][101];  
  
// This is used for base case, it has all the N bits set  
// so, it tells whether all N persons are wearing a cap.  
int allmask;  
  
// Mask is the set of persons, i is the number of  
// caps processed starting from first cap.  
long long int countWaysUtil(int mask, int i)  
{  
 // If all persons are wearing a cap so we  
 // are done and this is one way so return 1  
 if (mask == allmask) return 1;  
  
 // If not everyone is wearing a cap and also there are no more  
 // caps left to process, so there is no way, thus return 0;  
 if (i > 100) return 0;  
  
 // If we already have solved this subproblem, return the answer.  
 if (dp[mask][i] != -1) return dp[mask][i];  
  
 // Ways, when we don't include this cap in our arrangement  
 // or solution set.  
 long long int ways = countWaysUtil(mask, i+1);  
  
 // size is the total number of persons having cap with id i.  
 int size = capList[i].size();  
  
 // So, assign one by one ith cap to all the possible persons  
 // and recur for remaining caps.  
 for (int j = 0; j < size; j++)  
 {  
 // if person capList[i][j] is already wearing a cap so continue as  
 // we cannot assign him this cap  
 if (mask & (1 << capList[i][j])) continue;  
  
 // Else assign him this cap and recur for remaining caps with  
 // new updated mask vector  
 else ways += countWaysUtil(mask | (1 << capList[i][j]), i+1);  
 ways %= MOD;  
 }  
  
 // Save the result and return it.  
 return dp[mask][i] = ways;  
}  
  
// Reads n lines from standard input for current test case  
void countWays(int n)  
{  
 //----------- READ INPUT --------------------------  
 string temp, str;  
 int x;  
 getline(cin, str); // to get rid of newline character  
 for (int i=0; i<n; i++)  
 {  
 getline(cin, str);  
 stringstream ss(str);  
  
 // while there are words in the streamobject ss  
 while (ss >> temp)  
 {  
 stringstream s;  
 s << temp;  
 s >> x;  
  
 // add the ith person in the list of cap if with id x  
 capList[x].push\_back(i);  
 }  
 }  
 //----------------------------------------------------  
  
 // All mask is used to check of all persons  
 // are included or not, set all n bits as 1  
 allmask = (1 << n) - 1;  
  
 // Initialize all entries in dp as -1  
 memset(dp, -1, sizeof dp);  
  
 // Call recursive function count ways  
 cout << countWaysUtil(0, 1) << endl;  
}  
  
// Driver Program  
int main()  
{   
 int n; // number of persons in every test case  
 cin >> n;  
 countWays(n);  
 return 0;  
}

Input:

3   
5 100 1   
2   
5 100

Output:

4

This article is contributed by [Gaurav Ahirwar](http://qa.geeksforgeeks.org/user/Mr.Lazy). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/bitmasking-and-dynamic-programming-set-1-count-ways-to-assign-unique-cap-to-every-person/>

# Longest Repeating Subsequence

Given a string, find length of the longest repeating subseequence such that the two subsequence don’t have same string character at same position, i.e., any i’th character in the two subsequences shouldn’t have the same index in the original string.

Examples:

Input: str = "abc"  
Output: 0  
There is no repeating subsequence  
  
Input: str = "aab"  
Output: 1  
The two subssequence are 'a'(first) and 'a'(second).   
Note that 'b' cannot be considered as part of subsequence   
as it would be at same index in bot.  
  
Input: str = "aabb"  
Output: 2  
  
Input: str = "axxxy"  
Output: 2

**We strongly recommend you to minimize your browser and try this yourself first.**  
 This problem is just the modification of [Longest Common Subsequence problem](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/). The idea is to find the LCS(str, str) where str is the input string with the restriction that when both the characters are same, they shouldn’t be on the same index in the two strings.

Below is C++ implementation of the idea.

// C++ program to find the longest repeating  
// subsequence  
#include <iostream>  
#include<string>  
using namespace std;  
  
int findLongestRepeatingSubSeq(string str)  
{  
 int n = str.length();  
  
 // Create and initialize DP table  
 int dp[n+1][n+1];  
 for (int i=0; i<=n; i++)  
 for (int j=0; j<=n; j++)  
 dp[i][j] = 0;  
  
 // Fill dp table (similar to LCS loops)  
 for (int i=1; i<=n; i++)  
 {  
 for (int j=1; j<=n; j++)  
 {  
 // If characters match and indexes are not same  
 if (str[i-1] == str[j-1] && i!=j)  
 dp[i][j] = 1 + dp[i-1][j-1];   
 // If characters do not match  
 else  
 dp[i][j] = max(dp[i][j-1], dp[i-1][j]);  
 }  
 }  
 return dp[n][n];  
}  
  
// Driver Program  
int main()  
{  
 string str = "aabb";  
 cout << "The length of the largest subsequence that"  
 " repeats itself is : "  
 << findLongestRepeatingSubSeq(str);  
 return 0;  
}

Output:

The length of the largest subsequence that repeats itself is : 2

This article is contributed by [Ekta Goel](https://www.linkedin.com/pub/ekta-goel/75/12a/3a6). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/longest-repeating-subsequence/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

# Count even length binary sequences with same sum of first and second half bits

Given a number n, find count of all binary sequences of length 2n such that sum of first n bits is same as sum of last n bits.

Examples:

Input: n = 1  
Output: 2  
There are 2 sequences of length 2\*n, the  
sequences are 00 and 11  
  
Input: n = 2  
Output: 2  
There are 6 sequences of length 2\*n, the  
sequences are 0101, 0110, 1010, 1001, 0000  
and 1111

**We strongly recommend you to minimize your browser and try this yourself first.**

The idea is to fix first and last bits and then recur for n-1, i.e., remaining 2(n-1) bits. There are following possibilities when we fix first and last bits.  
 1) First and last bits are same, remaining n-1 bits on both sides should also have the **same** sum.  
 2) First bit is 1 and last bit is 0, sum of remaining n-1 bits on left side should be 1 **less** than the sum n-1 bits on right side.  
 2) First bit is 0 and last bit is 1, sum of remaining n-1 bits on left side should be 1 **more** than the sum n-1 bits on right side.

Based on above facts, we get below recurrence formula.

**diff** is the expected difference between sum of first half digits and last half digits. Initially diff is 0.

// When first and last bits are same  
 // there are two cases, 00 and 11  
count(n, diff) = 2\*count(n-1, diff) +   
   
 // When first bit is 1 and last bit is 0  
 count(n-1, diff-1) +  
  
 // When first bit is 0 and last bit is 1  
 count(n-1, diff+1)  
  
What should be base cases?  
// When n == 1 (2 bit sequences)  
1) If n == 1 and diff == 0, return 2  
2) If n == 1 and |diff| == 1, return 1   
  
// We can't cover difference of more than n with 2n bits  
3) If |diff| > n, return 0

Below is C++ implementation based of above **Naive Recursive Solution**.

// A Naive Recursive C++ program to count even  
// length binary sequences such that the sum of  
// first and second half bits is same  
#include<bits/stdc++.h>  
using namespace std;  
  
// diff is difference between sums first n bits  
// and last n bits respectively  
int countSeq(int n, int diff)  
{  
 // We can't cover difference of more  
 // than n with 2n bits  
 if (abs(diff) > n)  
 return 0;  
  
 // n == 1, i.e., 2 bit long sequences  
 if (n == 1 && diff == 0)  
 return 2;  
 if (n == 1 && abs(diff) == 1)  
 return 1;  
  
 int res = // First bit is 0 & last bit is 1  
 countSeq(n-1, diff+1) +  
  
 // First and last bits are same  
 2\*countSeq(n-1, diff) +  
  
 // First bit is 1 & last bit is 0  
 countSeq(n-1, diff-1);  
  
 return res;  
}  
  
// Driver program  
int main()  
{  
 int n = 2;  
 cout << "Count of sequences is "  
 << countSeq(2, 0);  
 return 0;  
}

Output

Count of sequences is 6

The time complexity of above solution is exponential. If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. For example, when we start from n = 4 and diff = 0, we can reach (3, 0) through multiple paths. Since same suproblems are called again, this problem has Overlapping Subprolems property. So min square sum problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a **Dynamic Programming** problem.  
 Below is a memoization based solution that uses a lookup table to compute the result.

// A memoization based C++ program to count even  
// length binary sequences such that the sum of  
// first and second half bits is same  
#include<bits/stdc++.h>  
using namespace std;  
#define MAX 1000  
  
// A lookup table to store the results of subproblems  
int lookup[MAX][MAX];  
  
// dif is diference between sums of first n bits  
// and last n bits i.e., dif = (Sum of first n bits) -  
// (Sum of last n bits)  
int countSeqUtil(int n, int dif)  
{  
 // We can't cover diference of more  
 // than n with 2n bits  
 if (abs(dif) > n)  
 return 0;  
  
 // n == 1, i.e., 2 bit long sequences  
 if (n == 1 && dif == 0)  
 return 2;  
 if (n == 1 && abs(dif) == 1)  
 return 1;  
  
 // Check if this subbproblem is already solved  
 // n is added to dif to make sure index becomes  
 // positive  
 if (lookup[n][n+dif] != -1)  
 return lookup[n][n+dif];  
  
 int res = // First bit is 0 & last bit is 1  
 countSeqUtil(n-1, dif+1) +  
  
 // First and last bits are same  
 2\*countSeqUtil(n-1, dif) +  
  
 // First bit is 1 & last bit is 0  
 countSeqUtil(n-1, dif-1);  
  
 // Store result in lookup table and return the result  
 return lookup[n][n+dif] = res;  
}  
  
// A Wrapper over countSeqUtil(). It mainly initializes lookup  
// table, then calls countSeqUtil()  
int countSeq(int n)  
{  
 // Initialize all entries of lookup table as not filled  
 memset(lookup, -1, sizeof(lookup));  
  
 // call countSeqUtil()  
 return countSeqUtil(n, 0);  
}  
  
// Driver program  
int main()  
{  
 int n = 2;  
 cout << "Count of sequences is "  
 << countSeq(2);  
 return 0;  
}

Output

Count of sequences is 6

Worst case time complexity of this solution is O(n2) as diff can be maximum n.

Below is **O(n) solution** for the same.

Number of n-bit strings with 0 ones = nC0  
Number of n-bit strings with 1 ones = nC1  
...  
Number of n-bit strings with k ones = nCk  
...  
Number of n-bit strings with n ones = nCn

So, we can get required result using below

No. of 2\*n bit strings such that first n bits have 0 ones &   
last n bits have 0 ones = nC0 \* nC0  
  
No. of 2\*n bit strings such that first n bits have 1 ones &   
last n bits have 1 ones = nC1 \* nC1  
  
....  
  
and so on.  
  
Result = nC0\*nC0 + nC1\*nC1 + ... + nCn\*nCn  
 = &Sum;(nCk)2   
 0   
Below is C++ implementation based on above idea.  
   
// A O(n) C++ program to count even length binary sequences  
// such that the sum of first and second half bits is same  
#include<iostream>  
using namespace std;  
  
// Returns the count of even length sequences  
int countSeq(int n)  
{  
 int nCr=1, res = 1;  
  
 // Calculate SUM ((nCr)^2)  
 for (int r = 1; r<=n ; r++)  
 {  
 // Compute nCr using nC(r-1)  
 // nCr/nC(r-1) = (n+1-r)/r;  
 nCr = (nCr \* (n+1-r))/r;   
  
 res += nCr\*nCr;  
 }  
  
 return res;  
}  
  
// Driver program  
int main()  
{  
 int n = 3;  
 cout << "Count of sequences is "  
 << countSeq(n);  
 return 0;  
}

Output

Count of sequences is 6

Thanks to d\_geeks, Saurabh Jain and Mysterious Mind for suggesting above O(n) solution.

This article is contributed by Pawan. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-even-length-binary-sequences-with-same-sum-of-first-and-second-half-bits/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)
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# Count number of ways to cover a distance

Given a distance ‘dist, count total number of ways to cover the distance with 1, 2 and 3 steps.

Examples:

Input: n = 3  
Output: 4  
Below are the four ways  
 1 step + 1 step + 1 step  
 1 step + 2 step  
 2 step + 1 step  
 3 step  
  
Input: n = 4  
Output: 7

**We strongly recommend you to minimize your browser and try this yourself first.**

// A naive recursive C++ program to count number of ways to cover  
// a distance with 1, 2 and 3 steps  
#include<iostream>  
using namespace std;  
  
// Returns count of ways to cover 'dist'  
int printCountRec(int dist)  
{  
 // Base cases  
 if (dist<0) return 0;  
 if (dist==0) return 1;  
  
 // Recur for all previous 3 and add the results  
 return printCountRec(dist-1) +  
 printCountRec(dist-2) +  
 printCountRec(dist-3);  
}  
  
// driver program  
int main()  
{  
 int dist = 4;  
 cout << printCountRec(dist);  
 return 0;  
}

Output:

7

The time complexity of above solution is exponential, a close upper bound is O(3n). If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. For example, when we start from n = 6, we can reach 4 by subtracting one 2 times and by subtracting 2 one times. So the subproblem for 4 is called twice.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So min square sum problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array count[] in bottom up manner.

Below is Dynamic Programming based C++ implementation.

// A Dynamic Programming based C++ program to count number of ways  
// to cover a distance with 1, 2 and 3 steps  
#include<iostream>  
using namespace std;  
  
int printCountDP(int dist)  
{  
 int count[dist+1];  
  
 // Initialize base values. There is one way to cover 0 and 1  
 // distances and two ways to cover 2 distance  
 count[0] = 1, count[1] = 1, count[2] = 2;  
  
 // Fill the count array in bottom up manner  
 for (int i=3; i<=dist; i++)  
 count[i] = count[i-1] + count[i-2] + count[i-3];  
  
 return count[dist];  
}  
  
// driver program  
int main()  
{  
 int dist = 4;  
 cout << printCountDP(dist);  
 return 0;  
}

Output: 4

This article is contributed by Vignesh Venkatesan. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-number-of-ways-to-cover-a-distance/>

Category: [Misc](http://www.geeksforgeeks.org/category/c-programs/) Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)