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# Searching for Patterns | Set 1 (Naive Pattern Searching)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that *n > m*.

Examples:  
 **1)** Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

**2)** Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

**Naive Pattern Searching:**  
 Slide the pattern over text one by one and check for a match. If a match is found, then slides by 1 again to check for subsequent matches.

#include<stdio.h>  
#include<string.h>  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
   
 /\* A loop to slide pat[] one by one \*/  
 for (int i = 0; i <= N - M; i++)  
 {  
 int j;  
   
 /\* For current index i, check for pattern match \*/  
 for (j = 0; j < M; j++)  
 {  
 if (txt[i+j] != pat[j])  
 break;  
 }  
 if (j == M) // if pat[0...M-1] = txt[i, i+1, ...i+M-1]  
 {  
 printf("Pattern found at index %d \n", i);  
 }  
 }  
}  
   
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "AABAACAADAABAAABAA";  
 char \*pat = "AABA";  
 search(pat, txt);  
 getchar();  
 return 0;  
}

**What is the best case?**  
 The best case occurs when the first character of the pattern is not present in text at all.

txt[] = "AABCCAADDEE"  
 pat[] = "FAA"

The number of comparisons in best case is O(n).

**What is the worst case ?**  
 The worst case of Naive Pattern Searching occurs in following scenarios.  
 1) When all characters of the text and pattern are same.

txt[] = "AAAAAAAAAAAAAAAAAA"  
 pat[] = "AAAAA".

2) Worst case also occurs when only the last character is different.

txt[] = "AAAAAAAAAAAAAAAAAB"  
 pat[] = "AAAAB"

Number of comparisons in worst case is O(m\*(n-m+1)). Although strings which have repeated characters are not likely to appear in English text, they may well occur in other applications (for example, in binary texts). The KMP matching algorithm improves the worst case to O(n). We will be covering KMP in the next post. Also, we will be writing more posts to cover all pattern searching algorithms and data structures.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Searching for Patterns | Set 2 (KMP Algorithm)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that *n > m*.

Examples:  
 **1)** Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

**2)** Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

We have discussed Naive pattern searching algorithm in the [previous post](http://geeksforgeeks.org/?p=11871). The worst case complexity of Naive algorithm is O(m(n-m+1)). Time complexity of KMP algorithm is O(n) in worst case.

**KMP (Knuth Morris Pratt) Pattern Searching**  
 The [Naive pattern searching algorithm](http://geeksforgeeks.org/?p=11871) doesn’t work well in cases where we see many matching characters followed by a mismatching character. Following are some examples.

txt[] = "AAAAAAAAAAAAAAAAAB"  
 pat[] = "AAAAB"  
  
 txt[] = "ABABABCABABABCABABABC"  
 pat[] = "ABABAC" (not a worst case, but a bad case for Naive)

The KMP matching algorithm uses degenerating property (pattern having same sub-patterns appearing more than once in the pattern) of the pattern and improves the worst case complexity to O(n). The basic idea behind KMP’s algorithm is: whenever we detect a mismatch (after some matches), we already know some of the characters in the text (since they matched the pattern characters prior to the mismatch). We take advantage of this information to avoid matching the characters that we know will anyway match.  
 KMP algorithm does some preprocessing over the pattern pat[] and constructs an auxiliary array lps[] of size m (same as size of pattern). Here **name lps indicates longest proper prefix which is also suffix.**. For each sub-pattern pat[0…i] where i = 0 to m-1, lps[i] stores length of the maximum matching proper prefix which is also a suffix of the sub-pattern pat[0..i].

lps[i] = the longest proper prefix of pat[0..i]   
 which is also a suffix of pat[0..i].

Examples:  
 For the pattern “AABAACAABAA”, lps[] is [0, 1, 0, 1, 2, 0, 1, 2, 3, 4, 5]  
 For the pattern “ABCDE”, lps[] is [0, 0, 0, 0, 0]  
 For the pattern “AAAAA”, lps[] is [0, 1, 2, 3, 4]  
 For the pattern “AAABAAA”, lps[] is [0, 1, 2, 0, 1, 2, 3]  
 For the pattern “AAACAAAAAC”, lps[] is [0, 1, 2, 0, 1, 2, 3, 3, 3, 4]

**Searching Algorithm:**  
 Unlike the Naive algo where we slide the pattern by one, we use a value from lps[] to decide the next sliding position. Let us see how we do that. When we compare pat[j] with txt[i] and see a mismatch, we know that characters pat[0..j-1] match with txt[i-j+1…i-1], and we also know that lps[j-1] characters of pat[0…j-1] are both proper prefix and suffix which means we do not need to match these lps[j-1] characters with txt[i-j…i-1] because we know that these characters will anyway match. See KMPSearch() in the below code for details.

**Preprocessing Algorithm:**  
 In the preprocessing part, we calculate values in lps[]. To do that, we keep track of the length of the longest prefix suffix value (we use len variable for this purpose) for the previous index. We initialize lps[0] and len as 0. If pat[len] and pat[i] match, we increment len by 1 and assign the incremented value to lps[i]. If pat[i] and pat[len] do not match and len is not 0, we update len to lps[len-1]. See computeLPSArray () in the below code for details.

#include<stdio.h>  
#include<string.h>  
#include<stdlib.h>  
  
void computeLPSArray(char \*pat, int M, int \*lps);  
  
void KMPSearch(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
  
 // create lps[] that will hold the longest prefix suffix values for pattern  
 int \*lps = (int \*)malloc(sizeof(int)\*M);  
 int j = 0; // index for pat[]  
  
 // Preprocess the pattern (calculate lps[] array)  
 computeLPSArray(pat, M, lps);  
  
 int i = 0; // index for txt[]  
 while (i < N)  
 {  
 if (pat[j] == txt[i])  
 {  
 j++;  
 i++;  
 }  
  
 if (j == M)  
 {  
 printf("Found pattern at index %d \n", i-j);  
 j = lps[j-1];  
 }  
  
 // mismatch after j matches  
 else if (i < N && pat[j] != txt[i])  
 {  
 // Do not match lps[0..lps[j-1]] characters,  
 // they will match anyway  
 if (j != 0)  
 j = lps[j-1];  
 else  
 i = i+1;  
 }  
 }  
 free(lps); // to avoid memory leak  
}  
  
void computeLPSArray(char \*pat, int M, int \*lps)  
{  
 int len = 0; // lenght of the previous longest prefix suffix  
 int i;  
  
 lps[0] = 0; // lps[0] is always 0  
 i = 1;  
  
 // the loop calculates lps[i] for i = 1 to M-1  
 while (i < M)  
 {  
 if (pat[i] == pat[len])  
 {  
 len++;  
 lps[i] = len;  
 i++;  
 }  
 else // (pat[i] != pat[len])  
 {  
 if (len != 0)  
 {  
 // This is tricky. Consider the example AAACAAAA and i = 7.  
 len = lps[len-1];  
  
 // Also, note that we do not increment i here  
 }  
 else // if (len == 0)  
 {  
 lps[i] = 0;  
 i++;  
 }  
 }  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char \*txt = "ABABDABACDABABCABAB";  
 char \*pat = "ABABCABAB";  
 KMPSearch(pat, txt);  
 return 0;  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/>

# Searching for Patterns | Set 3 (Rabin-Karp Algorithm)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that n > m.

Examples:  
 1) Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

2) Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

The [Naive String Matching](http://geeksforgeeks.org/?p=11871) algorithm slides the pattern one by one. After each slide, it one by one checks characters at the current shift and if all characters match then prints the match.  
 Like the Naive Algorithm, Rabin-Karp algorithm also slides the pattern one by one. But unlike the Naive algorithm, Rabin Karp algorithm matches the hash value of the pattern with the hash value of current substring of text, and if the hash values match then only it starts matching individual characters. So Rabin Karp algorithm needs to calculate hash values for following strings.

1) Pattern itself.  
 2) All the substrings of text of length m.

Since we need to efficiently calculate hash values for all the substrings of size m of text, we must have a hash function which has following property.  
 Hash at the next shift must be efficiently computable from the current hash value and next character in text or we can say *hash(txt[s+1 .. s+m])* must be efficiently computable from *hash(txt[s .. s+m-1])* and *txt[s+m]* i.e., *hash(txt[s+1 .. s+m])*= *rehash(txt[s+m], hash(txt[s .. s+m-1])* and rehash must be O(1) operation.

The hash function suggested by Rabin and Karp calculates an integer value. The integer value for a string is numeric value of a string. For example, if all possible characters are from 1 to 10, the numeric value of “122” will be 122. The number of possible characters is higher than 10 (256 in general) and pattern length can be large. So the numeric values cannot be practically stored as an integer. Therefore, the numeric value is calculated using modular arithmetic to make sure that the hash values can be stored in an integer variable (can fit in memory words). To do rehashing, we need to take off the most significant digit and add the new least significant digit for in hash value. Rehashing is done using the following formula.

*hash( txt[s+1 .. s+m] ) = d ( hash( txt[s .. s+m-1]) – txt[s]\*h ) + txt[s + m] ) mod q*

*hash( txt[s .. s+m-1] )* : Hash value at shift *s*.  
 *hash( txt[s+1 .. s+m] )* : Hash value at next shift (or shift *s*+1)  
 *d*: Number of characters in the alphabet  
 *q*: A prime number  
 *h: d^(m-1)*

/\* Following program is a C implementation of the Rabin Karp Algorithm   
 given in the CLRS book \*/  
  
#include<stdio.h>  
#include<string.h>  
  
// d is the number of characters in input alphabet  
#define d 256   
   
/\* pat -> pattern  
 txt -> text  
 q -> A prime number  
\*/  
void search(char \*pat, char \*txt, int q)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
 int i, j;  
 int p = 0; // hash value for pattern  
 int t = 0; // hash value for txt  
 int h = 1;  
   
 // The value of h would be "pow(d, M-1)%q"  
 for (i = 0; i < M-1; i++)  
 h = (h\*d)%q;  
   
 // Calculate the hash value of pattern and first window of text  
 for (i = 0; i < M; i++)  
 {  
 p = (d\*p + pat[i])%q;  
 t = (d\*t + txt[i])%q;  
 }  
   
 // Slide the pattern over text one by one   
 for (i = 0; i <= N - M; i++)  
 {  
   
 // Check the hash values of current window of text and pattern  
 // If the hash values match then only check for characters on by one  
 if ( p == t )  
 {  
 /\* Check for characters one by one \*/  
 for (j = 0; j < M; j++)  
 {  
 if (txt[i+j] != pat[j])  
 break;  
 }  
 if (j == M) // if p == t and pat[0...M-1] = txt[i, i+1, ...i+M-1]  
 {  
 printf("Pattern found at index %d \n", i);  
 }  
 }  
   
 // Calculate hash value for next window of text: Remove leading digit,   
 // add trailing digit   
 if ( i < N-M )  
 {  
 t = (d\*(t - txt[i]\*h) + txt[i+M])%q;  
   
 // We might get negative value of t, converting it to positive  
 if(t < 0)   
 t = (t + q);   
 }  
 }  
}  
   
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "GEEKS FOR GEEKS";  
 char \*pat = "GEEK";  
 int q = 101; // A prime number  
 search(pat, txt, q);  
 getchar();  
 return 0;  
}

The average and best case running time of the Rabin-Karp algorithm is O(n+m), but its worst-case time is O(nm). Worst case of Rabin-Karp algorithm occurs when all characters of pattern and text are same as the hash values of all the substrings of txt[] match with hash value of pat[]. For example pat[] = “AAA” and txt[] = “AAAAAAA”.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**References:**

<http://net.pku.edu.cn/~course/cs101/2007/resource/Intro2Algorithm/book6/chap34.htm>

<http://www.cs.princeton.edu/courses/archive/fall04/cos226/lectures/string.4up.pdf>

<http://en.wikipedia.org/wiki/Rabin-Karp_string_search_algorithm>

**Related Posts:**  
 [Searching for Patterns | Set 1 (Naive Pattern Searching)](http://geeksforgeeks.org/?p=11871)  
 [Searching for Patterns | Set 2 (KMP Algorithm)](http://geeksforgeeks.org/?p=11902)

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/>

# Searching for Patterns | Set 4 (A Naive Pattern Searching Question)

**Question:** We have discussed Naive String matching algorithm [here](http://geeksforgeeks.org/?p=11871). Consider a situation where all characters of pattern are different. Can we modify [the original Naive String Matching algorithm](http://geeksforgeeks.org/?p=11871) so that it works better for these types of patterns. If we can, then what are the changes to original algorithm?

**Solution:** In the [original Naive String matching algorithm](http://geeksforgeeks.org/?p=11871), we always slide the pattern by 1. When all characters of pattern are different, we can slide the pattern by more than 1. Let us see how can we do this. When a mismatch occurs after j matches, we know that the first character of pattern will not match the j matched characters because all characters of pattern are different. So we can always slide the pattern by j without missing any valid shifts. Following is the modified code that is optimized for the special patterns.

#include<stdio.h>  
#include<string.h>  
  
/\* A modified Naive Pettern Searching algorithn that is optimized  
 for the cases when all characters of pattern are different \*/  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
 int i = 0;  
  
 while(i <= N - M)  
 {  
 int j;  
  
 /\* For current index i, check for pattern match \*/  
 for (j = 0; j < M; j++)  
 {  
 if (txt[i+j] != pat[j])  
 break;  
 }  
 if (j == M) // if pat[0...M-1] = txt[i, i+1, ...i+M-1]  
 {  
 printf("Pattern found at index %d \n", i);  
 i = i + M;  
 }  
 else if (j == 0)  
 {  
 i = i + 1;  
 }  
 else  
 {  
 i = i + j; // slide the pattern by j  
 }  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "ABCEABCDABCEABCD";  
 char \*pat = "ABCD";  
 search(pat, txt);  
 getchar();  
 return 0;  
}

Output:  
 Pattern found at index 4  
 Pattern found at index 12

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-4-a-naive-string-matching-algo-question/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Searching for Patterns | Set 5 (Finite Automata)

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that n > m.

Examples:  
 1) Input:

txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"

Output:

Pattern found at index 10

2) Input:

txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

We have discussed the following algorithms in the previous posts:

[Naive Algorithm](http://www.geeksforgeeks.org/archives/11871)  
 [KMP Algorithm](http://www.geeksforgeeks.org/archives/11902)  
 [Rabin Karp Algorithm](http://www.geeksforgeeks.org/archives/11937)

In this post, we will discuss Finite Automata (FA) based pattern searching algorithm. In FA based algorithm, we preprocess the pattern and build a 2D array that represents a Finite Automata. Construction of the FA is the main tricky part of this algorithm. Once the FA is built, the searching is simple. In search, we simply need to start from the first state of the automata and first character of the text. At every step, we consider next character of text, look for the next state in the built FA and move to new state. If we reach final state, then pattern is found in text. Time complexity of the search prcess is O(n).  
 Before we discuss FA construction, let us take a look at the following FA for pattern ACACAGA.  
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 The abvoe diagrams represent graphical and tabular representations of pattern ACACAGA.

Number of states in FA will be M+1 where M is length of the pattern. The main thing to construct FA is to get the next state from the current state for every possible character. Given a character x and a state k, we can get the next state by considering the string “pat[0..k-1]x” which is basically concatenation of pattern characters pat[0], pat[1] … pat[k-1] and the character x. The idea is to get length of the longest prefix of the given pattern such that the prefix is also suffix of “pat[0..k-1]x”. The value of length gives us the next state. For example, let us see how to get the next state from current state 5 and character ‘C’ in the above diagram. We need to consider the string, “pat[0..5]C” which is “ACACAC”. The lenght of the longest prefix of the pattern such that the prefix is suffix of “ACACAC”is 4 (“ACAC”). So the next state (from state 5) is 4 for character ‘C’.

In the following code, computeTF() constructs the FA. The time complexity of the computeTF() is O(m^3\*NO\_OF\_CHARS) where m is length of the pattern and NO\_OF\_CHARS is size of alphabet (total number of possible characters in pattern and text). The implementation tries all possible prefixes starting from the longest possible that can be a suffix of “pat[0..k-1]x”. There are better implementations to construct FA in O(m\*NO\_OF\_CHARS) (Hint: we can use something like [lps array construction in KMP algorithm](http://www.geeksforgeeks.org/archives/11902)). We have covered the better implementation in our [next post on pattern searching](http://www.geeksforgeeks.org/archives/18902).

#include<stdio.h>  
#include<string.h>  
#define NO\_OF\_CHARS 256  
  
int getNextState(char \*pat, int M, int state, int x)  
{  
 // If the character c is same as next character in pattern,  
 // then simply increment state  
 if (state < M && x == pat[state])  
 return state+1;  
  
 int ns, i; // ns stores the result which is next state  
  
 // ns finally contains the longest prefix which is also suffix  
 // in "pat[0..state-1]c"  
  
 // Start from the largest possible value and stop when you find  
 // a prefix which is also suffix  
 for (ns = state; ns > 0; ns--)  
 {  
 if(pat[ns-1] == x)  
 {  
 for(i = 0; i < ns-1; i++)  
 {  
 if (pat[i] != pat[state-ns+1+i])  
 break;  
 }  
 if (i == ns-1)  
 return ns;  
 }  
 }  
  
 return 0;  
}  
  
/\* This function builds the TF table which represents Finite Automata for a  
 given pattern \*/  
void computeTF(char \*pat, int M, int TF[][NO\_OF\_CHARS])  
{  
 int state, x;  
 for (state = 0; state <= M; ++state)  
 for (x = 0; x < NO\_OF\_CHARS; ++x)  
 TF[state][x] = getNextState(pat, M, state, x);  
}  
  
/\* Prints all occurrences of pat in txt \*/  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
  
 int TF[M+1][NO\_OF\_CHARS];  
  
 computeTF(pat, M, TF);  
  
 // Process txt over FA.  
 int i, state=0;  
 for (i = 0; i < N; i++)  
 {  
 state = TF[state][txt[i]];  
 if (state == M)  
 {  
 printf ("\n patterb found at index %d", i-M+1);  
 }  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 char \*txt = "AABAACAADAABAAABAA";  
 char \*pat = "AABA";  
 search(pat, txt);  
 return 0;  
}

Output:

Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

**References:**  
 [Introduction to Algorithms by Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest, Clifford Stein](http://mitpress.mit.edu/algorithms/)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/searching-for-patterns-set-5-finite-automata/>

# Pattern Searching | Set 6 (Efficient Construction of Finite Automata)

In the [previous post](http://www.geeksforgeeks.org/archives/18919), we discussed Finite Automata based pattern searching algorithm. The FA (Finite Automata) construction method discussed in previous post takes O((m^3)\*NO\_OF\_CHARS) time. FA can be constructed in O(m\*NO\_OF\_CHARS) time. In this post, we will discuss the O(m\*NO\_OF\_CHARS) algorithm for FA construction. The idea is similar to lps (longest prefix suffix) array construction discussed in the [KMP algorithm](http://www.geeksforgeeks.org/archives/11902). We use previously filled rows to fill a new row.

[![FA1](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/FA11.png)

[![FA2](data:image/png;base64,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)](http://d2hc1qfcrygj4j.cloudfront.net//wp-content/uploads/FA2.png)  
 The abvoe diagrams represent graphical and tabular representations of pattern ACACAGA.

**Algorithm:**  
 1) Fill the first row. All entries in first row are always 0 except the entry for pat[0] character. For pat[0] character, we always need to go to state 1.  
 2) Initialize lps as 0. lps for the first index is always 0.  
 3) Do following for rows at index i = 1 to M. (M is the length of the pattern)  
 …..a) Copy the entries from the row at index equal to lps.  
 …..b) Update the entry for pat[i] character to i+1.  
 …..c) Update lps “lps = TF[lps][pat[i]]” where TF is the 2D array which is being constructed.

**Implementation**  
 Following is C implementation for the above algorithm.

#include<stdio.h>  
#include<string.h>  
#define NO\_OF\_CHARS 256  
  
/\* This function builds the TF table which represents Finite Automata for a  
 given pattern \*/  
void computeTransFun(char \*pat, int M, int TF[][NO\_OF\_CHARS])  
{  
 int i, lps = 0, x;  
  
 // Fill entries in first row  
 for (x =0; x < NO\_OF\_CHARS; x++)  
 TF[0][x] = 0;  
 TF[0][pat[0]] = 1;  
  
 // Fill entries in other rows  
 for (i = 1; i<= M; i++)  
 {  
 // Copy values from row at index lps  
 for (x = 0; x < NO\_OF\_CHARS; x++)  
 TF[i][x] = TF[lps][x];  
  
 // Update the entry corresponding to this character  
 TF[i][pat[i]] = i + 1;  
  
 // Update lps for next row to be filled  
 if (i < M)  
 lps = TF[lps][pat[i]];  
 }  
}  
  
/\* Prints all occurrences of pat in txt \*/  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat);  
 int N = strlen(txt);  
  
 int TF[M+1][NO\_OF\_CHARS];  
  
 computeTransFun(pat, M, TF);  
  
 // process text over FA.  
 int i, j=0;  
 for (i = 0; i < N; i++)  
 {  
 j = TF[j][txt[i]];  
 if (j == M)  
 {  
 printf ("\n pattern found at index %d", i-M+1);  
 }  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "GEEKS FOR GEEKS";  
 char \*pat = "GEEKS";  
 search(pat, txt);  
 getchar();  
 return 0;  
}

Output:

pattern found at index 0  
 pattern found at index 10

Time Complexity for FA construction is O(M\*NO\_OF\_CHARS). The code for search is same as the [previous post](http://www.geeksforgeeks.org/archives/18919) and time complexity for it is O(n).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-5-efficient-constructtion-of-finite-automata/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Pattern Searching | Set 7 (Boyer Moore Algorithm - Bad Character Heuristic)

Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

Examples:

1) Input:  
  
 txt[] = "THIS IS A TEST TEXT"  
 pat[] = "TEST"  
  
Output:  
  
Pattern found at index 10  
  
2) Input:  
  
 txt[] = "AABAACAADAABAAABAA"  
 pat[] = "AABA"  
  
Output:  
  
 Pattern found at index 0  
 Pattern found at index 9  
 Pattern found at index 13

Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

We have discussed the following algorithms in the previous posts:

[Naive Algorithm](http://www.geeksforgeeks.org/archives/11871)  
 [KMP Algorithm](http://www.geeksforgeeks.org/archives/11902)  
 [Rabin Karp Algorithm](http://www.geeksforgeeks.org/archives/11937)  
 [Finite Automata based Algorithm](http://www.geeksforgeeks.org/archives/18919)

In this post, we will discuss Boyer Moore pattern searching algorithm. Like [KMP](http://www.geeksforgeeks.org/archives/11902)and [Finite Automata](http://www.geeksforgeeks.org/archives/18919)algorithms, Boyer Moore algorithm also preprocesses the pattern.  
 Boyer Moore is a combination of following two approaches.  
 1) Bad Character Heuristic  
 2) Good Suffix Heuristic  
 Both of the above heuristics can also be used independently to search a pattern in a text. Let us first understand how two independent approaches work together in the Boyer Moore algorithm. If we take a look at the [Naive algorithm](http://www.geeksforgeeks.org/archives/11871), it slides the pattern over the text one by one. KMP algorithm does preprocessing over the pattern so that the pattern can be shifted by more than one. The Boyer Moore algorithm does preprocessing for the same reason. It preporcesses the pattern and creates different arrays for both heuristics. At every step, it slides the pattern by max of the slides suggested by the two heuristics. So it uses best of the two heuristics at every step. Unlike the previous pattern searching algorithms, Boyer Moore algorithm starts matching from the last character of the pattern.

In this post, we will discuss bad character heuristic, and discuss Good Suffix heuristic in the next post.

The idea of bad character heuristic is simple. The character of the text which doesn’t match with the current character of pattern is called the Bad Character. Whenever a character doesn’t match, we slide the pattern in such a way that aligns the bad character with the last occurrence of it in pattern. We preprocess the pattern and store the last occurrence of every possible character in an array of size equal to alphabet size. If the character is not present at all, then it may result in a shift by m (length of pattern). Therefore, the bad character heuristic takes O(n/m) time in the best case.

/\* Program for Bad Character Heuristic of Boyer Moore String Matching Algorithm \*/  
  
# include <limits.h>  
# include <string.h>  
# include <stdio.h>  
  
# define NO\_OF\_CHARS 256  
  
// A utility function to get maximum of two integers  
int max (int a, int b) { return (a > b)? a: b; }  
  
// The preprocessing function for Boyer Moore's bad character heuristic  
void badCharHeuristic( char \*str, int size, int badchar[NO\_OF\_CHARS])  
{  
 int i;  
  
 // Initialize all occurrences as -1  
 for (i = 0; i < NO\_OF\_CHARS; i++)  
 badchar[i] = -1;  
  
 // Fill the actual value of last occurrence of a character  
 for (i = 0; i < size; i++)  
 badchar[(int) str[i]] = i;  
}  
  
/\* A pattern searching function that uses Bad Character Heuristic of  
 Boyer Moore Algorithm \*/  
void search( char \*txt, char \*pat)  
{  
 int m = strlen(pat);  
 int n = strlen(txt);  
  
 int badchar[NO\_OF\_CHARS];  
  
 /\* Fill the bad character array by calling the preprocessing  
 function badCharHeuristic() for given pattern \*/  
 badCharHeuristic(pat, m, badchar);  
  
 int s = 0; // s is shift of the pattern with respect to text  
 while(s <= (n - m))  
 {  
 int j = m-1;  
  
 /\* Keep reducing index j of pattern while characters of  
 pattern and text are matching at this shift s \*/  
 while(j >= 0 && pat[j] == txt[s+j])  
 j--;  
  
 /\* If the pattern is present at current shift, then index j  
 will become -1 after the above loop \*/  
 if (j < 0)  
 {  
 printf("\n pattern occurs at shift = %d", s);  
  
 /\* Shift the pattern so that the next character in text  
 aligns with the last occurrence of it in pattern.  
 The condition s+m < n is necessary for the case when  
 pattern occurs at the end of text \*/  
 s += (s+m < n)? m-badchar[txt[s+m]] : 1;  
  
 }  
  
 else  
 /\* Shift the pattern so that the bad character in text  
 aligns with the last occurrence of it in pattern. The  
 max function is used to make sure that we get a positive  
 shift. We may get a negative shift if the last occurrence  
 of bad character in pattern is on the right side of the  
 current character. \*/  
 s += max(1, j - badchar[txt[s+j]]);  
 }  
}  
  
/\* Driver program to test above funtion \*/  
int main()  
{  
 char txt[] = "ABAAABCD";  
 char pat[] = "ABC";  
 search(txt, pat);  
 return 0;  
}

Output:

pattern occurs at shift = 4

The Bad Character Heuristic may take O(mn) time in worst case. The worst case occurs when all characters of the text and pattern are same. For example, txt[] = “AAAAAAAAAAAAAAAAAA” and pat[] = “AAAAA”.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/>

# Pattern Searching | Set 8 (Suffix Tree Introduction)

Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

**Preprocess Pattern or Preoprocess Text?**  
 We have discussed the following algorithms in the previous posts:

[KMP Algorithm](http://www.geeksforgeeks.org/archives/11902)  
 [Rabin Karp Algorithm](http://www.geeksforgeeks.org/archives/11937)  
 [Finite Automata based Algorithm](http://www.geeksforgeeks.org/archives/18919)  
 [Boyer Moore Algorithm](http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/)

All of the above algorithms preprocess the pattern to make the pattern searching faster. The best time complexity that we could get by preprocessing pattern is O(n) where n is length of the text. In this post, we will discuss an approach that preprocesses the text. A suffix tree is built of the text. After preprocessing text (building suffix tree of text), we can search any pattern in O(m) time where m is length of the pattern.  
 Imagine you have stored complete work of [William Shakespeare](http://en.wikipedia.org/wiki/William_Shakespeare) and preprocessed it. You can search any string in the complete work in time just proportional to length of the pattern. This is really a great improvement because length of pattern is generally much smaller than text.  
 Preprocessing of text may become costly if the text changes frequently. It is good for fixed text or less frequently changing text though.

**A Suffix Tree for a given text is a compressed trie for all suffixes of the given text**. We have discussed [Standard Trie](http://www.geeksforgeeks.org/trie-insert-and-search/). Let us understand **Compressed Trie** with the following array of words.

{bear, bell, bid, bull, buy, sell, stock, stop}

Following is standard trie for the above input set of words.  
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Following is the compressed trie. Compress Trie is obtained from standard trie by joining chains of single nodes. The nodes of a compressed trie can be stored by storing index ranges at the nodes.  
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**How to build a Suffix Tree for a given text?**  
 As discussed above, Suffix Tree is compressed trie of all suffixes, so following are very abstract steps to build a suffix tree from given text.  
 1) Generate all suffixes of given text.  
 2) Consider all suffixes as individual words and build a compressed trie.

Let us consider an example text “banana\0″ where ‘\0′ is string termination character. Following are all suffixes of “banana\0″

banana\0  
anana\0  
nana\0  
ana\0  
na\0  
a\0  
\0

If we consider all of the above suffixes as individual words and build a trie, we get following.  
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If we join chains of single nodes, we get the following compressed trie, which is the Suffix Tree for given text “banana\0″  
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Please note that above steps are just to manually create a Suffix Tree. We will be discussing actual algorithm and implementation in a separate post.

**How to search a pattern in the built suffix tree?**  
 We have discussed above how to build a Suffix Tree which is needed as a preprocessing step in pattern searching. Following are abstract steps to search a pattern in the built Suffix Tree.  
 **1)** Starting from the first character of the pattern and root of Suffix Tree, do following for every character.  
 …..**a)** For the current character of pattern, if there is an edge from the current node of suffix tree, follow the edge.  
 …..**b)** If there is no edge, print “pattern doesn’t exist in text” and return.  
 **2)** If all characters of pattern have been processed, i.e., there is a path from root for characters of the given pattern, then print “Pattern found”.

Let us consider the example pattern as “nan” to see the searching process. Following diagram shows the path followed for searching “nan” or “nana”.
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**How does this work?**  
 Every pattern that is present in text (or we can say every substring of text) must be a prefix of one of all possible suffixes. The statement seems complicated, but it is a simple statement, we just need to take an example to check validity of it.

**Applications of Suffix Tree**  
 Suffix tree can be used for a wide range of problems. Following are some famous problems where Suffix Trees provide optimal time complexity solution.  
 1) Pattern Searching  
 2) [Finding the longest repeated substring](http://en.wikipedia.org/wiki/Longest_repeated_substring_problem)  
 3) [Finding the longest common substring](http://en.wikipedia.org/wiki/Longest_common_substring_problem)  
 4) [Finding the longest palindrome in a string](http://en.wikipedia.org/wiki/Longest_palindromic_substring)

There are many more applications. See [this](http://en.wikipedia.org/wiki/Suffix_tree#Functionality)for more details.

Ukkonen’s Suffix Tree Construction is discussed in following articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

**References:**  
 <http://fbim.fh-regensburg.de/~saj39122/sal/skript/progr/pr45102/Tries.pdf>  
 <http://www.cs.ucf.edu/~shzhang/Combio12/lec3.pdf>  
 <http://www.allisons.org/ll/AlgDS/Tree/Suffix/>

### Source

<http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/>

# String matching where one string contains wildcard characters

Given two strings where first string may contain wild card characters and second string is a normal string. Write a function that returns true if the two strings match. The following are allowed wild card characters in first string.

\* --> Matches with 0 or more instances of any character or set of characters.  
? --> Matches with any one character.

For example, “g\*ks” matches with “geeks” match. And string “ge?ks\*” matches with “geeksforgeeks” (note ‘\*’ at the end of first string). But “g\*k” doesn’t match with “gee” as character ‘k’ is not present in second string.

// A C program to match wild card characters  
#include <stdio.h>  
#include <stdbool.h>  
  
// The main function that checks if two given strings match. The first  
// string may contain wildcard characters  
bool match(char \*first, char \* second)  
{  
 // If we reach at the end of both strings, we are done  
 if (\*first == '\0' && \*second == '\0')  
 return true;  
  
 // Make sure that the characters after '\*' are present in second string.  
 // This function assumes that the first string will not contain two  
 // consecutive '\*'   
 if (\*first == '\*' && \*(first+1) != '\0' && \*second == '\0')  
 return false;  
  
 // If the first string contains '?', or current characters of both   
 // strings match  
 if (\*first == '?' || \*first == \*second)  
 return match(first+1, second+1);  
  
 // If there is \*, then there are two possibilities  
 // a) We consider current character of second string  
 // b) We ignore current character of second string.  
 if (\*first == '\*')  
 return match(first+1, second) || match(first, second+1);  
 return false;  
}  
  
// A function to run test cases  
void test(char \*first, char \*second)  
{ match(first, second)? puts("Yes"): puts("No"); }  
  
// Driver program to test above functions  
int main()  
{  
 test("g\*ks", "geeks"); // Yes  
 test("ge?ks\*", "geeksforgeeks"); // Yes  
 test("g\*k", "gee"); // No because 'k' is not in second  
 test("\*pqrs", "pqrst"); // No because 't' is not in first  
 test("abc\*bcd", "abcdhghgbcd"); // Yes  
 test("abc\*c?d", "abcd"); // No because second must have 2 instances of 'c'  
 test("\*c\*d", "abcd"); // Yes  
 test("\*?c\*d", "abcd"); // Yes  
 return 0;  
}

Output:

Yes  
Yes  
No  
No  
Yes  
No  
Yes  
Yes

**Exercise**  
 **1)** In the above solution, all non-wild characters of first string must be there is second string and all characters of second string must match with either a normal character or wildcard character of first string. Extend the above solution to work like other [pattern searching solutions](http://www.geeksforgeeks.org/tag/pattern-searching/) where the first string is pattern and second string is text and we should print all occurrences of first string in second.

**2)** Write a pattern searching function where the meaning of ‘?’ is same, but ‘\*’ means 0 or more occurrences of the character just before ‘\*’. For example, if first string is ‘a\*b’, then it matches with ‘aaab’, but doesn’t match with ‘abb’.

This article is compiled by [Vishal Chaudhary](https://www.facebook.com/vishal.cs.bits) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/wildcard-character-matching/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

# Suffix Array | Set 1 (Introduction)

We strongly recommend to read following post on suffix trees as a pre-requisite for this post.

[Pattern Searching | Set 8 (Suffix Tree Introduction)](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/)

***A suffix array is a sorted array of all suffixes of a given string***. The definition is similar to [Suffix Tree which is compressed trie of all suffixes of the given text](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/). Any suffix tree based algorithm can be replaced with an algorithm that uses a suffix array enhanced with additional information and solves the same problem in the same time complexity (Source [Wiki](http://en.wikipedia.org/wiki/Suffix_array)).  
 A suffix array can be constructed from Suffix tree by doing a DFS traversal of the suffix tree. In fact Suffix array and suffix tree both can be constructed from each other in linear time.  
 Advantages of suffix arrays over suffix trees include improved space requirements, simpler linear time construction algorithms (e.g., compared to Ukkonen’s algorithm) and improved cache locality (Source: [Wiki](http://en.wikipedia.org/wiki/Suffix_array#Correspondence_to_suffix_trees))

***Example:***

Let the given string be "banana".  
  
0 banana 5 a  
1 anana Sort the Suffixes 3 ana  
2 nana ----------------> 1 anana   
3 ana alphabetically 0 banana   
4 na 4 na   
5 a 2 nana  
  
So the suffix array for "banana" is {5, 3, 1, 0, 4, 2}

***Naive method to build Suffix Array***  
 A simple method to construct suffix array is to make an array of all suffixes and then sort the array. Following is implementation of simple method.

// Naive algorithm for building suffix array of a given text  
#include <iostream>  
#include <cstring>  
#include <algorithm>  
using namespace std;  
  
// Structure to store information of a suffix  
struct suffix  
{  
 int index;  
 char \*suff;  
};  
  
// A comparison function used by sort() to compare two suffixes  
int cmp(struct suffix a, struct suffix b)  
{  
 return strcmp(a.suff, b.suff) < 0? 1 : 0;  
}  
  
// This is the main function that takes a string 'txt' of size n as an  
// argument, builds and return the suffix array for the given string  
int \*buildSuffixArray(char \*txt, int n)  
{  
 // A structure to store suffixes and their indexes  
 struct suffix suffixes[n];  
  
 // Store suffixes and their indexes in an array of structures.  
 // The structure is needed to sort the suffixes alphabatically  
 // and maintain their old indexes while sorting  
 for (int i = 0; i < n; i++)  
 {  
 suffixes[i].index = i;  
 suffixes[i].suff = (txt+i);  
 }  
  
 // Sort the suffixes using the comparison function  
 // defined above.  
 sort(suffixes, suffixes+n, cmp);  
  
 // Store indexes of all sorted suffixes in the suffix array  
 int \*suffixArr = new int[n];  
 for (int i = 0; i < n; i++)  
 suffixArr[i] = suffixes[i].index;  
  
 // Return the suffix array  
 return suffixArr;  
}  
  
// A utility function to print an array of given size  
void printArr(int arr[], int n)  
{  
 for(int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 char txt[] = "banana";  
 int n = strlen(txt);  
 int \*suffixArr = buildSuffixArray(txt, n);  
 cout << "Following is suffix array for " << txt << endl;  
 printArr(suffixArr, n);  
 return 0;  
}

Output:

Following is suffix array for banana  
5 3 1 0 4 2

The time complexity of above method to build suffix array is O(n2Logn) if we consider a O(nLogn) algorithm used for sorting. The sorting step itself takes O(n2Logn) time as every comparison is a comparison of two strings and the comparison takes O(n) time.  
 There are many efficient algorithms to build suffix array. We will soon be covering them as separate posts.

***Search a pattern using the built Suffix Array***  
 To search a pattern in a text, we preprocess the text and build a suffix array of the text. Since we have a sorted array of all suffixes, [Binary Search](http://geeksquiz.com/binary-search/) can be used to search. Following is the search function. Note that the function doesn’t report all occurrences of pattern, it only report one of them.

// This code only contains search() and main. To make it a complete running   
// above code or see http://ideone.com/1Io9eN  
   
// A suffix array based search function to search a given pattern  
// 'pat' in given text 'txt' using suffix array suffArr[]  
void search(char \*pat, char \*txt, int \*suffArr, int n)  
{  
 int m = strlen(pat); // get length of pattern, needed for strncmp()  
  
 // Do simple binary search for the pat in txt using the  
 // built suffix array  
 int l = 0, r = n-1; // Initilize left and right indexes  
 while (l <= r)  
 {  
 // See if 'pat' is prefix of middle suffix in suffix array  
 int mid = l + (r - l)/2;  
 int res = strncmp(pat, txt+suffArr[mid], m);  
  
 // If match found at the middle, print it and return  
 if (res == 0)  
 {  
 cout << "Pattern found at index " << suffArr[mid];  
 return;  
 }  
  
 // Move to left half if pattern is alphabtically less than  
 // the mid suffix  
 if (res < 0) r = mid - 1;  
  
 // Otherwise move to right half  
 else l = mid + 1;  
 }  
  
 // We reach here if return statement in loop is not executed  
 cout << "Pattern not found";  
}  
  
// Driver program to test above function  
int main()  
{  
 char txt[] = "banana"; // text  
 char pat[] = "nan"; // pattern to be searched in text  
  
 // Build suffix array  
 int n = strlen(txt);  
 int \*suffArr = buildSuffixArray(txt, n);  
  
 // search pat in txt using the built suffix array  
 search(pat, txt, suffArr, n);  
  
 return 0;  
}

Output:

Pattern found at index 2

The time complexity of the above search function is O(mLogn). There are more efficient algorithms to search pattern once the suffix array is built. In fact there is a O(m) suffix array based algorithm to search a pattern. We will soon be discussing efficient algorithm for search.

***Applications of Suffix Array***  
 Suffix array is an extremely useful data structure, it can be used for a wide range of problems. Following are some famous problems where Suffix array can be used.  
 1) Pattern Searching  
 2) [Finding the longest repeated substring](http://en.wikipedia.org/wiki/Longest_repeated_substring_problem)  
 3) [Finding the longest common substring](http://en.wikipedia.org/wiki/Longest_common_substring_problem)  
 4) [Finding the longest palindrome in a string](http://en.wikipedia.org/wiki/Longest_palindromic_substring)

See [this](http://www.stanford.edu/class/cs97si/suffix-array.pdf) for more problems where Suffix arrays can be used.

This post is a simple introduction. There is a lot to cover in Suffix arrays. We have discussed [a O(nLogn) algorithm for Suffix Array construction](http://www.geeksforgeeks.org/suffix-array-set-2-a-nlognlogn-algorithm/) [here](http://www.geeksforgeeks.org/suffix-array-set-2-a-nlognlogn-algorithm/). We will soon be discussing more efficient suffix array algorithms.

**References:**  
 <http://www.stanford.edu/class/cs97si/suffix-array.pdf>  
 <http://en.wikipedia.org/wiki/Suffix_array>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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<http://www.geeksforgeeks.org/suffix-array-set-1-introduction/>

# Anagram Substring Search (Or Search for all permutations)

Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] and its permutations (or anagrams) in txt[]. You may assume that n > m.   
 Expected time complexity is O(n)

Examples:

1) Input: txt[] = "BACDGABCDA" pat[] = "ABCD"  
 Output: Found at Index 0  
 Found at Index 5  
 Found at Index 6  
2) Input: txt[] = "AAABABAA" pat[] = "AABA"  
 Output: Found at Index 0  
 Found at Index 1  
 Found at Index 4

This problem is slightly different from standard pattern searching problem, here we need to search for anagrams as well. Therefore, we cannot directly apply standard pattern searching algorithms like [KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin Karp](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Boyer Moore](http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/), etc.

A simple idea is to modify [Rabin Karp Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/). For example we can keep the hash value as sum of ASCII values of all characters under modulo of a big prime number. For every character of text, we can add the current character to hash value and subtract the first character of previous window. This solution looks good, but like standard Rabin Karp, the worst case time complexity of this solution is O(mn). The worst case occurs when all hash values match and we one by one match all characters.

We can achieve O(n) time complexity under the assumption that alphabet size is fixed which is typically true as we have maximum 256 possible characters in ASCII. The idea is to use two count arrays:

1) The first count array store frequencies of characters in pattern.  
 2) The second count array stores frequencies of characters in current window of text.

The important thing to note is, time complexity to compare two count arrays is O(1) as the number of elements in them are fixed (independent of pattern and text sizes). Following are steps of this algorithm.  
 1) Store counts of frequencies of pattern in first count array *countP[]*. Also store counts of frequencies of characters in first window of text in array *countTW[]*.

2) Now run a loop from i = M to N-1. Do following in loop.  
 …..a) If the two count arrays are identical, we found an occurrence.  
 …..b) Increment count of current character of text in countTW[]  
 …..c) Decrement count of first character in previous window in countWT[]

3) The last window is not checked by above loop, so explicitly check it.

Following is C++ implementation of above algorithm.

// C++ program to search all anagrams of a pattern in a text  
#include<iostream>  
#include<cstring>  
#define MAX 256  
using namespace std;  
  
// This function returns true if contents of arr1[] and arr2[]  
// are same, otherwise false.  
bool compare(char arr1[], char arr2[])  
{  
 for (int i=0; i<MAX; i++)  
 if (arr1[i] != arr2[i])  
 return false;  
 return true;  
}  
  
// This function search for all permutations of pat[] in txt[]  
void search(char \*pat, char \*txt)  
{  
 int M = strlen(pat), N = strlen(txt);  
  
 // countP[]: Store count of all characters of pattern  
 // countTW[]: Store count of current window of text  
 char countP[MAX] = {0}, countTW[MAX] = {0};  
 for (int i = 0; i < M; i++)  
 {  
 (countP[pat[i]])++;  
 (countTW[txt[i]])++;  
 }  
  
 // Traverse through remaining characters of pattern  
 for (int i = M; i < N; i++)  
 {  
 // Compare counts of current window of text with  
 // counts of pattern[]  
 if (compare(countP, countTW))  
 cout << "Found at Index " << (i - M) << endl;  
  
 // Add current character to current window  
 (countTW[txt[i]])++;  
  
 // Remove the first character of previous window  
 countTW[txt[i-M]]--;  
 }  
  
 // Check for the last window in text  
 if (compare(countP, countTW))  
 cout << "Found at Index " << (N - M) << endl;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char txt[] = "BACDGABCDA";  
 char pat[] = "ABCD";  
 search(pat, txt);  
 return 0;  
}

Output:

Found at Index 0  
Found at Index 5  
Found at Index 6

This article is contributed by **Piyush Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/anagram-substring-search-search-permutations/>

# Pattern Searching using a Trie of all Suffixes

Problem Statement: Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

As discussed in the [previous post](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/), we discussed that there are two ways efficiently solve the above problem.

**1)** Preprocess Pattern: [KMP Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin Karp Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Finite Automata](http://www.geeksforgeeks.org/searching-for-patterns-set-5-finite-automata/), [Boyer Moore Algorithm](http://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/).

**2)** Preoprocess Text: [Suffix Tree](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/)

The best possible time complexity achieved by first (preprocssing pattern) is O(n) and by second (preprocessing text) is O(m) where m and n are lengths of pattern and text respectively.

Note that the second way does the searching only in O(m) time and it is preferred when text doesn’t doesn’t change very frequently and there are many search queries. We have discussed [Suffix Tree (A compressed Trie of all suffixes of Text)](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/).

Implementation of Suffix Tree may be time consuming for problems to be coded in a technical interview or programming contexts. In this post simple implementation of a [Standard Trie](http://www.geeksforgeeks.org/trie-insert-and-search/) of all Suffixes is discussed. The implementation is close to suffix tree, the only thing is, it’s a [simple Trie](http://www.geeksforgeeks.org/trie-insert-and-search/) instead of compressed Trie.

As discussed in [Suffix Tree](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/) post, the idea is, every pattern that is present in text (or we can say every substring of text) must be a prefix of one of all possible suffixes. So if we build a Trie of all suffixes, we can find the pattern in O(m) time where m is pattern length.

**Building a Trie of Suffixes**  
 1) Generate all suffixes of given text.  
 2) Consider all suffixes as individual words and build a trie.

Let us consider an example text “banana\0″ where ‘\0′ is string termination character. Following are all suffixes of “banana\0″

banana\0  
anana\0  
nana\0  
ana\0  
na\0  
a\0  
\0

If we consider all of the above suffixes as individual words and build a Trie, we get following.  
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**How to search a pattern in the built Trie?**  
 Following are steps to search a pattern in the built Trie.  
 **1)** Starting from the first character of the pattern and root of the Trie, do following for every character.  
 …..**a)** For the current character of pattern, if there is an edge from the current node, follow the edge.  
 …..**b)** If there is no edge, print “pattern doesn’t exist in text” and return.  
 **2)** If all characters of pattern have been processed, i.e., there is a path from root for characters of the given pattern, then print print all indexes where pattern is present. To store indexes, we use a list with every node that stores indexes of suffixes starting at the node.

Following is C++ implementation of the above idea.

// A simple C++ implementation of substring search using trie of suffixes  
#include<iostream>  
#include<list>  
#define MAX\_CHAR 256  
using namespace std;  
  
// A Suffix Trie (A Trie of all suffixes) Node  
class SuffixTrieNode  
{  
private:  
 SuffixTrieNode \*children[MAX\_CHAR];  
 list<int> \*indexes;  
public:  
 SuffixTrieNode() // Constructor  
 {  
 // Create an empty linked list for indexes of  
 // suffixes starting from this node  
 indexes = new list<int>;  
  
 // Initialize all child pointers as NULL  
 for (int i = 0; i < MAX\_CHAR; i++)  
 children[i] = NULL;  
 }  
  
 // A recursive function to insert a suffix of the txt  
 // in subtree rooted with this node  
 void insertSuffix(string suffix, int index);  
  
 // A function to search a pattern in subtree rooted  
 // with this node.The function returns pointer to a linked  
 // list containing all indexes where pattern is present.  
 // The returned indexes are indexes of last characters  
 // of matched text.  
 list<int>\* search(string pat);  
};  
  
// A Trie of all suffixes  
class SuffixTrie  
{  
private:  
 SuffixTrieNode root;  
public:  
 // Constructor (Builds a trie of suffies of the given text)  
 SuffixTrie(string txt)  
 {  
 // Consider all suffixes of given string and insert  
 // them into the Suffix Trie using recursive function  
 // insertSuffix() in SuffixTrieNode class  
 for (int i = 0; i < txt.length(); i++)  
 root.insertSuffix(txt.substr(i), i);  
 }  
  
 // Function to searches a pattern in this suffix trie.  
 void search(string pat);  
};  
  
// A recursive function to insert a suffix of the txt in  
// subtree rooted with this node  
void SuffixTrieNode::insertSuffix(string s, int index)  
{  
 // Store index in linked list  
 indexes->push\_front(index);  
  
 // If string has more characters  
 if (s.length() > 0)  
 {  
 // Find the first character  
 char cIndex = s.at(0);  
  
 // If there is no edge for this character, add a new edge  
 if (children[cIndex] == NULL)  
 children[cIndex] = new SuffixTrieNode();  
  
 // Recur for next suffix  
 children[cIndex]->insertSuffix(s.substr(1), index+1);  
 }  
}  
  
// A recursive function to search a pattern in subtree rooted with  
// this node  
list<int>\* SuffixTrieNode::search(string s)  
{  
 // If all characters of pattern have been processed,  
 if (s.length() == 0)  
 return indexes;  
  
 // if there is an edge from the current node of suffix trie,  
 // follow the edge.  
 if (children[s.at(0)] != NULL)  
 return (children[s.at(0)])->search(s.substr(1));  
  
 // If there is no edge, pattern doesn’t exist in text  
 else return NULL;  
}  
  
/\* Prints all occurrences of pat in the Suffix Trie S (built for text)\*/  
void SuffixTrie::search(string pat)  
{  
 // Let us call recursive search function for root of Trie.  
 // We get a list of all indexes (where pat is present in text) in  
 // variable 'result'  
 list<int> \*result = root.search(pat);  
  
 // Check if the list of indexes is empty or not  
 if (result == NULL)  
 cout << "Pattern not found" << endl;  
 else  
 {  
 list<int>::iterator i;  
 int patLen = pat.length();  
 for (i = result->begin(); i != result->end(); ++i)  
 cout << "Pattern found at position " << \*i - patLen<< endl;  
 }  
}  
  
// driver program to test above functions  
int main()  
{  
 // Let us build a suffix trie for text "geeksforgeeks.org"  
 string txt = "geeksforgeeks.org";  
 SuffixTrie S(txt);  
  
 cout << "Search for 'ee'" << endl;  
 S.search("ee");  
  
 cout << "\nSearch for 'geek'" << endl;  
 S.search("geek");  
  
 cout << "\nSearch for 'quiz'" << endl;  
 S.search("quiz");  
  
 cout << "\nSearch for 'forgeeks'" << endl;  
 S.search("forgeeks");  
  
 return 0;  
}

Output:

Search for 'ee'  
Pattern found at position 9  
Pattern found at position 1  
  
Search for 'geek'  
Pattern found at position 8  
Pattern found at position 0  
  
Search for 'quiz'  
Pattern not found  
  
Search for 'forgeeks'  
Pattern found at position 5

Time Complexity of the above search function is O(m+k) where m is length of the pattern and k is the number of occurrences of pattern in text.

This article is contributed by Ashish Anand. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pattern-searching-using-trie-suffixes/>

# Ukkonen's Suffix Tree Construction - Part 1

Suffix Tree is very useful in numerous string processing and computational biology problems. Many books and e-resources talk about it theoretically and in few places, code implementation is discussed. But still, I felt something is missing and it’s not easy to implement code to construct suffix tree and it’s usage in many applications. This is an attempt to bridge the gap between theory and complete working code implementation. Here we will discuss Ukkonen’s Suffix Tree Construction Algorithm. We will discuss it in step by step detailed way and in multiple parts from theory to implementation. We will start with brute force way and try to understand different concepts, tricks involved in Ukkonen’s algorithm and in the last part, code implementation will be discussed.  
 **Note**: You may find some portion of the algorithm difficult to understand while 1st or 2nd reading and it’s perfectly fine. With few more attempts and thought, you should be able to understand such portions.

Book [Algorithms on Strings, Trees and Sequences: Computer Science and Computational Biology](http://www.amazon.in/Algorithms-Strings-Trees-Sequences-Computational/dp/0521585198) by **Dan Gusfield** explains the concepts very well.

A suffix tree **T** for a m-character string S is a rooted directed tree with exactly m leaves numbered 1 to **m.** (Given that last string character is unique in string)

* Root can have zero, one or more children.
* Each internal node, other than the root, has at least two children.
* Each edge is labelled with a nonempty substring of S.
* No two edges coming out of same node can have edge-labels beginning with the same character.

Concatenation of the edge-labels on the path from the root to leaf i gives the suffix of S that starts at position i, i.e. S[i…m].

**Note:** Position starts with 1 (it’s not zero indexed, but later, while code implementation, we will used zero indexed position)

For string S = xabxac with m = 6, suffix tree will look like following:

It has one root node and two internal nodes and 6 leaf nodes.

String Depth of red path is 1 and it represents suffix c starting at position 6  
 String Depth of blue path is 4 and it represents suffix bxca starting at position 3  
 String Depth of green path is 2 and it represents suffix ac starting at position 5  
 String Depth of orange path is 6 and it represents suffix xabxac starting at position 1

Edges with labels a (green) and xa (orange) are non-leaf edge (which ends at an internal node). All other edges are leaf edge (ends at a leaf)

If one suffix of S matches a prefix of another suffix of S (when last character in not unique in string), then path for the first suffix would not end at a leaf.

For String S = xabxa, with m = 5, following is the suffix tree:

Here we will have 5 suffixes: xabxa, abxa, bxa, xa and a.  
 Path for suffixes ‘xa’ and ‘a’ do not end at a leaf. A tree like above (Figure 2) is called implicit suffix tree as some suffixes (‘xa’ and ‘a’) are not seen explicitly in tree.

To avoid this problem, we add a character which is not present in string already. We normally use $, # etc as termination characters.  
 Following is the suffix tree for string S = xabxa$ with m = 6 and now all 6 suffixes end at leaf.

**A naive algorithm to build a suffix tree**  
 Given a string S of length m, enter a single edge for suffix S[l ..m]$ (the entire string) into the tree, then successively enter suffix S[i..m]$ into the growing tree, for i increasing from 2 to m. Let Ni denote the intermediate tree that encodes all the suffixes from 1 to i.  
 So Ni+1 is constructed from Ni as follows:

* Start at the root of Ni
* Find the longest path from the root which matches a prefix of S[i+1..m]$
* Match ends either at the node (say w) or in the middle of an edge [say (u, v)].
* If it is in the middle of an edge (u, v), break the edge (u, v) into two edges by inserting a new node w just after the last character on the edge that matched a character in S[i+l..m] and just before the first character on the edge that mismatched. The new edge (u, w) is labelled with the part of the (u, v) label that matched with S[i+1..m], and the new edge (w, v) is labelled with the remaining part of the (u, v) label.
* Create a new edge (w, i+1) from w to a new leaf labelled i+1 and it labels the new edge with the unmatched part of suffix S[i+1..m]

This takes O(m2) to build the suffix tree for the string S of length m.  
 Following are few steps to build suffix tree based for string “xabxa$” based on above algorithm:

**Implicit suffix tree**  
 While generating suffix tree using Ukkonen’s algorithm, we will see implicit suffix tree in intermediate steps few times depending on characters in string S. In implicit suffix trees, there will be no edge with $ (or # or any other termination character) label and no internal node with only one edge going out of it.  
 To get implicit suffix tree from a suffix tree S$,

* Remove all terminal symbol $ from the edge labels of the tree,
* Remove any edge that has no label
* Remove any node that has only one edge going out of it and merge the edges.

**High Level Description of Ukkonen’s algorithm**  
 Ukkonen’s algorithm constructs an implicit suffix tree Ti for each prefix S[l ..i] of S (of length m).  
 It first builds T1 using 1st character, then T2 using 2nd character, then T3 using 3rd character, …, Tm using mth character.  
 Implicit suffix tree Ti+1 is built on top of implicit suffix tree Ti.  
 The true suffix tree for S is built from Tm by adding $.  
 At any time, Ukkonen’s algorithm builds the suffix tree for the characters seen so far and so it has **on-line** property that may be useful in some situations.  
 Time taken is O(m).

Ukkonen’s algorithm is divided into m phases (one phase for each character in the string with length m)  
 In phase i+1, tree Ti+1 is built from tree Ti.

Each phase i+1 is further divided into i+1 extensions, one for each of the i+1 suffixes of S[1..i+1]  
 In extension j of phase i+1, the algorithm first finds the end of the path from the root labelled with substring S[j..i].  
 It then extends the substring by adding the character S(i+1) to its end (if it is not there already).  
 In extension 1 of phase i+1, we put string S[1..i+1] in the tree. Here S[1..i] will already be present in tree due to previous phase i. We just need to add S[i+1]th character in tree (if not there already).  
 In extension 2 of phase i+1, we put string S[2..i+1] in the tree. Here S[2..i] will already be present in tree due to previous phase i. We just need to add S[i+1]th character in tree (if not there already)  
 In extension 3 of phase i+1, we put string S[3..i+1] in the tree. Here S[3..i] will already be present in tree due to previous phase i. We just need to add S[i+1]th character in tree (if not there already)  
 .  
 .  
 In extension i+1 of phase i+1, we put string S[i+1..i+1] in the tree. This is just one character which may not be in tree (if character is seen first time so far). If so, we just add a new leaf edge with label S[i+1].

**High Level Ukkonen’s algorithm**  
 Construct tree T1  
 For i from 1 to m-1 do  
 begin {phase i+1}  
           For j from 1 to i+1  
                     begin {extension j}  
                     Find the end of the path from the root labelled S[j..i] in the current tree.  
                     Extend that path by adding character S[i+l] if it is not there already  
           end;  
 end;

Suffix extension is all about adding the next character into the suffix tree built so far.  
 In extension j of phase i+1, algorithm finds the end of S[j..i] (which is already in the tree due to previous phase i) and then it extends S[j..i] to be sure the suffix S[j..i+1] is in the tree.

There are 3 extension rules:  
 **Rule 1**: If the path from the root labelled S[j..i] ends at leaf edge (i.e. S[i] is last character on leaf edge) then character S[i+1] is just added to the end of the label on that leaf edge.

**Rule 2**: If the path from the root labelled S[j..i] ends at non-leaf edge (i.e. there are more characters after S[i] on path) and next character is not s[i+1], then a new leaf edge with label s{i+1] and number j is created starting from character S[i+1].  
 A new internal node will also be created if s[1..i] ends inside (in-between) a non-leaf edge.

**Rule 3**: If the path from the root labelled S[j..i] ends at non-leaf edge (i.e. there are more characters after S[i] on path) and next character is s[i+1] (already in tree), do nothing.

One important point to note here is that from a given node (root or internal), there will be one and only one edge starting from one character. There will not be more than one edges going out of any node, starting with same character.

Following is a step by step suffix tree construction of string xabxac using Ukkonen’s algorithm:

In next parts ([Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)), we will discuss suffix links, active points, few tricks and finally code implementations ([Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)).
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# Ukkonen's Suffix Tree Construction - Part 2

In [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), we have seen high level Ukkonen’s Algorithm. This 2nd part is continuation of [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/).  
 Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), before looking at current article.

In Suffix Tree Construction of string S of length m, there are m phases and for a phase j (1 <= j <= m), we add jth character in tree built so far and this is done through j extensions. All extensions follow one of the three extension rules (discussed in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)).

To do jth extension of phase i+1 (adding character S[i+1]), we first need to find end of the path from the root labelled S[j..i] in the current tree. One way is start from root and traverse the edges matching S[j..i] string. This will take O(m3) time to build the suffix tree. Using few observations and implementation tricks, it can be done in O(m) which we will see now.

**Suffix links**  
 For an internal node v with path-label xA, where x denotes a single character and A denotes a (possibly empty) substring, if there is another node s(v) with path-label A, then a pointer from v to s(v) is called a suffix link.  
 If A is empty string, suffix link from internal node will go to root node.  
 There will not be any suffix link from root node (As it’s not considered as internal node).

In extension j of some phase i, if a new internal node v with path-label xA is added, then in extension j+1 in the same phase i:

* Either the path labelled A already ends at an internal node (or root node if A is empty)
* OR a new internal node at the end of string A will be created

In extension j+1 of same phase i, we will create a suffix link from the internal node created in jth extension to the node with path labelled A.

So in a given phase, any newly created internal node (with path-label xA) will have a suffix link from it (pointing to another node with path-label A) by the end of the next extension.

In any implicit suffix tree Ti after phase i, if internal node v has path-label xA, then there is a node s(v) in Ti with path-label A and node v will point to node s(v) using suffix link.

At any time, all internal nodes in the changing tree will have suffix links from them to another internal node (or root) except for the most recently added internal node, which will receive its suffix link by the end of the next extension.

**How suffix links are used to speed up the implementation?**  
 In extension j of phase i+1, we need to find the end of the path from the root labelled S[j..i] in the current tree. One way is start from root and traverse the edges matching S[j..i] string. Suffix links provide a short cut to find end of the path.

So we can see that, to find end of path S[j..i], we need not traverse from root. We can start from the end of path S[j-1..i], walk up one edge to node v (i.e. go to parent node), follow the suffix link to s(v), then walk down the path y (which is abcd here in Figure 17).  
 This shows the use of suffix link is an improvement over the process.  
 Note: In the next part 3, we will introduce activePoint which will help to avoid “walk up”. We can directly go to node s(v) from node v.

When there is a suffix link from node v to node s(v), then if there is a path labelled with string y from node v to a leaf, then there must be a path labelled with string y from node s(v) to a leaf. In Figure 17, there is a path label “abcd” from node v to a leaf, then there is a path will same label “abcd” from node s(v) to a leaf.  
 This fact can be used to improve the walk from s(v) to leaf along the path y. This is called “skip/count” trick.

**Skip/Count Trick**  
 When walking down from node s(v) to leaf, instead of matching path character by character as we travel, we can directly skip to the next node if number of characters on the edge is less than the number of characters we need to travel. If number of characters on the edge is more than the number of characters we need to travel, we directly skip to the last character on that edge.  
 If implementation is such a way that number of characters on any edge, character at a given position in string S should be obtained in constant time, then skip/count trick will do the walk down in proportional to the number of nodes on it rather than the number of characters on it.

Using suffix link along with skip/count trick, suffix tree can be built in O(m2) as there are m phases and each phase takes O(m).

**Edge-label compression**  
 So far, path labels are represented as characters in string. Such a suffix tree will take O(m2) space to store the path labels. To avoid this, we can use two pair of indices (start, end) on each edge for path labels, instead of substring itself. The indices start and end tells the path label start and end position in string S. With this, suffix tree needs O(m) space.

There are two observations about the way extension rules interact in successive extensions and phases. These two observations lead to two more implementation tricks (first trick “skip/count” is seen already while walk down).

**Observation 1: Rule 3 is show stopper**  
 In a phase i, there are i extensions (1 to i) to be done.  
 When rule 3 applies in any extension j of phase i+1 (i.e. path labelled S[j..i] continues with character S[i+1]), then it will also apply in all further extensions of same phase (i.e. extensions j+1 to i+1 in phase i+1). That’s because if path labelled S[j..i] continues with character S[i+1], then path labelled S[j+1..i], S[j+2..i], S[j+3..i],…, S[i..i] will also continue with character S[i+1].  
 Consider Figure 11, Figure12 and Figure 13 in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/) where Rule 3 is applied.  
 In Figure 11, “xab” is added in tree and in Figure 12 (Phase 4), we add next character “x”. In this, 3 extensions are done (which adds 3 suffixes). Last suffix “x” is already present in tree.  
 In Figure 13, we add character “a” in tree (Phase 5). First 3 suffixes are added in tree and last two suffixes “xa” and “a” are already present in tree. This shows that if suffix S[j..i] present in tree, then ALL the remaining suffixes S[j+1..i], S[j+2..i], S[j+3..i],…, S[i..i] will also be there in tree and no work needed to add those remaining suffixes.  
 So no more work needed to be done in any phase as soon as rule 3 applies in any extension in that phase. If a new internal node v gets created in extension j and rule 3 applies in next extension j+1, then we need to add suffix link from node v to current node (if we are on internal node) or root node. ActiveNode, which will be discussed in part 3, will help while setting suffix links.

**Trick 2**  
 Stop the processing of any phase as soon as rule 3 applies. All further extensions are already present in tree implicitly.

**Observation 2: Once a leaf, always a leaf**  
 Once a leaf is created and labelled j (for suffix starting at position j in string S), then this leaf will always be a leaf in successive phases and extensions. Once a leaf is labelled as j, extension rule 1 will always apply to extension j in all successive phases.  
 Consider Figure 9 to Figure 14 in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/).  
 In Figure 10 (Phase 2), Rule 1 is applied on leaf labelled 1. After this, in all successive phases, rule 1 is always applied on this leaf.  
 In Figure 11 (Phase 3), Rule 1 is applied on leaf labelled 2. After this, in all successive phases, rule 1 is always applied on this leaf.  
 In Figure 12 (Phase 4), Rule 1 is applied on leaf labelled 3. After this, in all successive phases, rule 1 is always applied on this leaf.

In any phase i, there is an initial sequence of consecutive extensions where rule 1 or rule 2 are applied and then as soon as rule 3 is applied, phase i ends.  
 Also rule 2 creates a new leaf always (and internal node sometimes).  
 If Ji represents the last extension in phase i when rule 1 or 2 was applied (i.e after ith phase, there will be Ji leaves labelled 1, 2, 3, …, Ji) , then Ji <= Ji+1  
 Ji will be equal to Ji+1 when there are no new leaf created in phase i+1 (i.e rule 3 is applied in Ji+1 extension)  
 In Figure 11 (Phase 3), Rule 1 is applied in 1st two extensions and Rule 2 is applied in 3rd extension, so here J3 = 3  
 In Figure 12 (Phase 4), no new leaf created (Rule 1 is applied in 1st 3 extensions and then rule 3 is applied in 4th extension which ends the phase). Here J4 = 3 = J3  
 In Figure 13 (Phase 5), no new leaf created (Rule 1 is applied in 1st 3 extensions and then rule 3 is applied in 4th extension which ends the phase). Here J5 = 3 = J4  
 Ji will be less than Ji+1 when few new leaves are created in phase i+1.  
 In Figure 14 (Phase 6), new leaf created (Rule 1 is applied in 1st 3 extensions and then rule 2 is applied in last 3 extension which ends the phase). Here J6 = 6 > J5

So we can see that in phase i+1, only rule 1 will apply in extensions 1 to Ji (which really doesn’t need much work, can be done in constant time and that’s the trick 3), extension Ji+1 onwards, rule 2 may apply to zero or more extensions and then finally rule 3, which ends the phase.  
 Now edge labels are represented using two indices (start, end), for any leaf edge, end will always be equal to phase number i.e. for phase i, end = i for leaf edges, for phase i+1, end = i+1 for leaf edges.

**Trick 3**  
 In any phase i, leaf edges may look like (p, i), (q, i), (r, i), …. where p, q, r are starting position of different edges and i is end position of all. Then in phase i+1, these leaf edges will look like (p, i+1), (q, i+1), (r, i+1),…. This way, in each phase, end position has to be incremented in all leaf edges. For this, we need to traverse through all leaf edges and increment end position for them. To do same thing in constant time, maintain a global index e and e will be equal to phase number. So now leaf edges will look like (p, e), (q, e), (r, e).. In any phase, just increment e and extension on all leaf edges will be done. Figure 19 shows this.

So using suffix links and tricks 1, 2 and 3, a suffix tree can be built in linear time.

Tree Tm could be implicit tree if a suffix is prefix of another. So we can add a $ terminal symbol first and then run algorithm to get a true suffix tree (A true suffix tree contains all suffixes explicitly). To label each leaf with corresponding suffix starting position (all leaves are labelled as global index e), a linear time traversal can be done on tree.

At this point, we have gone through most of the things we needed to know to create suffix tree using Ukkonen’s algorithm. In next [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), we will take string S = “abcabxabcd” as an example and go through all the things step by step and create the tree. While building the tree, we will discuss few more implementation issues which will be addressed by ActivePoints.  
 We will continue to discuss the algorithm in [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/). Code implementation will be discussed in [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/).

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/>

# Ukkonen's Suffix Tree Construction - Part 3

This article is continuation of following two articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/) and [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks.

Here we will take string S = “abcabxabcd” as an example and go through all the things step by step and create the tree.  
 We will add $ (discussed in [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/) why we do this) so string S would be “abcabxabcd$”.

While building suffix tree for string S of length m:

* There will be m phases 1 to m (one phase for each character)  
   In our current example, m is 11, so there will be 11 phases.
* First phase will add first character ‘a’ in the tree, second phase will add second character ‘b’ in tree, third phase will add third character ‘c’ in tree, ……, mth phase will add mth character in tree (This makes Ukkonen’s algorithm an online algorithm)
* Each phase i will go through at-most i extensions (from 1 to i). If current character being added in tree is not seen so far, all i extensions will be completed (Extension Rule 3 will not apply in this phase). If current character being added in tree is seen before, then phase i will complete early (as soon as Extension Rule 3 applies) without going through all i extensions
* There are three extension rules (1, 2 and 3) and each extension j (from 1 to i) of any phase i will adhere to one of these three rules.
* Rule 1 adds a new character on existing leaf edge
* Rule 2 creates a new leaf edge (And may also create new internal node, if the path label ends in between an edge)
* Rule 3 ends the current phase (when current character is found in current edge being traversed)
* Phase 1 will read first character from the string, will go through 1 extension.  
   **(In figures, we are showing characters on edge labels just for explanation, while writing code, we will only use start and end indices – The Edge-label compression discussed in** [**Part 2**](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)**)**  
   Extension 1 will add suffix “a” in tree. We start from root and traverse path with label ‘a’. There is no path from root, going out with label ‘a’, so create a leaf edge (Rule 2).
* Phase 1 completes with the completion of extension 1 (As a phase i has at most i extensions)  
   For any string, Phase 1 will have only one extension and it will always follow Rule 2.
* Phase 2 will read second character, will go through at least 1 and at most 2 extensions.  
   In our example, phase 2 will read second character ‘b’. Suffixes to be added are “ab” and “b”.  
   Extension 1 adds suffix “ab” in tree.  
   Path for label ‘a’ ends at leaf edge, so add ‘b’ at the end of this edge.  
   Extension 1 just increments the end index by 1 (from 1 to 2) on first edge (Rule 1).
* Extension 2 adds suffix “b” in tree. There is no path from root, going out with label ‘b’, so creates a leaf edge (Rule 2).
* Phase 2 completes with the completion of extension 2.  
   Phase 2 went through two extensions here. Rule 1 applied in 1st Extension and Rule 2 applied in 2nd Extension.
* Phase 3 will read third character, will go through at least 1 and at most 3 extensions.  
   In our example, phase 3 will read third character ‘c’. Suffixes to be added are “abc”, “bc” and “c”.  
   Extension 1 adds suffix “abc” in tree.  
   Path for label ‘ab’ ends at leaf edge, so add ‘c’ at the end of this edge.  
   Extension 1 just increments the end index by 1 (from 2 to 3) on this edge (Rule 1).
* Extension 2 adds suffix “bc” in tree.  
   Path for label ‘b’ ends at leaf edge, so add ‘c’ at the end of this edge.  
   Extension 2 just increments the end index by 1 (from 2 to 3) on this edge (Rule 1).
* Extension 3 adds suffix “c” in tree. There is no path from root, going out with label ‘c’, so creates a leaf edge (Rule 2).
* Phase 3 completes with the completion of extension 3.  
   Phase 3 went through three extensions here. Rule 1 applied in first two Extensions and Rule 2 applied in 3rd Extension.
* Phase 4 will read fourth character, will go to at least 1 and at most 4 extensions.  
   In our example, phase 4 will read fourth character ‘a’. Suffixes to be added are “abca”, “bca”, “ca” and “a”.  
   Extension 1 adds suffix “abca” in tree.  
   Path for label ‘abc’ ends at leaf edge, so add ‘a’ at the end of this edge.  
   Extension 1 just increments the end index by 1 (from 3 to 4) on this edge (Rule 1).
* Extension 2 adds suffix “bca” in tree.  
   Path for label ‘bc’ ends at leaf edge, so add ‘a’ at the end of this edge.  
   Extension 2 just increments the end index by 1 (from 3 to 4) on this edge (Rule 1).
* Extension 3 adds suffix “ca” in tree.  
   Path for label ‘c’ ends at leaf edge, so add ‘a’ at the end of this edge.  
   Extension 3 just increments the end index by 1 (from 3 to 4) on this edge (Rule 1).
* Extension 4 adds suffix “a” in tree.  
   Path for label ‘a’ exists in the tree. No more work needed and Phase 4 ends here (Rule 3 and Trick 2). This is an example of implicit suffix tree. Here suffix “a” is not seen explicitly (because it doesn’t end at a leaf edge) but it is in the tree implicitly. So there is no change in tree structure after extension 4. It will remain as above in Figure 28.  
   Phase 4 completes as soon as Rule 3 is applied while Extension 4.  
   Phase 4 went through four extensions here. Rule 1 applied in first three Extensions and Rule 3 applied in 4th Extension.

Now we will see few observations and how to implement those.

1. At the end of any phase i, there are at most i leaf edges (if ith character is not seen so far, there will be i leaf edges, else there will be less than i leaf edges).  
    e.g. After phases 1, 2 and 3 in our example, there are 1, 2 and 3 leaf edges respectively, but after phase 4, there are 3 leaf edges only (not 4).
2. After completing phase i, “end” indices of all leaf edges are i. How do we implement this in code? Do we need to iterate through all those extensions, find leaf edges by traversing from root to leaf and increment the “end” index? Answer is “NO”.  
    For this, we will maintain a global variable (say “END”) and we will just increment this global variable “END” and all leaf edge end indices will point to this global variable. So this way, if we have j leaf edges after phase i, then in phase i+1, first j extensions (1 to j) will be done by just incrementing variable “END” by 1 (END will be i+1 at the point).  
    Here we just implemented the trick 3 – **Once a leaf, always a leaf**. This trick processes all the j leaf edges (i.e. extension 1 to j) using rule 1 in a constant time in any phase. Rule 1 will not apply to subsequent extensions in the same phase. This can be verified in the four phases we discussed above. If at all Rule 1 applies in any phase, it only applies in initial few phases continuously (say 1 to j). Rule 1 never applies later in a given phase once Rule 2 or Rule 3 is applied in that phase.
3. In the example explained so far, in each extension (where trick 3 is not applied) of any phase to add a suffix in tree, we are traversing from root by matching path labels against the suffix being added. If there are j leaf edges after phase i, then in phase i+1, first j extensions will follow Rule 1 and will be done in constant time using trick 3. There are i+1-j extensions yet to be performed. For these extensions, which node (root or some other internal node) to start from and which path to go? Answer to this depends on how previous phase i is completed.  
    If previous phase i went through all the i extensions (when ith character is unique so far), then in next phase i+1, trick 3 will take care of first i suffixes (the i leaf edges) and then extension i+1 will start from root node and it will insert just one character [(i+1)th] suffix in tree by creating a leaf edge using Rule 2.  
    If previous phase i completes early (and this will happen if and only if rule 3 applies – when ith character is already seen before), say at jth extension (i.e. rule 3 is applied at jth extension), then there are j-1 leaf edges so far.  
    We will state few more facts (which may be a repeat, but we want to make sure it’s clear to you at this point) here based on discussion so far:
   * *Phase 1 starts with Rule 2, all other phases start with Rule 1*
   * *Any phase ends with either Rule 2 or Rule 3*
   * *Any phase i may go through a series of j extensions (1 <= j <= i). In these j extensions, first p (0 <= p < i) extensions will follow Rule 1, next q (0 <= q <= i-p) extensions will follow Rule 2 and next r (0<= r <= 1) extensions will follow Rule 3. The order in which Rule 1, Rule 2 and Rule 3 apply, is never intermixed in a phase. They apply in order of their number (if at all applied), i.e. in a phase, Rule 1 applies 1st, then Rule 2 and then Rule 3*
   * *In a phase i, p + q + r <= i*
   * *At the end of any phase i, there will be p+q leaf edges and next phase i+1 will go through Rule 1 for first p+q extensions*

* In the next phase i+1, trick 3 (Rule 1) will take care of first j-1 suffixes (the j-1 leaf edges), then extension j will start where we will add jth suffix in tree. For this, we need to find the best possible matching edge and then add new character at the end of that edge. How to find the end of best matching edge? Do we need to traverse from root node and match tree edges against the jth suffix being added character by character? This will take time and overall algorithm will not be linear. activePoint comes to the rescue here.  
   In previous phase i, while jth extension, path traversal ended at a point (which could be an internal node or some point in the middle of an edge) where ith character being added was found in tree already and Rule 3 applied, jth extension of phase i+1 will start exactly from the same point and we start matching path against (i+1)th character. activePoint helps to avoid unnecessary path traversal from root in any extension based on the knowledge gained in traversals done in previous extension. There is no traversal needed in 1st p extensions where Rule 1 is applied. Traversal is done where Rule 2 or Rule 3 gets applied and that’s where activePoint tells the starting point for traversal where we match the path against the current character being added in tree. Implementation is done in such a way that, in any extension where we need a traversal, activePoint is set to right location already (with one exception case **APCFALZ** discussed below) and at the end of current extension, we reset activePoint as apprppriate so that next extension (of same phase or next phase) where a traversal is required, activePoint points to the right place already.
* **activePoint**: This could be root node, any internal node or any point in the middle of an edge. This is the point where traversal starts in any extension. For the 1st extension of phase 1, activePoint is set to root. Other extension will get activePoint set correctly by previous extension (with one exception case **APCFALZ** discussed below) and it is the responsibility of current extension to reset activePoint appropriately at the end, to be used in next extension where Rule 2 or Rule 3 is applied (of same or next phase).  
   To accomplish this, we need a way to store activePoint. We will store this using three variables: **activeNode**, **activeEdge**, **activeLength**.  
   **activeNode**: This could be root node or an internal node.  
   **activeEdge**: When we are on root node or internal node and we need to walk down, we need to know which edge to choose. activeEdge will store that information. In case, activeNode itself is the point from where traversal starts, then activeEdge will be set to next character being processed in next phase.  
   **activeLength**: This tells how many characters we need to walk down (on the path represented by activeEdge) from activeNode to reach the activePoint where traversal starts. In case, activeNode itself is the point from where traversal starts, then activeLength will be ZERO.  
   *(click on below image to see it clearly)*
* After phase i, if there are j leaf edges then in phase i+1, first j extensions will be done by trick 3. activePoint will be needed for the extensions from j+1 to i+1 and activePoint may or may not change between two extensions depending on the point where previous extension ends.
* **activePoint change for extension rule 3 (APCFER3)**: When rule 3 applies in any phase i, then before we move on to next phase i+1, we increment activeLength by 1. There is no change in activeNode and activeEdge. Why? Because in case of rule 3, the current character from string S is matched on the same path represented by current activePoint, so for next activePoint, activeNode and activeEdge remain the same, only activeLenth is increased by 1 (because of matched character in current phase). This new activePoint (same node, same edge and incremented length) will be used in phase i+1.
* **activePoint change for walk down (APCFWD)**: activePoint may change at the end of an extension based on extension rule applied. activePoint may also change during the extension when we do walk down. Let’s consider an activePoint is (A, s, 11) in the above activePoint example figure. If this is the activePoint at the start of some extension, then while walk down from activeNode A, other internal nodes will be seen. Anytime if we encounter an internal node while walk down, that node will become activeNode (it will change activeEdge and activeLenght as appropriate so that new activePoint represents the same point as earlier). In this walk down, below is the sequence of changes in activePoint:  
   (A, s, 11) — >>> (B, w, 7) —- >>> (C, a, 3)  
   All above three activePoints refer to same point ‘c’  
   Let’s take another example.  
   If activePoint is (D, a, 11) at the start of an extension, then while walk down, below is the sequence of changes in activePoint:  
   (D, a, 10) — >>> (E, d, 7) — >>> (F, f, 5) — >> (G, j, 1)  
   All above activePoints refer to same point ‘k’.  
   If activePoints are (A, s, 3), (A, t, 5), (B, w, 1), (D, a, 2) etc when no internal node comes in the way while walk down, then there will be no change in activePoint for APCFWD.  
   The idea is that, at any time, the closest internal node from the point, where we want to reach, should be the activePoint. Why? This will minimize the length of traversal in the next extension.
* **activePoint change for Active Length ZERO (APCFALZ)**: Let’s consider an activePoint (A, s, 0) in the above activePoint example figure. And let’s say current character being processed from string S is ‘x’ (or any other character). At the start of extension, when activeLength is ZERO, activeEdge is set to the current character being processed, i.e. ‘x’, because there is no walk down needed here (as activeLength is ZERO) and so next character we look for is current character being processed.

1. While code implementation, we will loop through all the characters of string S one by one. Each loop for ith character will do processing for phase i. Loop will run one or more time depending on how many extensions are left to be performed (Please note that in a phase i+1, we don’t really have to perform all i+1 extensions explicitly, as trick 3 will take care of j extensions for all j leaf edges coming from previous phase i). We will use a variable **remainingSuffixCount**, to track how many extensions are yet to be performed explicitly in any phase (after trick 3 is performed). Also, at the end of any phase, if remainingSuffixCount is ZERO, this tells that all suffixes supposed to be added in tree, are added explicitly and present in tree. If remainingSuffixCount is non-zero at the end of any phase, that tells that suffixes of that many count are not added in tree explicitly (because of rule 3, we stopped early), but they are in tree implicitly though (Such trees are called implicit suffix tree). These implicit suffixes will be added explicitly in subsequent phases when a unique character comes in the way.

We will continue our discussion in [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/). Code implementation will be discussed in [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/).
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# Ukkonen's Suffix Tree Construction - Part 4

This article is continuation of following three articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/) and [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks and some details on activePoint along with an example string “abcabxabcd” where we went through four phases of building suffix tree.

Let’s revisit those four phases we have seen already in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), in terms of trick 2, trick 3 and activePoint.

* activePoint is initialized to (root, NULL, 0), i.e. activeNode is root, activeEdge is NULL (for easy understanding, we are giving character value to activeEdge, but in code implemntation, it will be index of the character) and activeLength is ZERO.
* The global variable END and remainingSuffixCount are initialized to ZERO

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 1\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 1, we read 1st character (a) from string S

* Set END to 1
* Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)
* Run a loop remainingSuffixCount times (i.e. one time) as below:
  + If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘a’). This is **APCFALZ**.
  + Check if there is an edge going out from activeNode (which is root in this phase 1) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, leaf edge gets created (Rule 2).
  + Once extension is performed, decrement the remainingSuffixCount by 1
  + At this point, activePoint is (root, a, 0)

At the end of phase 1, remainingSuffixCount is ZERO (All suffixes are added explicitly).  
 Figure 20 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 1.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 2\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 2, we read 2nd character (b) from string S

Set END to 2 (This will do extension 1)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘b’). This is **APCFALZ**.
* Check if there is an edge going out from activeNode (which is root in this phase 2) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, leaf edge gets created.
* Once extension is performed, decrement the remainingSuffixCount by 1
* At this point, activePoint is (root, b, 0)

At the end of phase 2, remainingSuffixCount is ZERO (All suffixes are added explicitly).  
 Figure 22 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 2.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 3\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 3, we read 3rd character (c) from string S

Set END to 3 (This will do extensions 1 and 2)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘c’). This is **APCFALZ**.
* Check if there is an edge going out from activeNode (which is root in this phase 3) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, leaf edge gets created.
* Once extension is performed, decrement the remainingSuffixCount by 1
* At this point, activePoint is (root, c, 0)

At the end of phase 3, remainingSuffixCount is ZERO (All suffixes are added explicitly).  
 Figure 25 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 3.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 4\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In Phase 4, we read 4th character (a) from string S

Set END to 4 (This will do extensions 1, 2 and 3)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is 1 extension left to be performed)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO, set activeEdge to the current character (here activeEdge will be ‘a’). This is **APCFALZ**.
* Check if there is an edge going out from activeNode (which is root in this phase 3) for the activeEdge. If not, create a leaf edge. If present, walk down (The trick 1 – skip/count). In our example, edge ‘a’ is present going out of activeNode (i.e. root). No walk down needed as activeLength < edgeLength. We increment activeLength from zero to 1 (**APCFER3**) and stop any further processing (Rule 3).
* At this point, activePoint is (root, a, 1) and remainingSuffixCount remains set to 1 (no change there)

At the end of phase 4, remainingSuffixCount is 1 (One suffix ‘a’, the last one, is not added explicitly in tree, but it is there in tree implicitly).  
 Figure 28 in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) is the resulting tree after phase 4.  
  
 Revisiting completed for 1st four phases, we will continue building the tree and see how it goes.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 5\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 5, we read 5th character (b) from string S

Set END to 5 (This will do extensions 1, 2 and 3). See Figure 29 shown below.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 2 here, i.e. there are 2 extension left to be performed, which are extensions 4 and 5. Extension 4 is supposed to add suffix “ab” and extension 5 is supposed to add suffix “b” in tree)

Run a loop remainingSuffixCount times (i.e. two times) as below:

* Check if there is an edge going out from activeNode (which is root in this phase 3) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root).
* Do a walk down (The trick 1 – skip/count) if necessary. In current phase 5, no walk down needed as activeLength < edgeLength. Here activePoint is (root, a, 1) for extension 4 (remainingSuffixCount = 2)
* Check if current character of string S (which is ‘b’) is already present after the activePoint. If yes, no more processing (rule 3). Same is the case in our example, so we increment activeLength from 1 to 2 (**APCFER3**) and we stop here (Rule 3).
* At this point, activePoint is (root, a, 2) and remainingSuffixCount remains set to 2 (no change in remainingSuffixCount)

At the end of phase 5, remainingSuffixCount is 2 (Two suffixes, ‘ab’ and ‘b’, the last two, are not added explicitly in tree, but they are in tree implicitly).

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 6\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 6, we read 6th character (x) from string S

Set END to 6 (This will do extensions 1, 2 and 3)

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 3 here, i.e. there are 3 extension left to be performed, which are extensions 4, 5 and 6 for suffixes “abx”, “bx” and “x” respectively)

Run a loop remainingSuffixCount times (i.e. three times) as below:

* While extension 4, the activePoint is (root, a, 2) which points to ‘b’ on edge starting with ‘a’.
* In extension 4, current character ‘x’ from string S doesn’t match with the next character on the edge after activePoint, so this is the case of extension rule 2. So a leaf edge is created here with edge label x. Also here traversal ends in middle of an edge, so a new internal node also gets created at the end of activePoint.
* Decrement the remainingSuffixCount by 1 (from 3 to 2) as suffix “abx” added in tree.

Now activePoint will change after applying rule 2. Three other cases, (**APCFER3**, **APCFWD** and **APCFALZ**) where activePoint changes, are already discussed in [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/).

**activePoint change for extension rule 2 (APCFER2):**  
 **Case 1 (APCFER2C1):** If activeNode is root and activeLength is greater than ZERO, then decrement the activeLength by 1 and activeEdge will be set “S[i – remainingSuffixCount + 1]” where i is current phase number. Can you see why this change in activePoint? Look at current extension we just discussed above for phase 6 (i=6) again where we added suffix “abx”. There activeLength is 2 and activeEdge is ‘a’. Now in next extension, we need to add suffix “bx” in the tree, i.e. path label in next extension should start with ‘b’. So ‘b’ (the 5th character in string S) should be active edge for next extension and index of b will be “i – remainingSuffixCount + 1” (6 – 2 + 1 = 5). activeLength is decremented by 1 because activePoint gets closer to root by length 1 after every extension.  
 What will happen If activeNode is root and activeLength is ZERO? This case is already taken care by **APCFALZ**.

**Case 2 (APCFER2C2):** If activeNode is not root, then follow the suffix link from current activeNode. The new node (which can be root node or another internal node) pointed by suffix link will be the activeNode for next extension. No change in activeLength and activeEdge. Can you see why this change in activePoint? This is because: If two nodes are connected by a suffix link, then labels on all paths going down from those two nodes, starting with same character, will be exactly same and so for two corresponding similar point on those paths, activeEdge and activeLength will be same and the two nodes will be the activeNode. Look at Figure 18 in [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/). Let’s say in phase i and extension j, suffix ‘xAabcdedg’ was added in tree. At that point, let’s say activePoint was (Node-V, a, 7), i.e. point ‘g’. So for next extension j+1, we would add suffix ‘Aabcdefg’ and for that we need to traverse 2nd path shown in Figure 18. This can be done by following suffix link from current activeNode v. Suffix link takes us to the path to be traversed somewhere in between [Node s(v)] below which the path is exactly same as how it was below the previous activeNode v. As said earlier, “activePoint gets closer to root by length 1 after every extension”, this reduction in length will happen above the node s(v) but below s(v), no change at all. So when activeNode is not root in current extension, then for next extension, only activeNode changes (No change in activeEdge and activeLength).

* At this point in extension 4, current activePoint is (root, a, 2) and based on **APCFER2C1**, new activePoint for next extension 5 will be (root, b, 1)
* Next suffix to be added is ‘bx’ (with remainingSuffixCount 2).
* Current character ‘x’ from string S doesn’t match with the next character on the edge after activePoint, so this is the case of extension rule 2. So a leaf edge is created here with edge label x. Also here traversal ends in middle of an edge, so a new internal node also gets created at the end of activePoint.  
   Suffix link is also created from previous internal node (of extension 4) to the new internal node created in current extension 5.
* Decrement the remainingSuffixCount by 1 (from 2 to 1) as suffix “bx” added in tree.

* At this point in extension 5, current activePoint is (root, b, 1) and based on **APCFER2C1** new activePoint for next extension 6 will be (root, x, 0)
* Next suffix to be added is ‘x’ (with remainingSuffixCount 1).
* In the next extension 6, character x will not match to any existing edge from root, so a new edge with label x will be created from root node. Also suffix link from previous extension’s internal node goes to root (as no new internal node created in current extension 6).
* Decrement the remainingSuffixCount by 1 (from 1 to 0) as suffix “x” added in tree

This completes the phase 6.  
 Note that phase 6 has completed all its 6 extensions (Why? Because the current character c was not seen in string so far, so rule 3, which stops further extensions never got chance to get applied in phase 6) and so the tree generated after phase 6 is a true suffix tree (i.e. not an implicit tree) for the characters ‘abcabx’ read so far and it has all suffixes explicitly in the tree.

While building the tree above, following facts were noticed:

* A newly created internal node in extension i, points to another internal node or root (if activeNode is root in extension i+1) by the end of extension i+1 via suffix link (Every internal node MUST have a suffix link pointing to another internal node or root)
* Suffix link provides short cut while searching path label end of next suffix
* With proper tracking of activePoints between extensions/phases, unnecessary walkdown from root can be avoided.

We will go through rest of the phases (7 to 11) in [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/) and build the tree completely and after that, we will see the code for the algorithm in [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/).

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>  
 [Ukkonen’s suffix tree algorithm in plain English](http://stackoverflow.com/questions/9452701/ukkonens-suffix-tree-algorithm-in-plain-english)

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

Post navigation

[← K Dimensional Tree](http://www.geeksforgeeks.org/k-dimensional-tree/) [SAP Labs India | Set 2 (On Campus Interview) →](http://www.geeksforgeeks.org/sap-labs-india-set-2-campus-interview/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Ukkonen's Suffix Tree Construction - Part 5

This article is continuation of following four articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/) and [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks and some details on activePoint along with an example string “abcabxabcd” where we went through six phases of building suffix tree.  
 Here, we will go through rest of the phases (7 to 11) and build the tree completely.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 7\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 7, we read 7th character (a) from string S

* Set END to 7 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 6.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 1 here, i.e. there is only 1 extension left to be performed, which is extensions 7 for suffix ‘a’)

Run a loop remainingSuffixCount times (i.e. one time) as below:

* If activeLength is ZERO [activePoint in previous phase was (root, x, 0)], set activeEdge to the current character (here activeEdge will be ‘a’). This is **APCFALZ**. Now activePoint becomes (root, ‘a’, 0).
* Check if there is an edge going out from activeNode (which is root in this phase 7) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root), here we increment activeLength from zero to 1 (**APCFER3**) and stop any further processing.
* At this point, activePoint is (root, a, 1) and remainingSuffixCount remains set to 1 (no change there)

At the end of phase 7, remainingSuffixCount is 1 (One suffix ‘a’, the last one, is not added explicitly in tree, but it is there in tree implicitly).  
 Above Figure 33 is the resulting tree after phase 7.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 8\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 8, we read 8th character (b) from string S

* Set END to 8 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 7 (Figure 34).

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 2 here, i.e. there are two extensions left to be performed, which are extensions 7 and 8 for suffixes ‘ab’ and ‘b’ respectively)

Run a loop remainingSuffixCount times (i.e. two times) as below:

* Check if there is an edge going out from activeNode (which is root in this phase 8) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root).
* Do a walk down (The trick 1 – skip/count) if necessary. In current phase 8, no walk down needed as activeLength < edgeLength. Here activePoint is (root, a, 1) for extension 7 (remainingSuffixCount = 2)
* Check if current character of string S (which is ‘b’) is already present after the activePoint. If yes, no more processing (rule 3). Same is the case in our example, so we increment activeLength from 1 to 2 (**APCFER3**) and we stop here (Rule 3).
* At this point, activePoint is (root, a, 2) and remainingSuffixCount remains set to 2 (no change in remainingSuffixCount)

At the end of phase 8, remainingSuffixCount is 2 (Two suffixes, ‘ab’ and ‘b’, the last two, are not added explicitly in tree explicitly, but they are in tree implicitly).

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 9\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 9, we read 9th character (c) from string S

* Set END to 9 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 8.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 3 here, i.e. there are three extensions left to be performed, which are extensions 7, 8 and 9 for suffixes ‘abc’, ‘bc’ and ‘c’ respectively)

Run a loop remainingSuffixCount times (i.e. three times) as below:

* Check if there is an edge going out from activeNode (which is root in this phase 9) for the activeEdge. If not, create a leaf edge. If present, walk down. In our example, edge ‘a’ is present going out of activeNode (i.e. root).
* Do a walk down (The trick 1 – skip/count) if necessary. In current phase 9,walk down needed as activeLength(2) >= edgeLength(2). While walk down, activePoint changes to (Node A, c, 0) based on **APCFWD** (This is first time **APCFWD** is being applied in our example).
* Check if current character of string S (which is ‘c’) is already present after the activePoint. If yes, no more processing (rule 3). Same is the case in our example, so we increment activeLength from 0 to 1 (**APCFER3**) and we stop here (Rule 3).
* At this point, activePoint is (Node A, c, 1) and remainingSuffixCount remains set to 3 (no change in remainingSuffixCount)

At the end of phase 9, remainingSuffixCount is 3 (Three suffixes, ‘abc’, ‘bc’ and ‘c’, the last three, are not added explicitly in tree explicitly, but they are in tree implicitly).

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 10\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 10, we read 10th character (d) from string S

* Set END to 10 (This will do extensions 1, 2, 3, 4, 5 and 6) – because we have 6 leaf edges so far by the end of previous phase 9.

Increment remainingSuffixCount by 1 (remainingSuffixCount will be 4 here, i.e. there are four extensions left to be performed, which are extensions 7, 8, 9 and 10 for suffixes ‘abcd’, ‘bcd’, ‘cd’ and ‘d’ respectively)

Run a loop remainingSuffixCount times (i.e. four times) as below:

* Check if there is an edge going out from activeNode (Node A) for the activeEdge(c). If not, create a leaf edge. If present, walk down. In our example, edge ‘c’ is present going out of activeNode (Node A).
* Do a walk down (The trick 1 – skip/count) if necessary. In current Extension 7, no walk down needed as activeLength < edgeLength.
* Check if current character of string S (which is ‘d’) is already present after the activePoint. If not, rule 2 will apply. In our example, there is no path starting with ‘d’ going out of activePoint, so we create a leaf edge with label ‘d’. Since activePoint ends in the middle of an edge, we will create a new internal node just after the activePoint (Rule 2)

* Decrement the remainingSuffixCount by 1 (from 4 to 3) as suffix “abcd” added in tree.
* Now activePoint will change for next extension 8. Current activeNode is an internal node (Node A), so there must be a suffix link from there and we will follow that to get new activeNode and that’s going to be ‘Node B’. There is no change in activeEdge and activeLength (This is **APCFER2C2**). So new activePoint is (Node B, c, 1).
* Now in extension 8 (here we will add suffix ‘bcd’), while adding character ‘d’ after the current activePoint, exactly same logic will apply as previous extension 7. In previous extension 7, we added character ‘d’ at activePoint (Node A, c, 1) and in current extension 8, we are going to add same character ‘d’ at activePoint (Node B c, 1). So logic will be same and here we a new leaf edge with label ‘d’ and a new internal node will be created. And the new internal node (C) of previous extension will point to the new node (D) of current extension via suffix link.

* Decrement the remainingSuffixCount by 1 (from 3 to 2) as suffix “bcd” added in tree.
* Now activePoint will change for next extension 9. Current activeNode is an internal node (Node B), so there must be a suffix link from there and we will follow that to get new activeNode and that is ‘Root Node’. There is no change in activeEdge and activeLength (This is **APCFER2C2**). So new activePoint is (root, c, 1).
* Now in extension 9 (here we will add suffix ‘cd’), while adding character ‘d’ after the current activePoint, exactly same logic will apply as previous extensions 7 and 8. Note that internal node D created in previous extension 8, now points to internal node E (created in current extension) via suffix link.

* Decrement the remainingSuffixCount by 1 (from 2 to 1) as suffix “cd” added in tree.
* Now activePoint will change for next extension 10. Current activeNode is root and activeLength is 1, based on **APCFER2C1**, activeNode will remain ‘root’, activeLength will be decremented by 1 (from 1 to ZERO) and activeEdge will be ‘d’. So new activePoint is (root, d, 0).
* Now in extension 10 (here we will add suffix ‘d’), while adding character ‘d’ after the current activePoint, there is no edge starting with d going out of activeNode root, so a new leaf edge with label d is created (Rule 2). Note that internal node E created in previous extension 9, now points to root node via suffix link (as no new internal node created in this extension).

* Decrement the remainingSuffixCount by 1 (from 1 to 0) as suffix “d” added in tree. That means no more suffix is there to add and so the phase 10 ends here. Note that this tree is an explicit tree as all suffixes are added in tree explicitly (Why ?? because character d was not seen before in string S so far)
* activePoint for next phase 11 is (root, d, 0).

We see following facts in Phase 10:

* Internal Nodes connected via suffix links have exactly same tree below them, e.g. In above Figure 40, A and B have same tree below them, similarly C, D and E have same tree below them.
* Due to above fact, in any extension, when current activeNode is derived via suffix link from previous extension’s activeNode, then exactly same extension logic apply in current extension as previous extension. (In Phase 10, same extension logic is applied in extensions 7, 8 and 9)
* If a new internal node gets created in extension j of any phase i, then this newly created internal node will get it’s suffix link set by the end of next extension j+1 of same phase i. e.g. node C got created in extension 7 of phase 10 (Figure 37) and it got it’s suffix link set to node D in extension 8 of same phase 10 (Figure 38). Similarly node D got created in extension 8 of phase 10 (Figure 38) and it got its suffix link set to node E in extension 9 of same phase 10 (Figure 39). Similarly node E got created in extension 9 of phase 10 (Figure 39) and it got its suffix link set to root in extension 10 of same phase 10 (Figure 40).
* Based on above fact, every internal node will have a suffix link to some other internal node or root. Root is not an internal node and it will not have suffix link.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Phase 11\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  
 In phase 11, we read 11th character ($) from string S

* Set END to 11 (This will do extensions 1 to 10) – because we have 10 leaf edges so far by the end of previous phase 10.

* Increment remainingSuffixCount by 1 (from 0 to 1), i.e. there is only one suffix ‘$’ to be added in tree.
* Since activeLength is ZERO, activeEdge will change to current character ‘$’ of string S being processed (**APCFALZ**).
* There is no edge going out from activeNode root, so a leaf edge with label ‘$’ will be created (Rule 2).

* Decrement the remainingSuffixCount by 1 (from 1 to 0) as suffix “$” added in tree. That means no more suffix is there to add and so the phase 11 ends here. Note that this tree is an explicit tree as all suffixes are added in tree explicitly (Why ?? because character $ was not seen before in string S so far)

Now we have added all suffixes of string ‘abcabxabcd$’ in suffix tree. There are 11 leaf ends in this tree and labels on the path from root to leaf end represents one suffix. Now the only one thing left is to assign a number (suffix index) to each leaf end and that number would be the suffix starting position in the string S. This can be done by a DFS traversal on tree. While DFS traversal, keep track of label length and when a leaf end is found, set the suffix index as “stringSize – labelSize + 1”. Indexed suffix tree will look like below:

*In above Figure, suffix indices are shown as character position starting with 1 (It’s not zero indexed). In code implementation, suffix index will be set as zero indexed, i.e. where we see suffix index j (1 to m for string of length m) in above figure, in code implementation, it will be j-1 (0 to m-1)*  
 And we are done !!!!  
   
 **Data Structure to represent suffix tree**  
 How to represent the suffix tree?? There are nodes, edges, labels and suffix links and indices.  
 Below are some of the operations/query we will be doing while building suffix tree and later on while using the suffix tree in different applications/usages:

* What length of path label on some edge?
* What is the path label on some edge?
* Check if there is an outgoing edge for a given character from a node.
* What is the character value on an edge at some given distance from a node?
* Where an internal node is pointing via suffix link?
* What is the suffix index on a path from root to leaf?
* Check if a given string present in suffix tree (as substring, suffix or prefix)?

We may think of different data structures which can fulfil these requirements.  
 In the next [Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/), we will discuss the data structure we will use in our code implementation and the code as well.

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>  
 [Ukkonen’s suffix tree algorithm in plain English](http://stackoverflow.com/questions/9452701/ukkonens-suffix-tree-algorithm-in-plain-english)
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# Ukkonen's Suffix Tree Construction - Part 6

This article is continuation of following five articles:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)

Please go through [Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/), [Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/), [Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/), [Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/) and [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/), before looking at current article, where we have seen few basics on suffix tree, high level ukkonen’s algorithm, suffix link and three implementation tricks and activePoints along with an example string “abcabxabcd” where we went through all phases of building suffix tree.  
 Here, we will see the data structure used to represent suffix tree and the code implementation.

At that end of [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/) article, we have discussed some of the operations we will be doing while building suffix tree and later when we use suffix tree in different applications.  
 There could be different possible data structures we may think of to fulfill the requirements where some data structure may be slow on some operations and some fast. Here we will use following in our implementation:

We will have SuffixTreeNode structure to represent each node in tree. SuffixTreeNode structure will have following members:

* **children** – This will be an array of alphabet size. This will store all the children nodes of current node on different edges starting with different characters.
* **suffixLink** – This will point to other node where current node should point via suffix link.
* **start, end** – These two will store the edge label details from parent node to current node. (start, end) interval specifies the edge, by which the node is connected to its parent node. Each edge will connect two nodes, one parent and one child, and (start, end) interval of a given edge will be stored in the child node. Lets say there are two nods A (parent) and B (Child) connected by an edge with indices (5, 8) then this indices (5, 8) will be stored in node B.
* **suffixIndex** – This will be non-negative for leaves and will give index of suffix for the path from root to this leaf. For non-leaf node, it will be -1 .

This data structure will answer to the required queries quickly as below:

* How to check if a node is root ? — Root is a special node, with no parent and so it’s start and end will be -1, for all other nodes, start and end indices will be non-negative.
* How to check if a node is internal or leaf node ? — suffixIndex will help here. It will be -1 for internal node and non-negative for leaf nodes.
* What is the length of path label on some edge? — Each edge will have start and end indices and length of path label will be end-start+1
* What is the path label on some edge ? — If string is S, then path label will be substring of S from start index to end index inclusive, [start, end].
* How to check if there is an outgoing edge for a given character c from a node A ? — If A->children[c] is not NULL, there is a path, if NULL, no path.
* What is the character value on an edge at some given distance d from a node A ? — Character at distance d from node A will be S[A->start + d], where S is the string.
* Where an internal node is pointing via suffix link ? — Node A will point to A->suffixLink
* What is the suffix index on a path from root to leaf ? — If leaf node is A on the path, then suffix index on that path will be A->suffixIndex

Following is C implementation of Ukkonen’s Suffix Tree Construction. The code may look a bit lengthy, probably because of a good amount of comments.

// A C program to implement Ukkonen's Suffix Tree Construction  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
  
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
  
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
  
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
  
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
  
typedef struct SuffixTreeNode Node;  
  
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
  
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
  
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
  
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
  
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
  
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
  
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
  
int edgeLength(Node \*n) {  
 return \*(n->end) - (n->start) + 1;  
}  
  
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
  
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
  
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
  
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
  
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
  
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
  
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
  
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
  
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
  
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
  
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
  
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
  
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
  
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
  
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
  
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
  
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 if (leaf == 1 && n->start != -1)  
 printf(" [%d]\n", n->suffixIndex);  
  
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 printf(" [%d]\n", n->suffixIndex);  
 }  
}  
  
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
  
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
  
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
  
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
}  
  
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
// strcpy(text, "abc"); buildSuffixTree();  
// strcpy(text, "xabxac#"); buildSuffixTree();  
// strcpy(text, "xabxa"); buildSuffixTree();  
// strcpy(text, "xabxa$"); buildSuffixTree();  
 strcpy(text, "abcabxabcd$"); buildSuffixTree();  
// strcpy(text, "geeksforgeeks$"); buildSuffixTree();  
// strcpy(text, "THIS IS A TEST TEXT$"); buildSuffixTree();  
// strcpy(text, "AABAACAADAABAAABAA$"); buildSuffixTree();  
 return 0;  
}

Output (Each edge of Tree, along with suffix index of child node on edge, is printed in DFS order. To understand the output better, match it with the last figure no 43 in previous [Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/) article):

$ [10]  
ab [-1]  
c [-1]  
abxabcd$ [0]  
d$ [6]  
xabcd$ [3]  
b [-1]  
c [-1]  
abxabcd$ [1]  
d$ [7]  
xabcd$ [4]  
c [-1]  
abxabcd$ [2]  
d$ [8]  
d$ [9]  
xabcd$ [5]

Now we are able to build suffix tree in linear time, we can solve many string problem in efficient way:

* Check if a given pattern P is substring of text T (Useful when text is fixed and pattern changes, [KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/) otherwise
* Find all occurrences of a given pattern P present in text T
* Find longest repeated substring
* [Linear Time Suffix Array Creation](http://en.wikipedia.org/wiki/Suffix_array#Correspondence_to_suffix_trees)

The above basic problems can be solved by DFS traversal on suffix tree.  
 We will soon post articles on above problems and others like below:

And [More](http://en.wikipedia.org/wiki/Suffix_tree#Functionality).

**Test you understanding?**

1. Draw suffix tree (with proper suffix link, suffix indices) for string “AABAACAADAABAAABAA$” on paper and see if that matches with code output.
2. Every extension must follow one of the three rules: Rule 1, Rule 2 and Rule 3.  
    Following are the rules applied on five consecutive extensions in some Phase i (i > 5), which ones are valid:  
    A) Rule 1, Rule 2, Rule 2, Rule 3, Rule 3  
    B) Rule 1, Rule 2, Rule 2, Rule 3, Rule 2  
    C) Rule 2, Rule 1, Rule 1, Rule 3, Rule 3  
    D) Rule 1, Rule 1, Rule 1, Rule 1, Rule 1  
    E) Rule 2, Rule 2, Rule 2, Rule 2, Rule 2  
    F) Rule 3, Rule 3, Rule 3, Rule 3, Rule 3
3. What are the valid sequences in above for Phase 5
4. Every internal node MUST have it’s suffix link set to another node (internal or root). Can a newly created node point to already existing internal node or not ? Can it happen that a new node created in extension j, may not get it’s right suffix link in next extension j+1 and get the right one in later extensions like j+2, j+3 etc ?
5. Try solving the basic problems discussed above.

We have published following articles on suffix tree applications:

**References**:  
 <http://web.stanford.edu/~mjkay/gusfield.pdf>  
 [Ukkonen’s suffix tree algorithm in plain English](http://stackoverflow.com/questions/9452701/ukkonens-suffix-tree-algorithm-in-plain-english)

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Suffix Tree Application 1 - Substring Check

Given a text string and a pattern string, check if pattern exists in text or not.

Few pattern searching algorithms ([KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin-Karp](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Naive Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/), [Finite Automata](http://www.geeksforgeeks.org/pattern-searching-set-5-efficient-constructtion-of-finite-automata/)) are already discussed, which can be used for this check.  
 Here we will discuss suffix tree based algorithm.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Once we have a suffix tree built for given text, we need to traverse the tree from root to leaf against the characters in pattern. If we do not fall off the tree (i.e. there is a path from root to leaf or somewhere in middle) while traversal, then pattern exists in text as a substring.

Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

The core traversal implementation for substring check, can be modified accordingly for suffix trees built by other algorithms.

// A C program for substring check using Ukkonen's Suffix Tree Construction  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
int traverseEdge(char \*str, int idx, int start, int end)  
{  
 int k = 0;  
 //Traverse the edge with character by character matching  
 for(k=start; k<=end && str[idx] != '\0'; k++, idx++)  
 {  
 if(text[k] != str[idx])  
 return -1; // mo match  
 }  
 if(str[idx] == '\0')  
 return 1; // match  
 return 0; // more characters yet to match  
}  
  
int doTraversal(Node \*n, char\* str, int idx)  
{  
 if(n == NULL)  
 {  
 return -1; // no match  
 }  
 int res = -1;  
 //If node n is not root node, then traverse edge  
 //from node n's parent to node n.  
 if(n->start != -1)  
 {  
 res = traverseEdge(str, idx, n->start, \*(n->end));  
 if(res != 0)  
 return res; // match (res = 1) or no match (res = -1)  
 }  
 //Get the character index to search  
 idx = idx + edgeLength(n);  
 //If there is an edge from node n going out  
 //with current character str[idx], travrse that edge  
 if(n->children[str[idx]] != NULL)  
 return doTraversal(n->children[str[idx]], str, idx);  
 else  
 return -1; // no match  
}  
  
void checkForSubString(char\* str)  
{  
 int res = doTraversal(root, str, 0);  
 if(res == 1)  
 printf("Pattern <%s> is a Substring\n", str);  
 else  
 printf("Pattern <%s> is NOT a Substring\n", str);  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "THIS IS A TEST TEXT$");   
 buildSuffixTree();   
  
 checkForSubString("TEST");  
 checkForSubString("A");  
 checkForSubString(" ");  
 checkForSubString("IS A");  
 checkForSubString(" IS A ");  
 checkForSubString("TEST1");  
 checkForSubString("THIS IS GOOD");  
 checkForSubString("TES");  
 checkForSubString("TESA");  
 checkForSubString("ISB");  
  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Pattern <TEST> is a Substring  
Pattern <A> is a Substring  
Pattern < > is a Substring  
Pattern <IS A> is a Substring  
Pattern < IS A > is a Substring  
Pattern <TEST1> is NOT a Substring  
Pattern <THIS IS GOOD> is NOT a Substring  
Pattern <TES> is a Substring  
Pattern <TESA> is NOT a Substring  
Pattern <ISB> is NOT a Substring

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that, traversal for substring check takes O(M) for a pattern of length M.

With slight modification in traversal algorithm discussed here, we can answer following:

1. Find all occurrences of a given pattern P present in text T.
2. How to check if a pattern is prefix of a text?
3. How to check if a pattern is suffix of a text?

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/>

Category: [Strings](http://www.geeksforgeeks.org/category/c-strings/) Tags: [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

Post navigation

[← Print Nodes in Top View of Binary Tree](http://www.geeksforgeeks.org/print-nodes-top-view-binary-tree/) [Algorithm Practice Question for Beginners | Set 1 →](http://www.geeksforgeeks.org/algorithm-practice-question-beginners-set-1/)

Writing code in comment? Please use [code.geeksforgeeks.org](http://code.geeksforgeeks.org/), generate link and share the link here.

# Suffix Tree Application 2 - Searching All Patterns

Given a text string and a pattern string, find all occurrences of the pattern in string.

Few pattern searching algorithms ([KMP](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin-Karp](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Naive Algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/), [Finite Automata](http://www.geeksforgeeks.org/pattern-searching-set-5-efficient-constructtion-of-finite-automata/)) are already discussed, which can be used for this check.  
 Here we will discuss suffix tree based algorithm.

In the 1st Suffix Tree Application ([Substring Check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/)), we saw how to check whether a given pattern is substring of a text or not. It is advised to go through [Substring Check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/) 1st.  
 In this article, we will go a bit further on same problem. If a pattern is substring of a text, then we will find all the positions on pattern in the text.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

Lets look at following figure:

This is suffix tree for String “abcabxabcd$”, showing suffix indices and edge label indices (start, end). The (sub)string value on edges are shown only for explanatory purpose. We never store path label string in the tree.  
 Suffix Index of a path tells the index of a substring (starting from root) on that path.  
 Consider a path “bcd$” in above tree with suffix index 7. It tells that substrings b, bc, bcd, bcd$ are at index 7 in string.  
 Similarly path “bxabcd$” with suffix index 4 tells that substrings b, bx, bxa, bxab, bxabc, bxabcd, bxabcd$ are at index 4.  
 Similarly path “bcabxabcd$” with suffix index 1 tells that substrings b, bc, bca, bcab, bcabx, bcabxa, bcabxab, bcabxabc, bcabxabcd, bcabxabcd$ are at index 1.

If we see all the above three paths together, we can see that:

* Substring “b” is at indices 1, 4 and 7
* Substring “bc” is at indices 1 and 7

With above explanation, we should be able to see following:

* Substring “ab” is at indices 0, 3 and 6
* Substring “abc” is at indices 0 and 6
* Substring “c” is at indices 2 and 8
* Substring “xab” is at index 5
* Substring “d” is at index 9
* Substring “cd” is at index 8

Can you see how to find all the occurrences of a pattern in a string ?

1. 1st of all, check if the given pattern really exists in string or not (As we did in [Substring Check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/)). For this, traverse the suffix tree against the pattern.
2. If you find pattern in suffix tree (don’t fall off the tree), then traverse the subtree below that point and find all suffix indices on leaf nodes. All those suffix indices will be pattern indices in string

// A C program to implement Ukkonen's Suffix Tree Construction  
// And find all locations of a pattern in string  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
int traverseEdge(char \*str, int idx, int start, int end)  
{  
 int k = 0;  
 //Traverse the edge with character by character matching  
 for(k=start; k<=end && str[idx] != '\0'; k++, idx++)  
 {  
 if(text[k] != str[idx])  
 return -1; // mo match  
 }  
 if(str[idx] == '\0')  
 return 1; // match  
 return 0; // more characters yet to match  
}  
  
int doTraversalToCountLeaf(Node \*n)  
{  
 if(n == NULL)  
 return 0;  
 if(n->suffixIndex > -1)  
 {  
 printf("\nFound at position: %d", n->suffixIndex);  
 return 1;  
 }  
 int count = 0;  
 int i = 0;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 count += doTraversalToCountLeaf(n->children[i]);  
 }  
 }  
 return count;  
}  
  
int countLeaf(Node \*n)  
{  
 if(n == NULL)  
 return 0;  
 return doTraversalToCountLeaf(n);  
}  
  
int doTraversal(Node \*n, char\* str, int idx)  
{  
 if(n == NULL)  
 {  
 return -1; // no match  
 }  
 int res = -1;  
 //If node n is not root node, then traverse edge  
 //from node n's parent to node n.  
 if(n->start != -1)  
 {  
 res = traverseEdge(str, idx, n->start, \*(n->end));  
 if(res == -1) //no match  
 return -1;  
 if(res == 1) //match  
 {  
 if(n->suffixIndex > -1)  
 printf("\nsubstring count: 1 and position: %d",  
 n->suffixIndex);  
 else  
 printf("\nsubstring count: %d", countLeaf(n));  
 return 1;  
 }  
 }  
 //Get the character index to search  
 idx = idx + edgeLength(n);  
 //If there is an edge from node n going out  
 //with current character str[idx], travrse that edge  
 if(n->children[str[idx]] != NULL)  
 return doTraversal(n->children[str[idx]], str, idx);  
 else  
 return -1; // no match  
}  
  
void checkForSubString(char\* str)  
{  
 int res = doTraversal(root, str, 0);  
 if(res == 1)  
 printf("\nPattern <%s> is a Substring\n", str);  
 else  
 printf("\nPattern <%s> is NOT a Substring\n", str);  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "GEEKSFORGEEKS$");   
 buildSuffixTree();   
 printf("Text: GEEKSFORGEEKS, Pattern to search: GEEKS");  
 checkForSubString("GEEKS");  
 printf("\n\nText: GEEKSFORGEEKS, Pattern to search: GEEK1");  
 checkForSubString("GEEK1");  
 printf("\n\nText: GEEKSFORGEEKS, Pattern to search: FOR");  
 checkForSubString("FOR");  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "AABAACAADAABAAABAA$");  
 buildSuffixTree();   
 printf("\n\nText: AABAACAADAABAAABAA, Pattern to search: AABA");  
 checkForSubString("AABA");  
 printf("\n\nText: AABAACAADAABAAABAA, Pattern to search: AA");  
 checkForSubString("AA");  
 printf("\n\nText: AABAACAADAABAAABAA, Pattern to search: AAE");  
 checkForSubString("AAE");  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "AAAAAAAAA$");  
 buildSuffixTree();   
 printf("\n\nText: AAAAAAAAA, Pattern to search: AAAA");  
 checkForSubString("AAAA");  
 printf("\n\nText: AAAAAAAAA, Pattern to search: AA");  
 checkForSubString("AA");  
 printf("\n\nText: AAAAAAAAA, Pattern to search: A");  
 checkForSubString("A");  
 printf("\n\nText: AAAAAAAAA, Pattern to search: AB");  
 checkForSubString("AB");  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Text: GEEKSFORGEEKS, Pattern to search: GEEKS  
Found at position: 8  
Found at position: 0  
substring count: 2  
Pattern <GEEKS> is a Substring  
  
  
Text: GEEKSFORGEEKS, Pattern to search: GEEK1  
Pattern <GEEK1> is NOT a Substring  
  
  
Text: GEEKSFORGEEKS, Pattern to search: FOR  
substring count: 1 and position: 5  
Pattern <FOR> is a Substring  
  
  
Text: AABAACAADAABAAABAA, Pattern to search: AABA  
Found at position: 13  
Found at position: 9  
Found at position: 0  
substring count: 3  
Pattern <AABA> is a Substring  
  
  
Text: AABAACAADAABAAABAA, Pattern to search: AA  
Found at position: 16  
Found at position: 12  
Found at position: 13  
Found at position: 9  
Found at position: 0  
Found at position: 3  
Found at position: 6  
substring count: 7  
Pattern <AA> is a Substring  
  
  
Text: AABAACAADAABAAABAA, Pattern to search: AAE  
Pattern <AAE> is NOT a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: AAAA  
Found at position: 5  
Found at position: 4  
Found at position: 3  
Found at position: 2  
Found at position: 1  
Found at position: 0  
substring count: 6  
Pattern <AAAA> is a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: AA  
Found at position: 7  
Found at position: 6  
Found at position: 5  
Found at position: 4  
Found at position: 3  
Found at position: 2  
Found at position: 1  
Found at position: 0  
substring count: 8  
Pattern <AA> is a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: A  
Found at position: 8  
Found at position: 7  
Found at position: 6  
Found at position: 5  
Found at position: 4  
Found at position: 3  
Found at position: 2  
Found at position: 1  
Found at position: 0  
substring count: 9  
Pattern <A> is a Substring  
  
  
Text: AAAAAAAAA, Pattern to search: AB  
Pattern <AB> is NOT a Substring

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that, traversal for substring check takes O(M) for a pattern of length M and then if there are Z occurrences of the pattern, it will take O(Z) to find indices of all those Z occurrences.  
 Overall pattern complexity is linear: O(M + Z).

**A bit more detailed analysis**  
 How many internal nodes will there in a suffix tree of string of length N ??  
 Answer: N-1 (Why ??)  
 There will be N suffixes in a string of length N.  
 Each suffix will have one leaf.  
 So a suffix tree of string of length N will have N leaves.  
 As each internal node has at least 2 children, an N-leaf suffix tree has at most N-1 internal nodes.  
 If a pattern occurs Z times in string, means it will be part of Z suffixes, so there will be Z leaves below in point (internal node and in between edge) where pattern match ends in tree and so subtree with Z leaves below that point will have Z-1 internal nodes. A tree with Z leaves can be traversed in O(Z) time.  
 Overall pattern complexity is linear: O(M + Z).  
 For a given pattern, Z (the number of occurrences) can be atmost N.  
 So worst case complexity can be: O(M + N) if Z is close/equal to N (A tree traversal with N nodes take O(N) time).

Followup questions:

1. Check if a pattern is prefix of a text?
2. Check if a pattern is suffix of a text?

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Suffix Tree Application 3 - Longest Repeated Substring

Given a text string, find [Longest Repeated Substring](http://en.wikipedia.org/wiki/Longest_repeated_substring_problem) in the text. If there are more than one Longest Repeated Substrings, get any one of them.

Longest Repeated Substring in GEEKSFORGEEKS is: GEEKS  
Longest Repeated Substring in AAAAAAAAAA is: AAAAAAAAA  
Longest Repeated Substring in ABCDEFG is: No repeated substring  
Longest Repeated Substring in ABABABA is: ABABA  
Longest Repeated Substring in ATCGATCGA is: ATCGA  
Longest Repeated Substring in banana is: ana  
Longest Repeated Substring in abcpqrabpqpq is: ab (pq is another LRS here)

This problem can be solved by different approaches with varying time and space complexities. Here we will discuss Suffix Tree approach (3rd Suffix Tree Application). Other approaches will be discussed soon.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

Lets look at following figure:

This is suffix tree for string “ABABABA$”.  
 In this string, following substrings are repeated:  
 A, B, AB, BA, ABA, BAB, ABAB, BABA, ABABA  
 And Longest Repeated Substring is ABABA.  
 In a suffix tree, one node can’t have more than one outgoing edge starting with same character, and so if there are repeated substring in the text, they will share on same path and that path in suffix tree will go through one or more internal node(s) down the tree (below the point where substring ends on that path).  
 In above figure, we can see that

* Path with Substring “A” has three internal nodes down the tree
* Path with Substring “AB” has two internal nodes down the tree
* Path with Substring “ABA” has two internal nodes down the tree
* Path with Substring “ABAB” has one internal node down the tree
* Path with Substring “ABABA” has one internal node down the tree
* Path with Substring “B” has two internal nodes down the tree
* Path with Substring “BA” has two internal nodes down the tree
* Path with Substring “BAB” has one internal node down the tree
* Path with Substring “BABA” has one internal node down the tree

All above substrings are repeated.

Substrings ABABAB, ABABABA, BABAB, BABABA have no internal node down the tree (after the point where substring end on the path), and so these are not repeated.

Can you see how to find longest repeated substring ??  
 We can see in figure that, longest repeated substring will end at the internal node which is farthest from the root (i.e. deepest node in the tree), because length of substring is the path label length from root to that internal node.

So finding longest repeated substring boils down to finding the deepest node in suffix tree and then get the path label from root to that deepest internal node.

// A C program to implement Ukkonen's Suffix Tree Construction  
// And then find Longest Repeated Substring  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
void doTraversal(Node \*n, int labelHeight, int\* maxHeight,   
int\* substringStartIndex)  
{  
 if(n == NULL)  
 {  
 return;  
 }  
 int i=0;  
 if(n->suffixIndex == -1) //If it is internal node  
 {  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 doTraversal(n->children[i], labelHeight +  
 edgeLength(n->children[i]), maxHeight,  
 substringStartIndex);  
 }  
 }  
 }  
 else if(n->suffixIndex > -1 &&   
 (\*maxHeight < labelHeight - edgeLength(n)))  
 {  
 \*maxHeight = labelHeight - edgeLength(n);  
 \*substringStartIndex = n->suffixIndex;  
 }  
}  
  
void getLongestRepeatedSubstring()  
{  
 int maxHeight = 0;  
 int substringStartIndex = 0;  
 doTraversal(root, 0, &maxHeight, &substringStartIndex);  
// printf("maxHeight %d, substringStartIndex %d\n", maxHeight,  
// substringStartIndex);  
 printf("Longest Repeated Substring in %s is: ", text);  
 int k;  
 for (k=0; k<maxHeight; k++)  
 printf("%c", text[k + substringStartIndex]);  
 if(k == 0)  
 printf("No repeated substring");  
 printf("\n");  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "GEEKSFORGEEKS$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "AAAAAAAAAA$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "ABCDEFG$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory   
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "ABABABA$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "ATCGATCGA$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "banana$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "abcpqrabpqpq$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 strcpy(text, "pqrpqpqabab$");   
 buildSuffixTree();   
 getLongestRepeatedSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Longest Repeated Substring in GEEKSFORGEEKS$ is: GEEKS  
Longest Repeated Substring in AAAAAAAAAA$ is: AAAAAAAAA  
Longest Repeated Substring in ABCDEFG$ is: No repeated substring  
Longest Repeated Substring in ABABABA$ is: ABABA  
Longest Repeated Substring in ATCGATCGA$ is: ATCGA  
Longest Repeated Substring in banana$ is: ana  
Longest Repeated Substring in abcpqrabpqpq$ is: ab  
Longest Repeated Substring in pqrpqpqabab$ is: ab

In case of multiple LRS (As we see in last two test cases), this implementation prints the LRS which comes 1st lexicographically.

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that finding deepest node will take O(N).  
 So it is linear in time and space.

Followup questions:

1. Find all repeated substrings in given text
2. Find all unique substrings in given text
3. Find all repeated substrings of a given length
4. Find all unique substrings of a given length
5. In case of multiple LRS in text, find the one which occurs most number of times

All these problems can be solved in linear time with few changes in above implementation.

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Suffix Tree Application 4 - Build Linear Time Suffix Array

Given a string, build it’s [Suffix Array](http://en.wikipedia.org/wiki/Suffix_array)  
 We have already discussed following two ways of building suffix array:

Please go through these to have the basic understanding.  
 Here we will see how to build suffix array in linear time using suffix tree.

As a prerequisite, we must know how to build a suffix tree in one or the other way.  
 Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:  
 [Ukkonen’s Suffix Tree Construction – Part 1](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)  
 [Ukkonen’s Suffix Tree Construction – Part 2](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)  
 [Ukkonen’s Suffix Tree Construction – Part 3](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)  
 [Ukkonen’s Suffix Tree Construction – Part 4](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)  
 [Ukkonen’s Suffix Tree Construction – Part 5](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)  
 [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

Lets consider string abcabxabcd.  
 It’s suffix array would be:

0 6 3 1 7 4 2 8 9 5

Lets look at following figure:

This is suffix tree for String “abcabxabcd$”  
 If we do a DFS traversal, visiting edges in lexicographic order (we have been doing the same traversal in other Suffix Tree Application articles as well) and print suffix indices on leaves, we will get following:

10 0 6 3 1 7 4 2 8 9 5

“$” is lexicographically lesser than [a-zA-Z].  
 The suffix index 10 corresponds to edge with “$” label.  
 Except this 1st suffix index, the sequence of all other numbers gives the suffix array of the string.

So if we have a suffix tree of the string, then to get it’s suffix array, we just need to do a lexicographic order DFS traversal and store all the suffix indices in resultant suffix array, except the very 1st suffix index.

// A C program to implement Ukkonen's Suffix Tree Construction  
// And and then create suffix array in linear time  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j; k++)  
 printf("%c", text[k]);  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 // print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 //printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
void doTraversal(Node \*n, int suffixArray[], int \*idx)  
{  
 if(n == NULL)  
 {  
 return;  
 }  
 int i=0;  
 if(n->suffixIndex == -1) //If it is internal node  
 {  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 doTraversal(n->children[i], suffixArray, idx);  
 }  
 }  
 }  
 //If it is Leaf node other than "$" label  
 else if(n->suffixIndex > -1 && n->suffixIndex < size)  
 {  
 suffixArray[(\*idx)++] = n->suffixIndex;  
 }  
}  
  
void buildSuffixArray(int suffixArray[])  
{  
 int i = 0;  
 for(i=0; i< size; i++)  
 suffixArray[i] = -1;  
 int idx = 0;  
 doTraversal(root, suffixArray, &idx);  
 printf("Suffix Array for String ");  
 for(i=0; i<size; i++)  
 printf("%c", text[i]);  
 printf(" is: ");  
 for(i=0; i<size; i++)  
 printf("%d ", suffixArray[i]);  
 printf("\n");  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 strcpy(text, "banana$");   
 buildSuffixTree();   
 size--;  
 int \*suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "GEEKSFORGEEKS$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "AAAAAAAAAA$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "ABCDEFG$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "ABABABA$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 strcpy(text, "abcabxabcd$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);   
  
 strcpy(text, "CCAAACCCGATTA$");   
 buildSuffixTree();   
 size--;  
 suffixArray =(int\*) malloc(sizeof(int) \* size);  
 buildSuffixArray(suffixArray);  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
 free(suffixArray);  
  
 return 0;  
}

Output:

Suffix Array for String banana is: 5 3 1 0 4 2   
Suffix Array for String GEEKSFORGEEKS is: 9 1 10 2 5 8 0 11 3 6 7 12 4   
Suffix Array for String AAAAAAAAAA is: 9 8 7 6 5 4 3 2 1 0   
Suffix Array for String ABCDEFG is: 0 1 2 3 4 5 6   
Suffix Array for String ABABABA is: 6 4 2 0 5 3 1   
Suffix Array for String abcabxabcd is: 0 6 3 1 7 4 2 8 9 5  
Suffix Array for String CCAAACCCGATTA is: 12 2 3 4 9 1 0 5 6 7 8 11 10

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that, traversal of tree take O(N) to build suffix array.  
 So overall, it’s linear in time and space.  
 Can you see why traversal is O(N) ?? Because a suffix tree of string of length N will have at most N-1 internal nodes and N leaves. Traversal of these nodes can be done in O(N).

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Generalized Suffix Tree 1

In earlier suffix tree articles, we created suffix tree for one string and then we queried that tree for [substring check](http://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/), [searching all patterns](http://www.geeksforgeeks.org/suffix-tree-application-2-searching-all-patterns/), [longest repeated substring](http://www.geeksforgeeks.org/suffix-tree-application-3-longest-repeated-substring/) and [built suffix array](http://www.geeksforgeeks.org/suffix-tree-application-4-build-linear-time-suffix-array/) (All linear time operations).

There are lots of other problems where multiple strings are involved.  
 e.g. pattern searching in a text file or dictionary, spell checker, phone book, [Autocomplete](https://en.wikipedia.org/wiki/Autocomplete), [Longest common substring problem](http://en.wikipedia.org/wiki/Longest_common_substring_problem), [Longest palindromic substring](http://en.wikipedia.org/wiki/Longest_palindromic_substring) and [More](http://en.wikipedia.org/wiki/Suffix_tree#Functionality).

For such operations, all the involved strings need to be indexed for faster search and retrieval. One way to do this is using suffix trie or suffix tree. We will discuss suffix tree here.  
 A suffix tree made of a set of strings is known as [Generalized Suffix Tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree).  
 We will discuss a simple way to build [Generalized Suffix Tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree) here for **two strings only**.  
 Later, we will discuss another approach to build [Generalized Suffix Tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree) for **two or more strings**.

Here we will use the [suffix tree implementation](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/) for one string discussed already and modify that a bit to build [generalized suffix tree](https://en.wikipedia.org/wiki/Generalized_suffix_tree).

Lets consider two strings X and Y for which we want to build generalized suffix tree. For this we will make a new string X#Y$ where # and $ both are terminal symbols (must be unique). Then we will build suffix tree for X#Y$ which will be the generalized suffix tree for X and Y. Same logic will apply for more than two strings (i.e. concatenate all strings using unique terminal symbols and then build suffix tree for concatenated string).

Lets say X = xabxa, and Y = babxba, then  
 X#Y$ = xabxa#babxba$  
 If we run the code implemented at [Ukkonen’s Suffix Tree Construction – Part 6](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/) for string xabxa#babxba$, we get following output:

(Click to see it clearly)

We can use this tree to solve some of the problems, but we can refine it a bit by removing unwanted substrings on a path label. A path label should have substring from only one input string, so if there are path labels having substrings from multiple input strings, we can keep only the initial portion corresponding to one string and remove all the later portion. For example, for path labels #babxba$, a#babxba$ and bxa#babxba$, we can remove babxba$ (belongs to 2nd input string) and then new path labels will be #, a# and bxa# respectively. With this change, above diagram will look like below:

(Click to see it clearly)

Below implementation is built on top of [original implementation](http://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/). Here we are removing unwanted characters on path labels. If a path label has “#” character in it, then we are trimming all characters after the “#” in that path label.  
 **Note: This implementation builds generalized suffix tree for only two strings X and Y which are concatenated as X#Y$**

// A C program to implement Ukkonen's Suffix Tree Construction  
// And then build generalized suffix tree  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j && text[k] != '#'; k++)  
 printf("%c", text[k]);  
 if(k<=j)  
 printf("#");  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 if (leaf == 1 && n->start != -1)  
 printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 for(i= n->start; i<= \*(n->end); i++)  
 {  
 if(text[i] == '#') //Trim unwanted characters  
 {  
 n->end = (int\*) malloc(sizeof(int));  
 \*(n->end) = i;  
 }  
 }  
 n->suffixIndex = size - labelHeight;  
 printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
   
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
// strcpy(text, "xabxac#abcabxabcd$"); buildSuffixTree();  
 strcpy(text, "xabxa#babxba$"); buildSuffixTree();  
 return 0;  
}

Output: (You can see that below output corresponds to the 2nd Figure shown above)

# [5]  
$ [12]  
a [-1]  
# [4]  
$ [11]  
bx [-1]  
a# [1]  
ba$ [7]  
b [-1]  
a [-1]  
$ [10]  
bxba$ [6]  
x [-1]  
a# [2]  
ba$ [8]  
x [-1]  
a [-1]  
# [3]  
bxa# [0]  
ba$ [9]

If two strings are of size M and N, this implementation will take O(M+N) time and space.  
 If input strings are not concatenated already, then it will take 2(M+N) space in total, M+N space to store the generalized suffix tree and another M+N space to store concatenated string.

**Followup:**  
 Extend above implementation for more than two strings (i.e. concatenate all strings using unique terminal symbols and then build suffix tree for concatenated string)

One problem with this approach is the need of unique terminal symbol for each input string. This will work for few strings but if there is too many input strings, we may not be able to find that many unique terminal symbols.  
 We will discuss another approach to build generalized suffix tree soon where we will need only one unique terminal symbol and that will resolve the above problem and can be used to build generalized suffix tree for any number of input strings.

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Suffix Tree Application 5 - Longest Common Substring

Given two strings X and Y, find the [Longest Common Substring](https://en.wikipedia.org/wiki/Longest_common_substring_problem) of X and Y.

Naive [O(N\*M2)] and Dynamic Programming [O(N\*M)] approaches are already discussed [here](http://www.geeksforgeeks.org/longest-common-substring/).  
 In this article, we will discuss a linear time approach to find LCS using suffix tree (The 5th Suffix Tree Application).  
 Here we will build generalized suffix tree for two strings X and Y as discussed already at:  
 [Generalized Suffix Tree 1](http://www.geeksforgeeks.org/generalized-suffix-tree-1/)

Lets take same example (X = xabxa, and Y = babxba) we saw in [Generalized Suffix Tree 1](http://www.geeksforgeeks.org/generalized-suffix-tree-1/).  
 We built following suffix tree for X and Y there:

(Click to see it clearly)

This is generalized suffix tree for xabxa#babxba$  
 In above, leaves with suffix indices in [0,4] are suffixes of string xabxa and leaves with suffix indices in [6,11] are suffixes of string babxa. Why ??  
 Because in concatenated string xabxa#babxba$, index of string xabxa is 0 and it’s length is 5, so indices of it’s suffixes would be 0, 1, 2, 3 and 4. Similarly index of string babxba is 6 and it’s length is 6, so indices of it’s suffixes would be 6, 7, 8, 9, 10 and 11.

With this, we can see that in the generalized suffix tree figure above, there are some internal nodes having leaves below it from

* both strings X and Y (i.e. there is at least one leaf with suffix index in [0,4] and one leaf with suffix index in [6, 11]
* string X only (i.e. all leaf nodes have suffix indices in [0,4])
* string Y only (i.e. all leaf nodes have suffix indices in [6,11])

Following figure shows the internal nodes marked as “XY”, “X” or “Y” depending on which string the leaves belong to, that they have below themselves.

(Click to see it clearly)

What these “XY”, “X” or “Y” marking mean ?  
 Path label from root to an internal node gives a substring of X or Y or both.  
 For node marked as XY, substring from root to that node belongs to both strings X and Y.  
 For node marked as X, substring from root to that node belongs to string X only.  
 For node marked as Y, substring from root to that node belongs to string Y only.

By looking at above figure, can you see how to get LCS of X and Y ?  
 By now, it should be clear that how to get common substring of X and Y at least.  
 If we traverse the path from root to nodes marked as XY, we will get common substring of X and Y.

Now we need to find the longest one among all those common substrings.  
 Can you think how to get LCS now ? Recall how did we get [Longest Repeated Substring](http://www.geeksforgeeks.org/suffix-tree-application-3-longest-repeated-substring/) in a given string using suffix tree already.  
 The path label from root to the deepest node marked as XY will give the LCS of X and Y. The deepest node is highlighted in above figure and path label “abx” from root to that node is the LCS of X and Y.

// A C program to implement Ukkonen's Suffix Tree Construction  
// Here we build generalized suffix tree for two strings  
// And then we find longest common substring of the two input strings  
#include <stdio.h>  
#include <string.h>  
#include <stdlib.h>  
#define MAX\_CHAR 256  
   
struct SuffixTreeNode {  
 struct SuffixTreeNode \*children[MAX\_CHAR];  
   
 //pointer to other node via suffix link  
 struct SuffixTreeNode \*suffixLink;  
   
 /\*(start, end) interval specifies the edge, by which the  
 node is connected to its parent node. Each edge will  
 connect two nodes, one parent and one child, and  
 (start, end) interval of a given edge will be stored  
 in the child node. Lets say there are two nods A and B  
 connected by an edge with indices (5, 8) then this  
 indices (5, 8) will be stored in node B. \*/  
 int start;  
 int \*end;  
   
 /\*for leaf nodes, it stores the index of suffix for  
 the path from root to leaf\*/  
 int suffixIndex;  
};  
   
typedef struct SuffixTreeNode Node;  
   
char text[100]; //Input string  
Node \*root = NULL; //Pointer to root node  
   
/\*lastNewNode will point to newly created internal node,  
 waiting for it's suffix link to be set, which might get  
 a new suffix link (other than root) in next extension of  
 same phase. lastNewNode will be set to NULL when last  
 newly created internal node (if there is any) got it's  
 suffix link reset to new internal node created in next  
 extension of same phase. \*/  
Node \*lastNewNode = NULL;  
Node \*activeNode = NULL;  
   
/\*activeEdge is represeted as input string character  
 index (not the character itself)\*/  
int activeEdge = -1;  
int activeLength = 0;  
   
// remainingSuffixCount tells how many suffixes yet to  
// be added in tree  
int remainingSuffixCount = 0;  
int leafEnd = -1;  
int \*rootEnd = NULL;  
int \*splitEnd = NULL;  
int size = -1; //Length of input string  
int size1 = 0; //Size of 1st string  
   
Node \*newNode(int start, int \*end)  
{  
 Node \*node =(Node\*) malloc(sizeof(Node));  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 node->children[i] = NULL;  
   
 /\*For root node, suffixLink will be set to NULL  
 For internal nodes, suffixLink will be set to root  
 by default in current extension and may change in  
 next extension\*/  
 node->suffixLink = root;  
 node->start = start;  
 node->end = end;  
   
 /\*suffixIndex will be set to -1 by default and  
 actual suffix index will be set later for leaves  
 at the end of all phases\*/  
 node->suffixIndex = -1;  
 return node;  
}  
   
int edgeLength(Node \*n) {  
 if(n == root)  
 return 0;  
 return \*(n->end) - (n->start) + 1;  
}  
   
int walkDown(Node \*currNode)  
{  
 /\*activePoint change for walk down (APCFWD) using  
 Skip/Count Trick (Trick 1). If activeLength is greater  
 than current edge length, set next internal node as  
 activeNode and adjust activeEdge and activeLength  
 accordingly to represent same activePoint\*/  
 if (activeLength >= edgeLength(currNode))  
 {  
 activeEdge += edgeLength(currNode);  
 activeLength -= edgeLength(currNode);  
 activeNode = currNode;  
 return 1;  
 }  
 return 0;  
}  
   
void extendSuffixTree(int pos)  
{  
 /\*Extension Rule 1, this takes care of extending all  
 leaves created so far in tree\*/  
 leafEnd = pos;  
   
 /\*Increment remainingSuffixCount indicating that a  
 new suffix added to the list of suffixes yet to be  
 added in tree\*/  
 remainingSuffixCount++;  
   
 /\*set lastNewNode to NULL while starting a new phase,  
 indicating there is no internal node waiting for  
 it's suffix link reset in current phase\*/  
 lastNewNode = NULL;  
   
 //Add all suffixes (yet to be added) one by one in tree  
 while(remainingSuffixCount > 0) {  
   
 if (activeLength == 0)  
 activeEdge = pos; //APCFALZ  
   
 // There is no outgoing edge starting with  
 // activeEdge from activeNode  
 if (activeNode->children[text[activeEdge]] == NULL)  
 {  
 //Extension Rule 2 (A new leaf edge gets created)  
 activeNode->children[text[activeEdge]] =  
 newNode(pos, &leafEnd);  
   
 /\*A new leaf edge is created in above line starting  
 from an existng node (the current activeNode), and  
 if there is any internal node waiting for it's suffix  
 link get reset, point the suffix link from that last  
 internal node to current activeNode. Then set lastNewNode  
 to NULL indicating no more node waiting for suffix link  
 reset.\*/  
 if (lastNewNode != NULL)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
 }  
 // There is an outgoing edge starting with activeEdge  
 // from activeNode  
 else  
 {  
 // Get the next node at the end of edge starting  
 // with activeEdge  
 Node \*next = activeNode->children[text[activeEdge]];  
 if (walkDown(next))//Do walkdown  
 {  
 //Start from next node (the new activeNode)  
 continue;  
 }  
 /\*Extension Rule 3 (current character being processed  
 is already on the edge)\*/  
 if (text[next->start + activeLength] == text[pos])  
 {  
 //If a newly created node waiting for it's   
 //suffix link to be set, then set suffix link   
 //of that waiting node to curent active node  
 if(lastNewNode != NULL && activeNode != root)  
 {  
 lastNewNode->suffixLink = activeNode;  
 lastNewNode = NULL;  
 }  
  
 //APCFER3  
 activeLength++;  
 /\*STOP all further processing in this phase  
 and move on to next phase\*/  
 break;  
 }  
   
 /\*We will be here when activePoint is in middle of  
 the edge being traversed and current character  
 being processed is not on the edge (we fall off  
 the tree). In this case, we add a new internal node  
 and a new leaf edge going out of that new node. This  
 is Extension Rule 2, where a new leaf edge and a new  
 internal node get created\*/  
 splitEnd = (int\*) malloc(sizeof(int));  
 \*splitEnd = next->start + activeLength - 1;  
   
 //New internal node  
 Node \*split = newNode(next->start, splitEnd);  
 activeNode->children[text[activeEdge]] = split;  
   
 //New leaf coming out of new internal node  
 split->children[text[pos]] = newNode(pos, &leafEnd);  
 next->start += activeLength;  
 split->children[text[next->start]] = next;  
   
 /\*We got a new internal node here. If there is any  
 internal node created in last extensions of same  
 phase which is still waiting for it's suffix link  
 reset, do it now.\*/  
 if (lastNewNode != NULL)  
 {  
 /\*suffixLink of lastNewNode points to current newly  
 created internal node\*/  
 lastNewNode->suffixLink = split;  
 }  
   
 /\*Make the current newly created internal node waiting  
 for it's suffix link reset (which is pointing to root  
 at present). If we come across any other internal node  
 (existing or newly created) in next extension of same  
 phase, when a new leaf edge gets added (i.e. when  
 Extension Rule 2 applies is any of the next extension  
 of same phase) at that point, suffixLink of this node  
 will point to that internal node.\*/  
 lastNewNode = split;  
 }  
   
 /\* One suffix got added in tree, decrement the count of  
 suffixes yet to be added.\*/  
 remainingSuffixCount--;  
 if (activeNode == root && activeLength > 0) //APCFER2C1  
 {  
 activeLength--;  
 activeEdge = pos - remainingSuffixCount + 1;  
 }  
 else if (activeNode != root) //APCFER2C2  
 {  
 activeNode = activeNode->suffixLink;  
 }  
 }  
}  
   
void print(int i, int j)  
{  
 int k;  
 for (k=i; k<=j && text[k] != '#'; k++)  
 printf("%c", text[k]);  
 if(k<=j)  
 printf("#");  
}  
   
//Print the suffix tree as well along with setting suffix index  
//So tree will be printed in DFS manner  
//Each edge along with it's suffix index will be printed  
void setSuffixIndexByDFS(Node \*n, int labelHeight)  
{  
 if (n == NULL) return;  
   
 if (n->start != -1) //A non-root node  
 {  
 //Print the label on edge from parent to current node  
 //Uncomment below line to print suffix tree  
 //print(n->start, \*(n->end));  
 }  
 int leaf = 1;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 //Uncomment below two lines to print suffix index  
 // if (leaf == 1 && n->start != -1)  
 // printf(" [%d]\n", n->suffixIndex);  
   
 //Current node is not a leaf as it has outgoing  
 //edges from it.  
 leaf = 0;  
 setSuffixIndexByDFS(n->children[i], labelHeight +  
 edgeLength(n->children[i]));  
 }  
 }  
 if (leaf == 1)  
 {  
 for(i= n->start; i<= \*(n->end); i++)  
 {  
 if(text[i] == '#')  
 {  
 n->end = (int\*) malloc(sizeof(int));  
 \*(n->end) = i;  
 }  
 }  
 n->suffixIndex = size - labelHeight;  
 //Uncomment below line to print suffix index  
 // printf(" [%d]\n", n->suffixIndex);  
 }  
}  
   
void freeSuffixTreeByPostOrder(Node \*n)  
{  
 if (n == NULL)  
 return;  
 int i;  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if (n->children[i] != NULL)  
 {  
 freeSuffixTreeByPostOrder(n->children[i]);  
 }  
 }  
 if (n->suffixIndex == -1)  
 free(n->end);  
 free(n);  
}  
   
/\*Build the suffix tree and print the edge labels along with  
suffixIndex. suffixIndex for leaf edges will be >= 0 and  
for non-leaf edges will be -1\*/  
void buildSuffixTree()  
{  
 size = strlen(text);  
 int i;  
 rootEnd = (int\*) malloc(sizeof(int));  
 \*rootEnd = - 1;  
   
 /\*Root is a special node with start and end indices as -1,  
 as it has no parent from where an edge comes to root\*/  
 root = newNode(-1, rootEnd);  
   
 activeNode = root; //First activeNode will be root  
 for (i=0; i<size; i++)  
 extendSuffixTree(i);  
 int labelHeight = 0;  
 setSuffixIndexByDFS(root, labelHeight);  
}  
  
int doTraversal(Node \*n, int labelHeight, int\* maxHeight,   
int\* substringStartIndex)  
{  
 if(n == NULL)  
 {  
 return;  
 }  
 int i=0;  
 int ret = -1;  
 if(n->suffixIndex < 0) //If it is internal node  
 {  
 for (i = 0; i < MAX\_CHAR; i++)  
 {  
 if(n->children[i] != NULL)  
 {  
 ret = doTraversal(n->children[i], labelHeight +   
 edgeLength(n->children[i]),   
 maxHeight, substringStartIndex);  
   
 if(n->suffixIndex == -1)  
 n->suffixIndex = ret;  
 else if((n->suffixIndex == -2 && ret == -3) ||  
 (n->suffixIndex == -3 && ret == -2) ||   
 n->suffixIndex == -4)  
 {  
 n->suffixIndex = -4;//Mark node as XY  
 //Keep track of deepest node  
 if(\*maxHeight < labelHeight)  
 {  
 \*maxHeight = labelHeight;  
 \*substringStartIndex = \*(n->end) -   
 labelHeight + 1;  
 }  
 }  
 }  
 }  
 }  
 else if(n->suffixIndex > -1 && n->suffixIndex < size1)//suffix of X  
 return -2;//Mark node as X  
 else if(n->suffixIndex >= size1)//suffix of Y  
 return -3;//Mark node as Y  
 return n->suffixIndex;  
}  
  
void getLongestCommonSubstring()  
{  
 int maxHeight = 0;  
 int substringStartIndex = 0;  
 doTraversal(root, 0, &maxHeight, &substringStartIndex);  
   
 int k;  
 for (k=0; k<maxHeight; k++)  
 printf("%c", text[k + substringStartIndex]);  
 if(k == 0)  
 printf("No common substring");  
 else  
 printf(", of length: %d",maxHeight);  
 printf("\n");  
}  
   
// driver program to test above functions  
int main(int argc, char \*argv[])  
{  
 size1 = 7;  
 printf("Longest Common Substring in xabxac and abcabxabcd is: ");  
 strcpy(text, "xabxac#abcabxabcd$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 10;  
 printf("Longest Common Substring in xabxaabxa and babxba is: ");  
 strcpy(text, "xabxaabxa#babxba$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 14;  
 printf("Longest Common Substring in GeeksforGeeks and GeeksQuiz is: ");  
 strcpy(text, "GeeksforGeeks#GeeksQuiz$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 26;  
 printf("Longest Common Substring in OldSite:GeeksforGeeks.org");  
 printf(" and NewSite:GeeksQuiz.com is: ");  
 strcpy(text, "OldSite:GeeksforGeeks.org#NewSite:GeeksQuiz.com$");  
 buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Common Substring in abcde and fghie is: ");  
 strcpy(text, "abcde#fghie$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 size1 = 6;  
 printf("Longest Common Substring in pqrst and uvwxyz is: ");  
 strcpy(text, "pqrst#uvwxyz$"); buildSuffixTree();  
 getLongestCommonSubstring();  
 //Free the dynamically allocated memory  
 freeSuffixTreeByPostOrder(root);  
  
 return 0;  
}

Output:

Longest Common Substring in xabxac and abcabxabcd is: abxa, of length: 4  
Longest Common Substring in xabxaabxa and babxba is: abx, of length: 3  
Longest Common Substring in GeeksforGeeks and GeeksQuiz is: Geeks, of length: 5  
Longest Common Substring in OldSite:GeeksforGeeks.org and   
NewSite:GeeksQuiz.com is: Site:Geeks, of length: 10  
Longest Common Substring in abcde and fghie is: e, of length: 1  
Longest Common Substring in pqrst and uvwxyz is: No common substring

If two strings are of size M and N, then Generalized Suffix Tree construction takes O(M+N) and LCS finding is a DFS on tree which is again O(M+N).  
 So overall complexity is linear in time and space.

**Followup:**

1. Given a pattern, check if it is substring of X or Y or both. If it is a substring, find all it’s occurrences along with which string (X or Y or both) it belongs to.
2. Extend the implementation to find LCS of more than two strings
3. Solve problem 1 for more than two strings
4. Given a string, find it’s [Longest Palindromic Substring](https://en.wikipedia.org/wiki/Longest_palindromic_substring)

We have published following more articles on suffix tree applications:

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Online algorithm for checking palindrome in a stream

Given a stream of characters (characters are received one by one), write a function that prints ‘Yes’ if a character makes the complete string palindrome, else prints ‘No’.

Examples:

Input: str[] = "abcba"  
Output: a Yes // "a" is palindrome  
 b No // "ab" is not palindrome  
 c No // "abc" is palindrome  
 b No // "abcb" is not palindrome  
 a Yes // "abcba" is palindrome  
  
Input: str[] = "aabaacaabaa"  
Output: a Yes // "a" is palindrome  
 a Yes // "aa" is palindrome  
 b No // "aab" is not palindrome   
 a No // "aaba" is not palindrome   
 a Yes // "aabaa" is palindrome   
 c No // "aabaac" is not palindrome   
 a No // "aabaaca" is not palindrome   
 a No // "aabaacaa" is not palindrome   
 b No // "aabaacaab" is not palindrome   
 a No // "aabaacaaba" is not palindrome   
 a Yes // "aabaacaabaa" is palindrome

Let input string be str[0..n-1]. A **Simple Solution** is to do following for every character str[i] in input string. Check if substring str[0…i] is palindrome, then print yes, else print no.

A **Better Solution** is to use the idea of Rolling Hash used in [Rabin Karp algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/). The idea is to keep track of reverse of first half and second half (we also use first half and reverse of second half) for every index. Below is complete algorithm.

1) The first character is always a palindrome, so print yes for   
 first character.  
  
 2) Initialize reverse of first half as "a" and second half as "b".   
 Let the hash value of first half reverse be 'firstr' and that of   
 second half be 'second'.  
  
 3) Iterate through string starting from second character, do following  
 for every character str[i], i.e., i varies from 1 to n-1.  
 a) If 'firstr' and 'second' are same, then character by character   
 check the substring ending with current character and print   
 "Yes" if palindrome.  
 Note that if hash values match, then strings need not be same.  
 For example, hash values of "ab" and "ba" are same, but strings  
 are different. That is why we check complete string after hash.  
  
 b) Update 'firstr' and 'second' for next iteration.   
 If 'i' is even, then add next character to the beginning of   
 'firstr' and end of second half and update   
 hash values.  
 If 'i' is odd, then keep 'firstr' as it is, remove leading   
 character from second and append a next   
 character at end.

Let us see all steps for example string “**abcba**”

Initial values of ‘firstr’ and ‘second’  
      firstr’ = hash(“a”), ‘second’ = hash(“b”)

Start from second character, i.e.,  
 i = 1  
      a) Compare ‘firstr’ and ‘second’, they don’t match, so print no.  
      b) Calculate hash values for next iteration, i.e., i = 2  
      Since i is odd, ‘firstr’ is not changed and ‘second’ becomes hash(“c”)

i = 2  
      a) Compare ‘firstr’ and ‘second’, they don’t match, so print no.  
      b) Calculate hash values for next iteration, i.e., i = 3  
      Since i is even, ‘firstr’ becomes hash(“ba”) and ‘second’ becomes hash(“cb”)

i = 3  
      a) Compare ‘first’ and ‘second’, they don’t match, so print no.  
      b) Calculate hash values for next iteration, i.e., i = 4  
      Since i is odd, ‘firstr’ is not changed and ‘second’ becomes hash(“ba”)

i = 4  
      a) ‘firstr’ and ‘second’ match, compare the whole strings, they match, so print yes  
      b) We don’t need to calculate next hash values as this is last index

The idea of using rolling hashes is, next hash value can be calculated from previous in O(1) time by just doing some constant number of arithmetic operations.

Below is C implementation of above approach.

// C program for online algorithm for palindrome checking  
#include<stdio.h>  
#include<string.h>  
  
// d is the number of characters in input alphabet  
#define d 256  
  
// q is a prime number used for evaluating Rabin Karp's Rolling hash  
#define q 103  
  
void checkPalindromes(char str[])  
{  
 // Length of input string  
 int N = strlen(str);  
  
 // A single character is always a palindrome  
 printf("%c Yes\n", str[0]);  
  
 // Return if string has only one character  
 if (N == 1) return;  
  
 // Initialize first half reverse and second half for   
 // as firstr and second characters  
 int firstr = str[0] % q;  
 int second = str[1] % q;  
  
 int h = 1, i, j;  
  
 // Now check for palindromes from second character  
 // onward  
 for (i=1; i<N; i++)  
 {  
 // If the hash values of 'firstr' and 'second'   
 // match, then only check individual characters  
 if (firstr == second)  
 {  
 /\* Check if str[0..i] is palindrome using  
 simple character by character match \*/  
 for (j = 0; j < i/2; j++)  
 {  
 if (str[j] != str[i-j])  
 break;  
 }  
 (j == i/2)? printf("%c Yes\n", str[i]):  
 printf("%c No\n", str[i]);  
 }  
 else printf("%c No\n", str[i]);  
  
 // Calculate hash values for next iteration.  
 // Don't calculate hash for next characters if  
 // this is the last character of string  
 if (i != N-1)  
 {  
 // If i is even (next i is odd)   
 if (i%2 == 0)  
 {  
 // Add next character after first half at beginning   
 // of 'firstr'  
 h = (h\*d) % q;  
 firstr = (firstr + h\*str[i/2])%q;  
   
 // Add next character after second half at the end  
 // of second half.  
 second = (second\*d + str[i+1])%q;  
 }  
 else  
 {  
 // If next i is odd (next i is even) then we  
 // need not to change firstr, we need to remove  
 // first character of second and append a  
 // character to it.  
 second = (d\*(second + q - str[(i+1)/2]\*h)%q  
 + str[i+1])%q;  
 }  
 }  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 char \*txt = "aabaacaabaa";  
 checkPalindromes(txt);  
 getchar();  
 return 0;  
}

Output:

a Yes  
a Yes  
b No  
a No  
a Yes  
c No  
a No  
a No  
b No  
a No  
a Yes

The worst case time complexity of the above solution remains O(n\*n), but in general, it works much better than simple approach as we avoid complete substring comparison most of the time by first comparing hash values. The worst case occurs for input strings with all same characters like “aaaaaa”.

This article is contributed by **Ajay**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Z algorithm (Linear time pattern searching Algorithm)

This algorithm finds all occurrences of a pattern in a text in linear time. Let length of text be n and of pattern be m, then total time taken is O(m + n) with linear space complexity. Now we can see that both time and space complexity is same as KMP algorithm but this algorithm is Simpler to understand.

In this algorithm, we construct a Z array.

**What is Z Array?**  
 For a string str[0..n-1], Z array is of same length as string. An element Z[i] of Z array stores length of the longest substring starting from str[i] which is also a prefix of str[0..n-1]. The first entry of Z array is meaning less as complete string is always prefix of itself.

Example:  
Index 0 1 2 3 4 5 6 7 8 9 10 11   
Text a a b c a a b x a a a z  
Z values X 1 0 0 3 1 0 0 2 2 1 0

More Examples:  
str = "aaaaaa"  
Z[] = {x, 5, 4, 3, 2, 1}  
  
str = "aabaacd"  
Z[] = {x, 1, 0, 2, 1, 0, 0}  
  
str = "abababab"  
Z[] = {x, 0, 6, 0, 4, 0, 2, 0}

**How is Z array helpful in Searching Pattern in Linear time?**  
 The idea is to concatenate pattern and text, and create a string “P$T” where P is pattern, $ is a special character should not be present in pattern and text, and T is text. Build the Z array for concatenated string. In Z array, if Z value at any point is equal to pattern length, then pattern is present at that point.

Example:  
Pattern P = "aab", Text T = "baabaa"  
  
The concatenated string is = "aab$baabaa"  
  
Z array for above concatenated string is {x, 1, 0, 0, 0,   
 3, 1, 0, 2, 1}.  
Since length of pattern is 3, the value 3 in Z array   
indicates presence of pattern.

**How to construct Z array?**  
      A Simple Solution is two run two nested loops, the outer loop goes to every index and the inner loop finds length of the longest prefix that matches substring starting at current index. The time complexity of this solution is O(n2).

      We can construct Z array in linear time.

The idea is to maintain an interval [L, R] which is the interval with max R  
such that [L,R] is prefix substring (substring which is also prefix).   
  
Steps for maintaining this interval are as follows –   
  
1) If i > R then there is no prefix substring that starts before i and   
 ends after i, so we reset L and R and compute new [L,R] by comparing   
 str[0..] to str[i..] and get Z[i] (= R-L+1).  
  
2) If i = min(Z[K], R-i+1) because   
 str[i..] matches with str[K..] for atleast R-i+1 characters (they are in  
 [L,R] interval which we know is a prefix substring).   
 Now two sub cases arise –   
 a) If Z[K] = R-i+1 then it is possible to extend the [L,R] interval  
 thus we will set L as i and start matching from str[R] onwards and  
 get new R then we will update interval [L,R] and calculate Z[i] (=R-L+1).

For better understanding of above step by step procedure please check this animation – <http://www.utdallas.edu/~besp/demo/John2010/z-algorithm.htm>

The algorithm runs in linear time because we never compare character less than R and with matching we increase R by one so there are at most T comparisons. In mismatch case, mismatch happen only once for each i (because of which R stops), that’s another at most T comparison making overall linear complexity.

Below is C++ implementation of Z algorithm for pattern searching.

// A C++ program that implements Z algorithm for pattern searching  
#include<iostream>  
using namespace std;  
  
void getZarr(string str, int Z[]);  
  
// prints all occurrences of pattern in text using Z algo  
void search(string text, string pattern)  
{  
 // Create concatenated string "P$T"  
 string concat = pattern + "$" + text;  
 int l = concat.length();  
  
 // Construct Z array  
 int Z[l];  
 getZarr(concat, Z);  
  
 // now looping through Z array for matching condition  
 for (int i = 0; i < l; ++i)  
 {  
 // if Z[i] (matched region) is equal to pattern  
 // length we got the pattern  
 if (Z[i] == pattern.length())  
 cout << "Pattern found at index "  
 << i - pattern.length() -1 << endl;  
 }  
}  
  
// Fills Z array for given string str[]  
void getZarr(string str, int Z[])  
{  
 int n = str.length();  
 int L, R, k;  
  
 // [L,R] make a window which matches with prefix of s  
 L = R = 0;  
 for (int i = 1; i < n; ++i)  
 {  
 // if i>R nothing matches so we will calculate.  
 // Z[i] using naive way.  
 if (i > R)  
 {  
 L = R = i;  
  
 // R-L = 0 in starting, so it will start  
 // checking from 0'th index. For example,  
 // for "ababab" and i = 1, the value of R  
 // remains 0 and Z[i] becomes 0. For string  
 // "aaaaaa" and i = 1, Z[i] and R become 5  
 while (R<n && str[R-L] == str[R])  
 R++;  
 Z[i] = R-L;  
 R--;  
 }  
 else  
 {  
 // k = i-L so k corresponds to number which  
 // matches in [L,R] interval.  
 k = i-L;  
  
 // if Z[k] is less than remaining interval  
 // then Z[i] will be equal to Z[k].  
 // For example, str = "ababab", i = 3, R = 5  
 // and L = 2  
 if (Z[k] < R-i+1)  
 Z[i] = Z[k];  
  
 // For example str = "aaaaaa" and i = 2, R is 5,  
 // L is 0  
 else  
 {  
 // else start from R and check manually  
 L = i;  
 while (R<n && str[R-L] == str[R])  
 R++;  
 Z[i] = R-L;  
 R--;  
 }  
 }  
 }  
}  
  
// Driver program  
int main()  
{  
 string text = "GEEKS FOR GEEKS";  
 string pattern = "GEEK";  
 search(text, pattern);  
 return 0;  
}

Output:

Pattern found at index 0  
Pattern found at index 10

This article is contributed by [**Utkarsh Trivedi**](https://www.linkedin.com/pub/utkarsh-trivedi/a7/69/253). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/z-algorithm-linear-time-pattern-searching-algorithm/>
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