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# Tree Traversals

Unlike linear data structures (Array, Linked List, Queues, Stacks, etc) which have only one logical way to traverse them, trees can be traversed in different ways. Following are the generally used ways for traversing trees.
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Example Tree

Depth First Traversals:  
 (a) Inorder  
 (b) Preorder  
 (c) Postorder

Breadth First or Level Order Traversal  
 Please see [this](http://geeksforgeeks.org/?p=2686)post for Breadth First Traversal.

**Inorder Traversal:**

Algorithm Inorder(tree)  
 1. Traverse the left subtree, i.e., call Inorder(left-subtree)  
 2. Visit the root.  
 3. Traverse the right subtree, i.e., call Inorder(right-subtree)

Uses of Inorder  
 In case of binary search trees (BST), Inorder traversal gives nodes in non-decreasing order. To get nodes of BST in non-increasing order, a variation of Inorder traversal where Inorder itraversal s reversed, can be used.  
 Example: Inorder traversal for the above given figure is 4 2 5 1 3.  
   
 **Preorder Traversal:**

Algorithm Preorder(tree)  
 1. Visit the root.  
 2. Traverse the left subtree, i.e., call Preorder(left-subtree)  
 3. Traverse the right subtree, i.e., call Preorder(right-subtree)

Uses of Preorder  
 Preorder traversal is used to create a copy of the tree. Preorder traversal is also used to get prefix expression on of an expression tree. Please see <http://en.wikipedia.org/wiki/Polish_notation> to know why prefix expressions are useful.  
 Example: Preorder traversal for the above given figure is 1 2 4 5 3.  
   
 **Postorder Traversal:**

Algorithm Postorder(tree)  
 1. Traverse the left subtree, i.e., call Postorder(left-subtree)  
 2. Traverse the right subtree, i.e., call Postorder(right-subtree)  
 3. Visit the root.

Uses of Postorder  
 Postorder traversal is used to delete the tree. Please see [the question for deletion of tree](http://geeksforgeeks.org/?p=654) for details. Postorder traversal is also useful to get the postfix expression of an expression tree. Please see <http://en.wikipedia.org/wiki/Reverse_Polish_notation> to for the usage of postfix expression.

Example: Postorder traversal for the above given figure is 4 5 2 3 1.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Given a binary tree, print its nodes according to the  
 "bottom-up" postorder traversal. \*/  
void printPostorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 // first recur on left subtree  
 printPostorder(node->left);  
  
 // then recur on right subtree  
 printPostorder(node->right);  
  
 // now deal with the node  
 printf("%d ", node->data);  
}  
  
/\* Given a binary tree, print its nodes in inorder\*/  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder(node->left);  
  
 /\* then print the data of node \*/  
 printf("%d ", node->data);   
  
 /\* now recur on right child \*/  
 printInorder(node->right);  
}  
  
/\* Given a binary tree, print its nodes in preorder\*/  
void printPreorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first print data of node \*/  
 printf("%d ", node->data);   
  
 /\* then recur on left sutree \*/  
 printPreorder(node->left);   
  
 /\* now recur on right subtree \*/  
 printPreorder(node->right);  
}   
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
  
 printf("\n Preorder traversal of binary tree is \n");  
 printPreorder(root);  
  
 printf("\n Inorder traversal of binary tree is \n");  
 printInorder(root);   
  
 printf("\n Postorder traversal of binary tree is \n");  
 printPostorder(root);  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)  
 Let us prove it:

Complexity function T(n) — for all problem where tree traversal is involved — can be defined as:

T(n) = T(k) + T(n – k – 1) + c

Where k is the number of nodes on one side of root and n-k-1 on the other side.

Let’s do analysis of boundary conditions

Case 1: Skewed tree (One of the subtrees is empty and other subtree is non-empty )

k is 0 in this case.  
 T(n) = T(0) + T(n-1) + c  
 T(n) = 2T(0) + T(n-2) + 2c  
 T(n) = 3T(0) + T(n-3) + 3c  
 T(n) = 4T(0) + T(n-4) + 4c

…………………………………………  
 ………………………………………….  
 T(n) = (n-1)T(0) + T(1) + (n-1)c  
 T(n) = nT(0) + (n)c

Value of T(0) will be some constant say d. (traversing a empty tree will take some constants time)

T(n) = n(c+d)  
 T(n) = (-)(n) (Theta of n)

Case 2: Both left and right subtrees have equal number of nodes.

T(n) = 2T(|\_n/2\_|) + c

This recursive function is in the standard form (T(n) = aT(n/b) + (-)(n) ) for master method <http://en.wikipedia.org/wiki/Master_theorem>. If we solve it by master method we get (-)(n)

**Auxiliary Space :** If we don’t consider size of stack for function calls then O(1) otherwise O(n).

### Source

<http://www.geeksforgeeks.org/618/>

# A program to check if a binary tree is BST or not

A binary search tree (BST) is a node based binary tree data structure which has the following properties.  
 • The left subtree of a node contains only nodes with keys less than the node’s key.  
 • The right subtree of a node contains only nodes with keys greater than the node’s key.  
 • Both the left and right subtrees must also be binary search trees.

From the above properties it naturally follows that:  
 • Each node (item in the tree) has a distinct key.
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**METHOD 1 (Simple but Wrong)**  
 Following is a simple program. For each node, check if left node of it is smaller than the node and right node of it is greater than the node.

int isBST(struct node\* node)   
{   
 if (node == NULL)   
 return 1;   
   
 /\* false if left is > than node \*/  
 if (node->left != NULL && node->left->data > node->data)   
 return 0;   
   
 /\* false if right is < than node \*/  
 if (node->right != NULL && node->right->data < node->data)   
 return 0;   
   
 /\* false if, recursively, the left or right is not a BST \*/  
 if (!isBST(node->left) || !isBST(node->right))   
 return 0;   
   
 /\* passing all that, it's a BST \*/  
 return 1;   
}

**This approach is wrong as this will return true for below binary tree (and below tree is not a BST because 4 is in left subtree of 3)**

![tree_bst](data:image/gif;base64,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)

**METHOD 2 (Correct but not efficient)**  
 For each node, check if max value in left subtree is smaller than the node and min value in right subtree greater than the node.

/\* Returns true if a binary tree is a binary search tree \*/   
int isBST(struct node\* node)   
{   
 if (node == NULL)   
 return(true);   
   
 /\* false if the max of the left is > than us \*/  
 if (node->left!=NULL && maxValue(node->left) > node->data)   
 return(false);   
   
 /\* false if the min of the right is <= than us \*/  
 if (node->right!=NULL && minValue(node->right) < node->data)   
 return(false);   
   
 /\* false if, recursively, the left or right is not a BST \*/  
 if (!isBST(node->left) || !isBST(node->right))   
 return(false);   
   
 /\* passing all that, it's a BST \*/  
 return(true);   
}

It is assumed that you have helper functions minValue() and maxValue() that return the min or max int value from a non-empty tree

**METHOD 3 (Correct and Efficient)**  
 Method 2 above runs slowly since it traverses over some parts of the tree many times. A better solution looks at each node only once. The trick is to write a utility helper function isBSTUtil(struct node\* node, int min, int max) that traverses down the tree keeping track of the narrowing min and max allowed values as it goes, looking at each node only once. The initial values for min and max should be INT\_MIN and INT\_MAX — they narrow from there.

/\* Returns true if the given tree is a binary search tree   
 (efficient version). \*/   
int isBST(struct node\* node)   
{   
 return(isBSTUtil(node, INT\_MIN, INT\_MAX));   
}   
  
/\* Returns true if the given tree is a BST and its   
 values are >= min and   
Implementation:  
   
#include <stdio.h>  
#include <stdlib.h>  
#include <limits.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
int isBSTUtil(struct node\* node, int min, int max);  
  
/\* Returns true if the given tree is a binary search tree   
 (efficient version). \*/   
int isBST(struct node\* node)   
{   
 return(isBSTUtil(node, INT\_MIN, INT\_MAX));   
}   
  
/\* Returns true if the given tree is a BST and its   
 values are >= min and <= max. \*/   
int isBSTUtil(struct node\* node, int min, int max)   
{   
  
 /\* an empty tree is BST \*/  
 if (node==NULL)   
 return 1;  
   
 /\* false if this node violates the min/max constraint \*/   
 if (node->data < min || node->data > max)   
 return 0;   
  
 /\* otherwise check the subtrees recursively,   
 tightening the min or max constraint \*/  
 return   
 isBSTUtil(node->left, min, node->data-1) && // Allow only distinct values  
 isBSTUtil(node->right, node->data+1, max); // Allow only distinct values  
}   
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(4);  
 root->left = newNode(2);  
 root->right = newNode(5);  
 root->left->left = newNode(1);  
 root->left->right = newNode(3);   
  
 if(isBST(root))  
 printf("Is BST");  
 else  
 printf("Not a BST");  
   
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Auxiliary Space : O(1) if Function Call Stack size is not considered, otherwise O(n)

**METHOD 4(Using In-Order Traversal)**  
 Thanks to [LJW489](http://www.geeksforgeeks.org/archives/3042/comment-page-1#comment-562) for suggesting this method.  
 1) Do In-Order Traversal of the given tree and store the result in a temp array.  
 3) Check if the temp array is sorted in ascending order, if it is, then the tree is BST.

Time Complexity: O(n)

We can avoid the use of Auxiliary Array. While doing In-Order traversal, we can keep track of previously visited node. If the value of the currently visited node is less than the previous value, then tree is not BST. Thanks to [ygos](http://www.geeksforgeeks.org/archives/3042/comment-page-1#comment-5805)for this space optimization.

bool isBST(struct node\* root)  
{  
 static struct node \*prev = NULL;  
   
 // traverse the tree in inorder fashion and keep track of prev node  
 if (root)  
 {  
 if (!isBST(root->left))  
 return false;  
  
 // Allows only distinct valued nodes   
 if (prev != NULL && root->data <= prev->data)  
 return false;  
  
 prev = root;  
  
 return isBST(root->right);  
 }  
  
 return true;  
}

The use of static variable can also be avoided by using reference to prev node as a parameter (Similar to [this](http://www.geeksforgeeks.org/archives/17358)post).

**Sources:**  
 <http://en.wikipedia.org/wiki/Binary_search_tree>  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

Please write comments if you find any bug in the above programs/algorithms or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/a-program-to-check-if-a-binary-tree-is-bst-or-not/>

# Add all greater values to every node in a given BST

Given a **B**inary **S**earch **T**ree (BST), modify it so that all greater values in the given BST are added to every node. For example, consider the following BST.

50  
 / \  
 30 70  
 / \ / \  
 20 40 60 80   
  
The above tree should be modified to following   
  
 260  
 / \  
 330 150  
 / \ / \  
 350 300 210 80

We strongly recommend you to minimize the browser and try this yourself first.

A **simple method** for solving this is to find sum of all greater values for every node. This method would take O(n^2) time.  
 We can do it **using a single traversal**. The idea is to use following BST property. If we do reverse Inorder traversal of BST, we get all nodes in decreasing order. We do reverse Inorder traversal and keep track of the sum of all nodes visited so far, we add this sum to every node.

// C program to add all greater values in every node of BST  
#include<stdio.h>  
#include<stdlib.h>  
  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// A utility function to create a new BST node  
struct node \*newNode(int item)  
{  
 struct node \*temp = (struct node \*)malloc(sizeof(struct node));  
 temp->data = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Recursive function to add all greater values in every node  
void modifyBSTUtil(struct node \*root, int \*sum)  
{  
 // Base Case  
 if (root == NULL) return;  
  
 // Recur for right subtree  
 modifyBSTUtil(root->right, sum);  
  
 // Now \*sum has sum of nodes in right subtree, add  
 // root->data to sum and update root->data  
 \*sum = \*sum + root->data;  
 root->data = \*sum;  
  
 // Recur for left subtree  
 modifyBSTUtil(root->left, sum);  
}  
  
// A wrapper over modifyBSTUtil()  
void modifyBST(struct node \*root)  
{  
 int sum = 0;  
 modifyBSTUtil(root, &sum);  
}  
  
// A utility function to do inorder traversal of BST  
void inorder(struct node \*root)  
{  
 if (root != NULL)  
 {  
 inorder(root->left);  
 printf("%d ", root->data);  
 inorder(root->right);  
 }  
}  
  
/\* A utility function to insert a new node with given data in BST \*/  
struct node\* insert(struct node\* node, int data)  
{  
 /\* If the tree is empty, return a new node \*/  
 if (node == NULL) return newNode(data);  
  
 /\* Otherwise, recur down the tree \*/  
 if (data <= node->data)  
 node->left = insert(node->left, data);  
 else  
 node->right = insert(node->right, data);  
  
 /\* return the (unchanged) node pointer \*/  
 return node;  
}  
  
// Driver Program to test above functions  
int main()  
{  
 /\* Let us create following BST  
 50  
 / \  
 30 70  
 / \ / \  
 20 40 60 80 \*/  
 struct node \*root = NULL;  
 root = insert(root, 50);  
 insert(root, 30);  
 insert(root, 20);  
 insert(root, 40);  
 insert(root, 70);  
 insert(root, 60);  
 insert(root, 80);  
  
 modifyBST(root);  
  
 // print inoder tarversal of the modified BST  
 inorder(root);  
  
 return 0;  
}

Output

350 330 300 260 210 150 80

Time Complexity: O(n) where n is number of nodes in the given BST.

As a side note, we can also use reverse Inorder traversal to find kth largest element in a BST.

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/add-greater-values-every-node-given-bst/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Advantages of BST over Hash Table

[Hash Table](http://geeksquiz.com/hashing-set-1-introduction/) supports following operations in Θ(1) time.  
 1) Search  
 2) Insert  
 3) Delete

The time complexity of above operations in a self-balancing [Binary Search Tree (BST)](http://geeksquiz.com/binary-search-tree-set-1-search-and-insertion/) (like [Red-Black Tree](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), [AVL Tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/), [Splay Tree](http://www.geeksforgeeks.org/splay-tree-set-1-insert/), etc) is O(Logn).

So Hash Table seems to beating BST in all common operations. When should we prefer BST over Hash Tables, what are advantages. Following are some important points in favor of BSTs.

1. We can get all keys in sorted order by just doing Inorder Traversal of BST. This is not a natural operation in Hash Tables and requires extra efforts.
2. Doing [order statistics](http://www.geeksforgeeks.org/find-k-th-smallest-element-in-bst-order-statistics-in-bst/), [finding closest lower and greater elements](http://www.geeksforgeeks.org/floor-and-ceil-from-a-bst/), [doing range queries](http://www.geeksforgeeks.org/print-bst-keys-in-the-given-range/) are easy to do with BSTs. Like sorting, these operations are not a natural operation with Hash Tables.
3. BSTs are easy to implement compared to hashing, we can easily implement our own customized BST. To implement Hashing, we generally rely on libraries provided by programming languages.
4. With BSTs, all operations are guaranteed to work in O(Logn) time. But with Hashing, Θ(1) is average time and some particular operations may be costly, especially when table resizing happens.

This article is contributed by **Himanshu Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/advantages-of-bst-over-hash-table/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Hashing](http://www.geeksforgeeks.org/tag/hashing/)

# Applications of tree data structure

**Difficulty Level:** Rookie

**Why Tree?**  
 Unlike Array and Linked List, which are linear data structures, tree is hierarchical (or non-linear) data structure.

1) One reason to use trees might be because you want to store information that naturally forms a hierarchy. For example, the file system on a computer:

file system  
 ———–

/   
2) If we organize keys in form of a tree (with some ordering e.g., BST), we can search for a given key in moderate time (quicker than Linked List and slower than arrays). Self-balancing search trees like AVL and Red-Black trees guarantee an upper bound of O(Logn) for search.  
3) We can insert/delete keys in moderate time (quicker than Arrays and slower than Unordered Linked Lists). Self-balancing search trees like AVL and Red-Black trees guarantee an upper bound of O(Logn) for insertion/deletion.  
4) Like Linked Lists and unlike Arrays, Pointer implementation of trees don’t have an upper limit on number of nodes as nodes are linked using pointers.  
As per Wikipedia, following are the common uses of tree.  
  
1. Manipulate hierarchical data.  
  
2. Make information easy to search (see tree traversal).  
  
3. Manipulate sorted lists of data.  
  
4. As a workflow for compositing digital images for visual effects.  
  
5. Router algorithms   
References:  
  
http://www.cs.bu.edu/teaching/c/tree/binary/  
  
http://en.wikipedia.org/wiki/Tree\_%28data\_structure%29#Common\_uses  
Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/applications-of-tree-data-structure/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# AVL Tree | Set 1 (Insertion)

AVL tree is a self-balancing Binary Search Tree (BST) where the difference between heights of left and right subtrees cannot be more than one for all nodes.

**Why AVL Trees?**  
 Most of the BST operations (e.g., search, max, min, insert, delete.. etc) take O(h) time where h is the height of the BST. The cost of these operations may become O(n) for a skewed Binary tree. If we make sure that height of the tree remains O(Logn) after every insertion and deletion, then we can guarantee an upper bound of O(Logn) for all these operations. The height of an AVL tree is always O(Logn) where n is the number of nodes in the tree (See [this](http://www.youtube.com/watch?v=TbvhGcf6UJU)video lecture for proof).

**Insertion**  
 To make sure that the given tree remains AVL after every insertion, we must augment the standard BST insert operation to perform some re-balancing. Following are two basic operations that can be performed to re-balance a BST without violating the BST property (keys(left) T1, T2 and T3 are subtrees of the tree rooted with y (on left side) or x (on right side) y x / \ Right Rotation / \ x T3 – – – – – – – > T1 y / \

**Steps to follow for insertion**  
 Let the newly inserted node be w  
 **1)** Perform standard BST insert for w.  
 **2)** Starting from w, travel up and find the first unbalanced node. Let z be the first unbalanced node, y be the child of z that comes on the path from w to z and x be the grandchild of z that comes on the path from w to z.  
 **3)** Re-balance the tree by performing appropriate rotations on the subtree rooted with z. There can be 4 possible cases that needs to be handled as x, y and z can be arranged in 4 ways. Following are the possible 4 arrangements:  
 a) y is left child of z and x is left child of y (Left Left Case)  
 b) y is left child of z and x is right child of y (Left Right Case)  
 c) y is right child of z and x is right child of y (Right Right Case)  
 d) y is right child of z and x is left child of y (Right Left Case)

Following are the operations to be performed in above mentioned 4 cases. In all of the cases, we only need to re-balance the subtree rooted with z and the complete tree becomes balanced as the height of subtree (After appropriate rotations) rooted with z becomes same as it was before insertion. (See [this](http://www.youtube.com/watch?v=TbvhGcf6UJU)video lecture for proof)

**a) Left Left Case**

T1, T2, T3 and T4 are subtrees.  
 z y   
 / \ / \  
 y T4 Right Rotate (z) x z  
 / \ - - - - - - - - -> / \ / \   
 x T3 T1 T2 T3 T4  
 / \  
 T1 T2

**b) Left Right Case**

z z x  
 / \ / \ / \   
 y T4 Left Rotate (y) x T4 Right Rotate(z) y z  
 / \ - - - - - - - - -> / \ - - - - - - - -> / \ / \  
T1 x y T3 T1 T2 T3 T4  
 / \ / \  
 T2 T3 T1 T2

**c) Right Right Case**

z y  
 / \ / \   
T1 y Left Rotate(z) z x  
 / \ - - - - - - - -> / \ / \  
 T2 x T1 T2 T3 T4  
 / \  
 T3 T4

**d) Right Left Case**

z z x  
 / \ / \ / \   
T1 y Right Rotate (y) T1 x Left Rotate(z) z y  
 / \ - - - - - - - - -> / \ - - - - - - - -> / \ / \  
 x T4 T2 y T1 T2 T3 T4  
 / \ / \  
T2 T3 T3 T4

**C implementation**  
 Following is the C implementation for AVL Tree Insertion. The following C implementation uses the recursive BST insert to insert a new node. In the recursive BST insert, after insertion, we get pointers to all ancestors one by one in bottom up manner. So we don’t need parent pointer to travel up. The recursive code itself travels up and visits all the ancestors of the newly inserted node.  
 1) Perform the normal BST insertion.  
 2) The current node must be one of the ancestors of the newly inserted node. Update the height of the current node.  
 3) Get the balance factor (left subtree height – right subtree height) of the current node.  
 4) If balance factor is greater than 1, then the current node is unbalanced and we are either in Left Left case or left Right case. To check whether it is left left case or not, compare the newly inserted key with the key in left subtree root.  
 5) If balance factor is less than -1, then the current node is unbalanced and we are either in Right Right case or Right Left case. To check whether it is Right Right case or not, compare the newly inserted key with the key in right subtree root.

#include<stdio.h>  
#include<stdlib.h>  
  
// An AVL tree node  
struct node  
{  
 int key;  
 struct node \*left;  
 struct node \*right;  
 int height;  
};  
  
// A utility function to get maximum of two integers  
int max(int a, int b);  
  
// A utility function to get height of the tree  
int height(struct node \*N)  
{  
 if (N == NULL)  
 return 0;  
 return N->height;  
}  
  
// A utility function to get maximum of two integers  
int max(int a, int b)  
{  
 return (a > b)? a : b;  
}  
  
/\* Helper function that allocates a new node with the given key and  
 NULL left and right pointers. \*/  
struct node\* newNode(int key)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->key = key;  
 node->left = NULL;  
 node->right = NULL;  
 node->height = 1; // new node is initially added at leaf  
 return(node);  
}  
  
// A utility function to right rotate subtree rooted with y  
// See the diagram given above.  
struct node \*rightRotate(struct node \*y)  
{  
 struct node \*x = y->left;  
 struct node \*T2 = x->right;  
  
 // Perform rotation  
 x->right = y;  
 y->left = T2;  
  
 // Update heights  
 y->height = max(height(y->left), height(y->right))+1;  
 x->height = max(height(x->left), height(x->right))+1;  
  
 // Return new root  
 return x;  
}  
  
// A utility function to left rotate subtree rooted with x  
// See the diagram given above.  
struct node \*leftRotate(struct node \*x)  
{  
 struct node \*y = x->right;  
 struct node \*T2 = y->left;  
  
 // Perform rotation  
 y->left = x;  
 x->right = T2;  
  
 // Update heights  
 x->height = max(height(x->left), height(x->right))+1;  
 y->height = max(height(y->left), height(y->right))+1;  
  
 // Return new root  
 return y;  
}  
  
// Get Balance factor of node N  
int getBalance(struct node \*N)  
{  
 if (N == NULL)  
 return 0;  
 return height(N->left) - height(N->right);  
}  
  
struct node\* insert(struct node\* node, int key)  
{  
 /\* 1. Perform the normal BST rotation \*/  
 if (node == NULL)  
 return(newNode(key));  
  
 if (key < node->key)  
 node->left = insert(node->left, key);  
 else  
 node->right = insert(node->right, key);  
  
 /\* 2. Update height of this ancestor node \*/  
 node->height = max(height(node->left), height(node->right)) + 1;  
  
 /\* 3. Get the balance factor of this ancestor node to check whether  
 this node became unbalanced \*/  
 int balance = getBalance(node);  
  
 // If this node becomes unbalanced, then there are 4 cases  
  
 // Left Left Case  
 if (balance > 1 && key < node->left->key)  
 return rightRotate(node);  
  
 // Right Right Case  
 if (balance < -1 && key > node->right->key)  
 return leftRotate(node);  
  
 // Left Right Case  
 if (balance > 1 && key > node->left->key)  
 {  
 node->left = leftRotate(node->left);  
 return rightRotate(node);  
 }  
  
 // Right Left Case  
 if (balance < -1 && key < node->right->key)  
 {  
 node->right = rightRotate(node->right);  
 return leftRotate(node);  
 }  
  
 /\* return the (unchanged) node pointer \*/  
 return node;  
}  
  
// A utility function to print preorder traversal of the tree.  
// The function also prints height of every node  
void preOrder(struct node \*root)  
{  
 if(root != NULL)  
 {  
 printf("%d ", root->key);  
 preOrder(root->left);  
 preOrder(root->right);  
 }  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 struct node \*root = NULL;  
  
 /\* Constructing tree given in the above figure \*/  
 root = insert(root, 10);  
 root = insert(root, 20);  
 root = insert(root, 30);  
 root = insert(root, 40);  
 root = insert(root, 50);  
 root = insert(root, 25);  
  
 /\* The constructed AVL Tree would be  
 30  
 / \  
 20 40  
 / \ \  
 10 25 50  
 \*/  
  
 printf("Pre order traversal of the constructed AVL tree is \n");  
 preOrder(root);  
  
 return 0;  
}

Output:

Pre order traversal of the constructed AVL tree is  
 30 20 10 25 40 50

Time Complexity: The rotation operations (left and right rotate) take constant time as only few pointers are being changed there. Updating the height and getting the balance factor also take constant time. So the time complexity of AVL insert remains same as BST insert which is O(h) where h is height of the tree. Since AVL tree is balanced, the height is O(Logn). So time complexity of AVL insert is O(Logn).

The AVL tree and other self balancing search trees like Red Black are useful to get all basic operations done in O(Logn) time. The AVL trees are more balanced compared to Red Black Trees, but they may cause more rotations during insertion and deletion. So if your application involves many frequent insertions and deletions, then Red Black trees should be preferred. And if the insertions and deletions are less frequent and search is more frequent operation, then AVL tree should be preferred over Red Black Tree.

Following is the post for delete.  
 [AVL Tree | Set 2 (Deletion)](http://www.geeksforgeeks.org/avl-tree-set-2-deletion/)

Following are some previous posts that have used self-balancing search trees.

[Median in a stream of integers (running integers)](http://www.geeksforgeeks.org/archives/14873)  
 [Maximum of all subarrays of size k](http://www.geeksforgeeks.org/archives/11306)  
 [Count smaller elements on right side](http://www.geeksforgeeks.org/archives/17235)

**References:**  
 [IITD Video Lecture on AVL Tree Introduction](http://www.youtube.com/watch?v=mRGQylRWAsI&feature=relmfu)  
 [IITD Video Lecture on AVL Tree Insertion and Deletion](http://www.youtube.com/watch?v=TbvhGcf6UJU)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/avl-tree-set-1-insertion/>

# AVL Tree | Set 2 (Deletion)

We have discussed AVL insertion in the [previous post](http://www.geeksforgeeks.org/archives/17679). In this post, we will follow a similar approach for deletion.

**Steps to follow for deletion**.  
 To make sure that the given tree remains AVL after every deletion, we must augment the standard BST delete operation to perform some re-balancing. Following are two basic operations that can be performed to re-balance a BST without violating the BST property (keys(left) T1, T2 and T3 are subtrees of the tree rooted with y (on left side) or x (on right side) y x / \ Right Rotation / \ x T3 – – – – – – – > T1 y / \

Let w be the node to be deleted  
 **1)** Perform standard BST delete for w.  
 **2)** Starting from w, travel up and find the first unbalanced node. Let z be the first unbalanced node, y be the larger height child of z, and x be the larger height child of y. Note that the definitions of x and y are different from [insertion](http://www.geeksforgeeks.org/archives/17679)here.  
 **3)** Re-balance the tree by performing appropriate rotations on the subtree rooted with z. There can be 4 possible cases that needs to be handled as x, y and z can be arranged in 4 ways. Following are the possible 4 arrangements:  
 a) y is left child of z and x is left child of y (Left Left Case)  
 b) y is left child of z and x is right child of y (Left Right Case)  
 c) y is right child of z and x is right child of y (Right Right Case)  
 d) y is right child of z and x is left child of y (Right Left Case)

Like insertion, following are the operations to be performed in above mentioned 4 cases. Note that, unlike insertion, fixing the node z won’t fix the complete AVL tree. After fixing z, we may have to fix ancestors of z as well (See [this video lecture](http://www.youtube.com/watch?v=TbvhGcf6UJU) for proof)

**a) Left Left Case**

T1, T2, T3 and T4 are subtrees.  
 z y   
 / \ / \  
 y T4 Right Rotate (z) x z  
 / \ - - - - - - - - -> / \ / \   
 x T3 T1 T2 T3 T4  
 / \  
 T1 T2

**b) Left Right Case**

z z x  
 / \ / \ / \   
 y T4 Left Rotate (y) x T4 Right Rotate(z) y z  
 / \ - - - - - - - - -> / \ - - - - - - - -> / \ / \  
T1 x y T3 T1 T2 T3 T4  
 / \ / \  
 T2 T3 T1 T2

**c) Right Right Case**

z y  
 / \ / \   
T1 y Left Rotate(z) z x  
 / \ - - - - - - - -> / \ / \  
 T2 x T1 T2 T3 T4  
 / \  
 T3 T4

**d) Right Left Case**

z z x  
 / \ / \ / \   
T1 y Right Rotate (y) T1 x Left Rotate(z) z x  
 / \ - - - - - - - - -> / \ - - - - - - - -> / \ / \  
 x T4 T2 y T1 T2 T3 T4  
 / \ / \  
T2 T3 T3 T4

Unlike insertion, in deletion, after we perform a rotation at z, we may have to perform a rotation at ancestors of z. Thus, we must continue to trace the path until we reach the root.

**C implementation**  
 Following is the C implementation for AVL Tree Deletion. The following C implementation uses the recursive BST delete as basis. In the recursive BST delete, after deletion, we get pointers to all ancestors one by one in bottom up manner. So we don’t need parent pointer to travel up. The recursive code itself travels up and visits all the ancestors of the deleted node.  
 **1)** Perform the normal BST deletion.  
 **2)** The current node must be one of the ancestors of the deleted node. Update the height of the current node.  
 **3)** Get the balance factor (left subtree height – right subtree height) of the current node.  
 **4)** If balance factor is greater than 1, then the current node is unbalanced and we are either in Left Left case or Left Right case. To check whether it is Left Left case or Left Right case, get the balance factor of left subtree. If balance factor of the left subtree is greater than or equal to 0, then it is Left Left case, else Left Right case.  
 **5)** If balance factor is less than -1, then the current node is unbalanced and we are either in Right Right case or Right Left case. To check whether it is Right Right case or Right Left case, get the balance factor of right subtree. If the balance factor of the right subtree is smaller than or equal to 0, then it is Right Right case, else Right Left case.

#include<stdio.h>  
#include<stdlib.h>  
  
// An AVL tree node  
struct node  
{  
 int key;  
 struct node \*left;  
 struct node \*right;  
 int height;  
};  
  
// A utility function to get maximum of two integers  
int max(int a, int b);  
  
// A utility function to get height of the tree  
int height(struct node \*N)  
{  
 if (N == NULL)  
 return 0;  
 return N->height;  
}  
  
// A utility function to get maximum of two integers  
int max(int a, int b)  
{  
 return (a > b)? a : b;  
}  
  
/\* Helper function that allocates a new node with the given key and  
 NULL left and right pointers. \*/  
struct node\* newNode(int key)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->key = key;  
 node->left = NULL;  
 node->right = NULL;  
 node->height = 1; // new node is initially added at leaf  
 return(node);  
}  
  
// A utility function to right rotate subtree rooted with y  
// See the diagram given above.  
struct node \*rightRotate(struct node \*y)  
{  
 struct node \*x = y->left;  
 struct node \*T2 = x->right;  
  
 // Perform rotation  
 x->right = y;  
 y->left = T2;  
  
 // Update heights  
 y->height = max(height(y->left), height(y->right))+1;  
 x->height = max(height(x->left), height(x->right))+1;  
  
 // Return new root  
 return x;  
}  
  
// A utility function to left rotate subtree rooted with x  
// See the diagram given above.  
struct node \*leftRotate(struct node \*x)  
{  
 struct node \*y = x->right;  
 struct node \*T2 = y->left;  
  
 // Perform rotation  
 y->left = x;  
 x->right = T2;  
  
 // Update heights  
 x->height = max(height(x->left), height(x->right))+1;  
 y->height = max(height(y->left), height(y->right))+1;  
  
 // Return new root  
 return y;  
}  
  
// Get Balance factor of node N  
int getBalance(struct node \*N)  
{  
 if (N == NULL)  
 return 0;  
 return height(N->left) - height(N->right);  
}  
  
struct node\* insert(struct node\* node, int key)  
{  
 /\* 1. Perform the normal BST rotation \*/  
 if (node == NULL)  
 return(newNode(key));  
  
 if (key < node->key)  
 node->left = insert(node->left, key);  
 else  
 node->right = insert(node->right, key);  
  
 /\* 2. Update height of this ancestor node \*/  
 node->height = max(height(node->left), height(node->right)) + 1;  
  
 /\* 3. Get the balance factor of this ancestor node to check whether  
 this node became unbalanced \*/  
 int balance = getBalance(node);  
  
 // If this node becomes unbalanced, then there are 4 cases  
  
 // Left Left Case  
 if (balance > 1 && key < node->left->key)  
 return rightRotate(node);  
  
 // Right Right Case  
 if (balance < -1 && key > node->right->key)  
 return leftRotate(node);  
  
 // Left Right Case  
 if (balance > 1 && key > node->left->key)  
 {  
 node->left = leftRotate(node->left);  
 return rightRotate(node);  
 }  
  
 // Right Left Case  
 if (balance < -1 && key < node->right->key)  
 {  
 node->right = rightRotate(node->right);  
 return leftRotate(node);  
 }  
  
 /\* return the (unchanged) node pointer \*/  
 return node;  
}  
  
/\* Given a non-empty binary search tree, return the node with minimum  
 key value found in that tree. Note that the entire tree does not  
 need to be searched. \*/  
struct node \* minValueNode(struct node\* node)  
{  
 struct node\* current = node;  
  
 /\* loop down to find the leftmost leaf \*/  
 while (current->left != NULL)  
 current = current->left;  
  
 return current;  
}  
  
struct node\* deleteNode(struct node\* root, int key)  
{  
 // STEP 1: PERFORM STANDARD BST DELETE  
  
 if (root == NULL)  
 return root;  
  
 // If the key to be deleted is smaller than the root's key,  
 // then it lies in left subtree  
 if ( key < root->key )  
 root->left = deleteNode(root->left, key);  
  
 // If the key to be deleted is greater than the root's key,  
 // then it lies in right subtree  
 else if( key > root->key )  
 root->right = deleteNode(root->right, key);  
  
 // if key is same as root's key, then This is the node  
 // to be deleted  
 else  
 {  
 // node with only one child or no child  
 if( (root->left == NULL) || (root->right == NULL) )  
 {  
 struct node \*temp = root->left ? root->left : root->right;  
  
 // No child case  
 if(temp == NULL)  
 {  
 temp = root;  
 root = NULL;  
 }  
 else // One child case  
 \*root = \*temp; // Copy the contents of the non-empty child  
  
 free(temp);  
 }  
 else  
 {  
 // node with two children: Get the inorder successor (smallest  
 // in the right subtree)  
 struct node\* temp = minValueNode(root->right);  
  
 // Copy the inorder successor's data to this node  
 root->key = temp->key;  
  
 // Delete the inorder successor  
 root->right = deleteNode(root->right, temp->key);  
 }  
 }  
  
 // If the tree had only one node then return  
 if (root == NULL)  
 return root;  
  
 // STEP 2: UPDATE HEIGHT OF THE CURRENT NODE  
 root->height = max(height(root->left), height(root->right)) + 1;  
  
 // STEP 3: GET THE BALANCE FACTOR OF THIS NODE (to check whether  
 // this node became unbalanced)  
 int balance = getBalance(root);  
  
 // If this node becomes unbalanced, then there are 4 cases  
  
 // Left Left Case  
 if (balance > 1 && getBalance(root->left) >= 0)  
 return rightRotate(root);  
  
 // Left Right Case  
 if (balance > 1 && getBalance(root->left) < 0)  
 {  
 root->left = leftRotate(root->left);  
 return rightRotate(root);  
 }  
  
 // Right Right Case  
 if (balance < -1 && getBalance(root->right) <= 0)  
 return leftRotate(root);  
  
 // Right Left Case  
 if (balance < -1 && getBalance(root->right) > 0)  
 {  
 root->right = rightRotate(root->right);  
 return leftRotate(root);  
 }  
  
 return root;  
}  
  
// A utility function to print preorder traversal of the tree.  
// The function also prints height of every node  
void preOrder(struct node \*root)  
{  
 if(root != NULL)  
 {  
 printf("%d ", root->key);  
 preOrder(root->left);  
 preOrder(root->right);  
 }  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 struct node \*root = NULL;  
  
 /\* Constructing tree given in the above figure \*/  
 root = insert(root, 9);  
 root = insert(root, 5);  
 root = insert(root, 10);  
 root = insert(root, 0);  
 root = insert(root, 6);  
 root = insert(root, 11);  
 root = insert(root, -1);  
 root = insert(root, 1);  
 root = insert(root, 2);  
  
 /\* The constructed AVL Tree would be  
 9  
 / \  
 1 10  
 / \ \  
 0 5 11  
 / / \  
 -1 2 6  
 \*/  
  
 printf("Pre order traversal of the constructed AVL tree is \n");  
 preOrder(root);  
  
 root = deleteNode(root, 10);  
  
 /\* The AVL Tree after deletion of 10  
 1  
 / \  
 0 9  
 / / \  
 -1 5 11  
 / \  
 2 6  
 \*/  
  
 printf("\nPre order traversal after deletion of 10 \n");  
 preOrder(root);  
  
 return 0;  
}

Output:

Pre order traversal of the constructed AVL tree is  
9 1 0 -1 5 2 6 10 11  
Pre order traversal after deletion of 10  
1 0 -1 9 5 2 6 11

Time Complexity: The rotation operations (left and right rotate) take constant time as only few pointers are being changed there. Updating the height and getting the balance factor also take constant time. So the time complexity of AVL delete remains same as BST delete which is O(h) where h is height of the tree. Since AVL tree is balanced, the height is O(Logn). So time complexity of AVL delete is O(Logn).

**References:**  
 [IITD Video Lecture on AVL Tree Insertion and Deletion](http://www.youtube.com/watch?v=TbvhGcf6UJU)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/avl-tree-set-2-deletion/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/)

Post navigation

[← Vertical Sum in a given Binary Tree](http://www.geeksforgeeks.org/vertical-sum-in-a-given-binary-tree/) [Operating Systems | Set 5 →](http://www.geeksforgeeks.org/operating-systems-set-5/)

# B-Tree | Set 2 (Insert)

In the [previous post](http://www.geeksforgeeks.org/b-tree-set-1-introduction-2/), we introduced B-Tree. We also discussed search() and traverse() functions.   
 In this post, insert() operation is discussed. A new key is always inserted at leaf node. Let the key to be inserted be k. Like BST, we start from root and traverse down till we reach a leaf node. Once we reach a leaf node, we insert the key in that leaf node. Unlike BSTs, we have a predefined range on number of keys that a node can contain. So before inserting a key to node, we make sure that the node has extra space.  
 *How to make sure that a node has space available for key before the key is inserted?* We use an operation called splitChild() that is used to split a child of a node. See the following diagram to understand split. In the following diagram, child y of x is being split into two nodes y and z. Note that the splitChild operation moves a key up and this is the reason B-Trees grow up unlike BSTs which grow down.
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As discussed above, to insert a new key, we go down from root to leaf. Before traversing down to a node, we first check if the node is full. If the node is full, we split it to create space. Following is complete algorithm.

**Insertion**  
 **1)** Initialize x as root.  
 **2)** While x is not leaf, do following  
 ..**a)** Find the child of x that is going to to be traversed next. Let the child be y.  
 ..**b)** If y is not full, change x to point to y.  
 ..**c)** If y is full, split it and change x to point to one of the two parts of y. If k is smaller than mid key in y, then set x as first part of y. Else second part of y. When we split y, we move a key from y to its parent x.  
 **3)** The loop in step 2 stops when x is leaf. x must have space for 1 extra key as we have been splitting all nodes in advance. So simply insert k to x.

Note that the algorithm follows the Cormen book. It is actually a proactive insertion algorithm where before going down to a node, we split it if it is full. The advantage of splitting before is, we never traverse a node twice. If we don’t split a node before going down to it and split it only if new key is inserted (reactive), we may end up traversing all nodes again from leaf to root. This happens in cases when all nodes on the path from root to leaf are full. So when we come to the leaf node, we split it and move a key up. Moving a key up will cause a split in parent node (because parent was already full). This cascading effect never happens in this proactive insertion algorithm. There is a disadvantage of this proactive insertion though, we may do unnecessary splits.

Let us understand the algorithm with an example tree of minimum degree ‘t’ as 3 and a sequence of integers 10, 20, 30, 40, 50, 60, 70, 80 and 90 in an initially empty B-Tree.

Initially root is NULL. Let us first insert 10.  
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Let us now insert 20, 30, 40 and 50. They all will be inserted in root because maximum number of keys a node can accommodate is 2\*t – 1 which is 5.
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Let us now insert 60. Since root node is full, it will first split into two, then 60 will be inserted into the appropriate child.  
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Let us now insert 70 and 80. These new keys will be inserted into the appropriate leaf without any split.  
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Let us now insert 90. This insertion will cause a split. The middle key will go up to the parent.  
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See [this](http://integrator-crimea.com/ddu0110.html)for more examples.

Following is C++ implementation of the above proactive algorithm.

// C++ program for B-Tree insertion  
#include<iostream>  
using namespace std;  
  
// A BTree node  
class BTreeNode  
{  
 int \*keys; // An array of keys  
 int t; // Minimum degree (defines the range for number of keys)  
 BTreeNode \*\*C; // An array of child pointers  
 int n; // Current number of keys  
 bool leaf; // Is true when node is leaf. Otherwise false  
public:  
 BTreeNode(int \_t, bool \_leaf); // Constructor  
  
 // A utility function to insert a new key in the subtree rooted with  
 // this node. The assumption is, the node must be non-full when this  
 // function is called  
 void insertNonFull(int k);  
  
 // A utility function to split the child y of this node. i is index of y in  
 // child array C[]. The Child y must be full when this function is called  
 void splitChild(int i, BTreeNode \*y);  
  
 // A function to traverse all nodes in a subtree rooted with this node  
 void traverse();  
  
 // A function to search a key in subtree rooted with this node.  
 BTreeNode \*search(int k); // returns NULL if k is not present.  
  
// Make BTree friend of this so that we can access private members of this  
// class in BTree functions  
friend class BTree;  
};  
  
// A BTree  
class BTree  
{  
 BTreeNode \*root; // Pointer to root node  
 int t; // Minimum degree  
public:  
 // Constructor (Initializes tree as empty)  
 BTree(int \_t)  
 { root = NULL; t = \_t; }  
  
 // function to traverse the tree  
 void traverse()  
 { if (root != NULL) root->traverse(); }  
  
 // function to search a key in this tree  
 BTreeNode\* search(int k)  
 { return (root == NULL)? NULL : root->search(k); }  
  
 // The main function that inserts a new key in this B-Tree  
 void insert(int k);  
};  
  
// Constructor for BTreeNode class  
BTreeNode::BTreeNode(int t1, bool leaf1)  
{  
 // Copy the given minimum degree and leaf property  
 t = t1;  
 leaf = leaf1;  
  
 // Allocate memory for maximum number of possible keys  
 // and child pointers  
 keys = new int[2\*t-1];  
 C = new BTreeNode \*[2\*t];  
  
 // Initialize the number of keys as 0  
 n = 0;  
}  
  
// Function to traverse all nodes in a subtree rooted with this node  
void BTreeNode::traverse()  
{  
 // There are n keys and n+1 children, travers through n keys  
 // and first n children  
 int i;  
 for (i = 0; i < n; i++)  
 {  
 // If this is not leaf, then before printing key[i],  
 // traverse the subtree rooted with child C[i].  
 if (leaf == false)  
 C[i]->traverse();  
 cout << " " << keys[i];  
 }  
  
 // Print the subtree rooted with last child  
 if (leaf == false)  
 C[i]->traverse();  
}  
  
// Function to search key k in subtree rooted with this node  
BTreeNode \*BTreeNode::search(int k)  
{  
 // Find the first key greater than or equal to k  
 int i = 0;  
 while (i < n && k > keys[i])  
 i++;  
  
 // If the found key is equal to k, return this node  
 if (keys[i] == k)  
 return this;  
  
 // If key is not found here and this is a leaf node  
 if (leaf == true)  
 return NULL;  
  
 // Go to the appropriate child  
 return C[i]->search(k);  
}  
  
// The main function that inserts a new key in this B-Tree  
void BTree::insert(int k)  
{  
 // If tree is empty  
 if (root == NULL)  
 {  
 // Allocate memory for root  
 root = new BTreeNode(t, true);  
 root->keys[0] = k; // Insert key  
 root->n = 1; // Update number of keys in root  
 }  
 else // If tree is not empty  
 {  
 // If root is full, then tree grows in height  
 if (root->n == 2\*t-1)  
 {  
 // Allocate memory for new root  
 BTreeNode \*s = new BTreeNode(t, false);  
  
 // Make old root as child of new root  
 s->C[0] = root;  
  
 // Split the old root and move 1 key to the new root  
 s->splitChild(0, root);  
  
 // New root has two children now. Decide which of the  
 // two children is going to have new key  
 int i = 0;  
 if (s->keys[0] < k)  
 i++;  
 s->C[i]->insertNonFull(k);  
  
 // Change root  
 root = s;  
 }  
 else // If root is not full, call insertNonFull for root  
 root->insertNonFull(k);  
 }  
}  
  
// A utility function to insert a new key in this node  
// The assumption is, the node must be non-full when this  
// function is called  
void BTreeNode::insertNonFull(int k)  
{  
 // Initialize index as index of rightmost element  
 int i = n-1;  
  
 // If this is a leaf node  
 if (leaf == true)  
 {  
 // The following loop does two things  
 // a) Finds the location of new key to be inserted  
 // b) Moves all greater keys to one place ahead  
 while (i >= 0 && keys[i] > k)  
 {  
 keys[i+1] = keys[i];  
 i--;  
 }  
  
 // Insert the new key at found location  
 keys[i+1] = k;  
 n = n+1;  
 }  
 else // If this node is not leaf  
 {  
 // Find the child which is going to have the new key  
 while (i >= 0 && keys[i] > k)  
 i--;  
  
 // See if the found child is full  
 if (C[i+1]->n == 2\*t-1)  
 {  
 // If the child is full, then split it  
 splitChild(i+1, C[i+1]);  
  
 // After split, the middle key of C[i] goes up and  
 // C[i] is splitted into two. See which of the two  
 // is going to have the new key  
 if (keys[i+1] < k)  
 i++;  
 }  
 C[i+1]->insertNonFull(k);  
 }  
}  
  
// A utility function to split the child y of this node  
// Note that y must be full when this function is called  
void BTreeNode::splitChild(int i, BTreeNode \*y)  
{  
 // Create a new node which is going to store (t-1) keys  
 // of y  
 BTreeNode \*z = new BTreeNode(y->t, y->leaf);  
 z->n = t - 1;  
  
 // Copy the last (t-1) keys of y to z  
 for (int j = 0; j < t-1; j++)  
 z->keys[j] = y->keys[j+t];  
  
 // Copy the last t children of y to z  
 if (y->leaf == false)  
 {  
 for (int j = 0; j < t; j++)  
 z->C[j] = y->C[j+t];  
 }  
  
 // Reduce the number of keys in y  
 y->n = t - 1;  
  
 // Since this node is going to have a new child,  
 // create space of new child  
 for (int j = n; j >= i+1; j--)  
 C[j+1] = C[j];  
  
 // Link the new child to this node  
 C[i+1] = z;  
  
 // A key of y will move to this node. Find location of  
 // new key and move all greater keys one space ahead  
 for (int j = n-1; j >= i; j--)  
 keys[j+1] = keys[j];  
  
 // Copy the middle key of y to this node  
 keys[i] = y->keys[t-1];  
  
 // Increment count of keys in this node  
 n = n + 1;  
}  
  
// Driver program to test above functions  
int main()  
{  
 BTree t(3); // A B-Tree with minium degree 3  
 t.insert(10);  
 t.insert(20);  
 t.insert(5);  
 t.insert(6);  
 t.insert(12);  
 t.insert(30);  
 t.insert(7);  
 t.insert(17);  
  
 cout << "Traversal of the constucted tree is ";  
 t.traverse();  
  
 int k = 6;  
 (t.search(k) != NULL)? cout << "\nPresent" : cout << "\nNot Present";  
  
 k = 15;  
 (t.search(k) != NULL)? cout << "\nPresent" : cout << "\nNot Present";  
  
 return 0;  
}

Output:

Traversal of the constucted tree is 5 6 7 10 12 17 20 30  
Present  
Not Present

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <http://www.cs.utexas.edu/users/djimenez/utsa/cs3343/lecture17.html>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/b-tree-set-1-insert-2/>

# B-Tree | Set 1 (Introduction)

B-Tree is a self-balancing search tree. In most of the other self-balancing search trees (like [AVL](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/) and Red Black Trees), it is assumed that everything is in main memory. To understand use of B-Trees, we must think of huge amount of data that cannot fit in main memory. When the number of keys is high, the data is read from disk in the form of blocks. Disk access time is very high compared to main memory access time. The main idea of using B-Trees is to reduce the number of disk accesses. Most of the tree operations (search, insert, delete, max, min, ..etc ) require O(h) disk accesses where h is height of the tree. B-tree is a fat tree. Height of B-Trees is kept low by putting maximum possible keys in a B-Tree node. Generally, a B-Tree node size is kept equal to the disk block size. Since h is low for B-Tree, total disk accesses for most of the operations are reduced significantly compared to balanced Binary Search Trees like AVL Tree, Red Black Tree, ..etc.

**Properties of B-Tree**  
 **1)** All leaves are at same level.  
 **2)** A B-Tree is defined by the term *minimum degree* ‘t’. The value of t depends upon disk block size.  
 **3)** Every node except root must contain at least t-1 keys. Root may contain minimum 1 key.  
 **4)** All nodes (including root) may contain at most 2t – 1 keys.  
 **5)** Number of children of a node is equal to the number of keys in it plus 1.  
 **6)** All keys of a node are sorted in increasing order. The child between two keys k1 and k2 contains all keys in range from k1 and k2.  
 **7)** B-Tree grows and shrinks from root which is unlike Binary Search Tree. Binary Search Trees grow downward and also shrink from downward.  
 **8)** Like other balanced Binary Search Trees, time complexity to search, insert and delete is O(Logn).

Following is an example B-Tree of minimum degree 3. Note that in practical B-Trees, the value of minimum degree is much more than 3.  
 [![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/BTreeIntro1.png)

**Search**  
 Search is similar to search in Binary Search Tree. Let the key to be searched be k. We start from root and recursively traverse down. For every visited non-leaf node, if the node has key, we simply return the node. Otherwise we recur down to the appropriate child (The child which is just before the first greater key) of the node. If we reach a leaf node and don’t find k in the leaf node, we return NULL.

**Traverse**  
 Traversal is also similar to Inorder traversal of Binary Tree. We start from the leftmost child, recursively print the leftmost child, then repeat the same process for remaining children and keys. In the end, recursively print the rightmost child.

// C++ implemntation of search() and traverse() methods  
#include<iostream>  
using namespace std;  
  
// A BTree node  
class BTreeNode  
{  
 int \*keys; // An array of keys  
 int t; // Minimum degree (defines the range for number of keys)  
 BTreeNode \*\*C; // An array of child pointers  
 int n; // Current number of keys  
 bool leaf; // Is true when node is leaf. Otherwise false  
public:  
 BTreeNode(int \_t, bool \_leaf); // Constructor  
  
 // A function to traverse all nodes in a subtree rooted with this node  
 void traverse();  
  
 // A function to search a key in subtree rooted with this node.   
 BTreeNode \*search(int k); // returns NULL if k is not present.  
  
// Make BTree friend of this so that we can access private members of this  
// class in BTree functions  
friend class BTree;  
};  
  
// A BTree  
class BTree  
{  
 BTreeNode \*root; // Pointer to root node  
 int t; // Minimum degree  
public:  
 // Constructor (Initializes tree as empty)  
 BTree(int \_t)  
 { root = NULL; t = \_t; }  
  
 // function to traverse the tree  
 void traverse()  
 { if (root != NULL) root->traverse(); }  
  
 // function to search a key in this tree  
 BTreeNode\* search(int k)  
 { return (root == NULL)? NULL : root->search(k); }  
};  
  
// Constructor for BTreeNode class  
BTreeNode::BTreeNode(int \_t, bool \_leaf)  
{  
 // Copy the given minimum degree and leaf property  
 t = \_t;  
 leaf = \_leaf;  
  
 // Allocate memory for maximum number of possible keys  
 // and child pointers  
 keys = new int[2\*t-1];  
 C = new BTreeNode \*[2\*t];  
  
 // Initialize the number of keys as 0  
 n = 0;  
}  
  
// Function to traverse all nodes in a subtree rooted with this node  
void BTreeNode::traverse()  
{  
 // There are n keys and n+1 children, travers through n keys  
 // and first n children  
 int i;  
 for (i = 0; i < n; i++)  
 {  
 // If this is not leaf, then before printing key[i],  
 // traverse the subtree rooted with child C[i].  
 if (leaf == false)  
 C[i]->traverse();  
 cout << " " << keys[i];  
 }  
  
 // Print the subtree rooted with last child  
 if (leaf == false)  
 C[i]->traverse();  
}  
  
// Function to search key k in subtree rooted with this node  
BTreeNode \*BTreeNode::search(int k)  
{  
 // Find the first key greater than or equal to k  
 int i = 0;  
 while (i < n && k > keys[i])  
 i++;  
  
 // If the found key is equal to k, return this node  
 if (keys[i] == k)  
 return this;  
  
 // If key is not found here and this is a leaf node  
 if (leaf == true)  
 return NULL;  
  
 // Go to the appropriate child  
 return C[i]->search(k);  
}

The above code doesn’t contain driver program. We will be covering the complete program in our next post on B-Tree Insertion.

There are two conventions to define a B-Tree, one is to define by minimum degree (followed in [Cormen book](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)), second is define by order. We have followed the minimum degree convention and will be following same in coming posts on B-Tree. The variable names used in the above program are also kept same as Cormen book for better readability.

**Insertion and Deletion**  
 [B-Trer Insertion](http://www.geeksforgeeks.org/b-tree-set-1-insert-2/)  
 [B-Tree Deletion](http://www.geeksforgeeks.org/b-tree-set-3delete/)

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/b-tree-set-1-introduction-2/>

# B-Tree | Set 3 (Delete)

It is recommended to refer following posts as prerequisite of this post.

[B-Tree | Set 1 (Introduction)](http://www.geeksforgeeks.org/b-tree-set-1-introduction-2/)  
 [B-Tree | Set 2 (Insert)](http://www.geeksforgeeks.org/b-tree-set-1-insert-2/)

B-Tree is a type of a multi-way search tree. So, if you are not familiar with multi-way search trees in general, it is better to take a look at [this video lecture from IIT-Delhi](http://www.youtube.com/watch?v=JZhdUb5F7oY), before proceeding further. Once you get the basics of a multi-way search tree clear, B-Tree operations will be easier to understand.

Source of the following explanation and algorithm is [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

**Deletion process:**  
 Deletion from a B-tree is more complicated than insertion, because we can delete a key from any node-not just a leaf—and when we delete a key from an internal node, we will have to rearrange the node’s children.

    As in insertion, we must make sure the deletion doesn’t violate the [B-tree properties](http://www.geeksforgeeks.org/b-tree-set-1-introduction-2/). Just as we had to ensure that a node didn’t get too big due to insertion, we must ensure that a node doesn’t get too small during deletion (except that the root is allowed to have fewer than the minimum number t-1 of keys). Just as a simple insertion algorithm might have to back up if a node on the path to where the key was to be inserted was full, a simple approach to deletion might have to back up if a node (other than the root) along the path to where the key is to be deleted has the minimum number of keys.

    The deletion procedure deletes the key k from the subtree rooted at x. This procedure guarantees that whenever it calls itself recursively on a node x, the number of keys in x is at least the minimum degree t . Note that this condition requires one more key than the minimum required by the usual B-tree conditions, so that sometimes a key may have to be moved into a child node before recursion descends to that child. This strengthened condition allows us to delete a key from the tree in one downward pass without having to “back up” (with one exception, which we’ll explain). You should interpret the following specification for deletion from a B-tree with the understanding that if the root node x ever becomes an internal node having no keys (this situation can occur in cases 2c and 3b then we delete x, and x’s only child x.c1 becomes the new root of the tree, decreasing the height of the tree by one and preserving the property that the root of the tree contains at least one key (unless the tree is empty).

We sketch how deletion works with various cases of deleting keys from a B-tree.

**1.** If the key k is in node x and x is a leaf, delete the key k from x.

**2.** If the key k is in node x and x is an internal node, do the following.

**a)** If the child y that precedes k in node x has at least t keys, then find the predecessor k0 of k in the sub-tree rooted at y. Recursively delete k0, and replace k by k0 in x. (We can find k0 and delete it in a single downward pass.)

**b)** If y has fewer than t keys, then, symmetrically, examine the child z that follows k in node x. If z has at least t keys, then find the successor k0 of k in the subtree rooted at z. Recursively delete k0, and replace k by k0 in x. (We can find k0 and delete it in a single downward pass.)

**c)** Otherwise, if both y and z have only t-1 keys, merge k and all of z into y, so that x loses both k and the pointer to z, and y now contains 2t-1 keys. Then free z and recursively delete k from y.

**3.** If the key k is not present in internal node x, determine the root x.c(i) of the appropriate subtree that must contain k, if k is in the tree at all. If x.c(i) has only t-1 keys, execute step 3a or 3b as necessary to guarantee that we descend to a node containing at least t keys. Then finish by recursing on the appropriate child of x.

**a)** If x.c(i) has only t-1 keys but has an immediate sibling with at least t keys, give x.c(i) an extra key by moving a key from x down into x.c(i), moving a key from x.c(i) ’s immediate left or right sibling up into x, and moving the appropriate child pointer from the sibling into x.c(i).

**b)** If x.c(i) and both of x.c(i)’s immediate siblings have t-1 keys, merge x.c(i) with one sibling, which involves moving a key from x down into the new merged node to become the median key for that node.

Since most of the keys in a B-tree are in the leaves, deletion operations are most often used to delete keys from leaves. The recursive delete procedure then acts in one downward pass through the tree, without having to back up. When deleting a key in an internal node, however, the procedure makes a downward pass through the tree but may have to return to the node from which the key was deleted to replace the key with its predecessor or successor (cases 2a and 2b).

The following figures from [CLRS book](http://www.flipkart.com/introduction-algorithms-3/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg) explain the deletion porcess.  
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**Implementation:**  
 Following is C++ implementation of deletion process.

/\* The following program performs deletion on a B-Tree. It contains functions  
 specific for deletion along with all the other functions provided in the  
 previous articles on B-Trees. See http://www.geeksforgeeks.org/b-tree-set-1-introduction-2/  
 for previous article.  
  
 The deletion function has been compartmentalized into 8 functions for ease  
 of understanding and clarity  
  
 The following functions are exclusive for deletion  
 In class BTreeNode:  
 1) remove  
 2) removeFromLeaf  
 3) removeFromNonLeaf  
 4) getPred  
 5) getSucc  
 6) borrowFromPrev  
 7) borrowFromNext  
 8) merge  
 9) findKey  
  
 In class BTree:  
 1) remove  
  
 The removal of a key from a B-Tree is a fairly complicated process. The program handles  
 all the 6 different cases that might arise while removing a key.  
  
 Testing: The code has been tested using the B-Tree provided in the CLRS book( included  
 in the main function ) along with other cases.  
  
 Reference: CLRS3 - Chapter 18 - (499-502)  
 It is advised to read the material in CLRS before taking a look at the code. \*/  
  
#include<iostream>  
using namespace std;  
  
// A BTree node  
class BTreeNode  
{  
 int \*keys; // An array of keys  
 int t; // Minimum degree (defines the range for number of keys)  
 BTreeNode \*\*C; // An array of child pointers  
 int n; // Current number of keys  
 bool leaf; // Is true when node is leaf. Otherwise false  
  
public:  
  
 BTreeNode(int \_t, bool \_leaf); // Constructor  
  
 // A function to traverse all nodes in a subtree rooted with this node  
 void traverse();  
  
 // A function to search a key in subtree rooted with this node.  
 BTreeNode \*search(int k); // returns NULL if k is not present.  
  
 // A function that returns the index of the first key that is greater  
 // or equal to k  
 int findKey(int k);  
  
 // A utility function to insert a new key in the subtree rooted with  
 // this node. The assumption is, the node must be non-full when this  
 // function is called  
 void insertNonFull(int k);  
  
 // A utility function to split the child y of this node. i is index  
 // of y in child array C[]. The Child y must be full when this  
 // function is called  
 void splitChild(int i, BTreeNode \*y);  
  
 // A wrapper function to remove the key k in subtree rooted with  
 // this node.  
 void remove(int k);  
  
 // A function to remove the key present in idx-th position in  
 // this node which is a leaf  
 void removeFromLeaf(int idx);  
  
 // A function to remove the key present in idx-th position in  
 // this node which is a non-leaf node  
 void removeFromNonLeaf(int idx);  
  
 // A function to get the predecessor of the key- where the key  
 // is present in the idx-th position in the node  
 int getPred(int idx);  
  
 // A function to get the successor of the key- where the key  
 // is present in the idx-th position in the node  
 int getSucc(int idx);  
  
 // A function to fill up the child node present in the idx-th  
 // position in the C[] array if that child has less than t-1 keys  
 void fill(int idx);  
  
 // A function to borrow a key from the C[idx-1]-th node and place  
 // it in C[idx]th node  
 void borrowFromPrev(int idx);  
  
 // A function to borrow a key from the C[idx+1]-th node and place it  
 // in C[idx]th node  
 void borrowFromNext(int idx);  
  
 // A function to merge idx-th child of the node with (idx+1)th child of  
 // the node  
 void merge(int idx);  
  
 // Make BTree friend of this so that we can access private members of  
 // this class in BTree functions  
 friend class BTree;  
};  
  
class BTree  
{  
 BTreeNode \*root; // Pointer to root node  
 int t; // Minimum degree  
public:  
  
 // Constructor (Initializes tree as empty)  
 BTree(int \_t)  
 {  
 root = NULL;  
 t = \_t;  
 }  
  
 void traverse()  
 {  
 if (root != NULL) root->traverse();  
 }  
  
 // function to search a key in this tree  
 BTreeNode\* search(int k)  
 {  
 return (root == NULL)? NULL : root->search(k);  
 }  
  
 // The main function that inserts a new key in this B-Tree  
 void insert(int k);  
  
 // The main function that removes a new key in thie B-Tree  
 void remove(int k);  
  
};  
  
BTreeNode::BTreeNode(int t1, bool leaf1)  
{  
 // Copy the given minimum degree and leaf property  
 t = t1;  
 leaf = leaf1;  
  
 // Allocate memory for maximum number of possible keys  
 // and child pointers  
 keys = new int[2\*t-1];  
 C = new BTreeNode \*[2\*t];  
  
 // Initialize the number of keys as 0  
 n = 0;  
}  
  
// A utility function that returns the index of the first key that is  
// greater than or equal to k  
int BTreeNode::findKey(int k)  
{  
 int idx=0;  
 while (idx<n && keys[idx] < k)  
 ++idx;  
 return idx;  
}  
  
// A function to remove the key k from the sub-tree rooted with this node  
void BTreeNode::remove(int k)  
{  
 int idx = findKey(k);  
  
 // The key to be removed is present in this node  
 if (idx < n && keys[idx] == k)  
 {  
  
 // If the node is a leaf node - removeFromLeaf is called  
 // Otherwise, removeFromNonLeaf function is called  
 if (leaf)  
 removeFromLeaf(idx);  
 else  
 removeFromNonLeaf(idx);  
 }  
 else  
 {  
  
 // If this node is a leaf node, then the key is not present in tree  
 if (leaf)  
 {  
 cout << "The key "<< k <<" is does not exist in the tree\n";  
 return;  
 }  
  
 // The key to be removed is present in the sub-tree rooted with this node  
 // The flag indicates whether the key is present in the sub-tree rooted  
 // with the last child of this node  
 bool flag = ( (idx==n)? true : false );  
  
 // If the child where the key is supposed to exist has less that t keys,  
 // we fill that child  
 if (C[idx]->n < t)  
 fill(idx);  
  
 // If the last child has been merged, it must have merged with the previous  
 // child and so we recurse on the (idx-1)th child. Else, we recurse on the  
 // (idx)th child which now has atleast t keys  
 if (flag && idx > n)  
 C[idx-1]->remove(k);  
 else  
 C[idx]->remove(k);  
 }  
 return;  
}  
  
// A function to remove the idx-th key from this node - which is a leaf node  
void BTreeNode::removeFromLeaf (int idx)  
{  
  
 // Move all the keys after the idx-th pos one place backward  
 for (int i=idx+1; i<n; ++i)  
 keys[i-1] = keys[i];  
  
 // Reduce the count of keys  
 n--;  
  
 return;  
}  
  
// A function to remove the idx-th key from this node - which is a non-leaf node  
void BTreeNode::removeFromNonLeaf(int idx)  
{  
  
 int k = keys[idx];  
  
 // If the child that precedes k (C[idx]) has atleast t keys,  
 // find the predecessor 'pred' of k in the subtree rooted at  
 // C[idx]. Replace k by pred. Recursively delete pred  
 // in C[idx]  
 if (C[idx]->n >= t)  
 {  
 int pred = getPred(idx);  
 keys[idx] = pred;  
 C[idx]->remove(pred);  
 }  
  
 // If the child C[idx] has less that t keys, examine C[idx+1].  
 // If C[idx+1] has atleast t keys, find the successor 'succ' of k in  
 // the subtree rooted at C[idx+1]  
 // Replace k by succ  
 // Recursively delete succ in C[idx+1]  
 else if (C[idx+1]->n >= t)  
 {  
 int succ = getSucc(idx);  
 keys[idx] = succ;  
 C[idx+1]->remove(succ);  
 }  
  
 // If both C[idx] and C[idx+1] has less that t keys,merge k and all of C[idx+1]  
 // into C[idx]  
 // Now C[idx] contains 2t-1 keys  
 // Free C[idx+1] and recursively delete k from C[idx]  
 else  
 {  
 merge(idx);  
 C[idx]->remove(k);  
 }  
 return;  
}  
  
// A function to get predecessor of keys[idx]  
int BTreeNode::getPred(int idx)  
{  
 // Keep moving to the right most node until we reach a leaf  
 BTreeNode \*cur=C[idx];  
 while (!cur->leaf)  
 cur = cur->C[cur->n];  
  
 // Return the last key of the leaf  
 return cur->keys[cur->n-1];  
}  
  
int BTreeNode::getSucc(int idx)  
{  
  
 // Keep moving the left most node starting from C[idx+1] until we reach a leaf  
 BTreeNode \*cur = C[idx+1];  
 while (!cur->leaf)  
 cur = cur->C[0];  
  
 // Return the first key of the leaf  
 return cur->keys[0];  
}  
  
// A function to fill child C[idx] which has less than t-1 keys  
void BTreeNode::fill(int idx)  
{  
  
 // If the previous child(C[idx-1]) has more than t-1 keys, borrow a key  
 // from that child  
 if (idx!=0 && C[idx-1]->n>=t)  
 borrowFromPrev(idx);  
  
 // If the next child(C[idx+1]) has more than t-1 keys, borrow a key  
 // from that child  
 else if (idx!=n && C[idx+1]->n>=t)  
 borrowFromNext(idx);  
  
 // Merge C[idx] with its sibling  
 // If C[idx] is the last child, merge it with with its previous sibling  
 // Otherwise merge it with its next sibling  
 else  
 {  
 if (idx != n)  
 merge(idx);  
 else  
 merge(idx-1);  
 }  
 return;  
}  
  
// A function to borrow a key from C[idx-1] and insert it  
// into C[idx]  
void BTreeNode::borrowFromPrev(int idx)  
{  
  
 BTreeNode \*child=C[idx];  
 BTreeNode \*sibling=C[idx-1];  
  
 // The last key from C[idx-1] goes up to the parent and key[idx-1]  
 // from parent is inserted as the first key in C[idx]. Thus, the loses  
 // sibling one key and child gains one key  
  
 // Moving all key in C[idx] one step ahead  
 for (int i=child->n-1; i>=0; --i)  
 child->keys[i+1] = child->keys[i];  
  
 // If C[idx] is not a leaf, move all its child pointers one step ahead  
 if (!child->leaf)  
 {  
 for(int i=child->n; i>=0; --i)  
 child->C[i+1] = child->C[i];  
 }  
  
 // Setting child's first key equal to keys[idx-1] from the current node  
 child->keys[0] = keys[idx-1];  
  
 // Moving sibling's last child as C[idx]'s first child  
 if (!leaf)  
 child->C[0] = sibling->C[sibling->n];  
  
 // Moving the key from the sibling to the parent  
 // This reduces the number of keys in the sibling  
 keys[idx-1] = sibling->keys[sibling->n-1];  
  
 child->n += 1;  
 sibling->n -= 1;  
  
 return;  
}  
  
// A function to borrow a key from the C[idx+1] and place  
// it in C[idx]  
void BTreeNode::borrowFromNext(int idx)  
{  
  
 BTreeNode \*child=C[idx];  
 BTreeNode \*sibling=C[idx+1];  
  
 // keys[idx] is inserted as the last key in C[idx]  
 child->keys[(child->n)] = keys[idx];  
  
 // Sibling's first child is inserted as the last child  
 // into C[idx]  
 if (!(child->leaf))  
 child->C[(child->n)+1] = sibling->C[0];  
  
 //The first key from sibling is inserted into keys[idx]  
 keys[idx] = sibling->keys[0];  
  
 // Moving all keys in sibling one step behind  
 for (int i=1; i<sibling->n; ++i)  
 sibling->keys[i-1] = sibling->keys[i];  
  
 // Moving the child pointers one step behind  
 if (!sibling->leaf)  
 {  
 for(int i=1; i<=sibling->n; ++i)  
 sibling->C[i-1] = sibling->C[i];  
 }  
  
 // Increasing and decreasing the key count of C[idx] and C[idx+1]  
 // respectively  
 child->n += 1;  
 sibling->n -= 1;  
  
 return;  
}  
  
// A function to merge C[idx] with C[idx+1]  
// C[idx+1] is freed after merging  
void BTreeNode::merge(int idx)  
{  
 BTreeNode \*child = C[idx];  
 BTreeNode \*sibling = C[idx+1];  
  
 // Pulling a key from the current node and inserting it into (t-1)th  
 // position of C[idx]  
 child->keys[t-1] = keys[idx];  
  
 // Copying the keys from C[idx+1] to C[idx] at the end  
 for (int i=0; i<sibling->n; ++i)  
 child->keys[i+t] = sibling->keys[i];  
  
 // Copying the child pointers from C[idx+1] to C[idx]  
 if (!child->leaf)  
 {  
 for(int i=0; i<=sibling->n; ++i)  
 child->C[i+t] = sibling->C[i];  
 }  
  
 // Moving all keys after idx in the current node one step before -  
 // to fill the gap created by moving keys[idx] to C[idx]  
 for (int i=idx+1; i<n; ++i)  
 keys[i-1] = keys[i];  
  
 // Moving the child pointers after (idx+1) in the current node one  
 // step before  
 for (int i=idx+2; i<=n; ++i)  
 C[i-1] = C[i];  
  
 // Updating the key count of child and the current node  
 child->n += sibling->n+1;  
 n--;  
  
 // Freeing the memory occupied by sibling  
 delete(sibling);  
 return;  
}  
  
// The main function that inserts a new key in this B-Tree  
void BTree::insert(int k)  
{  
 // If tree is empty  
 if (root == NULL)  
 {  
 // Allocate memory for root  
 root = new BTreeNode(t, true);  
 root->keys[0] = k; // Insert key  
 root->n = 1; // Update number of keys in root  
 }  
 else // If tree is not empty  
 {  
 // If root is full, then tree grows in height  
 if (root->n == 2\*t-1)  
 {  
 // Allocate memory for new root  
 BTreeNode \*s = new BTreeNode(t, false);  
  
 // Make old root as child of new root  
 s->C[0] = root;  
  
 // Split the old root and move 1 key to the new root  
 s->splitChild(0, root);  
  
 // New root has two children now. Decide which of the  
 // two children is going to have new key  
 int i = 0;  
 if (s->keys[0] < k)  
 i++;  
 s->C[i]->insertNonFull(k);  
  
 // Change root  
 root = s;  
 }  
 else // If root is not full, call insertNonFull for root  
 root->insertNonFull(k);  
 }  
}  
  
// A utility function to insert a new key in this node  
// The assumption is, the node must be non-full when this  
// function is called  
void BTreeNode::insertNonFull(int k)  
{  
 // Initialize index as index of rightmost element  
 int i = n-1;  
  
 // If this is a leaf node  
 if (leaf == true)  
 {  
 // The following loop does two things  
 // a) Finds the location of new key to be inserted  
 // b) Moves all greater keys to one place ahead  
 while (i >= 0 && keys[i] > k)  
 {  
 keys[i+1] = keys[i];  
 i--;  
 }  
  
 // Insert the new key at found location  
 keys[i+1] = k;  
 n = n+1;  
 }  
 else // If this node is not leaf  
 {  
 // Find the child which is going to have the new key  
 while (i >= 0 && keys[i] > k)  
 i--;  
  
 // See if the found child is full  
 if (C[i+1]->n == 2\*t-1)  
 {  
 // If the child is full, then split it  
 splitChild(i+1, C[i+1]);  
  
 // After split, the middle key of C[i] goes up and  
 // C[i] is splitted into two. See which of the two  
 // is going to have the new key  
 if (keys[i+1] < k)  
 i++;  
 }  
 C[i+1]->insertNonFull(k);  
 }  
}  
  
// A utility function to split the child y of this node  
// Note that y must be full when this function is called  
void BTreeNode::splitChild(int i, BTreeNode \*y)  
{  
 // Create a new node which is going to store (t-1) keys  
 // of y  
 BTreeNode \*z = new BTreeNode(y->t, y->leaf);  
 z->n = t - 1;  
  
 // Copy the last (t-1) keys of y to z  
 for (int j = 0; j < t-1; j++)  
 z->keys[j] = y->keys[j+t];  
  
 // Copy the last t children of y to z  
 if (y->leaf == false)  
 {  
 for (int j = 0; j < t; j++)  
 z->C[j] = y->C[j+t];  
 }  
  
 // Reduce the number of keys in y  
 y->n = t - 1;  
  
 // Since this node is going to have a new child,  
 // create space of new child  
 for (int j = n; j >= i+1; j--)  
 C[j+1] = C[j];  
  
 // Link the new child to this node  
 C[i+1] = z;  
  
 // A key of y will move to this node. Find location of  
 // new key and move all greater keys one space ahead  
 for (int j = n-1; j >= i; j--)  
 keys[j+1] = keys[j];  
  
 // Copy the middle key of y to this node  
 keys[i] = y->keys[t-1];  
  
 // Increment count of keys in this node  
 n = n + 1;  
}  
  
// Function to traverse all nodes in a subtree rooted with this node  
void BTreeNode::traverse()  
{  
 // There are n keys and n+1 children, travers through n keys  
 // and first n children  
 int i;  
 for (i = 0; i < n; i++)  
 {  
 // If this is not leaf, then before printing key[i],  
 // traverse the subtree rooted with child C[i].  
 if (leaf == false)  
 C[i]->traverse();  
 cout << " " << keys[i];  
 }  
  
 // Print the subtree rooted with last child  
 if (leaf == false)  
 C[i]->traverse();  
}  
  
// Function to search key k in subtree rooted with this node  
BTreeNode \*BTreeNode::search(int k)  
{  
 // Find the first key greater than or equal to k  
 int i = 0;  
 while (i < n && k > keys[i])  
 i++;  
  
 // If the found key is equal to k, return this node  
 if (keys[i] == k)  
 return this;  
  
 // If key is not found here and this is a leaf node  
 if (leaf == true)  
 return NULL;  
  
 // Go to the appropriate child  
 return C[i]->search(k);  
}  
  
void BTree::remove(int k)  
{  
 if (!root)  
 {  
 cout << "The tree is empty\n";  
 return;  
 }  
  
 // Call the remove function for root  
 root->remove(k);  
  
 // If the root node has 0 keys, make its first child as the new root  
 // if it has a child, otherwise set root as NULL  
 if (root->n==0)  
 {  
 BTreeNode \*tmp = root;  
 if (root->leaf)  
 root = NULL;  
 else  
 root = root->C[0];  
  
 // Free the old root  
 delete tmp;  
 }  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 BTree t(3); // A B-Tree with minium degree 3  
  
 t.insert(1);  
 t.insert(3);  
 t.insert(7);  
 t.insert(10);  
 t.insert(11);  
 t.insert(13);  
 t.insert(14);  
 t.insert(15);  
 t.insert(18);  
 t.insert(16);  
 t.insert(19);  
 t.insert(24);  
 t.insert(25);  
 t.insert(26);  
 t.insert(21);  
 t.insert(4);  
 t.insert(5);  
 t.insert(20);  
 t.insert(22);  
 t.insert(2);  
 t.insert(17);  
 t.insert(12);  
 t.insert(6);  
  
 cout << "Traversal of tree constructed is\n";  
 t.traverse();  
 cout << endl;  
  
 t.remove(6);  
 cout << "Traversal of tree after removing 6\n";  
 t.traverse();  
 cout << endl;  
  
 t.remove(13);  
 cout << "Traversal of tree after removing 13\n";  
 t.traverse();  
 cout << endl;  
  
 t.remove(7);  
 cout << "Traversal of tree after removing 7\n";  
 t.traverse();  
 cout << endl;  
  
 t.remove(4);  
 cout << "Traversal of tree after removing 4\n";  
 t.traverse();  
 cout << endl;  
  
 t.remove(2);  
 cout << "Traversal of tree after removing 2\n";  
 t.traverse();  
 cout << endl;  
  
 t.remove(16);  
 cout << "Traversal of tree after removing 16\n";  
 t.traverse();  
 cout << endl;  
  
 return 0;  
}

Output:

Traversal of tree constructed is  
 1 2 3 4 5 6 7 10 11 12 13 14 15 16 17 18 19 20 21 22 24 25 26  
Traversal of tree after removing 6  
 1 2 3 4 5 7 10 11 12 13 14 15 16 17 18 19 20 21 22 24 25 26  
Traversal of tree after removing 13  
 1 2 3 4 5 7 10 11 12 14 15 16 17 18 19 20 21 22 24 25 26  
Traversal of tree after removing 7  
 1 2 3 4 5 10 11 12 14 15 16 17 18 19 20 21 22 24 25 26  
Traversal of tree after removing 4  
 1 2 3 5 10 11 12 14 15 16 17 18 19 20 21 22 24 25 26  
Traversal of tree after removing 2  
 1 3 5 10 11 12 14 15 16 17 18 19 20 21 22 24 25 26  
Traversal of tree after removing 16  
 1 3 5 10 11 12 14 15 17 18 19 20 21 22 24 25 26

This article is contributed by [**Balasubramanian.N**](http://in.linkedin.com/pub/balasubramanian-nagasundaram/3a/361/97b). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Binary Indexed Tree or Fenwick tree

Let us consider the following problem to understand Binary Indexed Tree.

We have an array arr[0 . . . n-1]. We should be able to  
 **1** Find the sum of first i elements.  
 **2** Change value of a specified element of the array arr[i] = x where 0 <= i <= n-1.

A **simple solution** is to run a loop from 0 to i-1 and calculate sum of elements. To update a value, simply do arr[i] = x. The first operation takes O(n) time and second operation takes O(1) time. Another simple solution is to create another array and store sum from start to i at the i’th index in this array. Sum of a given range can now be calculated in O(1) time, but update operation takes O(n) time now. This works well if the number of query operations are large and very few updates.

**Can we perform both the operations in O(log n) time once given the array?**  
 One Efficient Solution is to use [Segment Tree](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/) that does both operations in O(Logn) time.

*Using Binary Indexed Tree, we can do both tasks in O(Logn) time. The advantages of Binary Indexed Tree over Segment are, requires less space and very easy to implement.*.

**Representation**  
 Binary Indexed Tree is represented as an array. Let the array be BITree[]. Each node of Binary Indexed Tree stores sum of some elements of given array. Size of Binary Indexed Tree is equal to n where n is size of input array. In the below code, we have used size as n+1 for ease of implementation.

**Construction**  
 We construct the Binary Indexed Tree by first initializing all values in BITree[] as 0. Then we call update() operation for all indexes to store actual sums, update is discussed below.

**Operations**

getSum(index): Returns sum of arr[0..index]  
// Returns sum of arr[0..index] using BITree[0..n]. It assumes that  
// BITree[] is constructed for given array arr[0..n-1]  
1) Initialize sum as 0 and index as index+1.  
2) Do following while index is greater than 0.  
...a) Add BITree[index] to sum  
...b) Go to parent of BITree[index]. Parent can be obtained by removing  
 the last set bit from index, i.e., index = index - (index & (-index))  
3) Return sum.
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The above diagram demonstrates working of getSum(). Following are some important observations.

Node at index 0 is a dummy node.

A node at index y is parent of a node at index x, iff y can be obtained by removing last set bit from binary representation of x.

A child x of a node y stores sum of elements from of y(exclusive y) and of x(inclusive x).

update(index, val): Updates BIT for operation arr[index] += val  
// Note that arr[] is not changed here. It changes  
// only BI Tree for the already made change in arr[].  
1) Initialize index as index+1.  
2) Do following while index is smaller than or equal to n.  
...a) Add value to BITree[index]  
...b) Go to parent of BITree[index]. Parent can be obtained by removing  
 the last set bit from index, i.e., index = index - (index & (-index))
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The update process needs to make sure that all BITree nodes that have arr[i] as part of the section they cover must be updated. We get all such nodes of BITree by repeatedly adding the decimal number corresponding to the last set bit.

**How does Binary Indexed Tree work?**  
 The idea is based on the fact that all positive integers can be represented as sum of powers of 2. For example 19 can be represented as 16 + 2 + 1. Every node of BI Tree stores sum of n elements where n is a power of 2. For example, in the above first diagram for getSum(), sum of first 12 elements can be obtained by sum of last 4 elements (from 9 to 12) plus sum of 8 elements (from 1 to 8). The number of set bits in binary representation of a number n is O(Logn). Therefore, we traverse at-most O(Logn) nodes in both getSum() and update() operations. Time complexity of construction is O(nLogn) as it calls update() for all n elements.

**Implementation:**  
 Following is C++ implementation of Binary Indexed Tree.

// C++ code to demonstrate operations of Binary Index Tree  
#include <iostream>  
using namespace std;  
  
/\* n --> No. of elements present in input array.   
 BITree[0..n] --> Array that represents Binary Indexed Tree.  
 arr[0..n-1] --> Input array for whic prefix sum is evaluated. \*/  
  
// Returns sum of arr[0..index]. This function assumes  
// that the array is preprocessed and partial sums of  
// array elements are stored in BITree[].  
int getSum(int BITree[], int n, int index)  
{  
 int sum = 0; // Iniialize result  
  
 // index in BITree[] is 1 more than the index in arr[]  
 index = index + 1;  
  
 // Traverse ancestors of BITree[index]  
 while (index>0)  
 {  
 // Add current element of BITree to sum  
 sum += BITree[index];  
  
 // Move index to parent node  
 index -= index & (-index);  
 }  
 return sum;  
}  
  
// Updates a node in Binary Index Tree (BITree) at given index  
// in BITree. The given value 'val' is added to BITree[i] and   
// all of its ancestors in tree.  
void updateBIT(int \*BITree, int n, int index, int val)  
{  
 // index in BITree[] is 1 more than the index in arr[]  
 index = index + 1;  
  
 // Traverse all ancestors and add 'val'  
 while (index <= n)  
 {  
 // Add 'val' to current node of BI Tree  
 BITree[index] += val;  
  
 // Update index to that of parent  
 index += index & (-index);  
 }  
}  
  
// Constructs and returns a Binary Indexed Tree for given  
// array of size n.  
int \*constructBITree(int arr[], int n)  
{  
 // Create and initialize BITree[] as 0  
 int \*BITree = new int[n+1];  
 for (int i=1; i<=n; i++)  
 BITree[i] = 0;  
  
 // Store the actual values in BITree[] using update()  
 for (int i=0; i<n; i++)  
 updateBIT(BITree, n, i, arr[i]);  
  
 // Uncomment below lines to see contents of BITree[]  
 //for (int i=1; i<=n; i++)  
 // cout << BITree[i] << " ";  
  
 return BITree;  
}  
  
  
// Driver program to test above functions  
int main()  
{  
 int freq[] = {2, 1, 1, 3, 2, 3, 4, 5, 6, 7, 8, 9};  
 int n = sizeof(freq)/sizeof(freq[0]);  
 int \*BITree = constructBITree(freq, n);  
 cout << "Sum of elements in arr[0..5] is "  
 << getSum(BITree, n, 5);  
  
 // Let use test the update operation  
 freq[3] += 6;  
 updateBIT(BITree, n, 3, 6); //Update BIT for above change in arr[]  
  
 cout << "\nSum of elements in arr[0..5] after update is "  
 << getSum(BITree, n, 5);  
  
 return 0;  
}

Output:

Sum of elements in arr[0..5] is 12  
Sum of elements in arr[0..5] after update is 18

**Can we extend the Binary Indexed Tree for range Sum in Logn time?**  
 This is simple to answer. The rangeSum(l, r) can be obtained as getSum(r) – getSum(l-1).

**Applications:**  
 Used to implement the arithmetic coding algorithm. Development of operations it supports were primarily motivated by use in that case. See [this](http://en.wikipedia.org/wiki/Fenwick_tree#Applications)for more details.

**References:**  
 <http://en.wikipedia.org/wiki/Fenwick_tree>  
 <http://community.topcoder.com/tc?module=Static&d1=tutorials&d2=binaryIndexedTrees>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/binary-indexed-tree-or-fenwick-tree-2/>

# Binary Tree to Binary Search Tree Conversion

Given a Binary Tree, convert it to a Binary Search Tree. The conversion must be done in such a way that keeps the original structure of Binary Tree.

Examples.

Example 1  
Input:  
 10  
 / \  
 2 7  
 / \  
 8 4  
Output:  
 8  
 / \  
 4 10  
 / \  
 2 7  
  
  
Example 2  
Input:  
 10  
 / \  
 30 15  
 / \  
 20 5  
Output:  
 15  
 / \  
 10 20  
 / \  
 5 30

**Solution**  
 Following is a 3 step solution for converting Binary tree to Binary Search Tree.  
 1) Create a temp array arr[] that stores inorder traversal of the tree. This step takes O(n) time.  
 2) Sort the temp array arr[]. Time complexity of this step depends upon the sorting algorithm. In the following implementation, Quick Sort is used which takes (n^2) time. This can be done in O(nLogn) time using Heap Sort or Merge Sort.  
 3) Again do inorder traversal of tree and copy array elements to tree nodes one by one. This step takes O(n) time.

Following is C implementation of the above approach. The main function to convert is highlighted in the following code.

/\* A program to convert Binary Tree to Binary Search Tree \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node structure \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
/\* A helper function that stores inorder traversal of a tree rooted  
 with node \*/  
void storeInorder (struct node\* node, int inorder[], int \*index\_ptr)  
{  
 // Base Case  
 if (node == NULL)  
 return;  
  
 /\* first store the left subtree \*/  
 storeInorder (node->left, inorder, index\_ptr);  
  
 /\* Copy the root's data \*/  
 inorder[\*index\_ptr] = node->data;  
 (\*index\_ptr)++; // increase index for next entry  
  
 /\* finally store the right subtree \*/  
 storeInorder (node->right, inorder, index\_ptr);  
}  
  
/\* A helper function to count nodes in a Binary Tree \*/  
int countNodes (struct node\* root)  
{  
 if (root == NULL)  
 return 0;  
 return countNodes (root->left) +  
 countNodes (root->right) + 1;  
}  
  
// Following function is needed for library function qsort()  
int compare (const void \* a, const void \* b)  
{  
 return ( \*(int\*)a - \*(int\*)b );  
}  
  
/\* A helper function that copies contents of arr[] to Binary Tree.   
 This functon basically does Inorder traversal of Binary Tree and   
 one by one copy arr[] elements to Binary Tree nodes \*/  
void arrayToBST (int \*arr, struct node\* root, int \*index\_ptr)  
{  
 // Base Case  
 if (root == NULL)  
 return;  
  
 /\* first update the left subtree \*/  
 arrayToBST (arr, root->left, index\_ptr);  
  
 /\* Now update root's data and increment index \*/  
 root->data = arr[\*index\_ptr];  
 (\*index\_ptr)++;  
  
 /\* finally update the right subtree \*/  
 arrayToBST (arr, root->right, index\_ptr);  
}  
  
// This function converts a given Binary Tree to BST  
void binaryTreeToBST (struct node \*root)  
{  
 // base case: tree is empty  
 if(root == NULL)  
 return;  
  
 /\* Count the number of nodes in Binary Tree so that  
 we know the size of temporary array to be created \*/  
 int n = countNodes (root);  
  
 // Create a temp array arr[] and store inorder traversal of tree in arr[]  
 int \*arr = new int[n];  
 int i = 0;  
 storeInorder (root, arr, &i);  
  
 // Sort the array using library function for quick sort  
 qsort (arr, n, sizeof(arr[0]), compare);  
  
 // Copy array elements back to Binary Tree  
 i = 0;  
 arrayToBST (arr, root, &i);  
  
 // delete dynamically allocated memory to avoid meory leak  
 delete [] arr;  
}  
  
/\* Utility function to create a new Binary Tree node \*/  
struct node\* newNode (int data)  
{  
 struct node \*temp = new struct node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
 return temp;  
}  
  
/\* Utility function to print inorder traversal of Binary Tree \*/  
void printInorder (struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder (node->left);  
  
 /\* then print the data of node \*/  
 printf("%d ", node->data);  
  
 /\* now recur on right child \*/  
 printInorder (node->right);  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 struct node \*root = NULL;  
  
 /\* Constructing tree given in the above figure  
 10  
 / \  
 30 15  
 / \  
 20 5 \*/  
 root = newNode(10);  
 root->left = newNode(30);  
 root->right = newNode(15);  
 root->left->left = newNode(20);  
 root->right->right = newNode(5);  
  
 // convert Binary Tree to BST  
 binaryTreeToBST (root);  
  
 printf("Following is Inorder Traversal of the converted BST: \n");  
 printInorder (root);  
  
 return 0;  
}

Output:

Following is Inorder Traversal of the converted BST:  
5 10 15 20 30

We will be covering another method for this problem which converts the tree using O(height of tree) extra space.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/binary-tree-to-binary-search-tree-conversion/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Bottom View of a Binary Tree

Given a Binary Tree, we need to print the bottom view from left to right. A node x is there in output if x is the bottommost node at its horizontal distance. Horizontal distance of left child of a node x is equal to horizontal distance of x minus 1, and that of right child is horizontal distance of x plus 1.

Examples:

20  
 / \  
 8 22  
 / \ \  
 5 3 25  
 / \   
 10 14

For the above tree the output should be 5, 10, 3, 14, 25.

If there are multiple bottom-most nodes for a horizontal distance from root, then print the later one in level traversal. For example, in the below diagram, 3 and 4 are both the bottom-most nodes at horizontal distance 0, we need to print 4.

20  
 / \  
 8 22  
 / \ / \  
 5 3 4 25  
 / \   
 10 14

For the above tree the output should be 5, 10, 4, 14, 25.

**We strongly recommend to minimize your browser and try this yourself first.**

The following are steps to print Bottom View of Bianry Tree.  
 1. We put tree nodes in a queue for the level order traversal.  
 2. Start with the horizontal distance(hd) 0 of the root node, keep on adding left child to queue along with the horizontal distance as hd-1 and right child as hd+1.  
 3. Also, use a TreeMap which stores key value pair sorted on key.  
 4. Every time, we encounter a new horizontal distance or an existing horizontal distance put the node data for the horizontal distance as key. For the first time it will add to the map, next time it will replace the value. This will make sure that the bottom most element for that horizontal distance is present in the map and if you see the tree from beneath that you will see that element.

A Java based implementation is below :

// Java Program to print Bottom View of Binary Tree  
import java.util.\*;  
import java.util.Map.Entry;  
  
// Tree node class  
class TreeNode  
{  
 int data; //data of the node  
 int hd; //horizontal distance of the node  
 TreeNode left, right; //left and right references  
  
 // Constructor of tree node  
 public TreeNode(int key)  
 {  
 data = key;  
 hd = Integer.MAX\_VALUE;  
 left = right = null;  
 }  
}  
  
//Tree class  
class Tree  
{  
 TreeNode root; //root node of tree  
  
 // Default constructor  
 public Tree() {}  
  
 // Parameterized tree constructor  
 public Tree(TreeNode node)  
 {  
 root = node;  
 }  
  
 // Method that prints the bottom view.  
 public void bottomView()  
 {  
 if (root == null)  
 return;  
  
 // Initialize a variable 'hd' with 0 for the root element.  
 int hd = 0;  
  
 // TreeMap which stores key value pair sorted on key value  
 Map<Integer, Integer> map = new TreeMap<>();  
  
 // Queue to store tree nodes in level order traversal  
 Queue<TreeNode> queue = new LinkedList<TreeNode>();  
  
 // Assign initialized horizontal distance value to root  
 // node and add it to the queue.  
 root.hd = hd;  
 queue.add(root);  
  
 // Loop until the queue is empty (standard level order loop)  
 while (!queue.isEmpty())  
 {  
 TreeNode temp = queue.remove();  
  
 // Extract the horizontal distance value from the  
 // dequeued tree node.  
 hd = temp.hd;  
  
 // Put the dequeued tree node to TreeMap having key  
 // as horizontal distance. Every time we find a node  
 // having same horizontal distance we need to replace  
 // the data in the map.  
 map.put(hd, temp.data);  
  
 // If the dequeued node has a left child add it to the  
 // queue with a horizontal distance hd-1.  
 if (temp.left != null)  
 {  
 temp.left.hd = hd-1;  
 queue.add(temp.left);  
 }  
 // If the dequeued node has a left child add it to the  
 // queue with a horizontal distance hd+1.  
 if (temp.right != null)  
 {  
 temp.right.hd = hd+1;  
 queue.add(temp.right);  
 }  
 }  
  
 // Extract the entries of map into a set to traverse  
 // an iterator over that.  
 Set<Entry<Integer, Integer>> set = map.entrySet();  
  
 // Make an iterator  
 Iterator<Entry<Integer, Integer>> iterator = set.iterator();  
  
 // Traverse the map elements using the iterator.  
 while (iterator.hasNext())  
 {  
 Map.Entry<Integer, Integer> me = iterator.next();  
 System.out.print(me.getValue()+" ");  
 }  
 }  
}  
  
// Main driver class  
public class BottomView  
{  
 public static void main(String[] args)  
 {  
 TreeNode root = new TreeNode(20);  
 root.left = new TreeNode(8);  
 root.right = new TreeNode(22);  
 root.left.left = new TreeNode(5);  
 root.left.right = new TreeNode(3);  
 root.right.left = new TreeNode(4);  
 root.right.right = new TreeNode(25);  
 root.left.right.left = new TreeNode(10);  
 root.left.right.right = new TreeNode(14);  
 Tree tree = new Tree(root);  
 System.out.println("Bottom view of the given binary tree:");  
 tree.bottomView();  
 }  
}

Output:

Bottom view of the given binary tree:  
5 10 4 14 25

**Exercise:** Extend the above solution to print all bottommost nodes at a horizontal distance if there are multiple bottommost nodes. For the above second example, the output should be 5 10 3 4 14 25.

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/bottom-view-binary-tree/>

# Boundary Traversal of binary tree

Given a binary tree, print boundary nodes of the binary tree Anti-Clockwise starting from the root. For example, boundary traversal of the following tree is “20 8 4 10 14 25 22″

[![BoundryTraversal](data:image/gif;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/BoundryTraversal.gif)  
 We break the problem in 3 parts:  
 **1.** Print the left boundary in top-down manner.  
 **2.** Print all leaf nodes from left to right, which can again be sub-divided into two sub-parts:  
 …..**2.1** Print all leaf nodes of left sub-tree from left to right.  
 …..**2.2** Print all leaf nodes of right subtree from left to right.  
 **3.** Print the right boundary in bottom-up manner.

We need to take care of one thing that nodes are not printed again. e.g. The left most node is also the leaf node of the tree.

Based on the above cases, below is the implementation:

/\* program for boundary traversal of a binary tree \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// A simple function to print leaf nodes of a binary tree  
void printLeaves(struct node\* root)  
{  
 if ( root )  
 {  
 printLeaves(root->left);  
  
 // Print it if it is a leaf node  
 if ( !(root->left) && !(root->right) )  
 printf("%d ", root->data);  
  
 printLeaves(root->right);  
 }  
}  
  
// A function to print all left boundry nodes, except a leaf node.  
// Print the nodes in TOP DOWN manner  
void printBoundaryLeft(struct node\* root)  
{  
 if (root)  
 {  
 if (root->left)  
 {  
 // to ensure top down order, print the node  
 // before calling itself for left subtree  
 printf("%d ", root->data);  
 printBoundaryLeft(root->left);  
 }  
 else if( root->right )  
 {  
 printf("%d ", root->data);  
 printBoundaryLeft(root->right);  
 }  
 // do nothing if it is a leaf node, this way we avoid  
 // duplicates in output  
 }  
}  
  
// A function to print all right boundry nodes, except a leaf node  
// Print the nodes in BOTTOM UP manner  
void printBoundaryRight(struct node\* root)  
{  
 if (root)  
 {  
 if ( root->right )  
 {  
 // to ensure bottom up order, first call for right  
 // subtree, then print this node  
 printBoundaryRight(root->right);  
 printf("%d ", root->data);  
 }  
 else if ( root->left )  
 {  
 printBoundaryRight(root->left);  
 printf("%d ", root->data);  
 }  
 // do nothing if it is a leaf node, this way we avoid  
 // duplicates in output  
 }  
}  
  
  
// A function to do boundary traversal of a given binary tree  
void printBoundary (struct node\* root)  
{  
 if (root)  
 {  
 printf("%d ",root->data);  
  
 // Print the left boundary in top-down manner.  
 printBoundaryLeft(root->left);  
  
 // Print all leaf nodes  
 printLeaves(root->left);  
 printLeaves(root->right);  
  
 // Print the right boundary in bottom-up manner  
 printBoundaryRight(root->right);  
 }  
}  
  
// A utility function to create a node  
struct node\* newNode( int data )  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
  
 temp->data = data;  
 temp->left = temp->right = NULL;  
  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printBoundary( root );  
  
 return 0;  
}

Output:

20 8 4 10 14 25 22

Time Complexity: O(n) where n is the number of nodes in binary tree.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/boundary-traversal-of-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Check if a binary tree is subtree of another binary tree | Set 2

Given two binary trees, check if the first tree is subtree of the second one. A subtree of a tree T is a tree S consisting of a node in T and all of its descendants in T.

The subtree corresponding to the root node is the entire tree; the subtree corresponding to any other node is called a proper subtree.

For example, in the following case, Tree1 is a subtree of Tree2.

Tree1  
 x   
 / \  
 a b  
 \  
 c  
  
  
 Tree2  
 z  
 / \  
 x e  
 / \ \  
 a b k  
 \  
 c

We have discussed [a O(n2) solution for this problem](http://www.geeksforgeeks.org/check-if-a-binary-tree-is-subtree-of-another-binary-tree/). In this post a O(n) solution is discussed. The idea is based on the fact that [inorder and preorder/postorder uniquely identify a binary tree](http://www.geeksforgeeks.org/if-you-are-given-two-traversal-sequences-can-you-construct-the-binary-tree/). Tree S is a subtree of T if both inorder and preorder traversals of S arew substrings of inorder and preorder traversals of T respectively.

Following are detailed steps.

**1**) Find inorder and preorder traversals of T, store them in two auxiliary arrays inT[] and preT[].

**2**) Find inorder and preorder traversals of S, store them in two auxiliary arrays inS[] and preS[].

**3**) If inS[] is a subarray of inT[] and preS[] is a subarray preT[], then S is a subtree of T. Else not.

We can also use postorder traversal in place of preorder in the above algorithm.

Let us consider the above example

Inorder and Preorder traversals of the big tree are.  
inT[] = {a, c, x, b, z, e, k}  
preT[] = {z, x, a, c, b, e, k}  
  
Inorder and Preorder traversals of small tree are  
inS[] = {a, c, x, b}  
preS[] = {x, a, c, b}  
  
We can easily figure out that inS[] is a subarray of  
inT[] and preS[] is a subarray of preT[].

**EDIT**

The above algorithm doesn't work for cases where a tree is present  
in another tree, but not as a subtree. Consider the following example.  
  
 Tree1  
 x   
 / \  
 a b  
 /   
 c   
  
  
 Tree2  
 x   
 / \  
 a b  
 / \  
 c d  
  
Inorder and Preorder traversals of the big tree or Tree2 are.  
  
Inorder and Preorder traversals of small tree or Tree1 are  
  
The Tree2 is not a subtree of Tree1, but inS[] and preS[] are  
subarrays of inT[] and preT[] respectively.

The above algorithm can be extended to handle such cases by adding a special character whenever we encounter NULL in inorder and preorder traversals. Thanks to Shivam Goel for suggesting this extension.

Following is C++ implementation of above algorithm.

#include <iostream>  
#include <cstring>  
using namespace std;  
#define MAX 100  
  
// Structure of a tree node  
struct Node  
{  
 char key;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new BST node  
Node \*newNode(char item)  
{  
 Node \*temp = new Node;  
 temp->key = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to store inorder traversal of tree rooted  
// with root in an array arr[]. Note that i is passed as reference  
void storeInorder(Node \*root, char arr[], int &i)  
{  
 if (root == NULL)  
 {  
 arr[i++] = '$';  
 return;  
 }  
 storeInorder(root->left, arr, i);  
 arr[i++] = root->key;  
 storeInorder(root->right, arr, i);  
}  
  
// A utility function to store preorder traversal of tree rooted  
// with root in an array arr[]. Note that i is passed as reference  
void storePreOrder(Node \*root, char arr[], int &i)  
{  
 if (root == NULL)  
 {  
 arr[i++] = '$';  
 return;  
 }  
 arr[i++] = root->key;  
 storePreOrder(root->left, arr, i);  
 storePreOrder(root->right, arr, i);  
}  
  
/\* This function returns true if S is a subtree of T, otherwise false \*/  
bool isSubtree(Node \*T, Node \*S)  
{  
 /\* base cases \*/  
 if (S == NULL) return true;  
 if (T == NULL) return false;  
  
 // Store Inorder traversals of T and S in inT[0..m-1]  
 // and inS[0..n-1] respectively  
 int m = 0, n = 0;  
 char inT[MAX], inS[MAX];  
 storeInorder(T, inT, m);  
 storeInorder(S, inS, n);  
 inT[m] = '\0', inS[n] = '\0';  
  
 // If inS[] is not a substring of preS[], return false  
 if (strstr(inT, inS) == NULL)  
 return false;  
  
 // Store Preorder traversals of T and S in inT[0..m-1]  
 // and inS[0..n-1] respectively  
 m = 0, n = 0;  
 char preT[MAX], preS[MAX];  
 storePreOrder(T, preT, m);  
 storePreOrder(S, preS, n);  
 preT[m] = '\0', preS[n] = '\0';  
  
 // If inS[] is not a substring of preS[], return false  
 // Else return true  
 return (strstr(preT, preS) != NULL);  
}  
  
// Driver program to test above function  
int main()  
{  
 Node \*T = newNode('a');  
 T->left = newNode('b');  
 T->right = newNode('d');  
 T->left->left = newNode('c');  
 T->right->right = newNode('e');  
  
 Node \*S = newNode('a');  
 S->left = newNode('b');  
 S->left->left = newNode('c');  
 S->right = newNode('d');  
  
 if (isSubtree(T, S))  
 cout << "Yes: S is a subtree of T";  
 else  
 cout << "No: S is NOT a subtree of T";  
  
 return 0;  
}

Output:

No: S is NOT a subtree of T

Time Complexity: Inorder and Preorder traversals of Binary Tree take O(n) time. The function [strstr()](http://www.cplusplus.com/reference/cstring/strstr/) can also be implemented in O(n) time using [KMP string matching algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/).

Auxiliary Space: O(n)

Thanks to **Ashwini Singh** for suggesting this method. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-binary-tree-subtree-another-binary-tree-set-2/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)
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# Check for Children Sum Property in a Binary Tree.

Given a binary tree, write a function that returns true if the tree satisfies below property.

For every node, data value must be equal to sum of data values in left and right children. Consider data value as 0 for NULL children. Below tree is an example

[![sum_property_tree](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/sum_property_tree.gif)

**Algorithm:**  
 Traverse the given binary tree. For each node check (recursively) if the node and both its children satisfy the Children Sum Property, if so then return true else return false.

**Implementation:**

/\* Program to check children sum property \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, left child and right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* returns 1 if children sum property holds for the given  
 node and both of its children\*/  
int isSumProperty(struct node\* node)  
{  
 /\* left\_data is left child data and right\_data is for right child data\*/  
 int left\_data = 0, right\_data = 0;  
  
 /\* If node is NULL or it's a leaf node then  
 return true \*/  
 if(node == NULL ||  
 (node->left == NULL && node->right == NULL))  
 return 1;  
 else  
 {  
 /\* If left child is not present then 0 is used  
 as data of left child \*/  
 if(node->left != NULL)  
 left\_data = node->left->data;  
  
 /\* If right child is not present then 0 is used  
 as data of right child \*/  
 if(node->right != NULL)  
 right\_data = node->right->data;  
  
 /\* if the node and both of its children satisfy the  
 property return 1 else 0\*/  
 if((node->data == left\_data + right\_data)&&  
 isSumProperty(node->left) &&  
 isSumProperty(node->right))  
 return 1;  
 else  
 return 0;  
 }  
}  
  
/\*  
 Helper function that allocates a new node  
 with the given data and NULL left and right  
 pointers.  
\*/  
struct node\* newNode(int data)  
{  
 struct node\* node =  
 (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 struct node \*root = newNode(10);  
 root->left = newNode(8);  
 root->right = newNode(2);  
 root->left->left = newNode(3);  
 root->left->right = newNode(5);  
 root->right->right = newNode(2);  
 if(isSumProperty(root))  
 printf("The given tree satisfies the children sum property ");  
 else  
 printf("The given tree does not satisfy the children sum property ");  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n), we are doing a complete traversal of the tree.

As an exercise, extend the above question for an n-ary tree.

This question was asked by Shekhar.

Please write comments if you find any bug in the above algorithm or a better way to solve the same problem.

### Source

<http://www.geeksforgeeks.org/check-for-children-sum-property-in-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Check for Identical BSTs without building the trees

Given two arrays which represent a sequence of keys. Imagine we make a Binary Search Tree (BST) from each array. We need to tell whether two BSTs will be identical or not without actually constructing the tree.

Examples  
 For example, the input arrays are {2, 4, 3, 1} and {2, 1, 4, 3} will construct the same tree

Let the input arrays be a[] and b[]  
  
Example 1:  
a[] = {2, 4, 1, 3} will construct following tree.  
 2  
 / \  
1 4  
 /  
 3  
b[] = {2, 4, 3, 1} will also also construct the same tree.  
 2  
 / \  
1 4  
 /  
 3   
So the output is "True"  
  
Example 2:  
a[] = {8, 3, 6, 1, 4, 7, 10, 14, 13}  
b[] = {8, 10, 14, 3, 6, 4, 1, 7, 13}  
  
They both construct the same following BST, so output is "True"  
 8  
 / \  
 3 10  
 / \ \  
 1 6 14  
 / \ /  
 4 7 13

**Solution:**  
 According to BST property, elements of left subtree must be smaller and elements of right subtree must be greater than root.  
 Two arrays represent sane BST if for every element x, the elements in left and right subtrees of x appear after it in both arrays. And same is true for roots of left and right subtrees.  
 The idea is to check of if next smaller and greater elements are same in both arrays. Same properties are recursively checked for left and right subtrees. The idea looks simple, but implementation requires checking all conditions for all elements. Following is an interesting recursive implementation of the idea.

// A C program to check for Identical BSTs without building the trees  
#include<stdio.h>  
#include<limits.h>  
#include<stdbool.h>  
  
/\* The main function that checks if two arrays a[] and b[] of size n construct  
 same BST. The two values 'min' and 'max' decide whether the call is made for  
 left subtree or right subtree of a parent element. The indexes i1 and i2 are  
 the indexes in (a[] and b[]) after which we search the left or right child.  
 Initially, the call is made for INT\_MIN and INT\_MAX as 'min' and 'max'  
 respectively, because root has no parent.  
 i1 and i2 are just after the indexes of the parent element in a[] and b[]. \*/  
bool isSameBSTUtil(int a[], int b[], int n, int i1, int i2, int min, int max)  
{  
 int j, k;  
  
 /\* Search for a value satisfying the constraints of min and max in a[] and   
 b[]. If the parent element is a leaf node then there must be some   
 elements in a[] and b[] satisfying constraint. \*/  
 for (j=i1; j<n; j++)  
 if (a[j]>min && a[j]<max)  
 break;  
 for (k=i2; k<n; k++)  
 if (b[k]>min && b[k]<max)  
 break;  
  
 /\* If the parent element is leaf in both arrays \*/  
 if (j==n && k==n)  
 return true;  
  
 /\* Return false if any of the following is true  
 a) If the parent element is leaf in one array, but non-leaf in other.  
 b) The elements satisfying constraints are not same. We either search  
 for left child or right child of the parent element (decinded by min  
 and max values). The child found must be same in both arrays \*/  
 if (((j==n)^(k==n)) || a[j]!=b[k])  
 return false;  
  
 /\* Make the current child as parent and recursively check for left and right  
 subtrees of it. Note that we can also pass a[k] in place of a[j] as they  
 are both are same \*/  
 return isSameBSTUtil(a, b, n, j+1, k+1, a[j], max) && // Right Subtree  
 isSameBSTUtil(a, b, n, j+1, k+1, min, a[j]); // Left Subtree  
}  
  
// A wrapper over isSameBSTUtil()  
bool isSameBST(int a[], int b[], int n)  
{  
 return isSameBSTUtil(a, b, n, 0, 0, INT\_MIN, INT\_MAX);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int a[] = {8, 3, 6, 1, 4, 7, 10, 14, 13};  
 int b[] = {8, 10, 14, 3, 6, 4, 1, 7, 13};  
 int n=sizeof(a)/sizeof(a[0]);  
 printf("%s\n", isSameBST(a, b, n)?  
 "BSTs are same":"BSTs not same");  
 return 0;  
}

Output:

BSTs are same

This article is compiled by[**Amit Jain**](http://in.linkedin.com/in/amitjainju/). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-for-identical-bsts-without-building-the-trees/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)
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# Check if a given Binary Tree is height balanced like a Red-Black Tree

In a [Red-Black Tree](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), the maximum height of a node is at most twice the minimum height ([The four Red-Black tree properties](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/) make sure this is always followed). Given a Binary Search Tree, we need to check for following property.  
 *For every node, length of the longest leaf to node path has not more than twice the nodes on shortest path from node to leaf.*

12 40  
 \ / \   
 14 10 100   
 \ / \  
 16 60 150   
 Cannot be a Red-Black Tree It can be Red-Black Tree  
 with any color assignment  
 Max height of 12 is 1  
 Min height of 12 is 3  
  
  
 10  
 / \  
 5 100  
 / \  
 50 150  
 /  
 40   
 It can also be Red-Black Tree

Expected time complexity is O(n). The tree should be traversed at-most once in the solution.

***We strongly recommend to minimize the browser and try this yourself first.***  
 For every node, we need to get the maximum and minimum heights and compare them. The idea is to traverse the tree and for every node check if it’s balanced. We need to write a recursive function that returns three things, a boolean value to indicate the tree is balanced or not, minimum height and maximum height. To return multiple values, we can either use a structure or pass variables by reference. We have passed maxh and minh by reference so that the values can be used in parent calls.

/\* Program to check if a given Binary Tree is balanced like a Red-Black Tree \*/  
#include <iostream>  
using namespace std;  
  
struct Node  
{  
 int key;  
 Node \*left, \*right;  
};  
  
/\* utility that allocates a new Node with the given key \*/  
Node\* newNode(int key)  
{  
 Node\* node = new Node;  
 node->key = key;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
// Returns returns tree if the Binary tree is balanced like a Red-Black  
// tree. This function also sets value in maxh and minh (passed by  
// reference). maxh and minh are set as maximum and minimum heights of root.  
bool isBalancedUtil(Node \*root, int &maxh, int &minh)  
{  
 // Base case  
 if (root == NULL)  
 {  
 maxh = minh = 0;  
 return true;  
 }  
  
 int lmxh, lmnh; // To store max and min heights of left subtree  
 int rmxh, rmnh; // To store max and min heights of right subtree  
  
 // Check if left subtree is balanced, also set lmxh and lmnh  
 if (isBalancedUtil(root->left, lmxh, lmnh) == false)  
 return false;  
  
 // Check if right subtree is balanced, also set rmxh and rmnh  
 if (isBalancedUtil(root->right, rmxh, rmnh) == false)  
 return false;  
  
 // Set the max and min heights of this node for the parent call  
 maxh = max(lmxh, rmxh) + 1;  
 minh = min(lmnh, rmnh) + 1;  
  
 // See if this node is balanced  
 if (maxh <= 2\*minh)  
 return true;  
  
 return false;  
}  
  
// A wrapper over isBalancedUtil()  
bool isBalanced(Node \*root)  
{  
 int maxh, minh;  
 return isBalancedUtil(root, maxh, minh);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 Node \* root = newNode(10);  
 root->left = newNode(5);  
 root->right = newNode(100);  
 root->right->left = newNode(50);  
 root->right->right = newNode(150);  
 root->right->left->left = newNode(40);  
 isBalanced(root)? cout << "Balanced" : cout << "Not Balanced";  
  
 return 0;  
}

Output:

Balanced

Time Complexity: Time Complexity of above code is O(n) as the code does a simple tree traversal.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-given-binary-tree-follows-height-property-red-black-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Check if a binary tree is subtree of another binary tree | Set 1

Given two binary trees, check if the first tree is subtree of the second one. A subtree of a tree T is a tree S consisting of a node in T and all of its descendants in T. The subtree corresponding to the root node is the entire tree; the subtree corresponding to any other node is called a proper subtree.

For example, in the following case, tree S is a subtree of tree T.

Tree S  
 10   
 / \   
 4 6  
 \  
 30

Tree T  
 26  
 / \  
 10 3  
 / \ \  
 4 6 3  
 \  
 30

**Solution:** Traverse the tree T in preorder fashion. For every visited node in the traversal, see if the subtree rooted with this node is identical to S.

Following is C implementation for this.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, left child and right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* A utility function to check whether trees with roots as root1 and  
 root2 are identical or not \*/  
bool areIdentical(struct node \* root1, struct node \*root2)  
{  
 /\* base cases \*/  
 if (root1 == NULL && root2 == NULL)  
 return true;  
  
 if (root1 == NULL || root2 == NULL)  
 return false;  
  
 /\* Check if the data of both roots is same and data of left and right  
 subtrees are also same \*/  
 return (root1->data == root2->data &&  
 areIdentical(root1->left, root2->left) &&  
 areIdentical(root1->right, root2->right) );  
}  
  
  
/\* This function returns true if S is a subtree of T, otherwise false \*/  
bool isSubtree(struct node \*T, struct node \*S)  
{  
 /\* base cases \*/  
 if (S == NULL)  
 return true;  
  
 if (T == NULL)  
 return false;  
  
 /\* Check the tree with root as current node \*/  
 if (areIdentical(T, S))  
 return true;  
  
 /\* If the tree with root as current node doesn't match then  
 try left and right subtrees one by one \*/  
 return isSubtree(T->left, S) ||  
 isSubtree(T->right, S);  
}  
  
  
/\* Helper function that allocates a new node with the given data  
 and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node =  
 (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 /\* Construct the following tree  
 26  
 / \  
 10 3  
 / \ \  
 4 6 3  
 \  
 30  
 \*/  
 struct node \*T = newNode(26);  
 T->right = newNode(3);  
 T->right->right = newNode(3);  
 T->left = newNode(10);  
 T->left->left = newNode(4);  
 T->left->left->right = newNode(30);  
 T->left->right = newNode(6);  
  
 /\* Construct the following tree  
 10  
 / \  
 4 6  
 \  
 30  
 \*/  
 struct node \*S = newNode(10);  
 S->right = newNode(6);  
 S->left = newNode(4);  
 S->left->right = newNode(30);  
  
  
 if (isSubtree(T, S))  
 printf("Tree S is subtree of tree T");  
 else  
 printf("Tree S is not a subtree of tree T");  
  
 getchar();  
 return 0;  
}

Output:

Tree S is subtree of tree T

Time Complexity: Time worst case complexity of above solution is O(mn) where m and n are number of nodes in given two trees.

We can solve the above problem in O(n) time. Please refer [Check if a binary tree is subtree of another binary tree | Set 2 fo](http://www.geeksforgeeks.org/check-binary-tree-subtree-another-binary-tree-set-2/)r O(n) solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-if-a-binary-tree-is-subtree-of-another-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Check whether a given Binary Tree is Complete or not | Set 1 (Iterative Solution)

Given a Binary Tree, write a function to check whether the given Binary Tree is Complete Binary Tree or not.

A [complete binary tree](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees) is a binary tree in which every level, except possibly the last, is completely filled, and all nodes are as far left as possible. See following examples.

The following trees are examples of Complete Binary Trees  
 1  
 / \  
 2 3  
   
 1  
 / \  
 2 3  
 /  
 4  
  
 1  
 / \  
 2 3  
 / \ /  
 4 5 6

The following trees are examples of Non-Complete Binary Trees  
 1  
 \  
 3  
   
 1  
 / \  
 2 3  
 \ / \   
 4 5 6  
  
 1  
 / \  
 2 3  
 / \  
 4 5

Source: [Write an algorithm to check if a tree is complete binary tree or not](http://geeksforgeeks.org/forum/topic/write-an-algorithm-to-check-if-a-tree-is-complete-binary-tree-or-not)

The method 2 of [level order traversal post](http://www.geeksforgeeks.org/archives/2686) can be easily modified to check whether a tree is Complete or not. To understand the approach, let us first define a term ‘Full Node’. A node is ‘Full Node’ if both left and right children are not empty (or not NULL).  
 The approach is to do a level order traversal starting from root. In the traversal, once a node is found which is NOT a Full Node, all the following nodes must be leaf nodes.  
 Also, one more thing needs to be checked to handle the below case: If a node has empty left child, then the right child must be empty.

1  
 / \  
 2 3  
 \  
 4

Thanks to Guddu Sharma for suggesting this simple and efficient approach.

// A program to check if a given binary tree is complete or not  
#include <stdio.h>  
#include <stdlib.h>  
#include <stdbool.h>  
#define MAX\_Q\_SIZE 500  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* frunction prototypes for functions needed for Queue data  
 structure. A queue is needed for level order tarversal \*/  
struct node\*\* createQueue(int \*, int \*);  
void enQueue(struct node \*\*, int \*, struct node \*);  
struct node \*deQueue(struct node \*\*, int \*);  
bool isQueueEmpty(int \*front, int \*rear);  
  
/\* Given a binary tree, return true if the tree is complete  
 else false \*/  
bool isCompleteBT(struct node\* root)  
{  
 // Base Case: An empty tree is complete Binary Tree  
 if (root == NULL)  
 return true;  
  
 // Create an empty queue  
 int rear, front;  
 struct node \*\*queue = createQueue(&front, &rear);  
  
 // Create a flag variable which will be set true  
 // when a non full node is seen  
 bool flag = false;  
  
 // Do level order traversal using queue.  
 enQueue(queue, &rear, root);  
 while(!isQueueEmpty(&front, &rear))  
 {  
 struct node \*temp\_node = deQueue(queue, &front);  
  
 /\* Ceck if left child is present\*/  
 if(temp\_node->left)  
 {  
 // If we have seen a non full node, and we see a node  
 // with non-empty left child, then the given tree is not  
 // a complete Binary Tree  
 if (flag == true)  
 return false;  
  
 enQueue(queue, &rear, temp\_node->left); // Enqueue Left Child  
 }  
 else // If this a non-full node, set the flag as true  
 flag = true;  
  
 /\* Ceck if right child is present\*/  
 if(temp\_node->right)  
 {  
 // If we have seen a non full node, and we see a node  
 // with non-empty left child, then the given tree is not  
 // a complete Binary Tree  
 if(flag == true)  
 return false;  
  
 enQueue(queue, &rear, temp\_node->right); // Enqueue Right Child  
 }  
 else // If this a non-full node, set the flag as true  
 flag = true;  
 }  
  
 // If we reach here, then the tree is complete Bianry Tree  
 return true;  
}  
  
  
/\*UTILITY FUNCTIONS\*/  
struct node\*\* createQueue(int \*front, int \*rear)  
{  
 struct node \*\*queue =  
 (struct node \*\*)malloc(sizeof(struct node\*)\*MAX\_Q\_SIZE);  
  
 \*front = \*rear = 0;  
 return queue;  
}  
  
void enQueue(struct node \*\*queue, int \*rear, struct node \*new\_node)  
{  
 queue[\*rear] = new\_node;  
 (\*rear)++;  
}  
  
struct node \*deQueue(struct node \*\*queue, int \*front)  
{  
 (\*front)++;  
 return queue[\*front - 1];  
}  
  
bool isQueueEmpty(int \*front, int \*rear)  
{  
 return (\*rear == \*front);  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 /\* Let us construct the following Binary Tree which  
 is not a complete Binary Tree  
 1  
 / \  
 2 3  
 / \ \  
 4 5 6  
 \*/  
  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->right = newNode(6);  
  
 if ( isCompleteBT(root) == true )  
 printf ("Complete Binary Tree");  
 else  
 printf ("NOT Complete Binary Tree");  
  
 return 0;  
}

Output:

NOT Complete Binary Tree

*Time Complexity:* O(n) where n is the number of nodes in given Binary Tree

*Auxiliary Space:* O(n) for queue.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/check-if-a-given-binary-tree-is-complete-tree-or-not/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Microsoft Interview | Set 3](http://www.geeksforgeeks.org/microsoft-interview-set-3/) [Amazon Interview | Set 4 →](http://www.geeksforgeeks.org/amazon-interview-set-4-2/)

# Check if a given Binary Tree is SumTree

Write a function that returns true if the given Binary Tree is SumTree else false. A SumTree is a Binary Tree where the value of a node is equal to sum of the nodes present in its left subtree and right subtree. An empty tree is SumTree and sum of an empty tree can be considered as 0. A leaf node is also considered as SumTree.

Following is an example of SumTree.

26  
 / \  
 10 3  
 / \ \  
 4 6 3

**Method 1 ( Simple )**  
 Get the sum of nodes in left subtree and right subtree. Check if the sum calculated is equal to root’s data. Also, recursively check if the left and right subtrees are SumTrees.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, left child and right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* A utility function to get the sum of values in tree with root  
 as root \*/  
int sum(struct node \*root)  
{  
 if(root == NULL)  
 return 0;  
 return sum(root->left) + root->data + sum(root->right);  
}  
  
/\* returns 1 if sum property holds for the given  
 node and both of its children \*/  
int isSumTree(struct node\* node)  
{  
 int ls, rs;  
  
 /\* If node is NULL or it's a leaf node then  
 return true \*/  
 if(node == NULL ||  
 (node->left == NULL && node->right == NULL))  
 return 1;  
  
 /\* Get sum of nodes in left and right subtrees \*/  
 ls = sum(node->left);  
 rs = sum(node->right);  
  
 /\* if the node and both of its children satisfy the  
 property return 1 else 0\*/  
 if((node->data == ls + rs)&&  
 isSumTree(node->left) &&  
 isSumTree(node->right))  
 return 1;  
  
 return 0;  
}  
  
/\*  
 Helper function that allocates a new node  
 with the given data and NULL left and right  
 pointers.  
\*/  
struct node\* newNode(int data)  
{  
 struct node\* node =  
 (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 struct node \*root = newNode(26);  
 root->left = newNode(10);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(6);  
 root->right->right = newNode(3);  
 if(isSumTree(root))  
 printf("The given tree is a SumTree ");  
 else  
 printf("The given tree is not a SumTree ");  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2) in worst case. Worst case occurs for a skewed tree.

**Method 2 ( Tricky )**  
 The Method 1 uses sum() to get the sum of nodes in left and right subtrees. The method 2 uses following rules to get the sum directly.  
 1) If the node is a leaf node then sum of subtree rooted with this node is equal to value of this node.  
 2) If the node is not a leaf node then sum of subtree rooted with this node is twice the value of this node (Assuming that the tree rooted with this node is SumTree).

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, left child and right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Utillity function to check if the given node is leaf or not \*/  
int isLeaf(struct node \*node)  
{  
 if(node == NULL)  
 return 0;  
 if(node->left == NULL && node->right == NULL)  
 return 1;  
 return 0;  
}  
  
/\* returns 1 if SumTree property holds for the given  
 tree \*/  
int isSumTree(struct node\* node)  
{  
 int ls; // for sum of nodes in left subtree  
 int rs; // for sum of nodes in right subtree  
  
 /\* If node is NULL or it's a leaf node then  
 return true \*/  
 if(node == NULL || isLeaf(node))  
 return 1;  
  
 if( isSumTree(node->left) && isSumTree(node->right))  
 {  
 // Get the sum of nodes in left subtree  
 if(node->left == NULL)  
 ls = 0;  
 else if(isLeaf(node->left))  
 ls = node->left->data;  
 else  
 ls = 2\*(node->left->data);  
  
 // Get the sum of nodes in right subtree  
 if(node->right == NULL)  
 rs = 0;  
 else if(isLeaf(node->right))  
 rs = node->right->data;  
 else  
 rs = 2\*(node->right->data);  
  
 /\* If root's data is equal to sum of nodes in left  
 and right subtrees then return 1 else return 0\*/  
 return(node->data == ls + rs);  
 }  
  
 return 0;  
}  
  
/\* Helper function that allocates a new node  
 with the given data and NULL left and right  
 pointers.  
\*/  
struct node\* newNode(int data)  
{  
 struct node\* node =  
 (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 struct node \*root = newNode(26);  
 root->left = newNode(10);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(6);  
 root->right->right = newNode(3);  
 if(isSumTree(root))  
 printf("The given tree is a SumTree ");  
 else  
 printf("The given tree is not a SumTree ");  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/check-if-a-given-binary-tree-is-sumtree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Check if each internal node of a BST has exactly one child

Given Preorder traversal of a BST, check if each non-leaf node has only one child. Assume that the BST contains unique entries.

Examples

Input: pre[] = {20, 10, 11, 13, 12}  
Output: Yes  
The give array represents following BST. In the following BST, every internal  
node has exactly 1 child. Therefor, the output is true.  
 20  
 /  
 10  
 \  
 11  
 \  
 13  
 /  
 12

In Preorder traversal, descendants (or Preorder successors) of every node appear after the node. In the above example, 20 is the first node in preorder and all descendants of 20 appear after it. All descendants of 20 are smaller than it. For 10, all descendants are greater than it. In general, we can say, if all internal nodes have only one child in a BST, then all the descendants of every node are either smaller or larger than the node. The reason is simple, since the tree is BST and every node has only one child, all descendants of a node will either be on left side or right side, means all descendants will either be smaller or greater.

**Approach 1 (Naive)**  
 This approach simply follows the above idea that all values on right side are either smaller or larger. Use two loops, the outer loop picks an element one by one, starting from the leftmost element. The inner loop checks if all elements on the right side of the picked element are either smaller or greater. The time complexity of this method will be O(n^2).

**Approach 2**  
 Since all the descendants of a node must either be larger or smaller than the node. We can do following for every node in a loop.  
 1. Find the next preorder successor (or descendant) of the node.  
 2. Find the last preorder successor (last element in pre[]) of the node.  
 3. If both successors are less than the current node, or both successors are greater than the current node, then continue. Else, return false.

#include <stdio.h>  
  
bool hasOnlyOneChild(int pre[], int size)  
{  
 int nextDiff, lastDiff;  
  
 for (int i=0; i<size-1; i++)  
 {  
 nextDiff = pre[i] - pre[i+1];  
 lastDiff = pre[i] - pre[size-1];  
 if (nextDiff\*lastDiff < 0)  
 return false;;  
 }  
 return true;  
}  
  
// driver program to test above function  
int main()  
{  
 int pre[] = {8, 3, 5, 7, 6};  
 int size = sizeof(pre)/sizeof(pre[0]);  
 if (hasOnlyOneChild(pre, size) == true )  
 printf("Yes");  
 else  
 printf("No");  
 return 0;  
}

Output:

Yes

**Approach 3**  
 1. Scan the last two nodes of preorder & mark them as min & max.  
 2. Scan every node down the preorder array. Each node must be either smaller than the min node or larger than the max node. Update min & max accordingly.

#include <stdio.h>  
  
int hasOnlyOneChild(int pre[], int size)  
{  
 // Initialize min and max using last two elements  
 int min, max;  
 if (pre[size-1] > pre[size-2])  
 {  
 max = pre[size-1];  
 min = pre[size-2]):  
 else  
 {  
 max = pre[size-2];  
 min = pre[size-1];  
 }  
  
  
 // Every element must be either smaller than min or  
 // greater than max  
 for (int i=size-3; i>=0; i--)  
 {  
 if (pre[i] < min)  
 min = pre[i];  
 else if (pre[i] > max)  
 max = pre[i];  
 else  
 return false;  
 }  
 return true;  
}  
  
// Driver program to test above function  
int main()  
{  
 int pre[] = {8, 3, 5, 7, 6};  
 int size = sizeof(pre)/sizeof(pre[0]);  
 if (hasOnlyOneChild(pre,size))  
 printf("Yes");  
 else  
 printf("No");  
 return 0;  
}

Output:

Yes

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-if-each-internal-node-of-a-bst-has-exactly-one-child/>

# Check if all leaves are at same level

Given a Binary Tree, check if all leaves are at same level or not.

12  
 / \  
 5 7   
 / \   
 3 1  
 Leaves are at same level  
  
 12  
 / \  
 5 7   
 /   
 3   
 Leaves are Not at same level  
  
  
 12  
 /   
 5   
 / \   
 3 9  
 / /  
 1 2  
 Leaves are at same level

We strongly recommend you to minimize the browser and try this yourself first.

The idea is to first find level of the leftmost leaf and store it in a variable leafLevel. Then compare level of all other leaves with leafLevel, if same, return true, else return false. We traverse the given Binary Tree in Preorder fashion. An argument leaflevel is passed to all calls. The value of leafLevel is initialized as 0 to indicate that the first leaf is not yet seen yet. The value is updated when we find first leaf. Level of subsequent leaves (in preorder) is compared with leafLevel.

// C program to check if all leaves are at same level  
#include <stdio.h>  
#include <stdlib.h>  
  
// A binary tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to allocate a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
/\* Recursive function which checks whether all leaves are at same level \*/  
bool checkUtil(struct Node \*root, int level, int \*leafLevel)  
{  
 // Base case  
 if (root == NULL) return true;  
  
 // If a leaf node is encountered  
 if (root->left == NULL && root->right == NULL)  
 {  
 // When a leaf node is found first time  
 if (\*leafLevel == 0)  
 {  
 \*leafLevel = level; // Set first found leaf's level  
 return true;  
 }  
  
 // If this is not first leaf node, compare its level with  
 // first leaf's level  
 return (level == \*leafLevel);  
 }  
  
 // If this node is not leaf, recursively check left and right subtrees  
 return checkUtil(root->left, level+1, leafLevel) &&  
 checkUtil(root->right, level+1, leafLevel);  
}  
  
/\* The main function to check if all leafs are at same level.  
 It mainly uses checkUtil() \*/  
bool check(struct Node \*root)  
{  
 int level = 0, leafLevel = 0;  
 return checkUtil(root, level, &leafLevel);  
}  
  
// Driver program to test above function  
int main()  
{  
 // Let us create tree shown in thirdt example  
 struct Node \*root = newNode(12);  
 root->left = newNode(5);  
 root->left->left = newNode(3);  
 root->left->right = newNode(9);  
 root->left->left->left = newNode(1);  
 root->left->right->left = newNode(1);  
 if (check(root))  
 printf("Leaves are at same level\n");  
 else  
 printf("Leaves are not at same level\n");  
 getchar();  
 return 0;  
}

Output:

Leaves are at same level

Time Complexity: The function does a simple traversal of the tree, so the complexity is O(n).

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-leaves-level/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Check if two nodes are cousins in a Binary Tree

Given the binary Tree and the two nodes say ‘a’ and ‘b’, determine whether the two nodes are cousins of each other or not.

Two nodes are cousins of each other if they are at same level and have different parents.

Example

6  
 / \  
 3 5  
 / \ / \  
7 8 1 3  
Say two node be 7 and 1, result is TRUE.  
Say two nodes are 3 and 5, result is FALSE.  
Say two nodes are 7 and 5, result is FALSE.

**We strongly recommend to minimize the browser and try this yourself first.**

The idea is to find level of one of the nodes. Using the found level, check if ‘a’ and ‘b’ are at this level. If ‘a’ and ‘b’ are at given level, then finally check if they are not children of same parent.

Following is C implementation of the above approach.

// C program to check if two Nodes in a binary tree are cousins  
#include <stdio.h>  
#include <stdlib.h>  
  
// A Binary Tree Node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new Binary Tree Node  
struct Node \*newNode(int item)  
{  
 struct Node \*temp = (struct Node \*)malloc(sizeof(struct Node));  
 temp->data = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Recursive function to check if two Nodes are siblings  
int isSibling(struct Node \*root, struct Node \*a, struct Node \*b)  
{  
 // Base case  
 if (root==NULL) return 0;  
  
 return ((root->left==a && root->right==b)||  
 (root->left==b && root->right==a)||  
 isSibling(root->left, a, b)||  
 isSibling(root->right, a, b));  
}  
  
// Recursive function to find level of Node 'ptr' in a binary tree  
int level(struct Node \*root, struct Node \*ptr, int lev)  
{  
 // base cases  
 if (root == NULL) return 0;  
 if (root == ptr) return lev;  
  
 // Return level if Node is present in left subtree  
 int l = level(root->left, ptr, lev+1);  
 if (l != 0) return l;  
  
 // Else search in right subtree  
 return level(root->right, ptr, lev+1);  
}  
  
  
// Returns 1 if a and b are cousins, otherwise 0  
int isCousin(struct Node \*root, struct Node \*a, struct Node \*b)  
{  
 //1. The two Nodes should be on the same level in the binary tree.  
 //2. The two Nodes should not be siblings (means that they should  
 // not have the same parent Node).  
 if ((level(root,a,1) == level(root,b,1)) && !(isSibling(root,a,b)))  
 return 1;  
 else return 0;  
}  
  
// Driver Program to test above functions  
int main()  
{  
 struct Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->left->right->right = newNode(15);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->right->left->right = newNode(8);  
  
 struct Node \*Node1,\*Node2;  
 Node1 = root->left->left;  
 Node2 = root->right->right;  
  
 isCousin(root,Node1,Node2)? puts("Yes"): puts("No");  
  
 return 0;  
}

Ouput:

Yes

Time Complexity of the above solution is O(n) as it does at most three traversals of binary tree.

This article is contributed by **Ayush Srivastava**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-two-nodes-cousins-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Check whether a binary tree is a complete tree or not | Set 2 (Recursive Solution)

A complete binary tree is a binary tree whose all levels except the last level are completely filled and all the leaves in the last level are all to the left side. More information about complete binary trees can be found [here](http://courses.cs.vt.edu/%7Ecs3114/Fall09/wmcquain/Notes/T03a.BinaryTreeTheorems.pdf).

For Example:-

Below tree is a Complete Binary Tree (All nodes till the second last nodes are filled and all leaves are to the left side)  
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Below tree is not a Complete Binary Tree (The second level is not completely filled)  
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Below tree is not a Complete Binary Tree (All the leaves are not aligned to the left. The left child node of node with data 3 is empty while the right child node is non-empty).  
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An iterative solution for this problem is discussed in below post.  
 [Check whether a given Binary Tree is Complete or not | Set 1 (Using Level Order Traversal)](http://www.geeksforgeeks.org/check-if-a-given-binary-tree-is-complete-tree-or-not/)

In this post a recursive solution is discussed.

In the array representation of a binary tree, if the parent node is assigned an index of ‘i’ and left child gets assigned an index of ‘2\*i + 1’ while the right child is assigned an index of ‘2\*i + 2’. If we represent the binary tree below as an array with the respective indices assigned to the different nodes of the tree below are shown below:-
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As can be seen from the above figure, the assigned indices in case of a complete binary tree will strictly less be than the number of nodes in the complete binary tree. Below is the example of non-complete binary tree with the assigned array indices. As can be seen the assigned indices are equal to the number of nodes in the binary tree. Hence this tree is not a complete binary tree.
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Hence we proceed in the following manner in order to check if the binary tree is complete binary tree.

1. Calculate the number of nodes (count) in the binary tree.
2. Start recursion of the binary tree from the root node of the binary tree with index (i) being set as 0 and the number of nodes in the binary (count).
3. If the current node under examination is NULL, then the tree is a complete binary tree. Return true.
4. If index (i) of the current node is greater than or equal to the number of nodes in the binary tree (count) i.e. (i>= count), then the tree is not a complete binary. Return false.
5. Recursively check the left and right sub-trees of the binary tree for same condition. For the left sub-tree use the index as (2\*i + 1) while for the right sub-tree use the index as (2\*i + 2).

The time complexity of the above algorithm is O(n). Following is C code for checking if a binary tree is a complete binary tree.

/\* C program to checks if a binary tree complete ot not \*/  
#include<stdio.h>  
#include<stdlib.h>  
#include<stdbool.h>  
  
/\* Tree node structure \*/  
struct Node  
{  
 int key;  
 struct Node \*left, \*right;  
};  
  
/\* Helper function that allocates a new node with the  
 given key and NULL left and right pointer. \*/  
struct Node \*newNode(char k)  
{  
 struct Node \*node = (struct Node\*)malloc(sizeof(struct Node));  
 node->key = k;  
 node->right = node->left = NULL;  
 return node;  
}  
  
/\* This function counts the number of nodes in a binary tree \*/  
unsigned int countNodes(struct Node\* root)  
{  
 if (root == NULL)  
 return (0);  
 return (1 + countNodes(root->left) + countNodes(root->right));  
}  
  
/\* This function checks if the binary tree is complete or not \*/  
bool isComplete (struct Node\* root, unsigned int index,  
 unsigned int number\_nodes)  
{  
 // An empty tree is complete  
 if (root == NULL)  
 return (true);  
  
 // If index assigned to current node is more than  
 // number of nodes in tree, then tree is not complete  
 if (index >= number\_nodes)  
 return (false);  
  
 // Recur for left and right subtrees  
 return (isComplete(root->left, 2\*index + 1, number\_nodes) &&  
 isComplete(root->right, 2\*index + 2, number\_nodes));  
}  
  
// Driver program  
int main()  
{  
 // Le us create tree in the last diagram above  
 struct Node\* root = NULL;  
 root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->right = newNode(6);  
  
 unsigned int node\_count = countNodes(root);  
 unsigned int index = 0;  
  
 if (isComplete(root, index, node\_count))  
 printf("The Binary Tree is complete\n");  
 else  
 printf("The Binary Tree is not complete\n");  
 return (0);  
}

Output:

The Binary Tree is not complete

This article is contributed by **Gaurav Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/check-whether-binary-tree-complete-not-set-2-recursive-solution/>

# Check whether a binary tree is a full binary tree or not

A full binary tree is defined as a binary tree in which all nodes have either zero or two child nodes. Conversely, there is no node in a full binary tree, which has one child node. More information about full binary trees can be found [here](http://courses.cs.vt.edu/~cs3114/Fall09/wmcquain/Notes/T03a.BinaryTreeTheorems.pdf).

For Example:  
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**We strongly recommend to minimize your browser and try this yourself first.**

To check whether a binary tree is a full binary tree we need to test the following cases:-

1) If a binary tree node is NULL then it is a full binary tree.  
 2) If a binary tree node does have empty left and right sub-trees, then it is a full binary tree by definition  
 3) If a binary tree node has left and right sub-trees, then it is a part of a full binary tree by definition. In this case recursively check if the left and right sub-trees are also binary trees themselves.  
 4) In all other combinations of right and left sub-trees, the binary tree is not a full binary tree.

Following is the C code for checking if a binary tree is a full binary tree.

// C program to check whether a given Binary Tree is full or not  
#include<stdio.h>  
#include<stdlib.h>  
#include<stdbool.h>  
  
/\* Tree node structure \*/  
struct Node  
{  
 int key;  
 struct Node \*left, \*right;  
};  
  
/\* Helper function that allocates a new node with the  
 given key and NULL left and right pointer. \*/  
struct Node \*newNode(char k)  
{  
 struct Node \*node = (struct Node\*)malloc(sizeof(struct Node));  
 node->key = k;  
 node->right = node->left = NULL;  
 return node;  
}  
  
/\* This function tests if a binary tree is a full binary tree. \*/  
bool isFullTree (struct Node\* root)  
{  
 // If empty tree  
 if (root == NULL)  
 return true;  
  
 // If leaf node  
 if (root->left == NULL && root->right == NULL)  
 return true;  
  
 // If both left and right are not NULL, and left & right subtrees  
 // are full  
 if ((root->left) && (root->right))  
 return (isFullTree(root->left) && isFullTree(root->right));  
  
 // We reach here when none of the above if conditions work  
 return false;  
}  
  
// Driver Program  
int main()  
{  
 struct Node\* root = NULL;  
 root = newNode(10);  
 root->left = newNode(20);  
 root->right = newNode(30);  
  
 root->left->right = newNode(40);  
 root->left->left = newNode(50);  
 root->right->left = newNode(60);  
 root->right->right = newNode(70);  
  
 root->left->left->left = newNode(80);  
 root->left->left->right = newNode(90);  
 root->left->right->left = newNode(80);  
 root->left->right->right = newNode(90);  
 root->right->left->left = newNode(80);  
 root->right->left->right = newNode(90);  
 root->right->right->left = newNode(80);  
 root->right->right->right = newNode(90);  
  
 if (isFullTree(root))  
 printf("The Binary Tree is full\n");  
 else  
 printf("The Binary Tree is not full\n");  
  
 return(0);  
}

Output:

The Binary Tree is full

Time complexity of the above code is O(n) where n is number of nodes in given binary tree.

This article is contributed by **Gaurav Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-whether-binary-tree-full-binary-tree-not/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Clone a Binary Tree with Random Pointers

Given a Binary Tree where every node has following structure.

struct node {   
 int key;   
 struct node \*left,\*right,\*random;  
}

The random pointer points to any random node of the binary tree and can even point to NULL, clone the given binary tree.

**Method 1 (Use Hashing)**  
 The idea is to store mapping from given tree nodes to clone tre node in hashtable. Following are detailed steps.

1) Recursively traverse the given Binary and copy key value, left pointer and right pointer to clone tree. While copying, store the mapping from given tree node to clone tree node in a hashtable. In the following pseudo code, ‘cloneNode’ is currently visited node of clone tree and ‘treeNode’ is currently visited node of given tree.

cloneNode->key = treeNode->key  
 cloneNode->left = treeNode->left  
 cloneNode->right = treeNode->right  
 map[treeNode] = cloneNode

2) Recursively traverse both trees and set random pointers using entries from hash table.

cloneNode->random = map[treeNode->random]

Following is C++ implementation of above idea. The following implementation uses [map](http://www.cplusplus.com/reference/map/map/)from C++ STL. Note that map doesn’t implement hash table, it actually is based on self-balancing binary search tree.

// A hashmap based C++ program to clone a binary tree with random pointers  
#include<iostream>  
#include<map>  
using namespace std;  
  
/\* A binary tree node has data, pointer to left child, a pointer to right  
 child and a pointer to random node\*/  
struct Node  
{  
 int key;  
 struct Node\* left, \*right, \*random;  
};  
  
/\* Helper function that allocates a new Node with the  
 given data and NULL left, right and random pointers. \*/  
Node\* newNode(int key)  
{  
 Node\* temp = new Node;  
 temp->key = key;  
 temp->random = temp->right = temp->left = NULL;  
 return (temp);  
}  
  
/\* Given a binary tree, print its Nodes in inorder\*/  
void printInorder(Node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* First recur on left sutree \*/  
 printInorder(node->left);  
  
 /\* then print data of Node and its random \*/  
 cout << "[" << node->key << " ";  
 if (node->random == NULL)  
 cout << "NULL], ";  
 else  
 cout << node->random->key << "], ";  
  
 /\* now recur on right subtree \*/  
 printInorder(node->right);  
}  
  
// This function creates clone by copying key and left and right pointers  
// This function also stores mapping from given tree node to clone.  
Node\* copyLeftRightNode(Node\* treeNode, map<Node \*, Node \*> \*mymap)  
{  
 if (treeNode == NULL)  
 return NULL;  
 Node\* cloneNode = newNode(treeNode->key);  
 (\*mymap)[treeNode] = cloneNode;  
 cloneNode->left = copyLeftRightNode(treeNode->left, mymap);  
 cloneNode->right = copyLeftRightNode(treeNode->right, mymap);  
 return cloneNode;  
}  
  
// This function copies random node by using the hashmap built by  
// copyLeftRightNode()  
void copyRandom(Node\* treeNode, Node\* cloneNode, map<Node \*, Node \*> \*mymap)  
{  
 if (cloneNode == NULL)  
 return;  
 cloneNode->random = (\*mymap)[treeNode->random];  
 copyRandom(treeNode->left, cloneNode->left, mymap);  
 copyRandom(treeNode->right, cloneNode->right, mymap);  
}  
  
// This function makes the clone of given tree. It mainly uses  
// copyLeftRightNode() and copyRandom()  
Node\* cloneTree(Node\* tree)  
{  
 if (tree == NULL)  
 return NULL;  
 map<Node \*, Node \*> \*mymap = new map<Node \*, Node \*>;  
 Node\* newTree = copyLeftRightNode(tree, mymap);  
 copyRandom(tree, newTree, mymap);  
 return newTree;  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 //Test No 1  
 Node \*tree = newNode(1);  
 tree->left = newNode(2);  
 tree->right = newNode(3);  
 tree->left->left = newNode(4);  
 tree->left->right = newNode(5);  
 tree->random = tree->left->right;  
 tree->left->left->random = tree;  
 tree->left->right->random = tree->right;  
  
 // Test No 2  
 // tree = NULL;  
  
 // Test No 3  
 // tree = newNode(1);  
  
 // Test No 4  
 /\* tree = newNode(1);  
 tree->left = newNode(2);  
 tree->right = newNode(3);  
 tree->random = tree->right;  
 tree->left->random = tree;  
 \*/  
  
 cout << "Inorder traversal of original binary tree is: \n";  
 printInorder(tree);  
  
 Node \*clone = cloneTree(tree);  
  
 cout << "\n\nInorder traversal of cloned binary tree is: \n";  
 printInorder(clone);  
  
 return 0;  
}

Output:

Inorder traversal of original binary tree is:  
[4 1], [2 NULL], [5 3], [1 5], [3 NULL],  
  
Inorder traversal of cloned binary tree is:  
[4 1], [2 NULL], [5 3], [1 5], [3 NULL],

**Method 2 (Temporarily Modify the Given Binary Tree)**

**1.** Create new nodes in cloned tree and insert each new node in original tree between the left pointer edge of corresponding node in the original tree (See the below image).  
 i.e. if current node is A and it’s left child is B ( A — >> B ), then new cloned node with key A wil be created (say cA) and it will be put as A — >> cA — >> B (B can be a NULL or a non-NULL left child). Right child pointer will be set correctly i.e. if for current node A, right child is C in original tree (A — >> C) then corresponding cloned nodes cA and cC will like cA —- >> cC

[![](data:image/jpeg;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/Binary_Tree1.jpg)

**2.** Set random pointer in cloned tree as per original tree  
 i.e. if node A’s random pointer points to node B, then in cloned tree, cA will point to cB (cA and cB are new node in cloned tree corresponding to node A and B in original tree)

**3.** Restore left pointers correctly in both original and cloned tree

Following is C++ implementation of above algorithm.

#include <iostream>  
using namespace std;  
  
/\* A binary tree node has data, pointer to left child, a pointer to right  
 child and a pointer to random node\*/  
struct Node  
{  
 int key;  
 struct Node\* left, \*right, \*random;  
};  
  
/\* Helper function that allocates a new Node with the  
 given data and NULL left, right and random pointers. \*/  
Node\* newNode(int key)  
{  
 Node\* temp = new Node;  
 temp->key = key;  
 temp->random = temp->right = temp->left = NULL;  
 return (temp);  
}  
  
/\* Given a binary tree, print its Nodes in inorder\*/  
void printInorder(Node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* First recur on left sutree \*/  
 printInorder(node->left);  
  
 /\* then print data of Node and its random \*/  
 cout << "[" << node->key << " ";  
 if (node->random == NULL)  
 cout << "NULL], ";  
 else  
 cout << node->random->key << "], ";  
  
 /\* now recur on right subtree \*/  
 printInorder(node->right);  
}  
  
// This function creates new nodes cloned tree and puts new cloned node  
// in between current node and it's left child  
// i.e. if current node is A and it's left child is B ( A --- >> B ),  
// then new cloned node with key A wil be created (say cA) and  
// it will be put as  
// A --- >> cA --- >> B  
// Here B can be a NULL or a non-NULL left child  
// Right child pointer will be set correctly  
// i.e. if for current node A, right child is C in original tree  
// (A --- >> C) then corresponding cloned nodes cA and cC will like  
// cA ---- >> cC  
Node\* copyLeftRightNode(Node\* treeNode)  
{  
 if (treeNode == NULL)  
 return NULL;  
  
 Node\* left = treeNode->left;  
 treeNode->left = newNode(treeNode->key);  
 treeNode->left->left = left;  
 if(left != NULL)  
 left->left = copyLeftRightNode(left);  
  
 treeNode->left->right = copyLeftRightNode(treeNode->right);  
 return treeNode->left;  
}  
  
// This function sets random pointer in cloned tree as per original tree  
// i.e. if node A's random pointer points to node B, then  
// in cloned tree, cA wil point to cB (cA and cB are new node in cloned  
// tree corresponding to node A and B in original tree)  
void copyRandomNode(Node\* treeNode, Node\* cloneNode)  
{  
 if (treeNode == NULL)  
 return;  
 if(treeNode->random != NULL)  
 cloneNode->random = treeNode->random->left;  
 else  
 cloneNode->random = NULL;  
  
 if(treeNode->left != NULL && cloneNode->left != NULL)  
 copyRandomNode(treeNode->left->left, cloneNode->left->left);  
 copyRandomNode(treeNode->right, cloneNode->right);  
}  
  
// This function will restore left pointers correctly in  
// both original and cloned tree  
void restoreTreeLeftNode(Node\* treeNode, Node\* cloneNode)  
{  
 if (treeNode == NULL)  
 return;  
 if (cloneNode->left != NULL)  
 {  
 Node\* cloneLeft = cloneNode->left->left;  
 treeNode->left = treeNode->left->left;  
 cloneNode->left = cloneLeft;  
 }  
 else  
 treeNode->left = NULL;  
  
 restoreTreeLeftNode(treeNode->left, cloneNode->left);  
 restoreTreeLeftNode(treeNode->right, cloneNode->right);  
}  
  
//This function makes the clone of given tree  
Node\* cloneTree(Node\* treeNode)  
{  
 if (treeNode == NULL)  
 return NULL;  
 Node\* cloneNode = copyLeftRightNode(treeNode);  
 copyRandomNode(treeNode, cloneNode);  
 restoreTreeLeftNode(treeNode, cloneNode);  
 return cloneNode;  
}  
  
  
/\* Driver program to test above functions\*/  
int main()  
{  
/\* //Test No 1  
 Node \*tree = newNode(1);  
 tree->left = newNode(2);  
 tree->right = newNode(3);  
 tree->left->left = newNode(4);  
 tree->left->right = newNode(5);  
 tree->random = tree->left->right;  
 tree->left->left->random = tree;  
 tree->left->right->random = tree->right;  
  
// Test No 2  
// Node \*tree = NULL;  
/\*  
// Test No 3  
 Node \*tree = newNode(1);  
  
// Test No 4  
 Node \*tree = newNode(1);  
 tree->left = newNode(2);  
 tree->right = newNode(3);  
 tree->random = tree->right;  
 tree->left->random = tree;  
  
 Test No 5  
 Node \*tree = newNode(1);  
 tree->left = newNode(2);  
 tree->right = newNode(3);  
 tree->left->left = newNode(4);  
 tree->left->right = newNode(5);  
 tree->right->left = newNode(6);  
 tree->right->right = newNode(7);  
 tree->random = tree->left;  
\*/  
// Test No 6  
 Node \*tree = newNode(10);  
 Node \*n2 = newNode(6);  
 Node \*n3 = newNode(12);  
 Node \*n4 = newNode(5);  
 Node \*n5 = newNode(8);  
 Node \*n6 = newNode(11);  
 Node \*n7 = newNode(13);  
 Node \*n8 = newNode(7);  
 Node \*n9 = newNode(9);  
 tree->left = n2;  
 tree->right = n3;  
 tree->random = n2;  
 n2->left = n4;  
 n2->right = n5;  
 n2->random = n8;  
 n3->left = n6;  
 n3->right = n7;  
 n3->random = n5;  
 n4->random = n9;  
 n5->left = n8;  
 n5->right = n9;  
 n5->random = tree;  
 n6->random = n9;  
 n9->random = n8;  
  
/\* Test No 7  
 Node \*tree = newNode(1);  
 tree->left = newNode(2);  
 tree->right = newNode(3);  
 tree->left->random = tree;  
 tree->right->random = tree->left;  
\*/  
 cout << "Inorder traversal of original binary tree is: \n";  
 printInorder(tree);  
  
 Node \*clone = cloneTree(tree);  
  
 cout << "\n\nInorder traversal of cloned binary tree is: \n";  
 printInorder(clone);  
  
 return 0;  
}

Output:

Inorder traversal of original binary tree is:  
[5 9], [6 7], [7 NULL], [8 10], [9 7], [10 6], [11 9], [12 8], [13 NULL],  
  
Inorder traversal of cloned binary tree is:  
[5 9], [6 7], [7 NULL], [8 10], [9 7], [10 6], [11 9], [12 8], [13 NULL],

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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Post navigation

[← MAQ Software Interview Experience | Set 2](http://www.geeksforgeeks.org/maq-software-interview-experience-set-2/) [Oracle Interview | Set 8 →](http://www.geeksforgeeks.org/oracle-interview-set-8/)

# Extract Leaves of a Binary Tree in a Doubly Linked List

Given a Binary Tree, extract all leaves of it in a **D**oubly **L**inked **L**ist (DLL). Note that the DLL need to be created in-place. Assume that the node structure of DLL and Binary Tree is same, only the meaning of left and right pointers are different. In DLL, left means previous pointer and right means next pointer.

Let the following be input binary tree  
 1  
 / \  
 2 3  
 / \ \  
 4 5 6  
 / \ / \  
7 8 9 10  
  
  
Output:  
Doubly Linked List  
785910  
  
Modified Tree:  
 1  
 / \  
 2 3  
 / \  
 4 6

We strongly recommend you to minimize the browser and try this yourself first.

We need to traverse all leaves and connect them by changing their left and right pointers. We also need to remove them from Binary Tree by changing left or right pointers in parent nodes. There can be many ways to solve this. In the following implementation, we add leaves at the beginning of current linked list and update head of the list using pointer to head pointer. Since we insert at the beginning, we need to process leaves in reverse order. For reverse order, we first traverse the right subtree then the left subtree. We use return values to update left or right pointers in parent nodes.

// C program to extract leaves of a Binary Tree in a Doubly Linked List  
#include <stdio.h>  
#include <stdlib.h>  
  
// Structure for tree and linked list  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// Main function which extracts all leaves from given Binary Tree.  
// The function returns new root of Binary Tree (Note that root may change  
// if Binary Tree has only one node). The function also sets \*head\_ref as  
// head of doubly linked list. left pointer of tree is used as prev in DLL  
// and right pointer is used as next  
struct Node\* extractLeafList(struct Node \*root, struct Node \*\*head\_ref)  
{  
 // Base cases  
 if (root == NULL) return NULL;  
  
 if (root->left == NULL && root->right == NULL)  
 {  
 // This node is going to be added to doubly linked list  
 // of leaves, set right pointer of this node as previous  
 // head of DLL. We don't need to set left pointer as left  
 // is already NULL  
 root->right = \*head\_ref;  
  
 // Change left pointer of previous head  
 if (\*head\_ref != NULL) (\*head\_ref)->left = root;  
  
 // Change head of linked list  
 \*head\_ref = root;  
  
 return NULL; // Return new root  
 }  
  
 // Recur for right and left subtrees  
 root->right = extractLeafList(root->right, head\_ref);  
 root->left = extractLeafList(root->left, head\_ref);  
  
 return root;  
}  
  
// Utility function for allocating node for Binary Tree.  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// Utility function for printing tree in In-Order.  
void print(struct Node \*root)  
{  
 if (root != NULL)  
 {  
 print(root->left);  
 printf("%d ",root->data);  
 print(root->right);  
 }  
}  
  
// Utility function for printing double linked list.  
void printList(struct Node \*head)  
{  
 while (head)  
 {  
 printf("%d ", head->data);  
 head = head->right;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 struct Node \*head = NULL;  
 struct Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->right = newNode(6);  
 root->left->left->left = newNode(7);  
 root->left->left->right = newNode(8);  
 root->right->right->left = newNode(9);  
 root->right->right->right = newNode(10);  
  
 printf("Inorder Trvaersal of given Tree is:\n");  
 print(root);  
  
 root = extractLeafList(root, &head);  
  
 printf("\nExtracted Double Linked list is:\n");  
 printList(head);  
  
 printf("\nInorder traversal of modified tree is:\n");  
 print(root);  
 return 0;  
}

Output:

Inorder Trvaersal of given Tree is:  
7 4 8 2 5 1 3 9 6 10  
Extracted Double Linked list is:  
7 8 5 9 10  
Inorder traversal of modified tree is:  
4 2 1 3 6

Time Complexity: O(n), the solution does a single traversal of given Binary Tree.

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/connect-leaves-doubly-linked-list/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Connect nodes at same level using constant extra space

Write a function to connect all the adjacent nodes at the same level in a binary tree. Structure of the given Binary Tree node is like following.

struct node {  
 int data;  
 struct node\* left;  
 struct node\* right;  
 struct node\* nextRight;  
}

Initially, all the nextRight pointers point to garbage values. Your function should set these pointers to point next right for each node. You can use only constant extra space.

Example

Input Tree  
 A  
 / \  
 B C  
 / \ \  
 D E F  
  
Output Tree  
 A--->NULL  
 / \  
 B-->C-->NULL  
 / \ \  
 D-->E-->F-->NULL

We discussed two different approaches to do it in the [previous post](http://www.geeksforgeeks.org/archives/8631). The auxiliary space required in both of those approaches is not constant. Also, the method 2 discussed there only works for complete Binary Tree.

In this post, we will first modify the method 2 to make it work for all kind of trees. After that, we will remove recursion from this method so that the extra space becomes constant.

**A Recursive Solution**  
 In the method 2 of previous post, we traversed the nodes in pre order fashion. Instead of traversing in Pre Order fashion (root, left, right), if we traverse the nextRight node before the left and right children (root, nextRight, left), then we can make sure that all nodes at level i have the nextRight set, before the level i+1 nodes. Let us consider the following example (same example as [previous post](http://www.geeksforgeeks.org/archives/8631)). The method 2 fails for right child of node 4. In this method, we make sure that all nodes at the 4’s level (level 2) have nextRight set, before we try to set the nextRight of 9. So when we set the nextRight of 9, we search for a nonleaf node on right side of node 4 (getNextRight() does this for us).

1 -------------- Level 0  
 / \  
 2 3 -------------- Level 1  
 / \ / \  
 4 5 6 7 -------------- Level 2  
 / \ / \  
 8 9 10 11 -------------- Level 3

void connectRecur(struct node\* p);  
struct node \*getNextRight(struct node \*p);  
  
// Sets the nextRight of root and calls connectRecur() for other nodes  
void connect (struct node \*p)  
{  
 // Set the nextRight for root  
 p->nextRight = NULL;  
  
 // Set the next right for rest of the nodes (other than root)  
 connectRecur(p);  
}  
  
/\* Set next right of all descendents of p. This function makes sure that  
nextRight of nodes ar level i is set before level i+1 nodes. \*/  
void connectRecur(struct node\* p)  
{  
 // Base case  
 if (!p)  
 return;  
  
 /\* Before setting nextRight of left and right children, set nextRight  
 of children of other nodes at same level (because we can access   
 children of other nodes using p's nextRight only) \*/  
 if (p->nextRight != NULL)  
 connectRecur(p->nextRight);  
  
 /\* Set the nextRight pointer for p's left child \*/  
 if (p->left)  
 {  
 if (p->right)  
 {  
 p->left->nextRight = p->right;  
 p->right->nextRight = getNextRight(p);  
 }  
 else  
 p->left->nextRight = getNextRight(p);  
  
 /\* Recursively call for next level nodes. Note that we call only  
 for left child. The call for left child will call for right child \*/  
 connectRecur(p->left);  
 }  
  
 /\* If left child is NULL then first node of next level will either be  
 p->right or getNextRight(p) \*/  
 else if (p->right)  
 {  
 p->right->nextRight = getNextRight(p);  
 connectRecur(p->right);  
 }  
 else  
 connectRecur(getNextRight(p));  
}  
  
/\* This function returns the leftmost child of nodes at the same level as p.  
 This function is used to getNExt right of p's right child  
 If right child of p is NULL then this can also be used for the left child \*/  
struct node \*getNextRight(struct node \*p)  
{  
 struct node \*temp = p->nextRight;  
  
 /\* Traverse nodes at p's level and find and return  
 the first node's first child \*/  
 while(temp != NULL)  
 {  
 if(temp->left != NULL)  
 return temp->left;  
 if(temp->right != NULL)  
 return temp->right;  
 temp = temp->nextRight;  
 }  
  
 // If all the nodes at p's level are leaf nodes then return NULL  
 return NULL;  
}

**An Iterative Solution**  
 The recursive approach discussed above can be easily converted to iterative. In the iterative version, we use nested loop. The outer loop, goes through all the levels and the inner loop goes through all the nodes at every level. This solution uses constant space.

#include <stdio.h>  
#include <stdlib.h>  
  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
 struct node \*nextRight;  
};  
  
/\* This function returns the leftmost child of nodes at the same level as p.  
 This function is used to getNExt right of p's right child  
 If right child of is NULL then this can also be sued for the left child \*/  
struct node \*getNextRight(struct node \*p)  
{  
 struct node \*temp = p->nextRight;  
  
 /\* Traverse nodes at p's level and find and return  
 the first node's first child \*/  
 while (temp != NULL)  
 {  
 if (temp->left != NULL)  
 return temp->left;  
 if (temp->right != NULL)  
 return temp->right;  
 temp = temp->nextRight;  
 }  
  
 // If all the nodes at p's level are leaf nodes then return NULL  
 return NULL;  
}  
  
/\* Sets nextRight of all nodes of a tree with root as p \*/  
void connect(struct node\* p)  
{  
 struct node \*temp;  
  
 if (!p)  
 return;  
  
 // Set nextRight for root  
 p->nextRight = NULL;  
  
 // set nextRight of all levels one by one  
 while (p != NULL)  
 {  
 struct node \*q = p;  
  
 /\* Connect all childrem nodes of p and children nodes of all other nodes  
 at same level as p \*/  
 while (q != NULL)  
 {  
 // Set the nextRight pointer for p's left child  
 if (q->left)  
 {  
 // If q has right child, then right child is nextRight of  
 // p and we also need to set nextRight of right child  
 if (q->right)  
 q->left->nextRight = q->right;  
 else  
 q->left->nextRight = getNextRight(q);  
 }  
  
 if (q->right)  
 q->right->nextRight = getNextRight(q);  
  
 // Set nextRight for other nodes in pre order fashion  
 q = q->nextRight;  
 }  
  
 // start from the first node of next level  
 if (p->left)  
 p = p->left;  
 else if (p->right)  
 p = p->right;  
 else  
 p = getNextRight(p);  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newnode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 node->nextRight = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 10  
 / \  
 8 2  
 / \  
 3 90  
 \*/  
 struct node \*root = newnode(10);  
 root->left = newnode(8);  
 root->right = newnode(2);  
 root->left->left = newnode(3);  
 root->right->right = newnode(90);  
  
 // Populates nextRight pointer in all nodes  
 connect(root);  
  
 // Let us check the values of nextRight pointers  
 printf("Following are populated nextRight pointers in the tree "  
 "(-1 is printed if there is no nextRight) \n");  
 printf("nextRight of %d is %d \n", root->data,  
 root->nextRight? root->nextRight->data: -1);  
 printf("nextRight of %d is %d \n", root->left->data,  
 root->left->nextRight? root->left->nextRight->data: -1);  
 printf("nextRight of %d is %d \n", root->right->data,  
 root->right->nextRight? root->right->nextRight->data: -1);  
 printf("nextRight of %d is %d \n", root->left->left->data,  
 root->left->left->nextRight? root->left->left->nextRight->data: -1);  
 printf("nextRight of %d is %d \n", root->right->right->data,  
 root->right->right->nextRight? root->right->right->nextRight->data: -1);  
  
 getchar();  
 return 0;  
}

Output:

Following are populated nextRight pointers in the tree (-1 is printed if   
there is no nextRight)  
nextRight of 10 is -1  
nextRight of 8 is 2  
nextRight of 2 is -1  
nextRight of 3 is 90  
nextRight of 90 is -1

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/connect-nodes-at-same-level-with-o1-extra-space/>

# Connect nodes at same level

Write a function to connect all the adjacent nodes at the same level in a binary tree. Structure of the given Binary Tree node is like following.

struct node{  
 int data;  
 struct node\* left;  
 struct node\* right;  
 struct node\* nextRight;   
}

Initially, all the nextRight pointers point to garbage values. Your function should set these pointers to point next right for each node.

Example

Input Tree  
 A  
 / \  
 B C  
 / \ \  
 D E F  
  
  
Output Tree  
 A--->NULL  
 / \  
 B-->C-->NULL  
 / \ \  
 D-->E-->F-->NULL

**Method 1 (Extend Level Order Traversal or BFS)**  
 Consider the method 2 of [Level Order Traversal](http://www.geeksforgeeks.org/archives/2686). The method 2 can easily be extended to connect nodes of same level. We can augment queue entries to contain level of nodes also which is 0 for root, 1 for root’s children and so on. So a queue node will now contain a pointer to a tree node and an integer level. When we enqueue a node, we make sure that correct level value for node is being set in queue. To set nextRight, for every node N, we dequeue the next node from queue, if the level number of next node is same, we set the nextRight of N as address of the dequeued node, otherwise we set nextRight of N as NULL.

Time Complexity: O(n)

**Method 2 (Extend Pre Order Traversal)**  
 This approach works only for [Complete Binary Trees](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees). In this method we set nextRight in Pre Order fashion to make sure that the nextRight of parent is set before its children. When we are at node p, we set the nextRight of its left and right children. Since the tree is complete tree, nextRight of p’s left child (p->left->nextRight) will always be p’s right child, and nextRight of p’s right child (p->right->nextRight) will always be left child of p’s nextRight (if p is not the rightmost node at its level). If p is the rightmost node, then nextRight of p’s right child will be NULL.

#include <stdio.h>  
#include <stdlib.h>  
  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
 struct node \*nextRight;  
};  
  
void connectRecur(struct node\* p);  
  
// Sets the nextRight of root and calls connectRecur() for other nodes  
void connect (struct node \*p)  
{  
 // Set the nextRight for root  
 p->nextRight = NULL;  
  
 // Set the next right for rest of the nodes (other than root)  
 connectRecur(p);  
}  
  
/\* Set next right of all descendents of p.  
 Assumption: p is a compete binary tree \*/  
void connectRecur(struct node\* p)  
{  
 // Base case  
 if (!p)  
 return;  
  
 // Set the nextRight pointer for p's left child  
 if (p->left)  
 p->left->nextRight = p->right;  
  
 // Set the nextRight pointer for p's right child  
 // p->nextRight will be NULL if p is the right most child at its level  
 if (p->right)  
 p->right->nextRight = (p->nextRight)? p->nextRight->left: NULL;  
  
 // Set nextRight for other nodes in pre order fashion  
 connectRecur(p->left);  
 connectRecur(p->right);  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newnode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 node->nextRight = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 10  
 / \  
 8 2  
 /  
 3  
 \*/  
 struct node \*root = newnode(10);  
 root->left = newnode(8);  
 root->right = newnode(2);  
 root->left->left = newnode(3);  
  
 // Populates nextRight pointer in all nodes  
 connect(root);  
  
 // Let us check the values of nextRight pointers  
 printf("Following are populated nextRight pointers in the tree "  
 "(-1 is printed if there is no nextRight) \n");  
 printf("nextRight of %d is %d \n", root->data,  
 root->nextRight? root->nextRight->data: -1);  
 printf("nextRight of %d is %d \n", root->left->data,  
 root->left->nextRight? root->left->nextRight->data: -1);  
 printf("nextRight of %d is %d \n", root->right->data,  
 root->right->nextRight? root->right->nextRight->data: -1);  
 printf("nextRight of %d is %d \n", root->left->left->data,  
 root->left->left->nextRight? root->left->left->nextRight->data: -1);  
  
 getchar();  
 return 0;  
}

Thanks to Dhanya for suggesting this approach.

Time Complexity: O(n)

***Why doesn’t method 2 work for trees which are not Complete Binary Trees?***  
 Let us consider following tree as an example. In Method 2, we set the nextRight pointer in pre order fashion. When we are at node 4, we set the nextRight of its children which are 8 and 9 (the nextRight of 4 is already set as node 5). nextRight of 8 will simply be set as 9, but nextRight of 9 will be set as NULL which is incorrect. We can’t set the correct nextRight, because when we set nextRight of 9, we only have nextRight of node 4 and ancestors of node 4, we don’t have nextRight of nodes in right subtree of root.

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
 / \ / \   
 8 9 10 11

See [next post](http://www.geeksforgeeks.org/archives/16952)for more solutions.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/connect-nodes-at-same-level/>

# Construct a special tree from given preorder traversal

Given an array ‘pre[]’ that represents Preorder traversal of a spacial binary tree where every node has either 0 or 2 children. One more array ‘preLN[]’ is given which has only two possible values ‘L’ and ‘N’. The value ‘L’ in ‘preLN[]’ indicates that the corresponding node in Binary Tree is a leaf node and value ‘N’ indicates that the corresponding node is non-leaf node. Write a function to construct the tree from the given two arrays.

Source: [Amazon Interview Question](http://geeksforgeeks.org/forum/topic/construct-tree-from-preorder-traversal)

Example:

Input: pre[] = {10, 30, 20, 5, 15}, preLN[] = {'N', 'N', 'L', 'L', 'L'}  
Output: Root of following tree  
 10  
 / \  
 30 15  
 / \  
 20 5

The first element in pre[] will always be root. So we can easily figure out root. If left subtree is empty, the right subtree must also be empty and preLN[] entry for root must be ‘L’. We can simply create a node and return it. If left and right subtrees are not empty, then recursively call for left and right subtrees and link the returned nodes to root.

/\* A program to construct Binary Tree from preorder traversal \*/  
#include<stdio.h>  
  
/\* A binary tree node structure \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
/\* Utility function to create a new Binary Tree node \*/  
struct node\* newNode (int data)  
{  
 struct node \*temp = new struct node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
 return temp;  
}  
  
/\* A recursive function to create a Binary Tree from given pre[]  
 preLN[] arrays. The function returns root of tree. index\_ptr is used  
 to update index values in recursive calls. index must be initially  
 passed as 0 \*/  
struct node \*constructTreeUtil(int pre[], char preLN[], int \*index\_ptr, int n)  
{  
 int index = \*index\_ptr; // store the current value of index in pre[]  
  
 // Base Case: All nodes are constructed  
 if (index == n)  
 return NULL;  
  
 // Allocate memory for this node and increment index for  
 // subsequent recursive calls  
 struct node \*temp = newNode ( pre[index] );  
 (\*index\_ptr)++;  
  
 // If this is an internal node, construct left and right subtrees and link the subtrees  
 if (preLN[index] == 'N')  
 {  
 temp->left = constructTreeUtil(pre, preLN, index\_ptr, n);  
 temp->right = constructTreeUtil(pre, preLN, index\_ptr, n);  
 }  
  
 return temp;  
}  
  
// A wrapper over constructTreeUtil()  
struct node \*constructTree(int pre[], char preLN[], int n)  
{  
 // Initialize index as 0. Value of index is used in recursion to maintain  
 // the current index in pre[] and preLN[] arrays.  
 int index = 0;  
  
 return constructTreeUtil (pre, preLN, &index, n);  
}  
  
  
/\* This function is used only for testing \*/  
void printInorder (struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder (node->left);  
  
 /\* then print the data of node \*/  
 printf("%d ", node->data);  
  
 /\* now recur on right child \*/  
 printInorder (node->right);  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 struct node \*root = NULL;  
  
 /\* Constructing tree given in the above figure  
 10  
 / \  
 30 15  
 / \  
 20 5 \*/  
 int pre[] = {10, 30, 20, 5, 15};  
 char preLN[] = {'N', 'N', 'L', 'L', 'L'};  
 int n = sizeof(pre)/sizeof(pre[0]);  
  
 // construct the above tree  
 root = constructTree (pre, preLN, n);  
  
 // Test the constructed tree  
 printf("Following is Inorder Traversal of the Constructed Binary Tree: \n");  
 printInorder (root);  
  
 return 0;  
}

Output:

Following is Inorder Traversal of the Constructed Binary Tree:  
20 30 5 10 15

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/construct-a-special-tree-from-given-preorder-traversal/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Sieve of Eratosthenes](http://www.geeksforgeeks.org/sieve-of-eratosthenes/) [Playing with Destructors in C++ →](http://www.geeksforgeeks.org/playing-with-destructors-in-c/)

# Construct all possible BSTs for keys 1 to N

In this article, first count of possible BST (Binary Search Trees)s is discussed, then construction of all possible BSTs.

**How many structurally unique BSTs for keys from 1..N?**

For example, for N = 2, there are 2 unique BSTs  
 1 2   
 \ /  
 2 1   
  
For N = 3, there are 5 possible BSTs  
 1 3 3 2 1  
 \ / / / \ \  
 3 2 1 1 3 2  
 / / \ \  
 2 1 2 3

**We strongly recommend you to minimize your browser and try this yourself first.**

We know that all node in left subtree are smaller than root and in right subtree are larger than root so if we have ith number as root, all numbers from 1 to i-1 will be in left subtree and i+1 to N will be in right subtree. If 1 to i-1 can form x different trees and i+1 to N can from y different trees then we will have x\*y total trees when ith number is root and we also have N choices for root also so we can simply iterate from 1 to N for root and another loop for left and right subtree. If we take a closer look, we can notice that the count is basically [n’th Catalan number](http://www.geeksforgeeks.org/program-nth-catalan-number/). We have discussed different approaches to find n’th Catalan number [here](http://www.geeksforgeeks.org/program-nth-catalan-number/).

**How to construct all BST for keys 1..N?**  
 The idea is to maintain a list of roots of all BSTs. Recursively construct all possible left and right subtrees. Create a tree for every pair of left and right subtree and add the tree to list. Below is detailed algorithm.

1) Initialize list of BSTs as empty.   
2) For every number i where i varies from 1 to N, do following  
......a) Create a new node with key as 'i', let this node be 'node'  
......b) Recursively construct list of all left subtrees.  
......c) Recursively construct list of all right subtrees.  
3) Iterate for all left subtrees  
 a) For current leftsubtree, iterate for all right subtrees  
 Add current left and right subtrees to 'node' and add  
 'node' to list.

Below is C++ implementation of above idea.

// A C++ prgroam to contrcut all unique BSTs for keys from 1 to n  
#include <iostream>  
#include<vector>  
using namespace std;  
  
// node structure  
struct node  
{  
 int key;  
 struct node \*left, \*right;  
};  
  
// A utility function to create a new BST node  
struct node \*newNode(int item)  
{  
 struct node \*temp = new node;  
 temp->key = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to do preorder traversal of BST  
void preorder(struct node \*root)  
{  
 if (root != NULL)  
 {  
 cout << root->key << " ";  
 preorder(root->left);  
 preorder(root->right);  
 }  
}  
  
// function for constructing trees  
vector<struct node \*> constructTrees(int start, int end)  
{  
 vector<struct node \*> list;  
  
 /\* if start > end then subtree will be empty so returning NULL  
 in the list \*/  
 if (start > end)  
 {  
 list.push\_back(NULL);  
 return list;  
 }  
  
 /\* iterating through all values from start to end for constructing\  
 left and right subtree recursively \*/  
 for (int i = start; i <= end; i++)  
 {  
 /\* constructing left subtree \*/  
 vector<struct node \*> leftSubtree = constructTrees(start, i - 1);  
  
 /\* constructing right subtree \*/  
 vector<struct node \*> rightSubtree = constructTrees(i + 1, end);  
  
 /\* now looping through all left and right subtrees and connecting  
 them to ith root below \*/  
 for (int j = 0; j < leftSubtree.size(); j++)  
 {  
 struct node\* left = leftSubtree[j];  
 for (int k = 0; k < rightSubtree.size(); k++)  
 {  
 struct node \* right = rightSubtree[k];  
 struct node \* node = newNode(i);// making value i as root  
 node->left = left; // connect left subtree  
 node->right = right; // connect right subtree  
 list.push\_back(node); // add this tree to list  
 }  
 }  
 }  
 return list;  
}  
  
// Driver Program to test above functions  
int main()  
{  
 // Construct all possible BSTs  
 vector<struct node \*> totalTreesFrom1toN = constructTrees(1, 3);  
  
  
 /\* Printing preorder traversal of all constructed BSTs \*/  
 cout << "Preorder traversal of all constructed BSTs is \n";  
 for (int i = 0; i < totalTreesFrom1toN.size(); i++)  
 {  
 preorder(totalTreesFrom1toN[i]);  
 cout << endl;  
 }  
 return 0;  
}

Output:

Preorder traversal of all constructed BSTs is  
1 2 3  
1 3 2  
2 1 3  
3 1 2  
3 2 1

This article is contributed by [**Utkarsh Trivedi**](https://www.linkedin.com/pub/utkarsh-trivedi/a7/69/253). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/construct-all-possible-bsts-for-keys-1-to-n/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Construct Special Binary Tree from given Inorder traversal

Given Inorder Traversal of a Special Binary Tree in which key of every node is greater than keys in left and right children, construct the Binary Tree and return root.

Examples:

Input: inorder[] = {5, 10, 40, 30, 28}  
Output: root of following tree  
 40  
 / \  
 10 30  
 / \  
 5 28

The idea used in [Construction of Tree from given Inorder and Preorder traversals](http://www.geeksforgeeks.org/archives/6633) can be used here. Let the given array is {1, 5, 10, 40, 30, 15, 28, 20}. The maximum element in given array must be root. The elements on left side of the maximum element are in left subtree and elements on right side are in right subtree.

40  
 / \   
 {1,5,10} {30,15,28,20}

We recursively follow above step for left and right subtrees, and finally get the following tree.

40  
 / \  
 10 30  
 / \  
 5 28  
 / / \  
 1 15 20

**Algorithm:** buildTree()  
 1) Find index of the maximum element in array. The maximum element must be root of Binary Tree.  
 2) Create a new tree node ‘root’ with the data as the maximum value found in step 1.  
 3) Call buildTree for elements before the maximum element and make the built tree as left subtree of ‘root’.  
 5) Call buildTree for elements after the maximum element and make the built tree as right subtree of ‘root’.  
 6) return ‘root’.

**Implementation:** Following is C/C++ implementation of the above algorithm.

/\* program to construct tree from inorder traversal \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Prototypes of a utility function to get the maximum  
 value in inorder[start..end] \*/  
int max(int inorder[], int strt, int end);  
  
/\* A utility function to allocate memory for a node \*/  
struct node\* newNode(int data);  
  
/\* Recursive function to construct binary of size len from  
 Inorder traversal inorder[]. Initial values of start and end  
 should be 0 and len -1. \*/  
struct node\* buildTree (int inorder[], int start, int end)  
{  
 if (start > end)  
 return NULL;  
  
 /\* Find index of the maximum element from Binary Tree \*/  
 int i = max (inorder, start, end);  
  
 /\* Pick the maximum value and make it root \*/  
 struct node \*root = newNode(inorder[i]);  
  
 /\* If this is the only element in inorder[start..end],  
 then return it \*/  
 if (start == end)  
 return root;  
  
 /\* Using index in Inorder traversal, construct left and  
 right subtress \*/  
 root->left = buildTree (inorder, start, i-1);  
 root->right = buildTree (inorder, i+1, end);  
  
 return root;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to find index of the maximum value in arr[start...end] \*/  
int max (int arr[], int strt, int end)  
{  
 int i, max = arr[strt], maxind = strt;  
 for(i = strt+1; i <= end; i++)  
 {  
 if(arr[i] > max)  
 {  
 max = arr[i];  
 maxind = i;  
 }  
 }  
 return maxind;  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode (int data)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return node;  
}  
  
/\* This funtcion is here just to test buildTree() \*/  
void printInorder (struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder (node->left);  
  
 /\* then print the data of node \*/  
 printf("%d ", node->data);  
  
 /\* now recur on right child \*/  
 printInorder (node->right);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 /\* Assume that inorder traversal of following tree is given  
 40  
 / \  
 10 30  
 / \  
 5 28 \*/  
  
 int inorder[] = {5, 10, 40, 30, 28};  
 int len = sizeof(inorder)/sizeof(inorder[0]);  
 struct node \*root = buildTree(inorder, 0, len - 1);  
  
 /\* Let us test the built tree by printing Insorder traversal \*/  
 printf("\n Inorder traversal of the constructed tree is \n");  
 printInorder(root);  
 return 0;  
}

Output:

Inorder traversal of the constructed tree is  
 5 10 40 30 28

Time Complexity: O(n^2)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/construct-binary-tree-from-inorder-traversal/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Database Management Systems | Set 11](http://www.geeksforgeeks.org/database-management-systems-set-11/) [Multiline macros in C →](http://www.geeksforgeeks.org/multiline-macros-in-c/)

# Construct BST from given preorder traversal | Set 1

Given preorder traversal of a binary search tree, construct the BST.

For example, if the given traversal is {10, 5, 1, 7, 40, 50}, then the output should be root of following tree.

10  
 / \  
 5 40  
 / \ \  
1 7 50

**Method 1 ( O(n^2) time complexity )**  
 The first element of preorder traversal is always root. We first construct the root. Then we find the index of first element which is greater than root. Let the index be ‘i’. The values between root and ‘i’ will be part of left subtree, and the values between ‘i+1′ and ‘n-1′ will be part of right subtree. Divide given pre[] at index “i” and recur for left and right sub-trees.  
 For example in {10, 5, 1, 7, 40, 50}, 10 is the first element, so we make it root. Now we look for the first element greater than 10, we find 40. So we know the structure of BST is as following.

10  
 / \  
 / \  
 {5, 1, 7} {40, 50}

We recursively follow above steps for subarrays {5, 1, 7} and {40, 50}, and get the complete tree.

/\* A O(n^2) program for construction of BST from preorder traversal \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
// A utility function to create a node  
struct node\* newNode (int data)  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
  
 temp->data = data;  
 temp->left = temp->right = NULL;  
  
 return temp;  
}  
  
// A recursive function to construct Full from pre[]. preIndex is used  
// to keep track of index in pre[].  
struct node\* constructTreeUtil (int pre[], int\* preIndex,  
 int low, int high, int size)  
{  
 // Base case  
 if (\*preIndex >= size || low > high)  
 return NULL;  
  
 // The first node in preorder traversal is root. So take the node at  
 // preIndex from pre[] and make it root, and increment preIndex  
 struct node\* root = newNode ( pre[\*preIndex] );  
 \*preIndex = \*preIndex + 1;  
  
 // If the current subarry has only one element, no need to recur  
 if (low == high)  
 return root;  
  
 // Search for the first element greater than root  
 int i;  
 for ( i = low; i <= high; ++i )  
 if ( pre[ i ] > root->data )  
 break;  
  
 // Use the index of element found in postorder to divide postorder array in  
 // two parts. Left subtree and right subtree  
 root->left = constructTreeUtil ( pre, preIndex, \*preIndex, i - 1, size );  
 root->right = constructTreeUtil ( pre, preIndex, i, high, size );  
  
 return root;  
}  
  
// The main function to construct BST from given preorder traversal.  
// This function mainly uses constructTreeUtil()  
struct node \*constructTree (int pre[], int size)  
{  
 int preIndex = 0;  
 return constructTreeUtil (pre, &preIndex, 0, size - 1, size);  
}  
  
// A utility function to print inorder traversal of a Binary Tree  
void printInorder (struct node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 printf("%d ", node->data);  
 printInorder(node->right);  
}  
  
// Driver program to test above functions  
int main ()  
{  
 int pre[] = {10, 5, 1, 7, 40, 50};  
 int size = sizeof( pre ) / sizeof( pre[0] );  
  
 struct node \*root = constructTree(pre, size);  
  
 printf("Inorder traversal of the constructed tree: \n");  
 printInorder(root);  
  
 return 0;  
}

Output:

1 5 7 10 40 50

Time Complexity: O(n^2)

**Method 2 ( O(n) time complexity )**  
 The idea used here is inspired from method 3 of [this](http://www.geeksforgeeks.org/archives/3042)post. The trick is to set a range {min .. max} for every node. Initialize the range as {INT\_MIN .. INT\_MAX}. The first node will definitely be in range, so create root node. To construct the left subtree, set the range as {INT\_MIN …root->data}. If a values is in the range {INT\_MIN .. root->data}, the values is part part of left subtree. To construct the right subtree, set the range as {root->data..max .. INT\_MAX}.

/\* A O(n) program for construction of BST from preorder traversal \*/  
#include <stdio.h>  
#include <stdlib.h>  
#include <limits.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
// A utility function to create a node  
struct node\* newNode (int data)  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
  
 temp->data = data;  
 temp->left = temp->right = NULL;  
  
 return temp;  
}  
  
// A recursive function to construct BST from pre[]. preIndex is used  
// to keep track of index in pre[].  
struct node\* constructTreeUtil( int pre[], int\* preIndex, int key,  
 int min, int max, int size )  
{  
 // Base case  
 if( \*preIndex >= size )  
 return NULL;  
   
 struct node\* root = NULL;  
   
 // If current element of pre[] is in range, then  
 // only it is part of current subtree  
 if( key > min && key < max )  
 {  
 // Allocate memory for root of this subtree and increment \*preIndex  
 root = newNode ( key );  
 \*preIndex = \*preIndex + 1;  
   
 if (\*preIndex < size)  
 {  
 // Contruct the subtree under root  
 // All nodes which are in range {min .. key} will go in left  
 // subtree, and first such node will be root of left subtree.  
 root->left = constructTreeUtil( pre, preIndex, pre[\*preIndex],  
 min, key, size );  
   
 // All nodes which are in range {key..max} will go in right  
 // subtree, and first such node will be root of right subtree.  
 root->right = constructTreeUtil( pre, preIndex, pre[\*preIndex],  
 key, max, size );  
 }  
 }  
   
 return root;  
}  
  
// The main function to construct BST from given preorder traversal.  
// This function mainly uses constructTreeUtil()  
struct node \*constructTree (int pre[], int size)  
{  
 int preIndex = 0;  
 return constructTreeUtil ( pre, &preIndex, pre[0], INT\_MIN, INT\_MAX, size );  
}  
  
// A utility function to print inorder traversal of a Binary Tree  
void printInorder (struct node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 printf("%d ", node->data);  
 printInorder(node->right);  
}  
  
// Driver program to test above functions  
int main ()  
{  
 int pre[] = {10, 5, 1, 7, 40, 50};  
 int size = sizeof( pre ) / sizeof( pre[0] );  
  
 struct node \*root = constructTree(pre, size);  
  
 printf("Inorder traversal of the constructed tree: \n");  
 printInorder(root);  
  
 return 0;  
}

Output:

1 5 7 10 40 50

Time Complexity: O(n)

We will soon publish a O(n) iterative solution as a separate post.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/construct-bst-from-given-preorder-traversa/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Shuffle a given array](http://www.geeksforgeeks.org/shuffle-a-given-array/) [Construct BST from given preorder traversal | Set 2 →](http://www.geeksforgeeks.org/construct-bst-from-given-preorder-traversal-set-2/)

# Construct BST from given preorder traversal | Set 2

Given preorder traversal of a binary search tree, construct the BST.

For example, if the given traversal is {10, 5, 1, 7, 40, 50}, then the output should be root of following tree.

10  
 / \  
 5 40  
 / \ \  
1 7 50

We have discussed O(n^2) and O(n) recursive solutions in the [previous post](http://www.geeksforgeeks.org/archives/25203). Following is a stack based iterative solution that works in O(n) time.

**1.** Create an empty stack.

**2.** Make the first value as root. Push it to the stack.

**3.** Keep on popping while the stack is not empty and the next value is greater than stack’s top value. Make this value as the right child of the last popped node. Push the new node to the stack.

**4.** If the next value is less than the stack’s top value, make this value as the left child of the stack’s top node. Push the new node to the stack.

**5.** Repeat steps 2 and 3 until there are items remaining in pre[].

/\* A O(n) iterative program for construction of BST from preorder traversal \*/  
#include <stdio.h>  
#include <stdlib.h>  
#include <limits.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
typedef struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
} Node;  
  
// A Stack has array of Nodes, capacity, and top  
typedef struct Stack  
{  
 int top;  
 int capacity;  
 Node\* \*array;  
} Stack;  
  
// A utility function to create a new tree node  
Node\* newNode( int data )  
{  
 Node\* temp = (Node \*)malloc( sizeof( Node ) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to create a stack of given capacity  
Stack\* createStack( int capacity )  
{  
 Stack\* stack = (Stack \*)malloc( sizeof( Stack ) );  
 stack->top = -1;  
 stack->capacity = capacity;  
 stack->array = (Node \*\*)malloc( stack->capacity \* sizeof( Node\* ) );  
 return stack;  
}  
  
// A utility function to check if stack is full  
int isFull( Stack\* stack )  
{  
 return stack->top == stack->capacity - 1;  
}  
  
// A utility function to check if stack is empty  
int isEmpty( Stack\* stack )  
{  
 return stack->top == -1;  
}  
  
// A utility function to push an item to stack  
void push( Stack\* stack, Node\* item )  
{  
 if( isFull( stack ) )  
 return;  
 stack->array[ ++stack->top ] = item;  
}  
  
// A utility function to remove an item from stack  
Node\* pop( Stack\* stack )  
{  
 if( isEmpty( stack ) )  
 return NULL;  
 return stack->array[ stack->top-- ];  
}  
  
// A utility function to get top node of stack  
Node\* peek( Stack\* stack )  
{  
 return stack->array[ stack->top ];  
}  
  
// The main function that constructs BST from pre[]  
Node\* constructTree ( int pre[], int size )  
{  
 // Create a stack of capacity equal to size  
 Stack\* stack = createStack( size );  
  
 // The first element of pre[] is always root  
 Node\* root = newNode( pre[0] );  
  
 // Push root  
 push( stack, root );  
  
 int i;  
 Node\* temp;  
  
 // Iterate through rest of the size-1 items of given preorder array  
 for ( i = 1; i < size; ++i )  
 {  
 temp = NULL;  
  
 /\* Keep on popping while the next value is greater than  
 stack's top value. \*/  
 while ( !isEmpty( stack ) && pre[i] > peek( stack )->data )  
 temp = pop( stack );  
  
 // Make this greater value as the right child and push it to the stack  
 if ( temp != NULL)  
 {  
 temp->right = newNode( pre[i] );  
 push( stack, temp->right );  
 }  
  
 // If the next value is less than the stack's top value, make this value  
 // as the left child of the stack's top node. Push the new node to stack  
 else  
 {  
 peek( stack )->left = newNode( pre[i] );  
 push( stack, peek( stack )->left );  
 }  
 }  
  
 return root;  
}  
  
  
// A utility function to print inorder traversal of a Binary Tree  
void printInorder (Node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 printf("%d ", node->data);  
 printInorder(node->right);  
}  
  
// Driver program to test above functions  
int main ()  
{  
 int pre[] = {10, 5, 1, 7, 40, 50};  
 int size = sizeof( pre ) / sizeof( pre[0] );  
  
 Node \*root = constructTree(pre, size);  
  
 printf("Inorder traversal of the constructed tree: \n");  
 printInorder(root);  
  
 return 0;  
}

Output:

1 5 7 10 40 50

Time Complexity: O(n). The complexity looks more from first look. If we take a closer look, we can observe that every item is pushed and popped only once. So at most 2n push/pop operations are performed in the main loops of constructTree(). Therefore, time complexity is O(n).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/construct-bst-from-given-preorder-traversal-set-2/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Construct Tree from given Inorder and Preorder traversals

Let us consider the below traversals:

Inorder sequence: D B E A F C  
 Preorder sequence: A B D E C F

In a Preorder sequence, leftmost element is the root of the tree. So we know ‘A’ is root for given sequences. By searching ‘A’ in Inorder sequence, we can find out all elements on left side of ‘A’ are in left subtree and elements on right are in right subtree. So we know below structure now.

A  
 / \  
 / \  
 D B E F C

We recursively follow above steps and get the following tree.

A  
 / \  
 / \  
 B C  
 / \ /  
 / \ /  
D E F

Algorithm: buildTree()  
 1) Pick an element from Preorder. Increment a Preorder Index Variable (preIndex in below code) to pick next element in next recursive call.  
 2) Create a new tree node tNode with the data as picked element.  
 3) Find the picked element’s index in Inorder. Let the index be inIndex.  
 4) Call buildTree for elements before inIndex and make the built tree as left subtree of tNode.  
 5) Call buildTree for elements after inIndex and make the built tree as right subtree of tNode.  
 6) return tNode.

Thanks to Rohini and [Tushar](http://geeksforgeeks.org/forum/topic/given-inorder-and-postorder-traversals-construct-a-binary-tree#post-377) for suggesting the code.

/\* program to construct tree using inorder and preorder traversals \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 char data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Prototypes for utility functions \*/  
int search(char arr[], int strt, int end, char value);  
struct node\* newNode(char data);  
  
/\* Recursive function to construct binary of size len from  
 Inorder traversal in[] and Preorder traversal pre[]. Initial values  
 of inStrt and inEnd should be 0 and len -1. The function doesn't  
 do any error checking for cases where inorder and preorder  
 do not form a tree \*/  
struct node\* buildTree(char in[], char pre[], int inStrt, int inEnd)  
{  
 static int preIndex = 0;  
  
 if(inStrt > inEnd)  
 return NULL;  
  
 /\* Pick current node from Preorder traversal using preIndex  
 and increment preIndex \*/  
 struct node \*tNode = newNode(pre[preIndex++]);  
  
 /\* If this node has no children then return \*/  
 if(inStrt == inEnd)  
 return tNode;  
  
 /\* Else find the index of this node in Inorder traversal \*/  
 int inIndex = search(in, inStrt, inEnd, tNode->data);  
  
 /\* Using index in Inorder traversal, construct left and  
 right subtress \*/  
 tNode->left = buildTree(in, pre, inStrt, inIndex-1);  
 tNode->right = buildTree(in, pre, inIndex+1, inEnd);  
  
 return tNode;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to find index of value in arr[start...end]  
 The function assumes that value is present in in[] \*/  
int search(char arr[], int strt, int end, char value)  
{  
 int i;  
 for(i = strt; i <= end; i++)  
 {  
 if(arr[i] == value)  
 return i;  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(char data)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* This funtcion is here just to test buildTree() \*/  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder(node->left);  
  
 /\* then print the data of node \*/  
 printf("%c ", node->data);  
  
 /\* now recur on right child \*/  
 printInorder(node->right);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char in[] = {'D', 'B', 'E', 'A', 'F', 'C'};  
 char pre[] = {'A', 'B', 'D', 'E', 'C', 'F'};  
 int len = sizeof(in)/sizeof(in[0]);  
 struct node \*root = buildTree(in, pre, 0, len - 1);  
  
 /\* Let us test the built tree by printing Insorder traversal \*/  
 printf("\n Inorder traversal of the constructed tree is \n");  
 printInorder(root);  
 getchar();  
}

Time Complexity: O(n^2). Worst case occurs when tree is left skewed. Example Preorder and Inorder traversals for worst case are {A, B, C, D} and {D, C, B, A}.

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/construct-tree-from-given-inorder-and-preorder-traversal/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Inorder Traversal](http://www.geeksforgeeks.org/tag/inorder-traversal/), [Preorder Traversal](http://www.geeksforgeeks.org/tag/preorder-traversal/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

Post navigation

[← Do not use sizeof for array parameters](http://www.geeksforgeeks.org/using-sizof-operator-with-array-paratmeters/) [Given a binary tree, print all root-to-leaf paths →](http://www.geeksforgeeks.org/given-a-binary-tree-print-all-root-to-leaf-paths/)

# Construct a tree from Inorder and Level order traversals

Given inorder and level-order traversals of a Binary Tree, construct the Binary Tree. Following is an example to illustrate the problem.
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Input: Two arrays that represent Inorder  
 and level order traversals of a   
 Binary Tree  
in[] = {4, 8, 10, 12, 14, 20, 22};  
level[] = {20, 8, 22, 4, 12, 10, 14};  
  
Output: Construct the tree represented   
 by the two arrays.  
 For the above two arrays, the   
 constructed tree is shown in   
 the diagram on right side

***We strongly recommend to minimize the browser and try this yourself first.***  
 The following post can be considered as a prerequisite for this.

[Construct Tree from given Inorder and Preorder traversals](http://www.geeksforgeeks.org/construct-tree-from-given-inorder-and-preorder-traversal/)

Let us consider the above example.

in[] = {4, 8, 10, 12, 14, 20, 22};  
 level[] = {20, 8, 22, 4, 12, 10, 14};

In a Levelorder sequence, the first element is the root of the tree. So we know ’20’ is root for given sequences. By searching ’20’ in Inorder sequence, we can find out all elements on left side of ‘20’ are in left subtree and elements on right are in right subtree. So we know below structure now.

20  
 / \  
 / \   
 {4,8,10,12,14} {22}

Let us call {4,8,10,12,14} as left subarray in Inorder traversal and {22} as right subarray in Inorder traversal.  
 In level order traversal, keys of left and right subtrees are not consecutive. So we extract all nodes from level order traversal which are in left subarray of Inorder traversal. To construct the left subtree of root, we recur for the extracted elements from level order traversal and left subarray of inorder traversal. In the above example, we recur for following two arrays.

// Recur for following arrays to construct the left subtree  
In[] = {4, 8, 10, 12, 14}  
level[] = {8, 4, 12, 10, 14}

Similarly, we recur for following two arrays and construct the right subtree.

// Recur for following arrays to construct the right subtree  
In[] = {22}  
level[] = {22}

Following is C++ implementation of the above approach.

/\* program to construct tree using inorder and levelorder traversals \*/  
#include <iostream>  
using namespace std;  
  
/\* A binary tree node \*/  
struct Node  
{  
 int key;  
 struct Node\* left, \*right;  
};  
  
/\* Function to find index of value in arr[start...end] \*/  
int search(int arr[], int strt, int end, int value)  
{  
 for (int i = strt; i <= end; i++)  
 if (arr[i] == value)  
 return i;  
 return -1;  
}  
  
// n is size of level[], m is size of in[] and m < n. This  
// function extracts keys from level[] which are present in  
// in[]. The order of extracted keys must be maintained  
int \*extrackKeys(int in[], int level[], int m, int n)  
{  
 int \*newlevel = new int[m], j = 0;  
 for (int i = 0; i < n; i++)  
 if (search(in, 0, m-1, level[i]) != -1)  
 newlevel[j] = level[i], j++;  
 return newlevel;  
}  
  
/\* function that allocates a new node with the given key \*/  
Node\* newNode(int key)  
{  
 Node \*node = new Node;  
 node->key = key;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
/\* Recursive function to construct binary tree of size n from  
 Inorder traversal in[] and Level Order traversal level[].  
 inSrt and inEnd are start and end indexes of array in[]  
 Initial values of inStrt and inEnd should be 0 and n -1.  
 The function doesn't do any error checking for cases  
 where inorder and levelorder do not form a tree \*/  
Node\* buildTree(int in[], int level[], int inStrt, int inEnd, int n)  
{  
  
 // If start index is more than the end index  
 if (inStrt > inEnd)  
 return NULL;  
  
 /\* The first node in level order traversal is root \*/  
 Node \*root = newNode(level[0]);  
  
 /\* If this node has no children then return \*/  
 if (inStrt == inEnd)  
 return root;  
  
 /\* Else find the index of this node in Inorder traversal \*/  
 int inIndex = search(in, inStrt, inEnd, root->key);  
  
 // Extract left subtree keys from level order traversal  
 int \*llevel = extrackKeys(in, level, inIndex, n);  
  
 // Extract right subtree keys from level order traversal  
 int \*rlevel = extrackKeys(in + inIndex + 1, level, n-inIndex-1, n);  
  
 /\* construct left and right subtress \*/  
 root->left = buildTree(in, llevel, inStrt, inIndex-1, n);  
 root->right = buildTree(in, rlevel, inIndex+1, inEnd, n);  
  
 // Free memory to avoid memory leak  
 delete [] llevel;  
 delete [] rlevel;  
  
 return root;  
}  
  
/\* Uti;ity function to print inorder traversal of binary tree \*/  
void printInorder(Node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 cout << node->key << " ";  
 printInorder(node->right);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int in[] = {4, 8, 10, 12, 14, 20, 22};  
 int level[] = {20, 8, 22, 4, 12, 10, 14};  
 int n = sizeof(in)/sizeof(in[0]);  
 Node \*root = buildTree(in, level, 0, n - 1, n);  
  
 /\* Let us test the built tree by printing Insorder traversal \*/  
 cout << "Inorder traversal of the constructed tree is \n";  
 printInorder(root);  
  
 return 0;  
}

Output:

Inorder traversal of the constructed tree is  
4 8 10 12 14 20 22

An upper bound on time complexity of above method is O(n3). In the main recursive function, extractNodes() is called which takes O(n2) time.

The code can be optimized in many ways and there may be better solutions. Looking for improvements and other optimized approaches to solve this problem.

This article is contributed by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/construct-tree-inorder-level-order-traversals/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)
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# Convert a given Binary Tree to Doubly Linked List | Set 2

Given a Binary Tree (BT), convert it to a Doubly Linked List(DLL). The left and right pointers in nodes are to be used as previous and next pointers respectively in converted DLL. The order of nodes in DLL must be same as Inorder of the given Binary Tree. The first node of Inorder traversal (left most node in BT) must be head node of the DLL.
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A solution to this problem is discussed in [this post](http://www.geeksforgeeks.org/in-place-convert-a-given-binary-tree-to-doubly-linked-list/).  
 In this post, another simple and efficient solution is discussed. The solution discussed here has two simple steps.

**1) *Fix Left Pointers*:** In this step, we change left pointers to point to previous nodes in DLL. The idea is simple, we do inorder traversal of tree. In inorder traversal, we keep track of previous visited node and change left pointer to the previous node. See *fixPrevPtr()* in below implementation.

**2) *Fix Right Pointers*:** The above is intuitive and simple. How to change right pointers to point to next node in DLL? The idea is to use left pointers fixed in step 1. We start from the rightmost node in Binary Tree (BT). The rightmost node is the last node in DLL. Since left pointers are changed to point to previous node in DLL, we can linearly traverse the complete DLL using these pointers. The traversal would be from last to first node. While traversing the DLL, we keep track of the previously visited node and change the right pointer to the previous node. See *fixNextPtr()* in below implementation.

// A simple inorder traversal based program to convert a Binary Tree to DLL  
#include<stdio.h>  
#include<stdlib.h>  
  
// A tree node  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// A utility function to create a new tree node  
struct node \*newNode(int data)  
{  
 struct node \*node = (struct node \*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return(node);  
}  
  
// Standard Inorder traversal of tree  
void inorder(struct node \*root)  
{  
 if (root != NULL)  
 {  
 inorder(root->left);  
 printf("\t%d",root->data);  
 inorder(root->right);  
 }  
}  
  
// Changes left pointers to work as previous pointers in converted DLL  
// The function simply does inorder traversal of Binary Tree and updates  
// left pointer using previously visited node  
void fixPrevPtr(struct node \*root)  
{  
 static struct node \*pre = NULL;  
  
 if (root != NULL)  
 {  
 fixPrevPtr(root->left);  
 root->left = pre;  
 pre = root;  
 fixPrevPtr(root->right);  
 }  
}  
  
// Changes right pointers to work as next pointers in converted DLL  
struct node \*fixNextPtr(struct node \*root)  
{  
 struct node \*prev = NULL;  
  
 // Find the right most node in BT or last node in DLL  
 while (root && root->right != NULL)  
 root = root->right;  
  
 // Start from the rightmost node, traverse back using left pointers.  
 // While traversing, change right pointer of nodes.  
 while (root && root->left != NULL)  
 {  
 prev = root;  
 root = root->left;  
 root->right = prev;  
 }  
  
 // The leftmost node is head of linked list, return it  
 return (root);  
}  
  
// The main function that converts BST to DLL and returns head of DLL  
struct node \*BTToDLL(struct node \*root)  
{  
 // Set the previous pointer  
 fixPrevPtr(root);  
  
 // Set the next pointer and return head of DLL  
 return fixNextPtr(root);  
}  
  
// Traverses the DLL from left tor right  
void printList(struct node \*root)  
{  
 while (root != NULL)  
 {  
 printf("\t%d", root->data);  
 root = root->right;  
 }  
}  
  
// Driver program to test above functions  
int main(void)  
{  
 // Let us create the tree shown in above diagram  
 struct node \*root = newNode(10);  
 root->left = newNode(12);  
 root->right = newNode(15);  
 root->left->left = newNode(25);  
 root->left->right = newNode(30);  
 root->right->left = newNode(36);  
  
 printf("\n\t\tInorder Tree Traversal\n\n");  
 inorder(root);  
  
 struct node \*head = BTToDLL(root);  
  
 printf("\n\n\t\tDLL Traversal\n\n");  
 printList(head);  
 return 0;  
}

Output:

Inorder Tree Traversal  
  
 25 12 30 10 36 15  
  
 DLL Traversal  
  
 25 12 30 10 36 15

Time Complexity: O(n) where n is the number of nodes in given Binary Tree. The solution simply does two traversals of all Binary Tree nodes.

This article is contributed by **Bala**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convert-a-given-binary-tree-to-doubly-linked-list-set-2/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Convert a given tree to its Sum Tree

Given a Binary Tree where each node has positive and negative values. Convert this to a tree where each node contains the sum of the left and right sub trees in the original tree. The values of leaf nodes are changed to 0.

For example, the following tree

10  
 / \  
 -2 6  
 / \ / \   
 8 -4 7 5

should be changed to

20(4-2+12+6)  
 / \  
 4(8-4) 12(7+5)  
 / \ / \   
 0 0 0 0

**Solution:**  
 Do a traversal of the given tree. In the traversal, store the old value of the current node, recursively call for left and right subtrees and change the value of current node as sum of the values returned by the recursive calls. Finally return the sum of new value and value (which is sum of values in the subtree rooted with this node).

#include<stdio.h>  
  
/\* A tree node structure \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
// Convert a given tree to a tree where every node contains sum of values of  
// nodes in left and right subtrees in the original tree  
int toSumTree(struct node \*node)  
{  
 // Base case  
 if(node == NULL)  
 return 0;  
  
 // Store the old value  
 int old\_val = node->data;  
  
 // Recursively call for left and right subtrees and store the sum as  
 // new value of this node  
 node->data = toSumTree(node->left) + toSumTree(node->right);  
  
 // Return the sum of values of nodes in left and right subtrees and  
 // old\_value of this node  
 return node->data + old\_val;  
}  
  
// A utility function to print inorder traversal of a Binary Tree  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 printf("%d ", node->data);  
 printInorder(node->right);  
}  
  
/\* Utility function to create a new Binary Tree node \*/  
struct node\* newNode(int data)  
{  
 struct node \*temp = new struct node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
  
 return temp;  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 struct node \*root = NULL;  
 int x;  
  
 /\* Constructing tree given in the above figure \*/  
 root = newNode(10);  
 root->left = newNode(-2);  
 root->right = newNode(6);  
 root->left->left = newNode(8);  
 root->left->right = newNode(-4);  
 root->right->left = newNode(7);  
 root->right->right = newNode(5);  
  
 toSumTree(root);  
  
 // Print inorder traversal of the converted tree to test result of toSumTree()  
 printf("Inorder Traversal of the resultant tree is: \n");  
 printInorder(root);  
  
 getchar();  
 return 0;  
}

Output:

Inorder Traversal of the resultant tree is:  
0 4 0 20 0 12 0

Time Complexity: The solution involves a simple traversal of the given tree. So the time complexity is O(n) where n is the number of nodes in the given Binary Tree.

See [this](http://geeksforgeeks.org/forum/topic/trees-8)forum thread for the original question. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/convert-a-given-tree-to-sum-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Convert an arbitrary Binary Tree to a tree that holds Children Sum Property

**Question:** Given an arbitrary binary tree, convert it to a binary tree that holds [Children Sum Property](http://geeksforgeeks.org/?p=4358). You can only increment data values in any node (You cannot change structure of tree and cannot decrement value of any node).

For example, the below tree doesn’t hold the children sum property, convert it to a tree that holds the property.

50  
 / \   
 / \  
 7 2  
 / \ /\  
 / \ / \  
 3 5 1 30

**Algorithm:**  
 Traverse given tree in post order to convert it, i.e., first change left and right children to hold the children sum property then change the parent node.

Let difference between node’s data and children sum be diff.

diff = node’s children sum - node’s data

If diff is 0 then nothing needs to be done.

If diff > 0 ( node’s data is smaller than node’s children sum) increment the node’s data by diff.

If diff 50 / \ / \ **8** 2 / \ /\ / \ / \ 3 5 1 30

Then convert the right subtree (increment 2 to 31)

50  
 / \   
 / \  
 8 31  
 / \ / \  
 / \ / \  
3 5 1 30

Now convert the root, we have to increment left subtree for converting the root.

50  
 / \   
 / \  
 19 31  
 / \ / \  
 / \ / \  
14 5 1 30

Please note the last step – we have incremented 8 to 19, and to fix the subtree we have incremented 3 to 14.

**Implementation:**

/\* Program to convert an aribitary binary tree to  
 a tree that holds children sum property \*/  
  
#include <stdio.h>  
#include <stdlib.h>  
  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* This function is used to increment left subtree \*/  
void increment(struct node\* node, int diff);  
  
/\* Helper function that allocates a new node  
 with the given data and NULL left and right  
 pointers. \*/  
struct node\* newNode(int data);  
  
/\* This function changes a tree to to hold children sum  
 property \*/  
void convertTree(struct node\* node)  
{  
 int left\_data = 0, right\_data = 0, diff;  
  
 /\* If tree is empty or it's a leaf node then  
 return true \*/  
 if (node == NULL ||  
 (node->left == NULL && node->right == NULL))  
 return;  
 else  
 {  
 /\* convert left and right subtrees \*/  
 convertTree(node->left);  
 convertTree(node->right);  
  
 /\* If left child is not present then 0 is used  
 as data of left child \*/  
 if (node->left != NULL)  
 left\_data = node->left->data;  
  
 /\* If right child is not present then 0 is used  
 as data of right child \*/  
 if (node->right != NULL)  
 right\_data = node->right->data;  
  
 /\* get the diff of node's data and children sum \*/  
 diff = left\_data + right\_data - node->data;  
  
 /\* If node's children sum is greater than the node's data \*/  
 if (diff > 0)  
 node->data = node->data + diff;  
  
 /\* THIS IS TRICKY --> If node's data is greater than children sum,  
 then increment subtree by diff \*/  
 if (diff < 0)  
 increment(node, -diff); // -diff is used to make diff positive  
 }  
}  
  
/\* This function is used to increment subtree by diff \*/  
void increment(struct node\* node, int diff)  
{  
 /\* IF left child is not NULL then increment it \*/  
 if(node->left != NULL)  
 {  
 node->left->data = node->left->data + diff;  
  
 // Recursively call to fix the descendants of node->left  
 increment(node->left, diff);   
 }  
 else if (node->right != NULL) // Else increment right child  
 {  
 node->right->data = node->right->data + diff;  
  
 // Recursively call to fix the descendants of node->right  
 increment(node->right, diff);  
 }  
}  
  
/\* Given a binary tree, printInorder() prints out its  
 inorder traversal\*/  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder(node->left);  
  
 /\* then print the data of node \*/  
 printf("%d ", node->data);  
  
 /\* now recur on right child \*/  
 printInorder(node->right);  
}  
  
/\* Helper function that allocates a new node  
 with the given data and NULL left and right  
 pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node =  
 (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 struct node \*root = newNode(50);  
 root->left = newNode(7);  
 root->right = newNode(2);  
 root->left->left = newNode(3);  
 root->left->right = newNode(5);  
 root->right->left = newNode(1);  
 root->right->right = newNode(30);  
  
 printf("\n Inorder traversal before conversion ");  
 printInorder(root);  
  
 convertTree(root);  
  
 printf("\n Inorder traversal after conversion ");  
 printInorder(root);  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n^2), Worst case complexity is for a skewed tree such that nodes are in decreasing order from root to leaf.

Please write comments if you find any bug in the above algorithm or a better way to solve the same problem.

### Source

<http://www.geeksforgeeks.org/convert-an-arbitrary-binary-tree-to-a-tree-that-holds-children-sum-property/>

# Convert a Binary Tree to Threaded binary tree

We have discussed [Threaded Binary Tree](http://geeksquiz.com/threaded-binary-tree/). The idea of threaded binary trees is to make inorder traversal faster and do it without stack and without recursion. In a simple threaded binary tree, the NULL right pointers are used to store inorder successor. Where-ever a right pointer is NULL, it is used to store inorder successor.

Following diagram shows an example Single Threaded Binary Tree. The dotted lines represent threads.  
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Following is structure of single threaded binary tree.

struct Node  
{  
 int key;  
 Node \*left, \*right;  
  
 // Used to indicate whether the right pointer is a normal right   
 // pointer or a pointer to inorder successor.  
 bool isThreaded;   
};

**How to convert a Given Binary Tree to Threaded Binary Tree?**  
 We basically need to set NULL right pointers to inorder successor. We first do an inorder traversal of the tree and store it in a queue (we can use a simple array also) so that the inorder successor becomes the next node. We again do an inorder traversal and whenever we find a node whose right is NULL, we take the front item from queuue and make it the right of current node. We also set isThreaded to true to indicate that the right pointer is a threaded link.

Following is C++ implementation of the above idea.

/\* C++ program to convert a Binary Tree to Threaded Tree \*/  
#include <iostream>  
#include <queue>  
using namespace std;  
  
/\* Structure of a node in threaded binary tree \*/  
struct Node  
{  
 int key;  
 Node \*left, \*right;  
  
 // Used to indicate whether the right pointer is a normal  
 // right pointer or a pointer to inorder successor.  
 bool isThreaded;  
};  
  
// Helper function to put the Nodes in inorder into queue  
void populateQueue(Node \*root, std::queue <Node \*> \*q)  
{  
 if (root == NULL) return;  
 if (root->left)  
 populateQueue(root->left, q);  
 q->push(root);  
 if (root->right)  
 populateQueue(root->right, q);  
}  
  
// Function to traverse queue, and make tree threaded  
void createThreadedUtil(Node \*root, std::queue <Node \*> \*q)  
{  
 if (root == NULL) return;  
  
 if (root->left)  
 createThreadedUtil(root->left, q);  
 q->pop();  
  
 if (root->right)  
 createThreadedUtil(root->right, q);  
  
 // If right pointer is NULL, link it to the  
 // inorder successor and set 'isThreaded' bit.  
 else  
 {  
 root->right = q->front();  
 root->isThreaded = true;  
 }  
}  
  
// This function uses populateQueue() and  
// createThreadedUtil() to convert a given binary tree  
// to threaded tree.  
void createThreaded(Node \*root)  
{  
 // Create a queue to store inorder traversal  
 std::queue <Node \*> q;  
  
 // Store inorder traversal in queue  
 populateQueue(root, &q);  
  
 // Link NULL right pointers to inorder successor  
 createThreadedUtil(root, &q);  
}  
  
// A utility function to find leftmost node in a binary  
// tree rooted with 'root'. This function is used in inOrder()  
Node \*leftMost(Node \*root)  
{  
 while (root != NULL && root->left != NULL)  
 root = root->left;  
 return root;  
}  
  
// Function to do inorder traversal of a threadded binary tree  
void inOrder(Node \*root)  
{  
 if (root == NULL) return;  
  
 // Find the leftmost node in Binary Tree  
 Node \*cur = leftMost(root);  
  
 while (cur != NULL)  
 {  
 cout << cur->key << " ";  
  
 // If this Node is a thread Node, then go to  
 // inorder successor  
 if (cur->isThreaded)  
 cur = cur->right;  
  
 else // Else go to the leftmost child in right subtree  
 cur = leftMost(cur->right);  
 }  
}  
  
// A utility function to create a new node  
Node \*newNode(int key)  
{  
 Node \*temp = new Node;  
 temp->left = temp->right = NULL;  
 temp->key = key;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 /\* 1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7 \*/  
 Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 createThreaded(root);  
  
 cout << "Inorder traversal of creeated threaded tree is\n";  
 inOrder(root);  
 return 0;  
}

Output:

Inorder traversal of creeated threaded tree is  
4 2 5 1 6 3 7

This article is contributed by **Minhaz**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convert-binary-tree-threaded-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Convert a BST to a Binary Tree such that sum of all greater keys is added to every ke

Given a Binary Search Tree (BST), convert it to a Binary Tree such that every key of the original BST is changed to key plus sum of all greater keys in BST.

Examples:

Input: Root of following BST  
 5  
 / \  
 2 13  
  
Output: The given BST is converted to following Binary Tree  
 18  
 / \  
 20 13

Source: [Convert a BST](http://www.geeksforgeeks.org/forum/topic/convert-a-bst)

**Solution:** Do reverse Inoorder traversal. Keep track of the sum of nodes visited so far. Let this sum be *sum*. For every node currently being visited, first add the key of this node to *sum*, i.e. *sum* = *sum* + *node->key*. Then change the key of current node to *sum*, i.e., *node->key = sum*.  
 When a BST is being traversed in reverse Inorder, for every key currently being visited, all keys that are already visited are all greater keys.

// Program to change a BST to Binary Tree such that key of a node becomes  
// original key plus sum of all greater keys in BST  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A BST node has key, left child and right child \*/  
struct node  
{  
 int key;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the given key and  
 NULL left and right pointers.\*/  
struct node\* newNode(int key)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->key = key;  
 node->left = NULL;  
 node->right = NULL;  
 return (node);  
}  
  
// A recursive function that traverses the given BST in reverse inorder and  
// for every key, adds all greater keys to it  
void addGreaterUtil(struct node \*root, int \*sum\_ptr)  
{  
 // Base Case  
 if (root == NULL)  
 return;  
  
 // Recur for right subtree first so that sum of all greater  
 // nodes is stored at sum\_ptr  
 addGreaterUtil(root->right, sum\_ptr);  
  
 // Update the value at sum\_ptr  
 \*sum\_ptr = \*sum\_ptr + root->key;  
  
 // Update key of this node  
 root->key = \*sum\_ptr;  
  
 // Recur for left subtree so that the updated sum is added  
 // to smaller nodes  
 addGreaterUtil(root->left, sum\_ptr);  
}  
  
// A wrapper over addGreaterUtil(). It initializes sum and calls  
// addGreaterUtil() to recursivel upodate and use value of sum  
void addGreater(struct node \*root)  
{  
 int sum = 0;  
 addGreaterUtil(root, &sum);  
}  
  
// A utility function to print inorder traversal of Binary Tree  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 printf("%d ", node->key);  
 printInorder(node->right);  
}  
  
// Driver program to test above function  
int main()  
{  
 /\* Create following BST  
 5  
 / \  
 2 13 \*/  
 node \*root = newNode(5);  
 root->left = newNode(2);  
 root->right = newNode(13);  
  
 printf(" Inorder traversal of the given tree\n");  
 printInorder(root);  
  
 addGreater(root);  
  
 printf("\n Inorder traversal of the modified tree\n");  
 printInorder(root);  
  
 return 0;  
}

Output:

Inorder traversal of the given tree  
2 5 13  
 Inorder traversal of the modified tree  
20 18 13

Time Complexity: O(n) where n is the number of nodes in given Binary Search Tree.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convert-bst-to-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Amazon](http://www.geeksforgeeks.org/tag/amazon/), [BST](http://www.geeksforgeeks.org/tag/bst/)

# Convert a given Binary Tree to Doubly Linked List | Set 3

Given a Binary Tree (BT), convert it to a Doubly Linked List(DLL) In-Place. The left and right pointers in nodes are to be used as previous and next pointers respectively in converted DLL. The order of nodes in DLL must be same as Inorder of the given Binary Tree. The first node of Inorder traversal (left most node in BT) must be head node of the DLL.

[TreeToList](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/TreeToList.png)

Following two different solutions have been discussed for this problem.  
 [Convert a given Binary Tree to Doubly Linked List | Set 1](http://www.geeksforgeeks.org/in-place-convert-a-given-binary-tree-to-doubly-linked-list/)  
 [Convert a given Binary Tree to Doubly Linked List | Set 2](http://www.geeksforgeeks.org/convert-a-given-binary-tree-to-doubly-linked-list-set-2/)

In this post, a third solution is discussed which seems to be the simplest of all. The idea is to do inorder traversal of the binary tree. While doing inorder traversal, keep track of the previously visited node in a variable say *prev*. For every visited node, make it next of *prev* and previous of this node as *prev*.

Thanks to rahul, wishall and all other readers for their useful comments on the above two posts.

Following is C++ implementation of this solution.

// A C++ program for in-place conversion of Binary Tree to DLL  
#include <iostream>  
using namespace std;  
  
/\* A binary tree node has data, and left and right pointers \*/  
struct node  
{  
 int data;  
 node\* left;  
 node\* right;  
};  
  
// A simple recursive function to convert a given Binary tree to Doubly  
// Linked List  
// root --> Root of Binary Tree  
// head --> Pointer to head node of created doubly linked list  
void BinaryTree2DoubleLinkedList(node \*root, node \*\*head)  
{  
 // Base case  
 if (root == NULL) return;  
  
 // Initialize previously visited node as NULL. This is  
 // static so that the same value is accessible in all recursive  
 // calls  
 static node\* prev = NULL;  
  
 // Recursively convert left subtree  
 BinaryTree2DoubleLinkedList(root->left, head);  
  
 // Now convert this node  
 if (prev == NULL)  
 \*head = root;  
 else  
 {  
 root->left = prev;  
 prev->right = root;  
 }  
 prev = root;  
  
 // Finally convert right subtree  
 BinaryTree2DoubleLinkedList(root->right, head);  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
node\* newNode(int data)  
{  
 node\* new\_node = new node;  
 new\_node->data = data;  
 new\_node->left = new\_node->right = NULL;  
 return (new\_node);  
}  
  
/\* Function to print nodes in a given doubly linked list \*/  
void printList(node \*node)  
{  
 while (node!=NULL)  
 {  
 cout << node->data << " ";  
 node = node->right;  
 }  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us create the tree shown in above diagram  
 node \*root = newNode(10);  
 root->left = newNode(12);  
 root->right = newNode(15);  
 root->left->left = newNode(25);  
 root->left->right = newNode(30);  
 root->right->left = newNode(36);  
  
 // Convert to DLL  
 node \*head = NULL;  
 BinaryTree2DoubleLinkedList(root, &head);  
  
 // Print the converted list  
 printList(head);  
  
 return 0;  
}

Output:

25 12 30 10 36 15

Note that use of static variables like above is not a recommended practice (we have used static for simplicity). Imagine a situation where same function is called for two or more trees, the old value of *prev* would be used in next call for a different tree. To avoid such problems, we can use double pointer or reference to a pointer.

Time Complexity: The above program does a simple inorder traversal, so time complexity is O(n) where n is the number of nodes in given binary tree.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/convert-given-binary-tree-doubly-linked-list-set-3/>

# Count BST nodes that lie in a given range

Given a Binary Search Tree (BST) and a range, count number of nodes that lie in the given range.

Examples:

Input:  
 10  
 / \  
 5 50  
 / / \  
 1 40 100  
Range: [5, 45]  
  
Output: 3  
There are three nodes in range, 5, 10 and 40

Source: [Google Question](http://qa.geeksforgeeks.org/207/google-question)

**We strongly recommend you to minimize your browser and try this yourself first.**

The idea is to traverse the given binary search tree starting from root. For every node being visited, check if this node lies in range, if yes, then add 1 to result and recur for both of its children. If current node is smaller than low value of range, then recur for right child, else recur for left child.

Below is C++ implementation of above idea.

// C++ program to count BST nodes withing a given range  
#include<bits/stdc++.h>  
using namespace std;  
  
// A BST node  
struct node  
{  
 int data;  
 struct node\* left, \*right;  
};  
  
// Utility function to create new node  
node \*newNode(int data)  
{  
 node \*temp = new node;  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return (temp);  
}  
  
// Returns count of nodes in BST in range [low, high]  
int getCount(node \*root, int low, int high)  
{  
 // Base case  
 if (!root) return 0;  
  
 // Special Optional case for improving efficiency  
 if (root->data == high && root->data == low)  
 return 1;  
  
 // If current node is in range, then include it in count and  
 // recur for left and right children of it  
 if (root->data <= high && root->data >= low)  
 return 1 + getCount(root->left, low, high) +  
 getCount(root->right, low, high);  
  
 // If current node is smaller than low, then recur for right  
 // child  
 else if (root->data < low)  
 return getCount(root->right, low, high);  
  
 // Else recur for left child  
 else return getCount(root->left, low, high);  
}  
  
// Driver program  
int main()  
{  
 // Let us construct the BST shown in the above figure  
 node \*root = newNode(10);  
 root->left = newNode(5);  
 root->right = newNode(50);  
 root->left->left = newNode(1);  
 root->right->left = newNode(40);  
 root->right->right = newNode(100);  
 /\* Let us constructed BST shown in above example  
 10  
 / \  
 5 50  
 / / \  
 1 40 100 \*/  
 int l = 5;  
 int h = 45;  
 cout << "Count of nodes between [" << l << ", " << h  
 << "] is " << getCount(root, l, h);  
 return 0;  
}

Output:

Count of nodes between [5, 45] is 3

Time complexity of the above program is O(h + k) where h is height of BST and k is number of nodes in given range.

This article is contributed by [Gaurav Ahirwar](https://www.facebook.com/COOL.DUDE.BORN.NUD3?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-bst-nodes-that-are-in-a-given-range/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Count BST subtrees that lie in given range

Given a Binary Search Tree (BST) of integer values and a range [low, high], return count of nodes where all the nodes under that node (or subtree rooted with that node) lie in the given range.

Examples:

Input:  
 10  
 / \  
 5 50  
 / / \  
 1 40 100  
Range: [5, 45]  
Output: 1   
There is only 1 node whose subtree is in the given range.  
The node is 40   
  
  
Input:  
 10  
 / \  
 5 50  
 / / \  
 1 40 100  
Range: [1, 45]  
Output: 3   
There are three nodes whose subtree is in the given range.  
The nodes are 1, 5 and 40

**We strongly recommend you to minimize your browser and try this yourself first.**  
  
  
 The idea is to traverse the given Binary Search Tree (BST) in bottom up manner. For every node, recur for its subtrees, if subtrees are in range and the nodes is also in range, then increment count and return true (to tell the parent about its status). Count is passed as a pointer so that it can be incremented across all function calls.

Below is C++ implementation of the above idea.

// C++ program to count subtrees that lie in a given range  
#include<bits/stdc++.h>  
using namespace std;  
  
// A BST node  
struct node  
{  
 int data;  
 struct node\* left, \*right;  
};  
  
// A utility function to check if data of root is  
// in range from low to high  
bool inRange(node \*root, int low, int high)  
{  
 return root->data >= low && root->data <= high;  
}  
  
// A recursive function to get count of nodes whose subtree  
// is in range from low to hgih. This function returns true  
// if nodes in subtree rooted under 'root' are in range.  
bool getCountUtil(node \*root, int low, int high, int \*count)  
{  
 // Base case  
 if (root == NULL)  
 return true;  
  
 // Recur for left and right subtrees  
 bool l = (root->left) ? getCountUtil(root->left, low, high, count) : true;  
 bool r = (root->right) ? getCountUtil(root->right, low, high, count) : true;  
  
  
 // If both left and right subtrees are in range and current node  
 // is also in range, then increment count and return true  
 if (l && r && inRange(root, low, high))  
 {  
 ++\*count;  
 return true;  
 }  
  
 return false;  
}  
  
// A wrapper over getCountUtil(). This function initializes count as 0  
// and calls getCountUtil()  
int getCount(node \*root, int low, int high)  
{  
 int count = 0;  
 getCountUtil(root, low, high, &count);  
 return count;  
}  
  
// Utility function to create new node  
node \*newNode(int data)  
{  
 node \*temp = new node;  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return (temp);  
}  
  
// Driver program  
int main()  
{  
 // Let us construct the BST shown in the above figure  
 node \*root = newNode(10);  
 root->left = newNode(5);  
 root->right = newNode(50);  
 root->left->left = newNode(1);  
 root->right->left = newNode(40);  
 root->right->right = newNode(100);  
 /\* Let us constructed BST shown in above example  
 10  
 / \  
 5 50  
 / / \  
 1 40 100 \*/  
 int l = 5;  
 int h = 45;  
 cout << "Count of subtrees in [" << l << ", "  
 << h << "] is " << getCount(root, l, h);  
 return 0;  
}

Output:

Count of subtrees in [5, 45] is 1

This article is contributed by [Gaurav Ahirwar](https://www.facebook.com/COOL.DUDE.BORN.NUD3?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-bst-subtrees-that-lie-in-given-range/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Amazon Interview Experience | 193 (For SDE-1)](http://www.geeksforgeeks.org/amazon-interview-experience-193-for-sde-1/) [Shortest Common Supersequence →](http://www.geeksforgeeks.org/shortest-common-supersequence/)

# Custom Tree Problem

You are given a set of links, e.g.

a ---> b  
b ---> c  
b ---> d  
a ---> e

Print the tree that would form when each pair of these links that has the same character as start and end point is joined together. You have to maintain fidelity w.r.t. the height of nodes, i.e. nodes at height n from root should be printed at same row or column. For set of links given above, tree printed should be –

-->a  
 |-->b  
 | |-->c  
 | |-->d  
 |-->e

Note that these links need not form a single tree; they could form, ahem, a forest. Consider the following links

a ---> b  
a ---> g  
b ---> c  
c ---> d  
d ---> e  
c ---> f  
z ---> y  
y ---> x  
x ---> w

The output would be following forest.

-->a  
 |-->b  
 | |-->c  
 | | |-->d  
 | | | |-->e  
 | | |-->f  
 |-->g  
  
-->z  
 |-->y  
 | |-->x  
 | | |-->w

You can assume that given links can form a tree or forest of trees only, and there are no duplicates among links.

**Solution:** The idea is to maintain two arrays, one array for tree nodes and other for trees themselves (we call this array forest). An element of the node array contains the TreeNode object that corresponds to respective character. An element of the forest array contains Tree object that corresponds to respective root of tree.

It should be obvious that the crucial part is creating the forest here, once it is created, printing it out in required format is straightforward. To create the forest, following procedure is used –

Do following for each input link,  
1. If start of link is not present in node array  
 Create TreeNode objects for start character  
 Add entries of start in both arrays.   
2. If end of link is not present in node array  
 Create TreeNode objects for start character  
 Add entry of end in node array.  
3. If end of link is present in node array.  
 If end of link is present in forest array, then remove it  
 from there.  
4. Add an edge (in tree) between start and end nodes of link.

It should be clear that this procedure runs in linear time in number of nodes as well as of links – it makes only one pass over the links. It also requires linear space in terms of alphabet size.

Following is Java implementation of above algorithm. In the following implementation characters are assumed to be only lower case characters from ‘a’ to ‘z’.

// Java program to create a custom tree from a given set of links.  
   
// The main class that represents tree and has main method  
public class Tree {  
   
 private TreeNode root;  
   
 /\* Returns an array of trees from links input. Links are assumed to   
 be Strings of the form "<s> <e>" where <s> and <e> are starting  
 and ending points for the link. The returned array is of size 26  
 and has non-null values at indexes corresponding to roots of trees  
 in output \*/  
 public Tree[] buildFromLinks(String [] links) {  
   
 // Create two arrays for nodes and forest  
 TreeNode[] nodes = new TreeNode[26];   
 Tree[] forest = new Tree[26];   
   
 // Process each link   
 for (String link : links) {  
   
 // Find the two ends of current link  
 String[] ends = link.split(" ");  
 int start = (int) (ends[0].charAt(0) - 'a'); // Start node  
 int end = (int) (ends[1].charAt(0) - 'a'); // End node   
   
 // If start of link not seen before, add it two both arrays  
 if (nodes[start] == null)   
 {   
 nodes[start] = new TreeNode((char) (start + 'a'));   
   
 // Note that it may be removed later when this character is  
 // last character of a link. For example, let we first see  
 // a--->b, then c--->a. We first add 'a' to array of trees  
 // and when we see link c--->a, we remove it from trees array.  
 forest[start] = new Tree(nodes[start]);   
 }   
   
 // If end of link is not seen before, add it to the nodes array  
 if (nodes[end] == null)   
 nodes[end] = new TreeNode((char) (end + 'a'));   
   
 // If end of link is seen before, remove it from forest if   
 // it exists there.  
 else forest[end] = null;   
   
 // Establish Parent-Child Relationship between Start and End  
 nodes[start].addChild(nodes[end], end);  
 }   
 return forest;  
 }  
   
 // Constructor   
 public Tree(TreeNode root) { this.root = root; }   
   
 public static void printForest(String[] links)  
 {  
 Tree t = new Tree(new TreeNode('\0'));  
 for (Tree t1 : t.buildFromLinks(links)) {  
 if (t1 != null)   
 {   
 t1.root.printTreeIdented("");  
 System.out.println("");  
 }   
 }  
 }   
   
 // Driver method to test  
 public static void main(String[] args) {  
 String [] links1 = {"a b", "b c", "b d", "a e"};  
 System.out.println("------------ Forest 1 ----------------");  
 printForest(links1);   
   
 String [] links2 = {"a b", "a g", "b c", "c d", "d e", "c f",  
 "z y", "y x", "x w"};  
 System.out.println("------------ Forest 2 ----------------");  
 printForest(links2);   
 }  
}  
  
// Class to represent a tree node  
class TreeNode {   
 TreeNode []children;  
 char c;  
   
 // Adds a child 'n' to this node  
 public void addChild(TreeNode n, int index) { this.children[index] = n;}   
   
 // Constructor  
 public TreeNode(char c) { this.c = c; this.children = new TreeNode[26];}  
   
 // Recursive method to print indented tree rooted with this node.  
 public void printTreeIdented(String indent) {   
 System.out.println(indent + "-->" + c);  
 for (TreeNode child : children) {  
 if (child != null)   
 child.printTreeIdented(indent + " |");  
 }   
 }   
}

Output:

------------ Forest 1 ----------------  
-->a  
 |-->b  
 | |-->c  
 | |-->d  
 |-->e  
  
------------ Forest 2 ----------------  
-->a  
 |-->b  
 | |-->c  
 | | |-->d  
 | | | |-->e  
 | | |-->f  
 |-->g  
  
-->z  
 |-->y  
 | |-->x  
 | | |-->w

**Exercise:**  
 In the above implementation, endpoints of input links are assumed to be from set of only 26 characters. Extend the implementation where endpoints are strings of any length.

This article is contributed by **Ciphe**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/custom-tree-problem/>

# Data Structure for a single resource reservations

Design a data structure to do reservations of future jobs on a single machine under following constraints.  
 1) Every job requires exactly k time units of the machine.  
 2) The machine can do only one job at a time.   
 3) Time is part of the system. Future Jobs keep coming at different times. Reservation of a future job is done only if there is no existing reservation within k time frame (after and before)  
 4) Whenever a job finishes (or its reservation time plus k becomes equal to current time), it is removed from system.

Example:

Let time taken by a job (or k) be = 4  
  
At time 0: Reservation request for a job at time 2 in   
 future comes in, reservation is done as machine   
 will be available (no conflicting reservations)  
Reservations {2}  
  
At time 3: Reservation requests at times 15, 7, 20 and 3.  
 Job at 7, 15 and 20 can be reserved, but at 3   
 cannot be reserved as it conflicts with a   
 reserved at 2.  
Reservations {2, 7, 15, 20}  
  
At time 6: Reservation requests at times 30, 17, 35 and 45  
 Jobs at 30, 35 and 45 are reserved, but at 17   
 cannot be reserved as it conflicts with a reserved   
 at 15.  
Reservations {7, 15, 30, 35, 45}.  
Note that job at 2 is removed as it must be finished by 6.

Let us consider different data structures for this task.

One solution is to keep all future reservations sorted in array. Time complexity of checking for conflicts can be done in O(Logn) using [Binary Search](http://geeksquiz.com/binary-search/), but insertions and deletions take O(n) time.

[Hashing](http://geeksquiz.com/hashing-set-1-introduction/)cannot be used here as the search is not exact search, but a search within k time frame.

The idea is to use [Binary Search Tree](http://geeksquiz.com/binary-search-tree-set-1-search-and-insertion/) to maintain set of reserved jobs. For every reservation request, insert it only when there is no conflicting reservation. While inserting job, do “within k time frame check”. If there is a k distant node on insertion path from root, then reject the reservation request, otherwise do the reservation.

// A BST node to store future reservations  
struct node  
{  
 int time; // reservation time  
 struct node \*left, \*right;  
};  
  
// A utility function to create a new BST node  
struct node \*newNode(int item)  
{  
 struct node \*temp =  
 (struct node \*)malloc(sizeof(struct node));  
 temp->time = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
/\* BST insert to process a new reservation request at  
 a given time (future time). This function does  
 reservation only if there is no existing job within  
 k time frame of new job \*/  
struct node\* insert(struct node\* root, int time, int k)  
{  
 /\* If the tree is empty, return a new node \*/  
 if (root == NULL) return newNode(time);  
  
 // Check if this job conflicts with existing  
 // reservations  
 if ((time-k < root->time) && (time+k > root->time))  
 return root;  
  
 /\* Otherwise, recur down the tree \*/  
 if (time < root->time)  
 root->left = insert(root->left, time, k);  
 else  
 root->right = insert(root->right, time, k);  
  
 /\* return the (unchanged) node pointer \*/  
 return root;  
}

Deletion of job is simple [BST delete](http://geeksquiz.com/binary-search-tree-set-2-delete/) operation.

A normal BST takes O(h) time for insert and delete operations. We can use self-balancing binary search trees like [AVL](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/), [Red-Black](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), .. to do both operations in O(Log n) time.

This question is adopted from [this](http://courses.csail.mit.edu/6.006/fall09/lecture_notes/lecture03.pdf)MIT lecture.

This article is contributed by **Rajeev**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/data-structure-for-future-reservations-for-a-single-resource/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Decision Trees - Fake (Counterfeit) Coin Puzzle (12 Coin Puzzle)

Let us solve the classic “fake coin” puzzle using decision trees. There are the two different variants of the puzzle given below. I am providing description of both the puzzles below, try to solve on your own, assume N = 8.

***Easy:*** *Given a two pan fair balance and N identically looking coins, out of which only one coin is* ***lighter (or heavier)****. To figure out the odd coin, how many minimum number of weighing are required in the worst case?*

***Difficult:*** *Given a two pan fair balance and N identically looking coins out of which only one coin* ***may be*** *defective. How can we trace which coin, if any, is odd one and also determine whether it is lighter or heavier in minimum number of trials in the worst case?*

Let us start with relatively simple examples. After reading every problem try to solve on your own.

**Problem 1: (Easy)**

*Given 5 coins out of which one coin is* ***lighter****. In the worst case, how many minimum number of weighing are required to figure out the odd coin?*

Name the coins as 1, 2, 3, 4 and 5. We know that one coin is lighter. Considering best out come of balance, we can group the coins in two different ways, [(1, 2), (3, 4) and (5)], or [(12), (34) and (5)]. We can easily rule out groups like [(123) and (45)], as we will get obvious answer. Any other combination will fall into one of these two groups, like [(2)(45) and (13)], etc.

Consider the first group, pairs (1, 2) and (3, 4). We can check (1, 2), if they are equal we go ahead with (3, 4). We need two weighing in worst case. The same analogy can be applied when the coin in heavier.

With the second group, weigh (12) and (34). If they balance (5) is defective one, otherwise pick the lighter pair, and we need one more weighing to find odd one.

Both the combinations need two weighing in case of 5 coins with prior information of one coin is lighter.

**Analysis:** In general, if we know that the coin is heavy or light, we can trace the coin in log3(N) trials (rounded to next integer). If we represent the outcome of balance as ternary tree, every leaf represent an outcome. Since any coin among N coins can be defective, we need to get a 3-ary tree having minimum of N leaves. A 3-ary tree at k-th level will have 3k leaves and hence we need 3k >= N.

In other-words, in ***k*** trials we can examine upto ***3k*** coins, if we know whether the defective coin is heavier or lighter. Given that a coin is heavier, verify that 3 trials are sufficient to find the odd coin among 12 coins, because 32 < 12 < 33.

**Problem 2: (Difficult)**

*We are given 4 coins, out of which only one coin* ***may be*** *defective. We don’t know, whether all coins are genuine or any defective one is present. How many number of weighing are required in worst case to figure out the odd coin, if present? We also need to tell whether it is heavier or lighter.*

From the above analysis we may think that k = 2 trials are sufficient, since a two level 3-ary tree yields 9 leaves which is greater than N = 4 (read the problem once again). Note that it is impossible to solve above 4 coins problem in two weighing. The decision tree confirms the fact (try to draw).

We can group the coins in two different ways, [(12, 34)] or [(1, 2) and (3, 4)]. Let us consider the combination (12, 34), the corresponding decision tree is given below. Blue leaves are valid outcomes, and red leaves are impossible cases. We arrived at impossible cases due to the assumptions made earlier on the path.
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The outcome can be (12) < (34) i.e. we go on to left subtree or (12) > (34) i.e. we go on to right subtree.

The left subtree is possible in two ways,

* A) Either 1 or 2 can be lighter OR
* B) Either 3 or 4 can be heavier.

Further on the left subtree, as second trial, we weigh (1, 2) or (3, 4). Let us consider (3, 4) as the analogy for (1, 2) is similar. The outcome of second trail can be three ways

* A) (3) < (4) yielding 4 as defective heavier coin, OR
* B) (3) > (4) yielding 3 as defective heavier coin OR
* C) (3) = (4), yielding ambiguity. Here we need one more weighing to check a genuine coin against 1 or 2. In the figure I took (3, 2) where 3 is confirmed as genuine. We can get (3) > (2) in which 2 is lighter, or (3) = (2) in which 1 is lighter. Note that it impossible to get (3) < (2), it contradicts our assumption leaned to left side.

Similarly we can analyze the right subtree. We need two more weighings on right subtree as well.

Overall we need 3 weighings to trace the odd coin. Note that we are unable to utilize two outcomes of 3-ary trees. Also, the tree is not full tree, middle branch terminated after first weighing. Infact, we can get 27 leaves of 3 level full 3-ary tree, but only we got 11 leaves including impossible cases.

**Analysis:** Given N coins, all may be genuine or only one coin is defective. We need a decision tree with atleast (2N + 1) leaves correspond to the outputs. Because there can be N leaves to be lighter, or N leaves to be heavier or one genuine case, on total (2N + 1) leaves.

As explained earlier ternary tree at level k, can have utmost 3k leaves and we need a tree with leaves of 3k > (2N + 1).

*In other words, we need atleast k > log3(2N + 1) weighing to find the defective one.*

Observe the above figure that not all the branches are generating leaves, i.e. we are missing valid outputs under some branches that leading to more number of trials. When possible, we should group the coins in such a way that every branch is going to yield valid output (in simple terms generate full 3-ary tree). Problem 4 describes this approach of 12 coins.

**Problem 3: (Special case of two pan balance)**

*We are given 5 coins, a group of 4 coins out of which one coin is defective (we* ***don’t know*** *whether it is heavier or lighter), and one coin is genuine. How many weighing are required in worst case to figure out the odd coin whether it is heavier or lighter?*

Label the coins as 1, 2, 3, 4 and G (genuine). We now have some information on coin purity. We need to make use that in the groupings.

We can best group them as [(G1, 23) and (4)]. Any other group can’t generate full 3-ary tree, try yourself. The following diagram explains the procedure.
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The middle case (G1) = (23) is self explanatory, i.e. 1, 2, 3 are genuine and 4th coin can be figured out lighter or heavier in one more trial.

The left side of tree corresponds to the case (G1) < (23). This is possible in two ways, either 1 should be lighter or either of (2, 3) should be heavier. The former instance is obvious when next weighing (2, 3) is balanced, yielding 1 as lighter. The later instance could be (2) < (3) yielding 3 as heavier or (2) > (3) yielding 2 as heavier. The leaf nodes on left branch are named to reflect these outcomes.

The right side of tree corresponds to the case (G1) > (23). This is possible in two ways, either 1 is heavier or either of (2, 3) should be lighter. The former instance is obvious when the next weighing (2, 3) is balanced, yielding 1 as heavier. The later case could be (2) < (3) yielding 2 as lighter coin, or (2) > (3) yielding 3 as lighter.

In the above problem, under any possibility we need only two weighing. We are able to use all outcomes of two level full 3-ary tree. We started with (N + 1) = 5 coins where N = 4, we end up with (2N + 1) = 9 leaves. ***Infact we should have 11 outcomes since we stared with 5 coins, where are other 2 outcomes? These two outcomes can be declared at the root of tree itself (prior to first weighing), can you figure these two out comes?***

If we observe the figure, after the first weighing the problem reduced to “we know three coins, either one can be lighter (heavier) or one among other two can be heavier (lighter)”. This can be solved in one weighing (read Problem 1).

**Analysis:** Given (N + 1) coins, one is genuine and the rest N can be genuine or only one coin is defective. The required decision tree should result in minimum of (2N + 1) leaves. Since the total possible outcomes are (2(N + 1) + 1), number of weighing (trials) are given by the height of ternary tree, k >= log3[2(N + 1) + 1]. *Note the equality sign*.

Rearranging k and N, *we can weigh maximum of N <= (3k – 3)/2 coins in k trials*.

**Problem 4: (The classic 12 coin puzzle)**

*You are given two pan fair balance. You have 12 identically looking coins out of which one coin may be lighter or heavier. How can you find odd coin, if any, in minimum trials, also determine whether defective coin is lighter or heavier, in the worst case?*

How do you want to group them? Bi-set or tri-set? Clearly we can discard the option of dividing into two equal groups. It can’t lead to best tree. *From the above two examples, we can ensure that the decision tree can be used in optimal way if we can reveal atleaset one genuine coin*. Remember to group coins such that the first weighing reveals atleast one genuine coin.

Let us name the coins as 1, 2, … 8, A, B, C and D. We can combine the coins into 3 groups, namely (1234), (5678) and (ABCD). Weigh (1234) and (5678). You are encouraged to draw decision tree while reading the procedure. The outcome can be three ways,

1. (1234) = (5678), both groups are equal. Defective coin may be in (ABCD) group.
2. (1234) < (5678), i.e. first group is less in weight than second group.
3. (1234) > (5678), i.e. first group is more in weight than second group.

The output (1) can be solved in two more weighing as special case of two pan balance given in Problem 3. We know that groups (1234) and (5678) are genuine and defective coin may be in (ABCD). Pick one genuine coin from any of weighed groups, and proceed with (ABCD) as explained in Problem 3.

Outcomes (2) and (3) are special. In both the cases, we know that (ABCD) is genuine. And also, we know a set of coins being lighter and a set of coins being heavier. We need to shuffle the weighed two groups in such a way that we end up with smaller height decision tree.

Consider the second outcome where (1234) < (5678). It is possible when any coin among (1, 2, 3, 4) is lighter or any coin among (5, 6, 7, 8 ) is heavier. We revealed lighter or heavier possibility after first weighing. If we proceed as in Problem 1, we will not generate best decision tree. Let us shuffle coins as (1235) and (4BCD) as new groups (there are different shuffles possible, they also lead to minimum weighing, [can you try](http://geeksforgeeks.org/forum/topic/odd-ball-out)?). If we weigh these two groups again the outcome can be three ways, i) (1235) < (4BCD) yielding one among 1, 2, 3 is lighter which is similar to Problem 1 explained above, we need one more weighing, ii) (1235) = (4BCD) yielding one among 6, 7, 8 is heavier which is similar to Problem 1 explained above, we need one more weighing iii) (1235) > (4BCD) yielding either 5 as heavier coin or 4 as lighter coin, at the expense of one more weighing.

Similar way we can also solve the right subtree (third outcome where (1234) > (5678)) in two more weighing.

We are able to solve the 12 coin puzzle in 3 weighing in the worst case.

**Few Interesting Puzzles:**

1. Solve Problem 4 with N = 8 and N = 13, How many minimum trials are required in each case?
2. Given a function *int weigh(A[], B[])* where A and B are arrays (need not be equal size). The function returns -1, 0 or 1. It returns 0 if sum of all elements in A and B are equal, -1 if A < B and 1 if A > B. Given an array of 12 elements, all elements are equal except one. The odd element can be as that of others, smaller or greater than others. Write a program to find the odd element (if any) using *weigh()* minimum number of times.
3. You might have seen 3-pan balance in science labs during school days. Given a 3-pan balance (4 outcomes) and N coins, how many minimum trials are needed to figure out odd coin?

**References:**

Similar problem was provided in one of the exercises of the book “Introduction to Algorithms by Levitin”. Specifically read section 5.5 and section 11.2 including exercises.

– – – by [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/decision-trees-fake-coin-puzzle/>

# Deepest left leaf node in a binary tree

Given a Binary Tree, find the deepest leaf node that is left child of its parent. For example, consider the following tree. The deepest left leaf node is the node with value 9.

1  
 / \  
 2 3  
 / / \   
 4 5 6  
 \ \  
 7 8  
 / \  
 9 10

We strongly recommend you to minimize the browser and try this yourself first.

The idea is to recursively traverse the given binary tree and while traversing, maintain “level” which will store the current node’s level in the tree. If current node is left leaf, then check if its level is more than the level of deepest left leaf seen so far. If level is more then update the result. If current node is not leaf, then recursively find maximum depth in left and right subtrees, and return maximum of the two depths. Thanks to [Coder011](http://www.geeksforgeeks.org/amazon-interview-set-54-on-campus-for-sde/)for suggesting this approach.

// A C++ program to find the deepest left leaf in a given binary tree  
#include <stdio.h>  
#include <iostream>  
using namespace std;  
  
struct Node  
{  
 int val;  
 struct Node \*left, \*right;  
};  
  
Node \*newNode(int data)  
{  
 Node \*temp = new Node;  
 temp->val = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to find deepest leaf node.  
// lvl: level of current node.  
// maxlvl: pointer to the deepest left leaf node found so far  
// isLeft: A bool indicate that this node is left child of its parent  
// resPtr: Pointer to the result  
void deepestLeftLeafUtil(Node \*root, int lvl, int \*maxlvl,  
 bool isLeft, Node \*\*resPtr)  
{  
 // Base case  
 if (root == NULL)  
 return;  
  
 // Update result if this node is left leaf and its level is more  
 // than the maxl level of the current result  
 if (isLeft && !root->left && !root->right && lvl > \*maxlvl)  
 {  
 \*resPtr = root;  
 \*maxlvl = lvl;  
 return;  
 }  
  
 // Recur for left and right subtrees  
 deepestLeftLeafUtil(root->left, lvl+1, maxlvl, true, resPtr);  
 deepestLeftLeafUtil(root->right, lvl+1, maxlvl, false, resPtr);  
}  
  
// A wrapper over deepestLeftLeafUtil().  
Node\* deepestLeftLeaf(Node \*root)  
{  
 int maxlevel = 0;  
 Node \*result = NULL;  
 deepestLeftLeafUtil(root, 0, &maxlevel, false, &result);  
 return result;  
}  
  
// Driver program to test above function  
int main()  
{  
 Node\* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->right->left = newNode(5);  
 root->right->right = newNode(6);  
 root->right->left->right = newNode(7);  
 root->right->right->right = newNode(8);  
 root->right->left->right->left = newNode(9);  
 root->right->right->right->right = newNode(10);  
  
 Node \*result = deepestLeftLeaf(root);  
 if (result)  
 cout << "The deepest left child is " << result->val;  
 else  
 cout << "There is no left leaf in the given tree";  
  
 return 0;  
}

Output:

The deepest left child is 9

Time Complexity: The function does a simple traversal of the tree, so the complexity is O(n).

This article is contributed by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/deepest-left-leaf-node-in-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Diagonal Sum of a Binary Tree

Consider lines of slope -1 passing between nodes (dotted lines in below diagram). Diagonal sum in a binary tree is sum of all node’s data lying between these lines. Given a Binary Tree, print all diagonal sums.

For the following input tree, output should be 9, 19, 42.  
 9 is sum of 1, 3 and 5.  
 19 is sum of 2, 6, 4 and 7.  
 42 is sum of 9, 10, 11 and 12.
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We strongly recommend to minimize your browser and try this yourself first

**Algorithm:**  
 The idea is to keep track of vertical distance from top diagonal passing through root. We increment the vertical distance we go down to next diagonal.  
 1. Add root with vertical distance as 0 to the queue.  
 2. Process the sum of all right child and right of right child and so on.  
 3. Add left child current node into the queue for later processing. The vertical distance of left child is vertical distance of current node plus 1.  
 4. Keep doing 2nd, 3rd and 4th step till the queue is empty.

Following is Java implementation of above idea.

// Java Program to find diagonal sum in a Binary Tree  
import java.util.\*;  
import java.util.Map.Entry;  
  
//Tree node  
class TreeNode  
{  
 int data; //node data  
 int vd; //vertical distance diagonally  
 TreeNode left, right; //left and right child's reference  
  
 // Tree node constructor  
 public TreeNode(int data)  
 {  
 this.data = data;  
 vd = Integer.MAX\_VALUE;  
 left = right = null;  
 }  
}  
  
// Tree class  
class Tree  
{  
 TreeNode root;//Tree root  
  
 // Tree constructor  
 public Tree(TreeNode root) { this.root = root; }  
  
 // Diagonal sum method  
 public void diagonalSum()  
 {  
 // Queue which stores tree nodes  
 Queue<TreeNode> queue = new LinkedList<TreeNode>();  
  
 // Map to store sum of node's data lying diagonally  
 Map<Integer, Integer> map = new TreeMap<>();  
  
 // Assign the root's vertical distance as 0.  
 root.vd = 0;  
  
 // Add root node to the queue  
 queue.add(root);  
  
 // Loop while the queue is not empty  
 while (!queue.isEmpty())  
 {  
 // Remove the front tree node from queue.  
 TreeNode curr = queue.remove();  
  
 // Get the vertical distance of the dequeued node.  
 int vd = curr.vd;  
  
 // Sum over this node's right-child, right-of-right-child  
 // and so on  
 while (curr != null)  
 {  
 int prevSum = (map.get(vd) == null)? 0: map.get(vd);  
 map.put(vd, prevSum + curr.data);  
  
 // If for any node the left child is not null add  
 // it to the queue for future processing.  
 if (curr.left != null)  
 {  
 curr.left.vd = vd+1;  
 queue.add(curr.left);  
 }  
  
 // Move to the current node's right child.  
 curr = curr.right;  
 }  
 }  
  
 // Make an entry set from map.  
 Set<Entry<Integer, Integer>> set = map.entrySet();  
  
 // Make an iterator  
 Iterator<Entry<Integer, Integer>> iterator = set.iterator();  
  
 // Traverse the map elements using the iterator.  
 while (iterator.hasNext())  
 {  
 Map.Entry<Integer, Integer> me = iterator.next();  
 System.out.print(me.getValue()+" ");  
 }  
 }  
}  
  
//Driver class  
public class DiagonalSum  
{  
 public static void main(String[] args)  
 {  
 TreeNode root = new TreeNode(1);  
 root.left = new TreeNode(2);  
 root.right = new TreeNode(3);  
 root.left.left = new TreeNode(9);  
 root.left.right = new TreeNode(6);  
 root.right.left = new TreeNode(4);  
 root.right.right = new TreeNode(5);  
 root.right.left.left = new TreeNode(12);  
 root.right.left.right = new TreeNode(7);  
 root.left.right.left = new TreeNode(11);  
 root.left.left.right = new TreeNode(10);  
 Tree tree = new Tree(root);  
 tree.diagonalSum();  
 }  
}

Output:

9, 19, 42

**Exercise:**  
 This problem was for diagonals from top to bottom and slope -1. Try the same problem for slope +1.

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/diagonal-sum-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Diameter of a Binary Tree

The diameter of a tree (sometimes called the width) is the number of nodes on the longest path between two leaves in the tree. The diagram below shows two trees each with diameter nine, the leaves that form the ends of a longest path are shaded (note that there is more than one path in each tree of length nine, but no path longer than nine nodes).

[![tree_diameter](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/tree_diameter.GIF)

The diameter of a tree T is the largest of the following quantities:

\* the diameter of T’s left subtree  
 \* the diameter of T’s right subtree  
 \* the longest path between leaves that goes through the root of T (this can be computed from the heights of the subtrees of T)

Implementation:

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* function to create a new node of tree and returns pointer \*/  
struct node\* newNode(int data);  
  
/\* returns max of two integers \*/  
int max(int a, int b);  
  
/\* function to Compute height of a tree. \*/  
int height(struct node\* node);  
  
/\* Function to get diameter of a binary tree \*/  
int diameter(struct node \* tree)  
{  
 /\* base case where tree is empty \*/  
 if (tree == 0)  
 return 0;  
  
 /\* get the height of left and right sub-trees \*/  
 int lheight = height(tree->left);  
 int rheight = height(tree->right);  
  
 /\* get the diameter of left and right sub-trees \*/  
 int ldiameter = diameter(tree->left);  
 int rdiameter = diameter(tree->right);  
  
 /\* Return max of following three  
 1) Diameter of left subtree  
 2) Diameter of right subtree  
 3) Height of left subtree + height of right subtree + 1 \*/  
 return max(lheight + rheight + 1, max(ldiameter, rdiameter));  
}   
  
/\* UTILITY FUNCTIONS TO TEST diameter() FUNCTION \*/  
  
/\* The function Compute the "height" of a tree. Height is the   
 number f nodes along the longest path from the root node   
 down to the farthest leaf node.\*/  
int height(struct node\* node)  
{  
 /\* base case tree is empty \*/   
 if(node == NULL)  
 return 0;  
  
 /\* If tree is not empty then height = 1 + max of left   
 height and right heights \*/   
 return 1 + max(height(node->left), height(node->right));  
}   
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* returns maximum of two integers \*/  
int max(int a, int b)  
{  
 return (a >= b)? a: b;  
}   
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is   
 1  
 / \  
 2 3  
 / \  
 4 5  
 \*/  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
  
 printf("Diameter of the given binary tree is %d\n", diameter(root));  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2)

**Optimized implementation:** The above implementation can be optimized by calculating the height in the same recursion rather than calling a height() separately. Thanks to Amar for suggesting this optimized version. This optimization reduces time complexity to O(n).

/\*The second parameter is to store the height of tree.  
 Initially, we need to pass a pointer to a location with value  
 as 0. So, function should be used as follows:  
  
 int height = 0;  
 struct node \*root = SomeFunctionToMakeTree();  
 int diameter = diameterOpt(root, &height); \*/  
int diameterOpt(struct node \*root, int\* height)  
{  
 /\* lh --> Height of left subtree  
 rh --> Height of right subtree \*/  
 int lh = 0, rh = 0;  
   
 /\* ldiameter --> diameter of left subtree  
 rdiameter --> Diameter of right subtree \*/  
 int ldiameter = 0, rdiameter = 0;  
   
 if(root == NULL)  
 {  
 \*height = 0;  
 return 0; /\* diameter is also 0 \*/  
 }  
   
 /\* Get the heights of left and right subtrees in lh and rh  
 And store the returned values in ldiameter and ldiameter \*/  
 ldiameter = diameterOpt(root->left, &lh);  
 rdiameter = diameterOpt(root->right, &rh);  
   
 /\* Height of current node is max of heights of left and  
 right subtrees plus 1\*/  
 \*height = max(lh, rh) + 1;  
   
 return max(lh + rh + 1, max(ldiameter, rdiameter));  
}

Time Complexity: O(n)

References:  
 <http://www.cs.duke.edu/courses/spring00/cps100/assign/trees/diameter.html>

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/diameter-of-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Difference between sums of odd level and even level nodes of a Binary Tree

Given a a Binary Tree, find the difference between the sum of nodes at odd level and the sum of nodes at even level. Consider root as level 1, left and right children of root as level 2 and so on.

For example, in the following tree, sum of nodes at odd level is (5 + 1 + 4 + 8) which is 18. And sum of nodes at even level is (2 + 6 + 3 + 7 + 9) which is 27. The output for following tree should be 18 – 27 which is -9.

5  
 / \  
 2 6  
 / \ \   
1 4 8  
 / / \   
 3 7 9

A straightforward method is to **use** [**level order traversal**](http://www.geeksforgeeks.org/level-order-tree-traversal/). In the traversal, check level of current node, if it is odd, increment odd sum by data of current node, otherwise increment even sum. Finally return difference between odd sum and even sum. See following for implementation of this approach.

[C implementation of level order traversal based approach to find the difference](http://ideone.com/845ZFY).

The problem can also be solved **using simple recursive traversal**. We can recursively calculate the required difference as, value of root’s data subtracted by the difference for subtree under left child and the difference for subtree under right child. Following is C implementation of this approach.

// A recursive program to find difference between sum of nodes at  
// odd level and sum at even level  
#include <stdio.h>  
#include <stdlib.h>  
  
// Binary Tree node  
struct node  
{  
 int data;  
 struct node\* left, \*right;  
};  
  
// A utility function to allocate a new tree node with given data  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
// The main function that return difference between odd and even level  
// nodes  
int getLevelDiff(struct node \*root)  
{  
 // Base case  
 if (root == NULL)  
 return 0;  
  
 // Difference for root is root's data - difference for left subtree  
 // - difference for right subtree  
 return root->data - getLevelDiff(root->left) - getLevelDiff(root->right);  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct node \*root = newNode(5);  
 root->left = newNode(2);  
 root->right = newNode(6);  
 root->left->left = newNode(1);  
 root->left->right = newNode(4);  
 root->left->right->left = newNode(3);  
 root->right->right = newNode(8);  
 root->right->right->right = newNode(9);  
 root->right->right->left = newNode(7);  
 printf("%d is the required difference\n", getLevelDiff(root));  
 getchar();  
 return 0;  
}

Output:

-9 is the required difference

Time complexity of both methods is O(n), but the second method is simple and easy to implement.

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/difference-between-sums-of-odd-and-even-levels/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Double Tree

Write a program that converts a given tree to its Double tree. To create Double tree of the given tree, create a new duplicate for each node, and insert the duplicate as the left child of the original node.

So the tree…

2  
 / \  
 1 3

is changed to…

2  
 / \  
 2 3  
 / /  
 1 3  
 /  
 1

And the tree

1  
 / \  
 2 3  
 / \  
 4 5

is changed to

1  
 / \  
 1 3  
 / /  
 2 3  
 / \  
 2 5  
 / /  
 4 5  
 /   
 4

Algorithm:  
 Recursively convert the tree to double tree in postorder fashion. For each node, first convert the left subtree of the node, then right subtree, finally create a duplicate node of the node and fix the left child of the node and left child of left child.

Implementation:

#include <stdio.h>  
#include <stdlib.h>  
   
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
   
/\* function to create a new node of tree and returns pointer \*/  
struct node\* newNode(int data);  
   
/\* Function to convert a tree to double tree \*/   
void doubleTree(struct node\* node)   
{  
 struct node\* oldLeft;  
  
 if (node==NULL) return;  
  
 /\* do the subtrees \*/  
 doubleTree(node->left);  
 doubleTree(node->right);  
  
 /\* duplicate this node to its left \*/  
 oldLeft = node->left;  
 node->left = newNode(node->data);  
 node->left->left = oldLeft;  
}  
   
  
   
/\* UTILITY FUNCTIONS TO TEST doubleTree() FUNCTION \*/  
 /\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
  
/\* Given a binary tree, print its nodes in inorder\*/  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);   
 printf("%d ", node->data);  
 printInorder(node->right);  
}  
   
   
/\* Driver program to test above functions\*/  
int main()  
{  
   
 /\* Constructed binary tree is  
 1  
 / \  
 2 3  
 / \  
 4 5  
 \*/  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
   
 printf("Inorder traversal of the original tree is \n");  
 printInorder(root);  
  
 doubleTree(root);  
   
 printf("\n Inorder traversal of the double tree is \n");   
 printInorder(root);  
   
 getchar();  
 return 0;  
}

Time Complexity: O(n) where n is the number of nodes in the tree.

References:  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/double-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Expression Tree

Expression tree is a binary tree in which each internal node corresponds to operator and each leaf node corresponds to operand so for example expression tree for 3 + ((5+9)\*2) would be:
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Inorder traversal of expression tree produces infix version of given postfix expression (same with preorder traversal it gives prefix expression)

**Evaluating the expression represented by expression tree:**

Let t be the expression tree  
If t is not null then  
 If t.value is operand then   
 Return t.value  
 A = solve(t.left)  
 B = solve(t.right)  
   
 // calculate applies operator 't.value'   
 // on A and B, and returns value  
 Return calculate(A, B, t.value)

**Construction of Expression Tree:**  
 Now For constructing expression tree we use a stack. We loop through input expression and do following for every character.  
 1) If character is operand push that into stack  
 2) If character is operator pop two values from stack make them its child and push current node again.  
 At the end only element of stack will be root of expression tree.

Below is C++ implementation t

// C++ program for expression tree  
#include<bits/stdc++.h>  
using namespace std;  
  
// An expression tree node  
struct et  
{  
 char value;  
 et\* left, \*right;  
};  
  
// A utility function to check if 'c'  
// is an operator  
bool isOperator(char c)  
{  
 if (c == '+' || c == '-' ||  
 c == '\*' || c == '/' ||  
 c == '^')  
 return true;  
 return false;  
}  
  
// Utility function to do inorder traversal  
void inorder(et \*t)  
{  
 if(t)  
 {  
 inorder(t->left);  
 printf("%c ", t->value);  
 inorder(t->right);  
 }  
}  
  
// A utility function to create a new node  
et\* newNode(int v)  
{  
 et \*temp = new et;  
 temp->left = temp->right = NULL;  
 temp->value = v;  
 return temp;  
};  
  
// Returns root of constructed tree for given  
// postfix expression  
et\* constructTree(char postfix[])  
{  
 stack<et \*> st;  
 et \*t, \*t1, \*t2;  
  
 // Traverse through every character of  
 // input expression  
 for (int i=0; i<strlen(postfix); i++)  
 {  
 // If operand, simply push into stack  
 if (!isOperator(postfix[i]))  
 {  
 t = newNode(postfix[i]);  
 st.push(t);  
 }  
 else // operator  
 {  
 t = newNode(postfix[i]);  
  
 // Pop two top nodes  
 t1 = st.top(); // Store top  
 st.pop(); // Remove top  
 t2 = st.top();  
 st.pop();  
  
 // make them children  
 t->right = t1;  
 t->left = t2;  
  
 // Add this subexpression to stack  
 st.push(t);  
 }  
 }  
  
 // only element will be root of expression  
 // tree  
 t = st.top();  
 st.pop();  
  
 return t;  
}  
  
// Driver program to test above  
int main()  
{  
 char postfix[] = "ab+ef\*g\*-";  
 et\* r = constructTree(postfix);  
 printf("infix expression is \n");  
 inorder(r);  
 return 0;  
}

Output:

infix expression is  
a + b - e \* f \* g

This article is contributed by [**Utkarsh Trivedi**](https://www.linkedin.com/pub/utkarsh-trivedi/a7/69/253). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/expression-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Find a pair with given sum in a Balanced BST

Given a Balanced Binary Search Tree and a target sum, write a function that returns true if there is a pair with sum equals to target sum, otherwise return false. Expected time complexity is O(n) and only O(Logn) extra space can be used. Any modification to Binary Search Tree is not allowed. Note that height of a Balanced BST is always O(Logn).
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This problem is mainly extension of the [previous post](http://www.geeksforgeeks.org/find-if-there-is-a-triplet-in-bst-that-adds-to-0/). Here we are not allowed to modify the BST.

The **Brute Force Solution** is to consider each pair in BST and check whether the sum equals to X. The time complexity of this solution will be O(n^2).

A **Better Solution** is to create an auxiliary array and store Inorder traversal of BST in the array. The array will be sorted as Inorder traversal of BST always produces sorted data. Once we have the Inorder traversal, we can pair in O(n) time (See [this](http://www.geeksforgeeks.org/write-a-c-program-that-given-a-set-a-of-n-numbers-and-another-number-x-determines-whether-or-not-there-exist-two-elements-in-s-whose-sum-is-exactly-x/) for details). This solution works in O(n) time, but requires O(n) auxiliary space.

A **space optimized solution** is discussed in [previous post](http://www.geeksforgeeks.org/find-if-there-is-a-triplet-in-bst-that-adds-to-0/). The idea was to first in-place convert BST to Doubly Linked List (DLL), then find pair in sorted DLL in O(n) time. This solution takes O(n) time and O(Logn) extra space, but it modifies the given BST.

The **solution discussed below takes O(n) time, O(Logn) space and doesn’t modify BST**. The idea is same as finding the pair in sorted array (See method 1 of [this](http://www.geeksforgeeks.org/write-a-c-program-that-given-a-set-a-of-n-numbers-and-another-number-x-determines-whether-or-not-there-exist-two-elements-in-s-whose-sum-is-exactly-x/) for details). We traverse BST in Normal Inorder and Reverse Inorder simultaneously. In reverse inorder, we start from the rightmost node which is the maximum value node. In normal inorder, we start from the left most node which is minimum value node. We add sum of current nodes in both traversals and compare this sum with given target sum. If the sum is same as target sum, we return true. If the sum is more than target sum, we move to next node in reverse inorder traversal, otherwise we move to next node in normal inorder traversal. If any of the traversals is finished without finding a pair, we return false. Following is C++ implementation of this approach.

/\* In a balanced binary search tree isPairPresent two element which sums to  
 a given value time O(n) space O(logn) \*/  
#include <stdio.h>  
#include <stdlib.h>  
#define MAX\_SIZE 100  
  
// A BST node  
struct node  
{  
 int val;  
 struct node \*left, \*right;  
};  
  
// Stack type  
struct Stack  
{  
 int size;  
 int top;  
 struct node\* \*array;  
};  
  
// A utility function to create a stack of given size  
struct Stack\* createStack(int size)  
{  
 struct Stack\* stack =  
 (struct Stack\*) malloc(sizeof(struct Stack));  
 stack->size = size;  
 stack->top = -1;  
 stack->array =  
 (struct node\*\*) malloc(stack->size \* sizeof(struct node\*));  
 return stack;  
}  
  
// BASIC OPERATIONS OF STACK  
int isFull(struct Stack\* stack)  
{ return stack->top - 1 == stack->size; }  
  
int isEmpty(struct Stack\* stack)  
{ return stack->top == -1; }  
  
void push(struct Stack\* stack, struct node\* node)  
{  
 if (isFull(stack))  
 return;  
 stack->array[++stack->top] = node;  
}  
  
struct node\* pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top--];  
}  
  
// Returns true if a pair with target sum exists in BST, otherwise false  
bool isPairPresent(struct node \*root, int target)  
{  
 // Create two stacks. s1 is used for normal inorder traversal  
 // and s2 is used for reverse inorder traversal  
 struct Stack\* s1 = createStack(MAX\_SIZE);  
 struct Stack\* s2 = createStack(MAX\_SIZE);  
  
 // Note the sizes of stacks is MAX\_SIZE, we can find the tree size and  
 // fix stack size as O(Logn) for balanced trees like AVL and Red Black  
 // tree. We have used MAX\_SIZE to keep the code simple  
  
 // done1, val1 and curr1 are used for normal inorder traversal using s1  
 // done2, val2 and curr2 are used for reverse inorder traversal using s2  
 bool done1 = false, done2 = false;  
 int val1 = 0, val2 = 0;  
 struct node \*curr1 = root, \*curr2 = root;  
  
 // The loop will break when we either find a pair or one of the two  
 // traversals is complete  
 while (1)  
 {  
 // Find next node in normal Inorder traversal. See following post  
 // http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion/  
 while (done1 == false)  
 {  
 if (curr1 != NULL)  
 {  
 push(s1, curr1);  
 curr1 = curr1->left;  
 }  
 else  
 {  
 if (isEmpty(s1))  
 done1 = 1;  
 else  
 {  
 curr1 = pop(s1);  
 val1 = curr1->val;  
 curr1 = curr1->right;  
 done1 = 1;  
 }  
 }  
 }  
  
 // Find next node in REVERSE Inorder traversal. The only  
 // difference between above and below loop is, in below loop  
 // right subtree is traversed before left subtree  
 while (done2 == false)  
 {  
 if (curr2 != NULL)  
 {  
 push(s2, curr2);  
 curr2 = curr2->right;  
 }  
 else  
 {  
 if (isEmpty(s2))  
 done2 = 1;  
 else  
 {  
 curr2 = pop(s2);  
 val2 = curr2->val;  
 curr2 = curr2->left;  
 done2 = 1;  
 }  
 }  
 }  
  
 // If we find a pair, then print the pair and return. The first  
 // condition makes sure that two same values are not added  
 if ((val1 != val2) && (val1 + val2) == target)  
 {  
 printf("\n Pair Found: %d + %d = %d\n", val1, val2, target);  
 return true;  
 }  
  
 // If sum of current values is smaller, then move to next node in  
 // normal inorder traversal  
 else if ((val1 + val2) < target)  
 done1 = false;  
  
 // If sum of current values is greater, then move to next node in  
 // reverse inorder traversal  
 else if ((val1 + val2) > target)  
 done2 = false;  
  
 // If any of the inorder traversals is over, then there is no pair  
 // so return false  
 if (val1 >= val2)  
 return false;  
 }  
}  
  
// A utility function to create BST node  
struct node \* NewNode(int val)  
{  
 struct node \*tmp = (struct node \*)malloc(sizeof(struct node));  
 tmp->val = val;  
 tmp->right = tmp->left =NULL;  
 return tmp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 /\*  
 15  
 / \  
 10 20  
 / \ / \  
 8 12 16 25 \*/  
 struct node \*root = NewNode(15);  
 root->left = NewNode(10);  
 root->right = NewNode(20);  
 root->left->left = NewNode(8);  
 root->left->right = NewNode(12);  
 root->right->left = NewNode(16);  
 root->right->right = NewNode(25);  
  
 int target = 33;  
 if (isPairPresent(root, target) == false)  
 printf("\n No such values are found\n");  
  
 getchar();  
 return 0;  
}

Output:

Pair Found: 8 + 25 = 33

This article is compiled by [Kumar](http://www.geeksforgeeks.org/forums/users/gautam5669/)and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# Find all possible interpretations of an array of digits

Consider a coding system for alphabets to integers where ‘a’ is represented as 1, ‘b’ as 2, .. ‘z’ as 26. Given an array of digits (1 to 9) as input, write a function that prints all valid interpretations of input array.

Examples

Input: {1, 1}  
Output: ("aa", 'k")   
[2 interpretations: aa(1, 1), k(11)]  
  
Input: {1, 2, 1}  
Output: ("aba", "au", "la")   
[3 interpretations: aba(1,2,1), au(1,21), la(12,1)]  
  
Input: {9, 1, 8}  
Output: {"iah", "ir"}   
[2 interpretations: iah(9,1,8), ir(9,18)]

Please note we cannot change order of array. That means {1,2,1} cannot become {2,1,1}  
 On first look it looks like a problem of permutation/combination. But on closer look you will figure out that this is an interesting tree problem.  
 The idea here is string can take at-most two paths:  
 1. Proces single digit  
 2. Process two digits  
 That means we can use binary tree here. Processing with single digit will be left child and two digits will be right child. If value two digits is greater than 26 then our right child will be null as we don’t have alphabet for greater than 26.

Let’s understand with an example .Array a = {1,2,1}. Below diagram shows that how our tree grows.

“” {1,2,1} Codes used in tree  
 / \ "a" --> 1  
 / \ "b" --> 2   
 "a"{2,1} "l"{1} "l" --> 12  
 / \ / \  
 / \ / \  
 "ab"{1} "au" "la" null  
 / \  
 / \  
 "aba" null

Braces {} contain array still pending for processing. Note that with every level, our array size decreases. If you will see carefully, it is not hard to find that tree height is always n (array size)  
 How to print all strings (interpretations)? Output strings are leaf node of tree. i.e for {1,2,1}, output is {aba au la}.  
 We can conclude that there are mainly two steps to print all interpretations of given integer array.

***Step 1:*** Create a binary tree with all possible interpretations in leaf nodes.

***Step 2:*** Print all leaf nodes from the binary tree created in step 1.

Following is Java implementation of above algorithm.

// A Java program to print all interpretations of an integer array  
import java.util.Arrays;  
  
// A Binary Tree node  
class Node {  
  
 String dataString;  
 Node left;  
 Node right;  
  
 Node(String dataString) {  
 this.dataString = dataString;  
 //Be default left and right child are null.   
 }  
  
 public String getDataString() {  
 return dataString;  
 }  
}  
  
public class arrayToAllInterpretations {  
  
 // Method to create a binary tree which stores all interpretations   
 // of arr[] in lead nodes  
 public static Node createTree(int data, String pString, int[] arr) {  
  
 // Invalid input as alphabets maps from 1 to 26  
 if (data > 26)   
 return null;  
  
 // Parent String + String for this node  
 String dataToStr = pString + alphabet[data];  
  
 Node root = new Node(dataToStr);  
  
 // if arr.length is 0 means we are done  
 if (arr.length != 0) {  
 data = arr[0];  
  
 // new array will be from index 1 to end as we are consuming   
 // first index with this node  
 int newArr[] = Arrays.copyOfRange(arr, 1, arr.length);  
  
 // left child  
 root.left = createTree(data, dataToStr, newArr);  
  
 // right child will be null if size of array is 0 or 1  
 if (arr.length > 1) {  
  
 data = arr[0] \* 10 + arr[1];  
  
 // new array will be from index 2 to end as we   
 // are consuming first two index with this node  
 newArr = Arrays.copyOfRange(arr, 2, arr.length);  
  
 root.right = createTree(data, dataToStr, newArr);  
 }  
 }  
 return root;  
 }  
  
 // To print out leaf nodes  
 public static void printleaf(Node root) {  
 if (root == null)   
 return;  
  
 if (root.left == null && root.right == null)   
 System.out.print(root.getDataString() + " ");  
   
 printleaf(root.left);  
 printleaf(root.right);  
 }  
  
 // The main function that prints all interpretations of array  
 static void printAllInterpretations(int[] arr) {  
  
 // Step 1: Create Tree  
 Node root = createTree(0, "", arr);  
  
 // Step 2: Print Leaf nodes  
 printleaf(root);  
  
 System.out.println(); // Print new line  
 }  
  
 // For simplicity I am taking it as string array. Char Array will save space  
 private static final String[] alphabet = {"", "a", "b", "c", "d", "e",  
 "f", "g", "h", "i", "j", "k", "l", "m", "n", "o", "p", "q", "r",  
 "s", "t", "u", "v", "w", "x", "v", "z"};  
  
 // Driver method to test above methods   
 public static void main(String args[]) {  
  
 // aacd(1,1,3,4) amd(1,13,4) kcd(11,3,4)  
 // Note : 1,1,34 is not valid as we don't have values corresponding  
 // to 34 in alphabet  
 int[] arr = {1, 1, 3, 4};  
 printAllInterpretations(arr);  
  
 // aaa(1,1,1) ak(1,11) ka(11,1)  
 int[] arr2 = {1, 1, 1};  
 printAllInterpretations(arr2);  
  
 // bf(2,6) z(26)  
 int[] arr3 = {2, 6};  
 printAllInterpretations(arr3);  
  
 // ab(1,2), l(12)   
 int[] arr4 = {1, 2};  
 printAllInterpretations(arr4);  
  
 // a(1,0} j(10)   
 int[] arr5 = {1, 0};  
 printAllInterpretations(arr5);  
  
 // "" empty string output as array is empty  
 int[] arr6 = {};  
 printAllInterpretations(arr6);  
  
 // abba abu ava lba lu  
 int[] arr7 = {1, 2, 2, 1};  
 printAllInterpretations(arr7);  
 }  
}

Output:

aacd amd kcd   
aaa ak ka   
bf z   
ab l   
a j   
   
abba abu ava lba lu

**Exercise:**  
 1. What is the time complexity of this solution? [Hint : size of tree + finding leaf nodes]  
 2. Can we store leaf nodes at the time of tree creation so that no need to run loop again for leaf node fetching?  
 3. How can we reduce extra space?

This article is compiled by [Varun Jain](http://in.linkedin.com/pub/varun-jain/18/748/81a). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Find the closest leaf in a Binary Tree

Given a Binary Tree and a key ‘k’, find distance of the closest leaf from ‘k’.

Examples:

A  
 / \   
 B C  
 / \   
 E F   
 / \  
 G H  
 / \ /  
 I J K  
  
Closest leaf to 'H' is 'K', so distance is 1 for 'H'  
Closest leaf to 'C' is 'B', so distance is 2 for 'C'  
Closest leaf to 'E' is either 'I' or 'J', so distance is 2 for 'E'   
Closest leaf to 'B' is 'B' itself, so distance is 0 for 'B'

**We strongly recommend to minimize your browser and try this yourself first**  
 The main point to note here is that a closest key can either be a descendent of given key or can be reached through one of the ancestors.  
 The idea is to traverse the given tree in preorder and keep track of ancestors in an array. When we reach the given key, we evaluate distance of the closest leaf in subtree rooted with given key. We also traverse all ancestors one by one and find distance of the closest leaf in the subtree rooted with ancestor. We compare all distances and return minimum.

// A C++ program to find the closesr leaf of a given key in Binary Tree  
#include <iostream>  
#include <climits>  
using namespace std;  
  
/\* A binary tree Node has key, pocharer to left and right children \*/  
struct Node  
{  
 char key;  
 struct Node\* left, \*right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pocharers. \*/  
Node \*newNode(char k)  
{  
 Node \*node = new Node;  
 node->key = k;  
 node->right = node->left = NULL;  
 return node;  
}  
  
// A utility function to find minimum of x and y  
int getMin(int x, int y)  
{  
 return (x < y)? x :y;  
}  
  
// A utility function to find distance of closest leaf of the tree  
// rooted under given root  
int closestDown(struct Node \*root)  
{  
 // Base cases  
 if (root == NULL)  
 return INT\_MAX;  
 if (root->left == NULL && root->right == NULL)  
 return 0;  
  
 // Return minimum of left and right, plus one  
 return 1 + getMin(closestDown(root->left), closestDown(root->right));  
}  
  
// Returns distance of the cloest leaf to a given key 'k'. The array  
// ancestors is used to keep track of ancestors of current node and  
// 'index' is used to keep track of curremt index in 'ancestors[]'  
int findClosestUtil(struct Node \*root, char k, struct Node \*ancestors[],  
 int index)  
{  
 // Base case  
 if (root == NULL)  
 return INT\_MAX;  
  
 // If key found  
 if (root->key == k)  
 {  
 // Find the cloest leaf under the subtree rooted with given key  
 int res = closestDown(root);  
  
 // Traverse all ancestors and update result if any parent node  
 // gives smaller distance  
 for (int i = index-1; i>=0; i--)  
 res = getMin(res, index - i + closestDown(ancestors[i]));  
 return res;  
 }  
  
 // If key node found, store current node and recur for left and  
 // right childrens  
 ancestors[index] = root;  
 return getMin(findClosestUtil(root->left, k, ancestors, index+1),  
 findClosestUtil(root->right, k, ancestors, index+1));  
  
}  
  
// The main function that returns distance of the closest key to 'k'. It  
// mainly uses recursive function findClosestUtil() to find the closes  
// distance.  
int findClosest(struct Node \*root, char k)  
{  
 // Create an array to store ancestors  
 // Assumptiom: Maximum height of tree is 100  
 struct Node \*ancestors[100];  
  
 return findClosestUtil(root, k, ancestors, 0);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us construct the BST shown in the above figure  
 struct Node \*root = newNode('A');  
 root->left = newNode('B');  
 root->right = newNode('C');  
 root->right->left = newNode('E');  
 root->right->right = newNode('F');  
 root->right->left->left = newNode('G');  
 root->right->left->left->left = newNode('I');  
 root->right->left->left->right = newNode('J');  
 root->right->right->right = newNode('H');  
 root->right->right->right->left = newNode('K');  
  
 char k = 'H';  
 cout << "Distace of the closest key from " << k << " is "  
 << findClosest(root, k) << endl;  
 k = 'C';  
 cout << "Distace of the closest key from " << k << " is "  
 << findClosest(root, k) << endl;  
 k = 'E';  
 cout << "Distace of the closest key from " << k << " is "  
 << findClosest(root, k) << endl;  
 k = 'B';  
 cout << "Distace of the closest key from " << k << " is "  
 << findClosest(root, k) << endl;  
  
 return 0;  
}

Output:

Distace of the closest key from H is 1  
Distace of the closest key from C is 2  
Distace of the closest key from E is 2  
Distace of the closest key from B is 0

The above code can be optimized by storing the left/right information also in ancestor array. The idea is, if given key is in left subtree of an ancestors, then there is no point to call closestDown(). Also, the loop can that traverses ancestors array can be optimized to not traverse ancestors which are at more distance than current result.

**Exercise:**  
 Extend the above solution to print not only distance, but the key of closest leaf also.

This article is contributed by Shubham. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-closest-leaf-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)
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# Find depth of the deepest odd level leaf node

Write a C code to get the depth of the deepest odd level leaf node in a binary tree. Consider that level starts with 1. Depth of a leaf node is number of nodes on the path from root to leaf (including both leaf and root).

For example, consider the following tree. The deepest odd level node is the node with value 9 and depth of this node is 5.
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We strongly recommend you to minimize the browser and try this yourself first.

The idea is to recursively traverse the given binary tree and while traversing, maintain a variable “level” which will store the current node’s level in the tree. If current node is leaf then check “level” is odd or not. If level is odd then return it. If current node is not leaf, then recursively find maximum depth in left and right subtrees, and return maximum of the two depths.

// C program to find depth of the deepest odd level leaf node  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find maximum of two integers  
int max(int x, int y) { return (x > y)? x : y; }  
  
// A Binary Tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to allocate a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// A recursive function to find depth of the deepest odd level leaf  
int depthOfOddLeafUtil(Node \*root,int level)  
{  
 // Base Case  
 if (root == NULL)  
 return 0;  
  
 // If this node is a leaf and its level is odd, return its level  
 if (root->left==NULL && root->right==NULL && level&1)  
 return level;  
  
 // If not leaf, return the maximum value from left and right subtrees  
 return max(depthOfOddLeafUtil(root->left, level+1),  
 depthOfOddLeafUtil(root->right, level+1));  
}  
  
/\* Main function which calculates the depth of deepest odd level leaf.  
 This function mainly uses depthOfOddLeafUtil() \*/  
int depthOfOddLeaf(struct Node \*root)  
{  
 int level = 1, depth = 0;  
 return depthOfOddLeafUtil(root, level);  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct Node\* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->right->left = newNode(5);  
 root->right->right = newNode(6);  
 root->right->left->right = newNode(7);  
 root->right->right->right = newNode(8);  
 root->right->left->right->left = newNode(9);  
 root->right->right->right->right = newNode(10);  
 root->right->right->right->right->left = newNode(11);  
  
 printf("%d is the required depth\n", depthOfOddLeaf(root));  
 getchar();  
 return 0;  
}

Output:

5 is the required depth

Time Complexity: The function does a simple traversal of the tree, so the complexity is O(n).

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-depth-of-the-deepest-odd-level-node/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Find distance between two given keys of a Binary Tree

Find the distance between two keys in a binary tree, no parent pointers are given. Distance between two nodes is the minimum number of edges to be traversed to reach one node from other.

[![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/dist.png)

***We strongly recommend to minimize the browser and try this yourself first.***

The distance between two nodes can be obtained in terms of [lowest common ancestor](http://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/). Following is the formula.

Dist(n1, n2) = Dist(root, n1) + Dist(root, n2) - 2\*Dist(root, lca)   
'n1' and 'n2' are the two given keys  
'root' is root of given Binary Tree.  
'lca' is lowest common ancestor of n1 and n2  
Dist(n1, n2) is the distance between n1 and n2.

Following is C++ implementation of above approach. The implementation is adopted from last code provided in [Lowest Common Ancestor Post](http://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/).

/\* Program to find distance between n1 and n2 using one traversal \*/  
#include <iostream>  
using namespace std;  
  
// A Binary Tree Node  
struct Node  
{  
 struct Node \*left, \*right;  
 int key;  
};  
  
// Utility function to create a new tree Node  
Node\* newNode(int key)  
{  
 Node \*temp = new Node;  
 temp->key = key;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Returns level of key k if it is present in tree, otherwise returns -1  
int findLevel(Node \*root, int k, int level)  
{  
 // Base Case  
 if (root == NULL)  
 return -1;  
  
 // If key is present at root, or in left subtree or right subtree,  
 // return true;  
 if (root->key == k)  
 return level;  
  
 int l = findLevel(root->left, k, level+1);  
 return (l != -1)? l : findLevel(root->right, k, level+1);  
}  
  
// This function returns pointer to LCA of two given values n1 and n2.   
// It also sets d1, d2 and dist if one key is not ancestor of other  
// d1 --> To store distance of n1 from root  
// d2 --> To store distance of n2 from root  
// lvl --> Level (or distance from root) of current node  
// dist --> To store distance between n1 and n2  
Node \*findDistUtil(Node\* root, int n1, int n2, int &d1, int &d2,   
 int &dist, int lvl)  
{  
 // Base case  
 if (root == NULL) return NULL;  
  
 // If either n1 or n2 matches with root's key, report  
 // the presence by returning root (Note that if a key is  
 // ancestor of other, then the ancestor key becomes LCA  
 if (root->key == n1)  
 {  
 d1 = lvl;  
 return root;  
 }  
 if (root->key == n2)  
 {  
 d2 = lvl;  
 return root;  
 }  
  
 // Look for n1 and n2 in left and right subtrees  
 Node \*left\_lca = findDistUtil(root->left, n1, n2, d1, d2, dist, lvl+1);  
 Node \*right\_lca = findDistUtil(root->right, n1, n2, d1, d2, dist, lvl+1);  
  
 // If both of the above calls return Non-NULL, then one key  
 // is present in once subtree and other is present in other,  
 // So this node is the LCA  
 if (left\_lca && right\_lca)  
 {  
 dist = d1 + d2 - 2\*lvl;  
 return root;  
 }  
  
 // Otherwise check if left subtree or right subtree is LCA  
 return (left\_lca != NULL)? left\_lca: right\_lca;  
}  
  
// The main function that returns distance between n1 and n2  
// This function returns -1 if either n1 or n2 is not present in  
// Binary Tree.  
int findDistance(Node \*root, int n1, int n2)  
{  
 // Initialize d1 (distance of n1 from root), d2 (distance of n2   
 // from root) and dist(distance between n1 and n2)  
 int d1 = -1, d2 = -1, dist;  
 Node \*lca = findDistUtil(root, n1, n2, d1, d2, dist, 1);  
  
 // If both n1 and n2 were present in Binary Tree, return dist  
 if (d1 != -1 && d2 != -1)  
 return dist;  
  
 // If n1 is ancestor of n2, consider n1 as root and find level   
 // of n2 in subtree rooted with n1  
 if (d1 != -1)  
 {  
 dist = findLevel(lca, n2, 0);  
 return dist;  
 }  
  
 // If n2 is ancestor of n1, consider n2 as root and find level   
 // of n1 in subtree rooted with n2  
 if (d2 != -1)  
 {  
 dist = findLevel(lca, n1, 0);  
 return dist;  
 }  
  
 return -1;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create binary tree given in the above example  
 Node \* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->right->left->right = newNode(8);  
 cout << "Dist(4, 5) = " << findDistance(root, 4, 5);  
 cout << "\nDist(4, 6) = " << findDistance(root, 4, 6);  
 cout << "\nDist(3, 4) = " << findDistance(root, 3, 4);  
 cout << "\nDist(2, 4) = " << findDistance(root, 2, 4);  
 cout << "\nDist(8, 5) = " << findDistance(root, 8, 5);  
 return 0;  
}

Output:

Dist(4, 5) = 2  
Dist(4, 6) = 4  
Dist(3, 4) = 3  
Dist(2, 4) = 1  
Dist(8, 5) = 5

***Time Complexity:*** Time complexity of the above solution is O(n) as the method does a single tree traversal.

Thanks to **Atul Singh** for providing the initial solution for this post.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-distance-two-given-nodes/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Lowest Common Ancestor in a Binary Tree | Set 1](http://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/) [Print a long int in C using putchar() only →](http://www.geeksforgeeks.org/print-long-int-number-c-using-putchar/)

# Find Height of Binary Tree represented by Parent array

A given array represents a tree in such a way that the array value gives the parent node of that particular index. The value of the root node index would always be -1. Find the height of the tree.  
 Height of a Binary Tree is number of nodes on the path from root to the deepest leaf node, the number includes both root and leaf.

Input: parent[] = {1 5 5 2 2 -1 3}  
Output: 4  
The given array represents following Binary Tree   
 5  
 / \  
 1 2  
 / / \  
 0 3 4  
 /  
 6   
  
  
Input: parent[] = {-1, 0, 0, 1, 1, 3, 5};  
Output: 5  
The given array represents following Binary Tree   
 0  
 / \  
 1 2  
 / \  
 3 4  
 /  
 5   
 /  
6

Source: [Amazon Interview experience | Set 128 (For SDET)](http://www.geeksforgeeks.org/amazon-interview-experience-set-128-sdet/)

**We strongly recommend to minimize your browser and try this yourself first.**

A **simple solution** is to first construct the tree and then find height of the constructed binary tree. The tree can be constructed recursively by first searching the current root, then recurring for the found indexes and making them left and right subtrees of root. This solution takes O(n2) as we have to linearly search for every node.

An **efficient solution** can solve the above problem in O(n) time. The idea is to first calculate depth of every node and store in an array depth[]. Once we have depths of all nodes, we return maximum of all depths.  
 1) Find depth of all nodes and fill in an auxiliary array depth[].  
 2) Return maximum value in depth[].

Following are steps to find depth of a node at index i.  
 1) If it is root, depth[i] is 1.  
 2) If depth of parent[i] is evaluated, depth[i] is depth[parent[i]] + 1.  
 3) If depth of parent[i] is not evaluated, recur for parent and assign depth[i] as depth[parent[i]] + 1 (same as above).

Following is C++ implementation of above idea.

// C++ program to find height using parent array  
#include <iostream>  
using namespace std;  
  
// This function fills depth of i'th element in parent[]. The depth is  
// filled in depth[i].  
void fillDepth(int parent[], int i, int depth[])  
{  
 // If depth[i] is already filled  
 if (depth[i])  
 return;  
  
 // If node at index i is root  
 if (parent[i] == -1)  
 {  
 depth[i] = 1;  
 return;  
 }  
  
 // If depth of parent is not evaluated before, then evaluate  
 // depth of parent first  
 if (depth[parent[i]] == 0)  
 fillDepth(parent, parent[i], depth);  
  
 // Depth of this node is depth of parent plus 1  
 depth[i] = depth[parent[i]] + 1;  
}  
  
// This function returns height of binary tree represented by  
// parent array  
int findHeight(int parent[], int n)  
{  
 // Create an array to store depth of all nodes/ and  
 // initialize depth of every node as 0 (an invalid  
 // value). Depth of root is 1  
 int depth[n];  
 for (int i = 0; i < n; i++)  
 depth[i] = 0;  
  
 // fill depth of all nodes  
 for (int i = 0; i < n; i++)  
 fillDepth(parent, i, depth);  
  
 // The height of binary tree is maximum of all depths.  
 // Find the maximum value in depth[] and assign it to ht.  
 int ht = depth[0];  
 for (int i=1; i<n; i++)  
 if (ht < depth[i])  
 ht = depth[i];  
 return ht;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // int parent[] = {1, 5, 5, 2, 2, -1, 3};  
 int parent[] = {-1, 0, 0, 1, 1, 3, 5};  
  
 int n = sizeof(parent)/sizeof(parent[0]);  
 cout << "Height is " << findHeight(parent, n);  
 return 0;  
}

Output:

Height is 5

Note that the time complexity of this programs seems more than O(n). If we take a closer look, we can observe that depth of every node is evaluated only once.

This article is contributed by **Siddharth**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-height-binary-tree-represented-parent-array/>

# Three numbers in a BST that adds upto zero

Given a Balanced Binary Search Tree (BST), write a function isTripletPresent() that returns true if there is a triplet in given BST with sum equals to 0, otherwise returns false. Expected time complexity is O(n^2) and only O(Logn) extra space can be used. You can modify given Binary Search Tree. Note that height of a Balanced BST is always O(Logn)  
 For example, isTripletPresent() should return true for following BST because there is a triplet with sum 0, the triplet is {-13, 6, 7}.
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**The Brute Force Solution** is to consider each triplet in BST and check whether the sum adds upto zero. The time complexity of this solution will be O(n^3).

A **Better Solution** is to create an auxiliary array and store Inorder traversal of BST in the array. The array will be sorted as Inorder traversal of BST always produces sorted data. Once we have the Inorder traversal, we can use method 2 of [this](http://www.geeksforgeeks.org/find-a-triplet-that-sum-to-a-given-value/)post to find the triplet with sum equals to 0. This solution works in O(n^2) time, but requires O(n) auxiliary space.

**Following is the solution that works in O(n^2) time and uses O(Logn) extra space**:  
 1) Convert given BST to Doubly Linked List (DLL)  
 2) Now iterate through every node of DLL and if the key of node is negative, then find a pair in DLL with sum equal to key of current node multiplied by -1. To find the pair, we can use the approach used in hasArrayTwoCandidates() in method 1 of [this](http://www.geeksforgeeks.org/write-a-c-program-that-given-a-set-a-of-n-numbers-and-another-number-x-determines-whether-or-not-there-exist-two-elements-in-s-whose-sum-is-exactly-x/)post.

// A C++ program to check if there is a triplet with sum equal to 0 in  
// a given BST  
#include<stdio.h>  
  
// A BST node has key, and left and right pointers  
struct node  
{  
 int key;  
 struct node \*left;  
 struct node \*right;  
};  
  
// A function to convert given BST to Doubly Linked List. left pointer is used  
// as previous pointer and right pointer is used as next pointer. The function  
// sets \*head to point to first and \*tail to point to last node of converted DLL  
void convertBSTtoDLL(node\* root, node\*\* head, node\*\* tail)  
{  
 // Base case  
 if (root == NULL)  
 return;  
  
 // First convert the left subtree  
 if (root->left)  
 convertBSTtoDLL(root->left, head, tail);  
  
 // Then change left of current root as last node of left subtree  
 root->left = \*tail;  
  
 // If tail is not NULL, then set right of tail as root, else current  
 // node is head  
 if (\*tail)  
 (\*tail)->right = root;  
 else  
 \*head = root;  
  
 // Update tail  
 \*tail = root;  
  
 // Finally, convert right subtree  
 if (root->right)  
 convertBSTtoDLL(root->right, head, tail);  
}  
  
// This function returns true if there is pair in DLL with sum equal  
// to given sum. The algorithm is similar to hasArrayTwoCandidates()  
// in method 1 of http://tinyurl.com/dy6palr  
bool isPresentInDLL(node\* head, node\* tail, int sum)  
{  
 while (head != tail)  
 {  
 int curr = head->key + tail->key;  
 if (curr == sum)  
 return true;  
 else if (curr > sum)  
 tail = tail->left;  
 else  
 head = head->right;  
 }  
 return false;  
}  
  
// The main function that returns true if there is a 0 sum triplet in  
// BST otherwise returns false  
bool isTripletPresent(node \*root)  
{  
 // Check if the given BST is empty  
 if (root == NULL)  
 return false;  
  
 // Convert given BST to doubly linked list. head and tail store the  
 // pointers to first and last nodes in DLLL  
 node\* head = NULL;  
 node\* tail = NULL;  
 convertBSTtoDLL(root, &head, &tail);  
  
 // Now iterate through every node and find if there is a pair with sum  
 // equal to -1 \* heaf->key where head is current node  
 while ((head->right != tail) && (head->key < 0))  
 {  
 // If there is a pair with sum equal to -1\*head->key, then return  
 // true else move forward  
 if (isPresentInDLL(head->right, tail, -1\*head->key))  
 return true;  
 else  
 head = head->right;  
 }  
  
 // If we reach here, then there was no 0 sum triplet  
 return false;  
}  
  
// A utility function to create a new BST node with key as given num  
node\* newNode(int num)  
{  
 node\* temp = new node;  
 temp->key = num;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to insert a given key to BST  
node\* insert(node\* root, int key)  
{  
 if (root == NULL)  
 return newNode(key);  
 if (root->key > key)  
 root->left = insert(root->left, key);  
 else  
 root->right = insert(root->right, key);  
 return root;  
}  
  
// Driver program to test above functions  
int main()  
{  
 node\* root = NULL;  
 root = insert(root, 6);  
 root = insert(root, -13);  
 root = insert(root, 14);  
 root = insert(root, -8);  
 root = insert(root, 15);  
 root = insert(root, 13);  
 root = insert(root, 7);  
 if (isTripletPresent(root))  
 printf("Present");  
 else  
 printf("Not Present");  
 return 0;  
}

Output:

Present

Note that the above solution modifies given BST.

Time Complexity: Time taken to convert BST to DLL is O(n) and time taken to find triplet in DLL is O(n^2).

Auxiliary Space: The auxiliary space is needed only for function call stack in recursive function convertBSTtoDLL(). Since given tree is balanced (height is O(Logn)), the number of functions in call stack will never be more than O(Logn).

We can also find triplet in same time and extra space without modifying the tree. See [next](http://www.geeksforgeeks.org/find-a-pair-with-given-sum-in-bst/)post. The code discussed there can be used to find triplet also.

This article is compiled by [Ashish Anand](https://www.facebook.com/aasshishh?fref=ts) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-if-there-is-a-triplet-in-bst-that-adds-to-0/>

# Find k-th smallest element in BST (Order Statistics in BST)

Given root of binary search tree and K as input, find K-th smallest element in BST.

For example, in the following BST, if k = 3, then output should be 10, and if k = 5, then output should be 14.

[![](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/BST.gif)

**Method 1: Using Inorder Traversal.**

Inorder traversal of BST retrieves elements of tree in the sorted order. The inorder traversal uses stack to store to be explored nodes of tree (threaded tree avoids stack and recursion for traversal, see [this post](http://geeksforgeeks.org/?p=6358)). The idea is to keep track of popped elements which participate in the order statics. Hypothetical algorithm is provided below,

Time complexity: O(n) where n is total nodes in tree..

**Algorithm:**

/\* initialization \*/  
pCrawl = root  
set initial stack element as NULL (sentinal)  
  
/\* traverse upto left extreme \*/  
while(pCrawl is valid )  
 stack.push(pCrawl)  
 pCrawl = pCrawl.left  
  
/\* process other nodes \*/  
while( pCrawl = stack.pop() is valid )  
 stop if sufficient number of elements are popped.  
 if( pCrawl.right is valid )  
 pCrawl = pCrawl.right  
 while( pCrawl is valid )  
 stack.push(pCrawl)  
 pCrawl = pCrawl.left

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
  
#define ARRAY\_SIZE(arr) sizeof(arr)/sizeof(arr[0])  
  
/\* just add elements to test \*/  
/\* NOTE: A sorted array results in skewed tree \*/  
int ele[] = { 20, 8, 22, 4, 12, 10, 14 };  
  
/\* same alias \*/  
typedef struct node\_t node\_t;  
  
/\* Binary tree node \*/  
struct node\_t  
{  
 int data;  
  
 node\_t\* left;  
 node\_t\* right;  
};  
  
/\* simple stack that stores node addresses \*/  
typedef struct stack\_t stack\_t;  
  
/\* initial element always NULL, uses as sentinal \*/  
struct stack\_t  
{  
 node\_t\* base[ARRAY\_SIZE(ele) + 1];  
 int stackIndex;  
};  
  
/\* pop operation of stack \*/  
node\_t \*pop(stack\_t \*st)  
{  
 node\_t \*ret = NULL;  
  
 if( st && st->stackIndex > 0 )  
 {  
 ret = st->base[st->stackIndex];  
 st->stackIndex--;  
 }  
  
 return ret;  
}  
  
/\* push operation of stack \*/  
void push(stack\_t \*st, node\_t \*node)  
{  
 if( st )  
 {  
 st->stackIndex++;  
 st->base[st->stackIndex] = node;  
 }  
}  
  
/\* Iterative insertion  
 Recursion is least preferred unless we gain something  
\*/  
node\_t \*insert\_node(node\_t \*root, node\_t\* node)  
{  
 /\* A crawling pointer \*/  
 node\_t \*pTraverse = root;  
 node\_t \*currentParent = root;  
  
 // Traverse till appropriate node  
 while(pTraverse)  
 {  
 currentParent = pTraverse;  
  
 if( node->data < pTraverse->data )  
 {  
 /\* left subtree \*/  
 pTraverse = pTraverse->left;  
 }  
 else  
 {  
 /\* right subtree \*/  
 pTraverse = pTraverse->right;  
 }  
 }  
  
 /\* If the tree is empty, make it as root node \*/  
 if( !root )  
 {  
 root = node;  
 }  
 else if( node->data < currentParent->data )  
 {  
 /\* Insert on left side \*/  
 currentParent->left = node;  
 }  
 else  
 {  
 /\* Insert on right side \*/  
 currentParent->right = node;  
 }  
  
 return root;  
}  
  
/\* Elements are in an array. The function builds binary tree \*/  
node\_t\* binary\_search\_tree(node\_t \*root, int keys[], int const size)  
{  
 int iterator;  
 node\_t \*new\_node = NULL;  
  
 for(iterator = 0; iterator < size; iterator++)  
 {  
 new\_node = (node\_t \*)malloc( sizeof(node\_t) );  
  
 /\* initialize \*/  
 new\_node->data = keys[iterator];  
 new\_node->left = NULL;  
 new\_node->right = NULL;  
  
 /\* insert into BST \*/  
 root = insert\_node(root, new\_node);  
 }  
  
 return root;  
}  
  
node\_t \*k\_smallest\_element\_inorder(stack\_t \*stack, node\_t \*root, int k)  
{  
 stack\_t \*st = stack;  
 node\_t \*pCrawl = root;  
  
 /\* move to left extremen (minimum) \*/  
 while( pCrawl )  
 {  
 push(st, pCrawl);  
 pCrawl = pCrawl->left;  
 }  
  
 /\* pop off stack and process each node \*/  
 while( pCrawl = pop(st) )  
 {  
 /\* each pop operation emits one element  
 in the order  
 \*/  
 if( !--k )  
 {  
 /\* loop testing \*/  
 st->stackIndex = 0;  
 break;  
 }  
  
 /\* there is right subtree \*/  
 if( pCrawl->right )  
 {  
 /\* push the left subtree of right subtree \*/  
 pCrawl = pCrawl->right;  
 while( pCrawl )  
 {  
 push(st, pCrawl);  
 pCrawl = pCrawl->left;  
 }  
  
 /\* pop off stack and repeat \*/  
 }  
 }  
  
 /\* node having k-th element or NULL node \*/  
 return pCrawl;  
}  
  
/\* Driver program to test above functions \*/  
int main(void)  
{  
 node\_t\* root = NULL;  
 stack\_t stack = { {0}, 0 };  
 node\_t \*kNode = NULL;  
  
 int k = 5;  
  
 /\* Creating the tree given in the above diagram \*/  
 root = binary\_search\_tree(root, ele, ARRAY\_SIZE(ele));  
  
 kNode = k\_smallest\_element\_inorder(&stack, root, k);  
  
 if( kNode )  
 {  
 printf("kth smallest elment for k = %d is %d", k, kNode->data);  
 }  
 else  
 {  
 printf("There is no such element");  
 }  
  
 getchar();  
 return 0;  
}

**Method 2: Augmented  Tree Data Structure.**

The idea is to maintain rank of each node. We can keep track of elements in a subtree of any node while building the tree. Since we need K-th smallest element, we can maintain number of elements of left subtree in every node.

Assume that the root is having N nodes in its left subtree. If K = N + 1, root is K-th node. If K < N, we will continue our search (recursion) for the Kth smallest element in the left subtree of root. If K > N + 1, we continue our search in the right subtree for the (K – N – 1)-th smallest element. Note that we need the count of elements in left subtree only.

Time complexity: O(h) where h is height of tree.

**Algorithm:**

start:  
if K = root.leftElement + 1  
 root node is the K th node.  
 goto stop  
else if K > root.leftElements  
 K = K - (root.leftElements + 1)  
 root = root.right  
 goto start  
else  
 root = root.left  
 goto srart  
  
stop:

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
  
#define ARRAY\_SIZE(arr) sizeof(arr)/sizeof(arr[0])  
  
typedef struct node\_t node\_t;  
  
/\* Binary tree node \*/  
struct node\_t  
{  
 int data;  
 int lCount;  
  
 node\_t\* left;  
 node\_t\* right;  
};  
  
/\* Iterative insertion  
 Recursion is least preferred unless we gain something  
\*/  
node\_t \*insert\_node(node\_t \*root, node\_t\* node)  
{  
 /\* A crawling pointer \*/  
 node\_t \*pTraverse = root;  
 node\_t \*currentParent = root;  
  
 // Traverse till appropriate node  
 while(pTraverse)  
 {  
 currentParent = pTraverse;  
  
 if( node->data < pTraverse->data )  
 {  
 /\* We are branching to left subtree  
 increment node count \*/  
 pTraverse->lCount++;  
 /\* left subtree \*/  
 pTraverse = pTraverse->left;  
 }  
 else  
 {  
 /\* right subtree \*/  
 pTraverse = pTraverse->right;  
 }  
 }  
  
 /\* If the tree is empty, make it as root node \*/  
 if( !root )  
 {  
 root = node;  
 }  
 else if( node->data < currentParent->data )  
 {  
 /\* Insert on left side \*/  
 currentParent->left = node;  
 }  
 else  
 {  
 /\* Insert on right side \*/  
 currentParent->right = node;  
 }  
  
 return root;  
}  
  
/\* Elements are in an array. The function builds binary tree \*/  
node\_t\* binary\_search\_tree(node\_t \*root, int keys[], int const size)  
{  
 int iterator;  
 node\_t \*new\_node = NULL;  
  
 for(iterator = 0; iterator < size; iterator++)  
 {  
 new\_node = (node\_t \*)malloc( sizeof(node\_t) );  
  
 /\* initialize \*/  
 new\_node->data = keys[iterator];  
 new\_node->lCount = 0;  
 new\_node->left = NULL;  
 new\_node->right = NULL;  
  
 /\* insert into BST \*/  
 root = insert\_node(root, new\_node);  
 }  
  
 return root;  
}  
  
int k\_smallest\_element(node\_t \*root, int k)  
{  
 int ret = -1;  
  
 if( root )  
 {  
 /\* A crawling pointer \*/  
 node\_t \*pTraverse = root;  
  
 /\* Go to k-th smallest \*/  
 while(pTraverse)  
 {  
 if( (pTraverse->lCount + 1) == k )  
 {  
 ret = pTraverse->data;  
 break;  
 }  
 else if( k > pTraverse->lCount )  
 {  
 /\* There are less nodes on left subtree  
 Go to right subtree \*/  
 k = k - (pTraverse->lCount + 1);  
 pTraverse = pTraverse->right;  
 }  
 else  
 {  
 /\* The node is on left subtree \*/  
 pTraverse = pTraverse->left;  
 }  
 }  
 }  
  
 return ret;  
}  
  
/\* Driver program to test above functions \*/  
int main(void)  
{  
 /\* just add elements to test \*/  
 /\* NOTE: A sorted array results in skewed tree \*/  
 int ele[] = { 20, 8, 22, 4, 12, 10, 14 };  
 int i;  
 node\_t\* root = NULL;  
  
 /\* Creating the tree given in the above diagram \*/  
 root = binary\_search\_tree(root, ele, ARRAY\_SIZE(ele));  
  
 /\* It should print the sorted array \*/  
 for(i = 1; i <= ARRAY\_SIZE(ele); i++)  
 {  
 printf("\n kth smallest elment for k = %d is %d",  
 i, k\_smallest\_element(root, i));  
 }  
  
 getchar();  
 return 0;  
}

Thanks to **Venki** for providing post. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-k-th-smallest-element-in-bst-order-statistics-in-bst/>
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# Find the maximum path sum between two leaves of a binary tree

Given a binary tree in which each node element contains a number. Find the maximum possible sum from one leaf node to another.  
 The maximum sum path may or may not go through root. For example, in the following binary tree, the maximum sum is **27**(3 + 6 + 9 + 0 – 1 + 10). Expected time complexity is O(n).
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A simple solution is to traverse the tree and do following for every traversed node X.  
 1) Find maximum sum from leaf to root in left subtree of X (we can use [this post](http://www.geeksforgeeks.org/find-the-maximum-sum-path-in-a-binary-tree/) for this and next steps)  
 2) Find maximum sum from leaf to root in right subtree of X.  
 3) Add the above two calculated values and X->data and compare the sum with the maximum value obtained so far and update the maximum value.  
 4) Return the maximum value.

The time complexity of above solution is O(n2)

**We can find the maximum sum using single traversal of binary tree**. The idea is to maintain two values in recursive calls  
 1) Maximum root to leaf path sum for the subtree rooted under current node.  
 2) The maximum path sum between leaves (desired output).

For every visited node X, we find the maximum root to leaf sum in left and right subtrees of X. We add the two values with X->data, and compare the sum with maximum path sum found so far.

Following is C++ implementation of the above O(n) solution.

// C++ program to find maximum path sum between two leaves of  
// a binary tree  
#include <iostream>  
using namespace std;  
  
// A binary tree node  
struct Node  
{  
 int data;  
 struct Node\* left, \*right;  
};  
  
// Utility function to allocate memory for a new node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = new(struct Node);  
 node->data = data;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
// Utility function to find maximum of two integers  
int max(int a, int b)  
{ return (a >= b)? a: b; }  
  
// A utility function to find the maximum sum between any two leaves.  
// This function calculates two values:  
// 1) Maximum path sum between two leaves which is stored in res.  
// 2) The maximum root to leaf path sum which is returned.  
int maxPathSumUtil(struct Node \*root, int &res)  
{  
 // Base cases  
 if (root==NULL) return 0;  
 if (!root->left && !root->right) return root->data;  
  
 // Find maximum sum in left and right subtree. Also find  
 // maximum root to leaf sums in left and right subtrees  
 // and store them in ls and rs  
 int ls = maxPathSumUtil(root->left, res);  
 int rs = maxPathSumUtil(root->right, res);  
  
 // Find the maximum path sum passing through current root.  
 // Note that every path will pass through some node and  
 // recursive function is called for every node  
 int curr\_sum = ls + rs + root->data;  
  
 // Update res (or result) if needed  
 if (res < curr\_sum)  
 res = curr\_sum;  
  
  
 // This is needed to handle cases when node has a single child  
 if (!ls || !rs) return (!ls)? rs + root->data: ls + root->data;  
 else return max(ls, rs) + root->data;  
  
 // Return the maximum root to leaf path sum  
 return max(ls, rs)+root->data;  
}  
  
// The main function which returns sum of the maximum  
// sum path between two leaves. This function mainly uses  
// maxPathSumUtil()  
int maxPathSum(struct Node \*root)  
{  
 int res = INT\_MIN;  
 maxPathSumUtil(root, res);  
 return res;  
}  
  
// driver program to test above function  
int main()  
{  
 struct Node \*root = newNode(-15);  
 root->left = newNode(5);  
 root->right = newNode(6);  
 root->left->left = newNode(-8);  
 root->left->right = newNode(1);  
 root->left->left->left = newNode(2);  
 root->left->left->right = newNode(6);  
 root->right->left = newNode(3);  
 root->right->right = newNode(9);  
 root->right->right->right= newNode(0);  
 root->right->right->right->left= newNode(4);  
 root->right->right->right->right= newNode(-1);  
 root->right->right->right->right->left= newNode(10);  
 cout << "Max pathSum of the given binary tree is " << maxPathSum(root);  
 return 0;  
}

Output:

Max pathSum of the given binary tree is 27.

This article is contributed by **Kripal Gaurav**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-maximum-path-sum-two-leaves-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Find next right node of a given key

Given a Binary tree and a key in the binary tree, find the node right to the given key. If there is no node on right side, then return NULL. Expected time complexity is O(n) where n is the number of nodes in the given binary tree.

For example, consider the following Binary Tree. Output for 2 is 6, output for 4 is 5. Output for 10, 6 and 5 is NULL.

10  
 / \  
 2 6  
 / \ \   
 8 4 5

***We strongly recommend you to minimize the browser and try this yourself first.***

**Solution:** The idea is to do [level order traversal](http://www.geeksforgeeks.org/level-order-tree-traversal/) of given Binary Tree. When we find the given key, we just check if the next node in level order traversal is of same level, if yes, we return the next node, otherwise return NULL.

/\* Program to find next right of a given key \*/  
#include <iostream>  
#include <queue>  
using namespace std;  
  
// A Binary Tree Node  
struct node  
{  
 struct node \*left, \*right;  
 int key;  
};  
  
// Method to find next right of given key k, it returns NULL if k is  
// not present in tree or k is the rightmost node of its level  
node\* nextRight(node \*root, int k)  
{  
 // Base Case  
 if (root == NULL)  
 return 0;  
  
 // Create an empty queue for level order tarversal  
 queue<node \*> qn; // A queue to store node addresses  
 queue<int> ql; // Another queue to store node levels  
  
 int level = 0; // Initialize level as 0  
  
 // Enqueue Root and its level  
 qn.push(root);  
 ql.push(level);  
  
 // A standard BFS loop  
 while (qn.size())  
 {  
 // dequeue an node from qn and its level from ql  
 node \*node = qn.front();  
 level = ql.front();  
 qn.pop();  
 ql.pop();  
  
 // If the dequeued node has the given key k  
 if (node->key == k)  
 {  
 // If there are no more items in queue or given node is  
 // the rightmost node of its level, then return NULL  
 if (ql.size() == 0 || ql.front() != level)  
 return NULL;  
  
 // Otherwise return next node from queue of nodes  
 return qn.front();  
 }  
  
 // Standard BFS steps: enqueue children of this node  
 if (node->left != NULL)  
 {  
 qn.push(node->left);  
 ql.push(level+1);  
 }  
 if (node->right != NULL)  
 {  
 qn.push(node->right);  
 ql.push(level+1);  
 }  
 }  
  
 // We reach here if given key x doesn't exist in tree  
 return NULL;  
}  
  
// Utility function to create a new tree node  
node\* newNode(int key)  
{  
 node \*temp = new node;  
 temp->key = key;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to test above functions  
void test(node \*root, int k)  
{  
 node \*nr = nextRight(root, k);  
 if (nr != NULL)  
 cout << "Next Right of " << k << " is " << nr->key << endl;  
 else  
 cout << "No next right node found for " << k << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create binary tree given in the above example  
 node \*root = newNode(10);  
 root->left = newNode(2);  
 root->right = newNode(6);  
 root->right->right = newNode(5);  
 root->left->left = newNode(8);  
 root->left->right = newNode(4);  
  
 test(root, 10);  
 test(root, 2);  
 test(root, 6);  
 test(root, 5);  
 test(root, 8);  
 test(root, 4);  
 return 0;  
}

Output:

No next right node found for 10  
Next Right of 2 is 6  
No next right node found for 6  
No next right node found for 5  
Next Right of 8 is 4  
Next Right of 4 is 5

**Time Complexity:** The above code is a simple BFS traversal code which visits every enqueue and dequeues a node at most once. Therefore, the time complexity is O(n) where n is the number of nodes in the given binary tree.

**Exercise:** Write a function to find left node of a given node. If there is no node on the left side, then return NULL.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-next-right-node-of-a-given-key/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Find sum of all left leaves in a given Binary Tree

Given a Binary Tree, find sum of all left leaves in it. For example, sum of all left leaves in below Binary Tree is 5+23+50 = 78.
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**We strongly recommend to minimize your browser and try this yourself first.**

The idea is to traverse the tree, starting from root. For every node, check if its left subtree is a leaf. If it is, then add it to the result.

Following is C++ implementation of above idea.

// A C++ program to find sum of all left leaves  
#include <iostream>  
using namespace std;  
  
/\* A binary tree Node has key, pointer to left and right  
 children \*/  
struct Node  
{  
 int key;  
 struct Node\* left, \*right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointer. \*/  
Node \*newNode(char k)  
{  
 Node \*node = new Node;  
 node->key = k;  
 node->right = node->left = NULL;  
 return node;  
}  
  
// A utility function to check if a given node is leaf or not  
bool isLeaf(Node \*node)  
{  
 if (node == NULL)  
 return false;  
 if (node->left == NULL && node->right == NULL)  
 return true;  
 return false;  
}  
  
// This function returns sum of all left leaves in a given  
// binary tree  
int leftLeavesSum(Node \*root)  
{  
 // Initialize result  
 int res = 0;  
  
 // Update result if root is not NULL  
 if (root != NULL)  
 {  
 // If left of root is NULL, then add key of  
 // left child  
 if (isLeaf(root->left))  
 res += root->left->key;  
 else // Else recur for left child of root  
 res += leftLeavesSum(root->left);  
  
 // Recur for right child of root and update res  
 res += leftLeavesSum(root->right);  
 }  
  
 // return result  
 return res;  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us construct the Binary Tree shown in the  
 // above figure  
 struct Node \*root = newNode(20);  
 root->left = newNode(9);  
 root->right = newNode(49);  
 root->right->left = newNode(23);  
 root->right->right = newNode(52);  
 root->right->right->left = newNode(50);  
 root->left->left = newNode(5);  
 root->left->right = newNode(12);  
 root->left->right->right = newNode(12);  
 cout << "Sum of left leaves is "  
 << leftLeavesSum(root);  
 return 0;  
}

Output:

Sum of left leaves is 78

Time complexity of the above solution is O(n) where n is number of nodes in Binary Tree.

Following is Another Method to solve the above problem. This solution passes in a sum variable as an accumulator. When a left leaf is encountered, the leaf’s data is added to sum. Time complexity of this method is also O(n). Thanks to Xin Tong (geeksforgeeks userid trent.tong) for suggesting this method.

// A C++ program to find sum of all left leaves  
#include <iostream>  
using namespace std;  
  
/\* A binary tree Node has key, pointer to left and right  
 children \*/  
struct Node  
{  
 int key;  
 struct Node\* left, \*right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointer. \*/  
Node \*newNode(char k)  
{  
 Node \*node = new Node;  
 node->key = k;  
 node->right = node->left = NULL;  
 return node;  
}  
  
/\* Pass in a sum variable as an accumulator \*/  
void leftLeavesSumRec(Node \*root, bool isleft, int \*sum)  
{  
 if (!root) return;  
  
 // Check whether this node is a leaf node and is left.  
 if (!root->left && !root->right && isleft)  
 \*sum += root->key;  
  
 // Pass 1 for left and 0 for right  
 leftLeavesSumRec(root->left, 1, sum);  
 leftLeavesSumRec(root->right, 0, sum);  
}  
  
// A wrapper over above recursive function  
int leftLeavesSum(Node \*root)  
{  
 int sum = 0; //Initialize result  
  
 // use the above recursive function to evaluate sum  
 leftLeavesSumRec(root, 0, &sum);  
  
 return sum;  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us construct the Binary Tree shown in the  
 // above figure  
 int sum = 0;  
 struct Node \*root = newNode(20);  
 root->left = newNode(9);  
 root->right = newNode(49);  
 root->right->left = newNode(23);  
 root->right->right = newNode(52);  
 root->right->right->left = newNode(50);  
 root->left->left = newNode(5);  
 root->left->right = newNode(12);  
 root->left->right->right = newNode(12);  
  
 cout << "Sum of left leaves is " << leftLeavesSum(root) << endl;  
 return 0;  
}

Output:

Sum of left leaves is 78

This article is contributed by **Manish**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-sum-left-leaves-given-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Find the largest BST subtree in a given Binary Tree

Given a Binary Tree, write a function that returns the size of the largest subtree which is also a Binary Search Tree (BST). If the complete Binary Tree is BST, then return the size of whole tree.

Examples:

Input:   
 5  
 / \  
 2 4  
 / \  
1 3  
  
Output: 3   
The following subtree is the maximum size BST subtree   
 2   
 / \  
1 3  
  
  
Input:   
 50  
 / \  
 30 60  
 / \ / \   
5 20 45 70  
 / \  
 65 80  
Output: 5  
The following subtree is the maximum size BST subtree   
 60  
 / \   
 45 70  
 / \  
 65 80

**Method 1 (Simple but inefficient)**  
 Start from root and do an inorder traversal of the tree. For each node N, check whether the subtree rooted with N is BST or not. If BST, then return size of the subtree rooted with N. Else, recur down the left and right subtrees and return the maximum of values returned by left and right subtrees.

/\*   
 See http://www.geeksforgeeks.org/archives/632 for implementation of size()  
  
 See Method 3 of http://www.geeksforgeeks.org/archives/3042 for  
 implementation of isBST()   
  
 max() returns maximum of two integers   
\*/   
int largestBST(struct node \*root)  
{  
 if (isBST(root))  
 return size(root);   
 else  
 return max(largestBST(root->left), largestBST(root->right));  
}

Time Complexity: The worst case time complexity of this method will be O(n^2). Consider a skewed tree for worst case analysis.

**Method 2 (Tricky and Efficient)**  
 In method 1, we traverse the tree in top down manner and do BST test for every node. If we traverse the tree in bottom up manner, then we can pass information about subtrees to the parent. The passed information can be used by the parent to do BST test (for parent node) only in constant time (or O(1) time). A left subtree need to tell the parent whether it is BST or not and also need to pass maximum value in it. So that we can compare the maximum value with the parent’s data to check the BST property. Similarly, the right subtree need to pass the minimum value up the tree. The subtrees need to pass the following information up the tree for the finding the largest BST.  
 1) Whether the subtree itself is BST or not (In the following code, is\_bst\_ref is used for this purpose)  
 2) If the subtree is left subtree of its parent, then maximum value in it. And if it is right subtree then minimum value in it.  
 3) Size of this subtree if this subtree is BST (In the following code, return value of largestBSTtil() is used for this purpose)

max\_ref is used for passing the maximum value up the tree and min\_ptr is used for passing minimum value up the tree.

#include <stdio.h>  
#include <stdlib.h>  
#include <limits.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
int largestBSTUtil(struct node\* node, int \*min\_ref, int \*max\_ref,  
 int \*max\_size\_ref, bool \*is\_bst\_ref);  
  
/\* Returns size of the largest BST subtree in a Binary Tree  
 (efficient version). \*/  
int largestBST(struct node\* node)  
{  
 // Set the initial values for calling largestBSTUtil()  
 int min = INT\_MAX; // For minimum value in right subtree  
 int max = INT\_MIN; // For maximum value in left subtree  
  
 int max\_size = 0; // For size of the largest BST  
 bool is\_bst = 0;  
  
 largestBSTUtil(node, &min, &max, &max\_size, &is\_bst);  
  
 return max\_size;  
}  
  
/\* largestBSTUtil() updates \*max\_size\_ref for the size of the largest BST  
 subtree. Also, if the tree rooted with node is non-empty and a BST,  
 then returns size of the tree. Otherwise returns 0.\*/  
int largestBSTUtil(struct node\* node, int \*min\_ref, int \*max\_ref,  
 int \*max\_size\_ref, bool \*is\_bst\_ref)  
{  
  
 /\* Base Case \*/  
 if (node == NULL)  
 {  
 \*is\_bst\_ref = 1; // An empty tree is BST  
 return 0; // Size of the BST is 0  
 }  
  
 int min = INT\_MAX;  
  
 /\* A flag variable for left subtree property  
 i.e., max(root->left) < root->data \*/  
 bool left\_flag = false;  
  
 /\* A flag variable for right subtree property  
 i.e., min(root->right) > root->data \*/  
 bool right\_flag = false;  
  
 int ls, rs; // To store sizes of left and right subtrees  
  
 /\* Following tasks are done by recursive call for left subtree  
 a) Get the maximum value in left subtree (Stored in \*max\_ref)  
 b) Check whether Left Subtree is BST or not (Stored in \*is\_bst\_ref)  
 c) Get the size of maximum size BST in left subtree (updates \*max\_size) \*/  
 \*max\_ref = INT\_MIN;  
 ls = largestBSTUtil(node->left, min\_ref, max\_ref, max\_size\_ref, is\_bst\_ref);  
 if (\*is\_bst\_ref == 1 && node->data > \*max\_ref)  
 left\_flag = true;  
  
 /\* Before updating \*min\_ref, store the min value in left subtree. So that we  
 have the correct minimum value for this subtree \*/  
 min = \*min\_ref;  
  
 /\* The following recursive call does similar (similar to left subtree)   
 task for right subtree \*/  
 \*min\_ref = INT\_MAX;  
 rs = largestBSTUtil(node->right, min\_ref, max\_ref, max\_size\_ref, is\_bst\_ref);  
 if (\*is\_bst\_ref == 1 && node->data < \*min\_ref)  
 right\_flag = true;  
  
 // Update min and max values for the parent recursive calls  
 if (min < \*min\_ref)  
 \*min\_ref = min;  
 if (node->data < \*min\_ref) // For leaf nodes  
 \*min\_ref = node->data;  
 if (node->data > \*max\_ref)  
 \*max\_ref = node->data;  
  
 /\* If both left and right subtrees are BST. And left and right  
 subtree properties hold for this node, then this tree is BST.  
 So return the size of this tree \*/  
 if(left\_flag && right\_flag)  
 {  
 if (ls + rs + 1 > \*max\_size\_ref)  
 \*max\_size\_ref = ls + rs + 1;  
 return ls + rs + 1;  
 }  
 else  
 {  
 //Since this subtree is not BST, set is\_bst flag for parent calls  
 \*is\_bst\_ref = 0;   
 return 0;  
 }  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 /\* Let us construct the following Tree  
 50  
 / \  
 10 60  
 / \ / \  
 5 20 55 70  
 / / \  
 45 65 80  
 \*/  
  
 struct node \*root = newNode(50);  
 root->left = newNode(10);  
 root->right = newNode(60);  
 root->left->left = newNode(5);  
 root->left->right = newNode(20);  
 root->right->left = newNode(55);  
 root->right->left->left = newNode(45);  
 root->right->right = newNode(70);  
 root->right->right->left = newNode(65);  
 root->right->right->right = newNode(80);  
  
 /\* The complete tree is not BST as 45 is in right subtree of 50.  
 The following subtree is the largest BST  
 60  
 / \  
 55 70  
 / / \  
 45 65 80  
 \*/  
 printf(" Size of the largest BST is %d", largestBST(root));  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n) where n is the number of nodes in the given Binary Tree.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-largest-subtree-in-a-tree-that-is-also-a-bst/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Complicated declarations in C](http://www.geeksforgeeks.org/complicated-declarations-in-c/) [Analysis of Algorithms | Set 2 (Worst, Average and Best Cases) →](http://www.geeksforgeeks.org/analysis-of-algorithms-set-2-asymptotic-analysis/)

# Find the maximum sum leaf to root path in a Binary Tree

Given a Binary Tree, find the maximum sum path from a leaf to root. For example, in the following tree, there are three leaf to root paths 8->-2->10, -4->-2->10 and 7->10. The sums of these three paths are 16, 4 and 17 respectively. The maximum of them is 17 and the path for maximum is 7->10.

10  
 / \  
 -2 7  
 / \   
 8 -4

**Solution**  
 1) First find the leaf node that is on the maximum sum path. In the following code getTargetLeaf() does this by assigning the result to \*target\_leaf\_ref.  
 2) Once we have the target leaf node, we can print the maximum sum path by traversing the tree. In the following code, printPath() does this.

The main function is maxSumPath() that uses above two functions to get the complete solution.

#include<stdio.h>  
#include<limits.h>  
  
/\* A tree node structure \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
// A utility function that prints all nodes on the path from root to target\_leaf  
bool printPath (struct node \*root, struct node \*target\_leaf)  
{  
 // base case  
 if (root == NULL)  
 return false;  
  
 // return true if this node is the target\_leaf or target leaf is present in  
 // one of its descendants  
 if (root == target\_leaf || printPath(root->left, target\_leaf) ||  
 printPath(root->right, target\_leaf) )  
 {  
 printf("%d ", root->data);  
 return true;  
 }  
  
 return false;  
}  
  
// This function Sets the target\_leaf\_ref to refer the leaf node of the maximum   
// path sum. Also, returns the max\_sum using max\_sum\_ref  
void getTargetLeaf (struct node \*node, int \*max\_sum\_ref, int curr\_sum,  
 struct node \*\*target\_leaf\_ref)  
{  
 if (node == NULL)  
 return;  
  
 // Update current sum to hold sum of nodes on path from root to this node  
 curr\_sum = curr\_sum + node->data;  
  
 // If this is a leaf node and path to this node has maximum sum so far,  
 // then make this node target\_leaf  
 if (node->left == NULL && node->right == NULL)  
 {  
 if (curr\_sum > \*max\_sum\_ref)  
 {  
 \*max\_sum\_ref = curr\_sum;  
 \*target\_leaf\_ref = node;  
 }  
 }  
  
 // If this is not a leaf node, then recur down to find the target\_leaf  
 getTargetLeaf (node->left, max\_sum\_ref, curr\_sum, target\_leaf\_ref);  
 getTargetLeaf (node->right, max\_sum\_ref, curr\_sum, target\_leaf\_ref);  
}  
  
// Returns the maximum sum and prints the nodes on max sum path  
int maxSumPath (struct node \*node)  
{  
 // base case  
 if (node == NULL)  
 return 0;  
  
 struct node \*target\_leaf;  
 int max\_sum = INT\_MIN;  
  
 // find the target leaf and maximum sum  
 getTargetLeaf (node, &max\_sum, 0, &target\_leaf);  
  
 // print the path from root to the target leaf  
 printPath (node, target\_leaf);  
  
 return max\_sum; // return maximum sum  
}  
  
/\* Utility function to create a new Binary Tree node \*/  
struct node\* newNode (int data)  
{  
 struct node \*temp = new struct node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
 return temp;  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 struct node \*root = NULL;  
  
 /\* Constructing tree given in the above figure \*/  
 root = newNode(10);  
 root->left = newNode(-2);  
 root->right = newNode(7);  
 root->left->left = newNode(8);  
 root->left->right = newNode(-4);  
  
 printf ("Following are the nodes on the maximum sum path \n");  
 int sum = maxSumPath(root);  
 printf ("\nSum of the nodes is %d ", sum);  
  
 getchar();  
 return 0;  
}

Output:

Following are the nodes on the maximum sum path  
7 10  
Sum of the nodes is 17

Time Complexity: Time complexity of the above solution is O(n) as it involves tree traversal two times.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-maximum-sum-path-in-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Find the node with minimum value in a Binary Search Tree

This is quite simple. Just traverse the node from root to left recursively until left is NULL. The node whose left is NULL is the node with minimum value.

![BST_LCA](data:image/gif;base64,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)

For the above tree, we start with 20, then we move left 8, we keep on moving to left until we see NULL. Since left of 4 is NULL, 4 is the node with minimum value.

#include <stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node   
with the given data and NULL left and right   
pointers. \*/  
struct node\* newNode(int data)   
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
  
/\* Give a binary search tree and a number,   
inserts a new node with the given number in   
the correct place in the tree. Returns the new   
root pointer which the caller should then use   
(the standard trick to avoid using reference   
parameters). \*/  
struct node\* insert(struct node\* node, int data)   
{  
 /\* 1. If the tree is empty, return a new,   
 single node \*/  
 if (node == NULL)   
 return(newNode(data));   
 else   
 {  
 /\* 2. Otherwise, recur down the tree \*/  
 if (data <= node->data)   
 node->left = insert(node->left, data);  
 else   
 node->right = insert(node->right, data);  
   
 /\* return the (unchanged) node pointer \*/  
 return node;   
 }  
}  
  
/\* Given a non-empty binary search tree,   
return the minimum data value found in that   
tree. Note that the entire tree does not need   
to be searched. \*/  
int minValue(struct node\* node) {  
 struct node\* current = node;  
  
 /\* loop down to find the leftmost leaf \*/  
 while (current->left != NULL) {  
 current = current->left;  
 }  
 return(current->data);  
}  
  
/\* Driver program to test sameTree function\*/   
int main()  
{  
 struct node\* root = NULL;  
 root = insert(root, 4);  
 insert(root, 2);  
 insert(root, 1);  
 insert(root, 3);  
 insert(root, 6);  
 insert(root, 5);   
  
 printf("\n Minimum value in BST is %d", minValue(root));  
 getchar();  
 return 0;   
}

**Time Complexity:** O(n) Worst case happens for left skewed trees.

Similarly we can get the maximum value by recursively traversing the right node of a binary search tree.

**References:**  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

### Source

<http://www.geeksforgeeks.org/find-the-minimum-element-in-a-binary-search-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Two nodes of a BST are swapped, correct the BST

Two of the nodes of a Binary Search Tree (BST) are swapped. Fix (or correct) the BST.

Input Tree:  
 10  
 / \  
 5 8  
 / \  
 2 20  
  
In the above tree, nodes 20 and 8 must be swapped to fix the tree.   
Following is the output tree  
 10  
 / \  
 5 20  
 / \  
 2 8

The inorder traversal of a BST produces a sorted array. So a **simple method** is to store inorder traversal of the input tree in an auxiliary array. Sort the auxiliary array. Finally, insert the auxiilary array elements back to the BST, keeping the structure of the BST same. Time complexity of this method is O(nLogn) and auxiliary space needed is O(n).

**We can solve this in O(n) time and with a single traversal of the given BST**. Since inorder traversal of BST is always a sorted array, the problem can be reduced to a problem where two elements of a sorted array are swapped. There are two cases that we need to handle:

**1.** The swapped nodes are not adjacent in the inorder traversal of the BST.

For example, Nodes 5 and 25 are swapped in {3 5 7 8 10 15 20 25}.   
 The inorder traversal of the given tree is 3 25 7 8 10 15 20 5

If we observe carefully, during inorder traversal, we find node 7 is smaller than the previous visited node 25. Here save the context of node 25 (previous node). Again, we find that node 5 is smaller than the previous node 20. This time, we save the context of node 5 ( current node ). Finally swap the two node’s values.

**2.** The swapped nodes are adjacent in the inorder traversal of BST.

For example, Nodes 7 and 8 are swapped in {3 5 7 8 10 15 20 25}.   
 The inorder traversal of the given tree is 3 5 8 7 10 15 20 25

Unlike case #1, here only one point exists where a node value is smaller than previous node value. e.g. node 7 is smaller than node 8.

**How to Solve?** *We will maintain three pointers, first, middle and last. When we find the first point where current node value is smaller than previous node value, we update the first with the previous node & middle with the current node. When we find the second point where current node value is smaller than previous node value, we update the last with the current node. In case #2, we will never find the second point. So, last pointer will not be updated. After processing, if the last node value is null, then two swapped nodes of BST are adjacent*.

Following is C implementation of the given code.

// Two nodes in the BST's swapped, correct the BST.  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// A utility function to swap two integers  
void swap( int\* a, int\* b )  
{  
 int t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node \*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
// This function does inorder traversal to find out the two swapped nodes.  
// It sets three pointers, first, middle and last. If the swapped nodes are  
// adjacent to each other, then first and middle contain the resultant nodes  
// Else, first and last contain the resultant nodes  
void correctBSTUtil( struct node\* root, struct node\*\* first,  
 struct node\*\* middle, struct node\*\* last,  
 struct node\*\* prev )  
{  
 if( root )  
 {  
 // Recur for the left subtree  
 correctBSTUtil( root->left, first, middle, last, prev );  
  
 // If this node is smaller than the previous node, it's violating  
 // the BST rule.  
 if (\*prev && root->data < (\*prev)->data)  
 {  
 // If this is first violation, mark these two nodes as  
 // 'first' and 'middle'  
 if ( !\*first )  
 {  
 \*first = \*prev;  
 \*middle = root;  
 }  
  
 // If this is second violation, mark this node as last  
 else  
 \*last = root;  
 }  
  
 // Mark this node as previous  
 \*prev = root;  
  
 // Recur for the right subtree  
 correctBSTUtil( root->right, first, middle, last, prev );  
 }  
}  
  
// A function to fix a given BST where two nodes are swapped. This  
// function uses correctBSTUtil() to find out two nodes and swaps the  
// nodes to fix the BST  
void correctBST( struct node\* root )  
{  
 // Initialize pointers needed for correctBSTUtil()  
 struct node \*first, \*middle, \*last, \*prev;  
 first = middle = last = prev = NULL;  
  
 // Set the poiters to find out two nodes  
 correctBSTUtil( root, &first, &middle, &last, &prev );  
  
 // Fix (or correct) the tree  
 if( first && last )  
 swap( &(first->data), &(last->data) );  
 else if( first && middle ) // Adjacent nodes swapped  
 swap( &(first->data), &(middle->data) );  
  
 // else nodes have not been swapped, passed tree is really BST.  
}  
  
/\* A utility function to print Inoder traversal \*/  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 printf("%d ", node->data);  
 printInorder(node->right);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 /\* 6  
 / \  
 10 2  
 / \ / \  
 1 3 7 12  
 10 and 2 are swapped  
 \*/  
  
 struct node \*root = newNode(6);  
 root->left = newNode(10);  
 root->right = newNode(2);  
 root->left->left = newNode(1);  
 root->left->right = newNode(3);  
 root->right->right = newNode(12);  
 root->right->left = newNode(7);  
  
 printf("Inorder Traversal of the original tree \n");  
 printInorder(root);  
  
 correctBST(root);  
  
 printf("\nInorder Traversal of the fixed tree \n");  
 printInorder(root);  
  
 return 0;  
}

Output:

Inorder Traversal of the original tree  
1 10 3 6 7 2 12  
Inorder Traversal of the fixed tree  
1 2 3 6 7 10 12

Time Complexity: O(n)

See [this](http://ideone.com/uNlPx)for different test cases of the above code.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/fix-two-swapped-nodes-of-bst/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation
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# Floor and Ceil from a BST

There are numerous applications we need to find floor (ceil) value of a key in a binary search tree or sorted array. For example, consider designing memory management system in which free nodes are arranged in BST. Find best fit for the input request.

*Ceil Value Node*: Node with smallest data larger than or equal to key value.

Imagine we are moving down the tree, and assume we are root node. The comparison yields three possibilities,

**A)** Root data is equal to key. We are done, root data is ceil value.

**B)** Root data < key value, certainly the ceil value can’t be in left subtree. Proceed to search on right subtree as reduced problem instance.

**C)** Root data > key value, the ceil value *may be* in left subtree. We may find a node with is larger data than key value in left subtree, if not the root itself will be ceil node.

Here is code in C for ceil value.

// Program to find ceil of a given value in BST  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has key, left child and right child \*/  
struct node  
{  
 int key;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the given key and  
 NULL left and right pointers.\*/  
struct node\* newNode(int key)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->key = key;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
// Function to find ceil of a given input in BST. If input is more  
// than the max key in BST, return -1  
int Ceil(node \*root, int input)  
{  
 // Base case  
 if( root == NULL )  
 return -1;  
  
 // We found equal key  
 if( root->key == input )  
 return root->key;  
  
 // If root's key is smaller, ceil must be in right subtree  
 if( root->key < input )  
 return Ceil(root->right, input);  
  
 // Else, either left subtree or root has the ceil value  
 int ceil = Ceil(root->left, input);  
 return (ceil >= input) ? ceil : root->key;  
}  
  
// Driver program to test above function  
int main()  
{  
 node \*root = newNode(8);  
  
 root->left = newNode(4);  
 root->right = newNode(12);  
  
 root->left->left = newNode(2);  
 root->left->right = newNode(6);  
  
 root->right->left = newNode(10);  
 root->right->right = newNode(14);  
  
 for(int i = 0; i < 16; i++)  
 printf("%d %d\n", i, Ceil(root, i));  
  
 return 0;  
}

Output:

0 2  
1 2  
2 2  
3 4  
4 4  
5 6  
6 6  
7 8  
8 8  
9 10  
10 10  
11 12  
12 12  
13 14  
14 14  
15 -1

**Exercise:**

1. Modify above code to find floor value of input key in a binary search tree.

2. Write neat algorithm to find floor and ceil values in a sorted array. Ensure to handle all possible boundary conditions.

— [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/floor-and-ceil-from-a-bst/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Foldable Binary Trees

Question: Given a binary tree, find out if the tree can be folded or not.

A tree can be folded if left and right subtrees of the tree are structure wise mirror image of each other. An empty tree is considered as foldable.

Consider the below trees:  
(a) and (b) can be folded.  
(c) and (d) cannot be folded.  
  
(a)  
 10  
 / \  
 7 15  
 \ /  
 9 11  
  
(b)  
 10  
 / \  
 7 15  
 / \  
 9 11  
  
(c)  
 10  
 / \  
 7 15  
 / /  
 5 11  
  
(d)  
  
 10  
 / \  
 7 15  
 / \ /  
 9 10 12

**Method 1 (Change Left subtree to its Mirror and compare it with Right subtree)**  
 Algorithm: isFoldable(root)

1) If tree is empty, then return true.  
2) Convert the left subtree to its mirror image  
 mirror(root->left); /\* See this post \*/  
3) Check if the structure of left subtree and right subtree is same  
 and store the result.  
 res = isStructSame(root->left, root->right); /\*isStructSame()  
 recursively compares structures of two subtrees and returns  
 true if structures are same \*/  
4) Revert the changes made in step (2) to get the original tree.  
 mirror(root->left);  
5) Return result res stored in step 2.

Thanks to [ajaym](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-trees-9#post-2457)for suggesting this approach.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* You would want to remove below 3 lines if your compiler  
 supports bool, true and false \*/  
#define bool int  
#define true 1  
#define false 0  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* converts a tree to its mrror image \*/  
void mirror(struct node\* node);  
  
/\* returns true if structure of two trees a and b is same  
 Only structure is considered for comparison, not data! \*/  
bool isStructSame(struct node \*a, struct node \*b);  
  
/\* Returns true if the given tree is foldable \*/  
bool isFoldable(struct node \*root)  
{  
 bool res;  
  
 /\* base case \*/  
 if(root == NULL)  
 return true;  
  
 /\* convert left subtree to its mirror \*/  
 mirror(root->left);  
  
 /\* Compare the structures of the right subtree and mirrored  
 left subtree \*/  
 res = isStructSame(root->left, root->right);  
  
 /\* Get the originial tree back \*/  
 mirror(root->left);  
  
 return res;  
}  
  
  
bool isStructSame(struct node \*a, struct node \*b)  
{  
 if (a == NULL && b == NULL)  
 { return true; }  
 if ( a != NULL && b != NULL &&  
 isStructSame(a->left, b->left) &&  
 isStructSame(a->right, b->right)  
 )  
 { return true; }  
  
 return false;  
}  
  
  
/\* UTILITY FUNCTIONS \*/  
/\* Change a tree so that the roles of the left and  
 right pointers are swapped at every node.  
 See http://geeksforgeeks.org/?p=662 for details \*/  
void mirror(struct node\* node)  
{  
 if (node==NULL)  
 return;  
 else  
 {  
 struct node\* temp;  
  
 /\* do the subtrees \*/  
 mirror(node->left);  
 mirror(node->right);  
  
 /\* swap the pointers in this node \*/  
 temp = node->left;  
 node->left = node->right;  
 node->right = temp;  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test mirror() \*/  
int main(void)  
{  
 /\* The constructed binary tree is  
 1  
 / \  
 2 3  
 \ /  
 4 5  
 \*/  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->right->left = newNode(4);  
 root->left->right = newNode(5);  
  
 if(isFoldable(root) == 1)  
 { printf("\n tree is foldable"); }  
 else  
 { printf("\n tree is not foldable"); }  
  
 getchar();  
 return 0;  
}

Time complexity: O(n)

**Method 2 (Check if Left and Right subtrees are Mirror)**  
 There are mainly two functions:

// Checks if tree can be folded or not

IsFoldable(root)  
1) If tree is empty then return true  
2) Else check if left and right subtrees are structure wise mirrors of  
 each other. Use utility function IsFoldableUtil(root->left,  
 root->right) for this.

// Checks if n1 and n2 are mirror of each other.

IsFoldableUtil(n1, n2)  
1) If both trees are empty then return true.  
2) If one of them is empty and other is not then return false.  
3) Return true if following conditions are met  
 a) n1->left is mirror of n2->right  
 b) n1->right is mirror of n2->left

#include<stdio.h>  
#include<stdlib.h>  
  
/\* You would want to remove below 3 lines if your compiler  
 supports bool, true and false \*/  
#define bool int  
#define true 1  
#define false 0  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* A utility function that checks if trees with roots as n1 and n2  
 are mirror of each other \*/  
bool IsFoldableUtil(struct node \*n1, struct node \*n2);  
  
/\* Returns true if the given tree can be folded \*/  
bool IsFoldable(struct node \*root)  
{  
 if (root == NULL)  
 { return true; }  
  
 return IsFoldableUtil(root->left, root->right);  
}  
  
/\* A utility function that checks if trees with roots as n1 and n2  
 are mirror of each other \*/  
bool IsFoldableUtil(struct node \*n1, struct node \*n2)  
{  
 /\* If both left and right subtrees are NULL,  
 then return true \*/  
 if (n1 == NULL && n2 == NULL)  
 { return true; }  
  
 /\* If one of the trees is NULL and other is not,  
 then return false \*/  
 if (n1 == NULL || n2 == NULL)  
 { return false; }  
  
 /\* Otherwise check if left and right subtrees are mirrors of  
 their counterparts \*/  
 return IsFoldableUtil(n1->left, n2->right) &&  
 IsFoldableUtil(n1->right, n2->left);  
}  
  
/\*UTILITY FUNCTIONS \*/  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test mirror() \*/  
int main(void)  
{  
 /\* The constructed binary tree is  
 1  
 / \  
 2 3  
 \ /  
 4 5  
 \*/  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->right = newNode(4);  
 root->right->left = newNode(5);  
  
 if(IsFoldable(root) == true)  
 { printf("\n tree is foldable"); }  
 else  
 { printf("\n tree is not foldable"); }  
  
 getchar();  
 return 0;  
}

Thanks to [Dzmitry Huba](http://www.geeksforgeeks.org/archives/7956/comment-page-1#comment-1353) for suggesting this approach.

Please write comments if you find the above code/algorithm incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/foldable-binary-trees/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Construct Full Binary Tree from given preorder and postorder traversals

Given two arrays that represent preorder and postorder traversals of a full binary tree, construct the binary tree.

A **Full Binary Tree** is a binary tree where every node has either 0 or 2 children

Following are examples of Full Trees.

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
  
  
 1  
 / \  
 2 3  
 / \   
 4 5  
 / \   
 6 7  
   
  
 1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
 / \   
8 9

It is not possible to construct a general Binary Tree from preorder and postorder traversals (See [this](http://www.geeksforgeeks.org/archives/657)). But if know that the Binary Tree is Full, we can construct the tree without ambiguity. Let us understand this with the help of following example.

Let us consider the two given arrays as pre[] = {1, 2, 4, 8, 9, 5, 3, 6, 7} and post[] = {8, 9, 4, 5, 2, 6, 7, 3, 1};  
 In pre[], the leftmost element is root of tree. Since the tree is full and array size is more than 1. The value next to 1 in pre[], must be left child of root. So we know 1 is root and 2 is left child. How to find the all nodes in left subtree? We know 2 is root of all nodes in left subtree. All nodes before 2 in post[] must be in left subtree. Now we know 1 is root, elements {8, 9, 4, 5, 2} are in left subtree, and the elements {6, 7, 3} are in right subtree.

1  
 / \  
 / \  
 {8, 9, 4, 5, 2} {6, 7, 3}

We recursively follow the above approach and get the following tree.

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
 / \   
 8 9

/\* program for construction of full binary tree \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
// A utility function to create a node  
struct node\* newNode (int data)  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
  
 temp->data = data;  
 temp->left = temp->right = NULL;  
  
 return temp;  
}  
  
// A recursive function to construct Full from pre[] and post[].   
// preIndex is used to keep track of index in pre[].  
// l is low index and h is high index for the current subarray in post[]  
struct node\* constructTreeUtil (int pre[], int post[], int\* preIndex,  
 int l, int h, int size)  
{  
 // Base case  
 if (\*preIndex >= size || l > h)  
 return NULL;  
  
 // The first node in preorder traversal is root. So take the node at  
 // preIndex from preorder and make it root, and increment preIndex  
 struct node\* root = newNode ( pre[\*preIndex] );  
 ++\*preIndex;  
  
 // If the current subarry has only one element, no need to recur  
 if (l == h)  
 return root;  
  
 // Search the next element of pre[] in post[]  
 int i;  
 for (i = l; i <= h; ++i)  
 if (pre[\*preIndex] == post[i])  
 break;  
  
 // Use the index of element found in postorder to divide postorder array in  
 // two parts. Left subtree and right subtree  
 if (i <= h)  
 {  
 root->left = constructTreeUtil (pre, post, preIndex, l, i, size);  
 root->right = constructTreeUtil (pre, post, preIndex, i + 1, h, size);  
 }  
  
 return root;  
}  
  
// The main function to construct Full Binary Tree from given preorder and   
// postorder traversals. This function mainly uses constructTreeUtil()  
struct node \*constructTree (int pre[], int post[], int size)  
{  
 int preIndex = 0;  
 return constructTreeUtil (pre, post, &preIndex, 0, size - 1, size);  
}  
  
// A utility function to print inorder traversal of a Binary Tree  
void printInorder (struct node\* node)  
{  
 if (node == NULL)  
 return;  
 printInorder(node->left);  
 printf("%d ", node->data);  
 printInorder(node->right);  
}  
  
// Driver program to test above functions  
int main ()  
{  
 int pre[] = {1, 2, 4, 8, 9, 5, 3, 6, 7};  
 int post[] = {8, 9, 4, 5, 2, 6, 7, 3, 1};  
 int size = sizeof( pre ) / sizeof( pre[0] );  
  
 struct node \*root = constructTree(pre, post, size);  
  
 printf("Inorder traversal of the constructed tree: \n");  
 printInorder(root);  
  
 return 0;  
}

Output:

Inorder traversal of the constructed tree:  
8 4 9 2 5 1 6 3 7

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/full-and-complete-binary-tree-from-given-preorder-and-postorder-traversals/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Adobe Interview | Set 2](http://www.geeksforgeeks.org/adobe-interview-set-1/) [Lexicographic rank of a string →](http://www.geeksforgeeks.org/lexicographic-rank-of-a-string/)

# Total number of possible Binary Search Trees with n keys

Total number of possible Binary Search Trees with n different keys = [Catalan number Cn](http://en.wikipedia.org/wiki/Catalan_number) = (2n)!/(n+1)!\*n!

See references for proof and examples.

References:  
 <http://en.wikipedia.org/wiki/Catalan_number>

### Source

<http://www.geeksforgeeks.org/g-fact-18/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [GFacts](http://www.geeksforgeeks.org/tag/gfact/)

# Get Level of a node in a Binary Tree

Given a Binary Tree and a key, write a function that returns level of the key.

For example, consider the following tree. If the input key is 3, then your function should return 1. If the input key is 4, then your function should return 3. And for key which is not present in key, then your function should return 0.

[![tree_bst](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/2009/11/tree_bst.gif)

Thanks to [prandeey](http://geeksforgeeks.org/forum/topic/interview-question-for-software-engineerdeveloper-fresher-about-trees-12#post-19715)for suggesting the following solution.

The idea is to start from the root and level as 1. If the key matches with root’s data, return level. Else recursively call for left and right subtrees with level as level + 1.

#include<stdio.h>  
  
/\* A tree node structure \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
/\* Helper function for getLevel(). It returns level of the data if data is  
 present in tree, otherwise returns 0.\*/  
int getLevelUtil(struct node \*node, int data, int level)  
{  
 if (node == NULL)  
 return 0;  
  
 if (node->data == data)  
 return level;  
  
 int downlevel = getLevelUtil(node->left, data, level+1);  
 if (downlevel != 0)  
 return downlevel;  
  
 downlevel = getLevelUtil(node->right, data, level+1);  
 return downlevel;  
}  
  
/\* Returns level of given data value \*/  
int getLevel(struct node \*node, int data)  
{  
 return getLevelUtil(node,data,1);  
}  
  
/\* Utility function to create a new Binary Tree node \*/  
struct node\* newNode(int data)  
{  
 struct node \*temp = new struct node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
  
 return temp;  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 struct node \*root = new struct node;  
 int x;  
  
 /\* Constructing tree given in the above figure \*/  
 root = newNode(3);  
 root->left = newNode(2);  
 root->right = newNode(5);  
 root->left->left = newNode(1);  
 root->left->right = newNode(4);  
  
 for (x = 1; x <=5; x++)  
 {  
 int level = getLevel(root, x);  
 if (level)  
 printf(" Level of %d is %d\n", x, getLevel(root, x));  
 else  
 printf(" %d is not present in tree \n", x);  
  
 }  
  
 getchar();  
 return 0;  
}

Output:

Level of 1 is 3  
 Level of 2 is 2  
 Level of 3 is 1  
 Level of 4 is 3  
 Level of 5 is 2

Time Complexity: O(n) where n is the number of nodes in the given Binary Tree.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/get-level-of-a-node-in-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Given a binary tree, how do you remove all the half nodes?

Given A binary Tree, how do you remove all the half nodes (which has only one child)? Note leaves should not be touched as they have both children as NULL.

For example consider the below tree.  
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Nodes 7, 5 and 9 are half nodes as one of their child is Null. We need to remove all such half nodes and return the root pointer of following new tree.
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**We strongly recommend to minimize your browser and try this yourself first.**

The idea is to use post-order traversal to solve this problem efficiently. We first process the left children, then right children, and finally the node itself. So we form the new tree bottom up, starting from the leaves towards the root. By the time we process the current node, both its left and right subtrees were already processed. Below is C implementation of this idea.

// C program to remove all half nodes  
#include <stdio.h>  
#include <stdlib.h>  
  
struct node  
{  
 int data;  
 struct node\* left, \*right;  
};  
  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return(node);  
}  
  
void printInoder(struct node\*root)  
{  
 if (root != NULL)  
 {  
 printInoder(root->left);  
 printf("%d ",root->data);  
 printInoder(root->right);  
 }  
}  
  
// Removes all nodes with only one child and returns  
// new root (note that root may change)  
struct node\* RemoveHalfNodes(struct node\* root)  
{  
 if (root==NULL)  
 return NULL;  
  
 root->left = RemoveHalfNodes(root->left);  
 root->right = RemoveHalfNodes(root->right);  
  
 if (root->left==NULL && root->right==NULL)  
 return root;  
  
 /\* if current nodes is a half node with left  
 child NULL left, then it's right child is  
 returned and replaces it in the given tree \*/  
 if (root->left==NULL)  
 {  
 struct node \*new\_root = root->right;  
 free(root); // To avoid memory leak  
 return new\_root;  
 }  
  
  
 /\* if current nodes is a half node with right  
 child NULL right, then it's right child is  
 returned and replaces it in the given tree \*/  
 if (root->right==NULL)  
 {  
 struct node \*new\_root = root->left;  
 free(root); // To avoid memory leak  
 return new\_root;  
 }  
  
 return root;  
}  
  
// Driver program  
int main(void)  
{  
 struct node\*NewRoot=NULL;  
 struct node \*root = newNode(2);  
 root->left = newNode(7);  
 root->right = newNode(5);  
 root->left->right = newNode(6);  
 root->left->right->left=newNode(1);  
 root->left->right->right=newNode(11);  
 root->right->right=newNode(9);  
 root->right->right->left=newNode(4);  
  
 printf("Inorder traversal of given tree \n");  
 printInoder(root);  
  
 NewRoot = RemoveHalfNodes(root);  
  
 printf("\nInorder traversal of the modified tree \n");  
 printInoder(NewRoot);  
 return 0;  
}

Output:

Inorder traversal of given tree  
7 1 6 11 2 5 4 9  
Inorder traversal of the modified tree  
1 6 11 2 4

Time complexity of the above solution is O(n) as it does a simple traversal of binary tree.

This article is contributed by **Jyoti Saini**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-a-binary-tree-how-do-you-remove-all-the-half-nodes/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Given a binary tree, print all root-to-leaf paths

For the below example tree, all root-to-leaf paths are:   
 10 –> 8 –> 3  
 10 –> 8 –> 5  
 10 –> 2 –> 2
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Algorithm:  
 Use a path array path[] to store current root to leaf path. Traverse from root to all leaves in top-down fashion. While traversing, store data of all nodes in current path in array path[]. When we reach a leaf node, print the path array.

#include<stdio.h>  
#include<stdlib.h>  
   
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Prototypes for funtions needed in printPaths() \*/   
void printPathsRecur(struct node\* node, int path[], int pathLen);  
void printArray(int ints[], int len);  
  
/\*Given a binary tree, print out all of its root-to-leaf  
 paths, one per line. Uses a recursive helper to do the work.\*/  
void printPaths(struct node\* node)   
{  
 int path[1000];  
 printPathsRecur(node, path, 0);  
}  
  
/\* Recursive helper function -- given a node, and an array containing  
 the path from the root node up to but not including this node,  
 print out all the root-leaf paths.\*/  
void printPathsRecur(struct node\* node, int path[], int pathLen)   
{  
 if (node==NULL)   
 return;  
  
 /\* append this node to the path array \*/  
 path[pathLen] = node->data;  
 pathLen++;  
  
 /\* it's a leaf, so print the path that led to here \*/  
 if (node->left==NULL && node->right==NULL)   
 {  
 printArray(path, pathLen);  
 }  
 else   
 {  
 /\* otherwise try both subtrees \*/  
 printPathsRecur(node->left, path, pathLen);  
 printPathsRecur(node->right, path, pathLen);  
 }  
}  
  
  
/\* UTILITY FUNCTIONS \*/  
/\* Utility that prints out an array on a line. \*/  
void printArray(int ints[], int len)   
{  
 int i;  
 for (i=0; i<len; i++)   
 {  
 printf("%d ", ints[i]);  
 }  
 printf("\n");  
}   
  
/\* utility that allocates a new node with the  
 given data and NULL left and right pointers. \*/   
struct node\* newnode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
   
/\* Driver program to test above functions\*/  
int main()  
{   
   
 /\* Constructed binary tree is  
 10  
 / \  
 8 2  
 / \ /  
 3 5 2  
 \*/  
 struct node \*root = newnode(10);  
 root->left = newnode(8);  
 root->right = newnode(2);  
 root->left->left = newnode(3);  
 root->left->right = newnode(5);  
 root->right->left = newnode(2);  
   
 printPaths(root);  
   
 getchar();  
 return 0;  
}

Time Complexity: O(n)

References:  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/given-a-binary-tree-print-all-root-to-leaf-paths/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Given a binary tree, print out all of its root-to-leaf paths one per line.

Asked by Varun Bhatia

Here is the solution.  
   
 **Algorithm:**

initialize: pathlen = 0, path[1000]   
/\*1000 is some max limit for paths, it can change\*/  
  
/\*printPathsRecur traverses nodes of tree in preorder \*/  
printPathsRecur(tree, path[], pathlen)  
 1) If node is not NULL then   
 a) push data to path array:   
 path[pathlen] = node->data.  
 b) increment pathlen   
 pathlen++  
 2) If node is a leaf node then print the path array.  
 3) Else  
 a) Call printPathsRecur for left subtree  
 printPathsRecur(node->left, path, pathLen)  
 b) Call printPathsRecur for right subtree.  
 printPathsRecur(node->right, path, pathLen)

**Example:**
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Example Tree

Output for the above example will be

1 2 4  
 1 2 5  
 1 3

**Implementation:**

/\*program to print all of its root-to-leaf paths for a tree\*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
void printArray(int [], int);  
void printPathsRecur(struct node\*, int [], int);  
struct node\* newNode(int );  
void printPaths(struct node\*);  
  
/\* Given a binary tree, print out all of its root-to-leaf  
 paths, one per line. Uses a recursive helper to do the work.\*/   
void printPaths(struct node\* node)   
{  
 int path[1000];  
 printPathsRecur(node, path, 0);  
}  
  
/\* Recursive helper function -- given a node, and an array containing  
 the path from the root node up to but not including this node,  
 print out all the root-leaf paths. \*/  
void printPathsRecur(struct node\* node, int path[], int pathLen)   
{  
 if (node==NULL) return;  
  
 /\* append this node to the path array \*/  
 path[pathLen] = node->data;  
 pathLen++;  
  
 /\* it's a leaf, so print the path that led to here \*/  
 if (node->left==NULL && node->right==NULL)   
 {  
 printArray(path, pathLen);  
 }  
 else   
 {  
 /\* otherwise try both subtrees \*/  
 printPathsRecur(node->left, path, pathLen);  
 printPathsRecur(node->right, path, pathLen);  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Utility that prints out an array on a line \*/  
void printArray(int ints[], int len)  
{  
 int i;  
 for (i=0; i<len; i++) {  
 printf("%d ", ints[i]);  
 }  
 printf("\n");  
}   
  
/\* Driver program to test mirror() \*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
  
 /\* Print all root-to-leaf paths of the input tree \*/  
 printPaths(root);  
  
 getchar();  
 return 0;  
}

**References:**  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

### Source

<http://www.geeksforgeeks.org/given-a-binary-tree-print-out-all-of-its-root-to-leaf-paths-one-per-line/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Write a program to add two numbers in base 14](http://www.geeksforgeeks.org/write-a-program-to-add-two-numbers-in-base-14/) [Lowest Common Ancestor in a Binary Search Tree. →](http://www.geeksforgeeks.org/lowest-common-ancestor-in-a-binary-search-tree/)

# Print nodes between two given level numbers of a binary tree

Given a binary tree and two level numbers ‘low’ and ‘high’, print nodes from level low to level high.

For example consider the binary tree given in below diagram.   
  
Input: Root of below tree, low = 2, high = 4  
  
Output:  
8 22  
4 12  
10 14
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A **Simple Method** is to first write a recursive function that prints nodes of a given level number. Then call recursive function in a loop from low to high. Time complexity of this method is O(n2)  
 We can print nodes **in O(n) time** using queue based iterative level order traversal. The idea is to do simple queue based level order traversal. While doing inorder traversal, add a marker node at the end. Whenever we see a marker node, we increase level number. If level number is between low and high, then print nodes.

The following is C++ implementation of above idea.

// A C++ program to print Nodes level by level berween given two levels.  
#include <iostream>  
#include <queue>  
using namespace std;  
  
/\* A binary tree Node has key, pointer to left and right children \*/  
struct Node  
{  
 int key;  
 struct Node\* left, \*right;  
};  
  
/\* Given a binary tree, print nodes from level number 'low' to level  
 number 'high'\*/  
void printLevels(Node\* root, int low, int high)  
{  
 queue <Node \*> Q;  
  
 Node \*marker = new Node; // Marker node to indicate end of level  
  
 int level = 1; // Initialize level number  
  
 // Enqueue the only first level node and marker node for end of level  
 Q.push(root);  
 Q.push(marker);  
  
 // Simple level order traversal loop  
 while (Q.empty() == false)  
 {  
 // Remove the front item from queue  
 Node \*n = Q.front();  
 Q.pop();  
  
 // Check if end of level is reached  
 if (n == marker)  
 {  
 // print a new line and increment level number  
 cout << endl;  
 level++;  
  
 // Check if marker node was last node in queue or  
 // level number is beyond the given upper limit  
 if (Q.empty() == true || level > high) break;  
  
 // Enqueue the marker for end of next level  
 Q.push(marker);  
  
 // If this is marker, then we don't need print it  
 // and enqueue its children  
 continue;  
 }  
  
 // If level is equal to or greater than given lower level,  
 // print it  
 if (level >= low)  
 cout << n->key << " ";  
  
 // Enqueue children of non-marker node  
 if (n->left != NULL) Q.push(n->left);  
 if (n->right != NULL) Q.push(n->right);  
 }  
}  
  
/\* Helper function that allocates a new Node with the  
 given key and NULL left and right pointers. \*/  
Node\* newNode(int key)  
{  
 Node\* temp = new Node;  
 temp->key = key;  
 temp->left = temp->right = NULL;  
 return (temp);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us construct the BST shown in the above figure  
 struct Node \*root = newNode(20);  
 root->left = newNode(8);  
 root->right = newNode(22);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
  
 cout << "Level Order traversal between given two levels is";  
 printLevels(root, 2, 3);  
  
 return 0;  
}

Level Order traversal between given two levels is  
8 22  
4 12

Time complexity of above method is O(n) as it does a simple level order traversal.

This article is contributed by **Frank**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-binary-tree-print-nodes-two-given-level-numbers/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Construct Complete Binary Tree from its Linked List Representation

Given Linked List Representation of Complete Binary Tree, construct the Binary tree. A complete binary tree can be represented in an array in the following approach.

If root node is stored at index i, its left, and right children are stored at indices 2\*i+1, 2\*i+2 respectively.  
 Suppose tree is represented by a linked list in same way, how do we convert this into normal linked representation of binary tree where every node has data, left and right pointers? In the linked list representation, we cannot directly access the children of the current node unless we traverse the list.
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We are mainly given level order traversal in sequential access form. We know head of linked list is always is root of the tree. We take the first node as root and we also know that the next two nodes are left and right children of root. So we know partial Binary Tree. The idea is to do Level order traversal of the partially built Binary Tree using queue and traverse the linked list at the same time. At every step, we take the parent node from queue, make next two nodes of linked list as children of the parent node, and enqueue the next two nodes to queue.

**1.** Create an empty queue.  
 **2.** Make the first node of the list as root, and enqueue it to the queue.  
 **3.** Until we reach the end of the list, do the following.  
 ………**a.** Dequeue one node from the queue. This is the current parent.  
 ………**b.** Traverse two nodes in the list, add them as children of the current parent.  
 ………**c.** Enqueue the two nodes into the queue.

Below is the code which implements the same in C++.

// C++ program to create a Complete Binary tree from its Linked List  
// Representation  
#include <iostream>  
#include <string>  
#include <queue>  
using namespace std;  
  
// Linked list node  
struct ListNode  
{  
 int data;  
 ListNode\* next;  
};  
  
// Binary tree node structure  
struct BinaryTreeNode  
{  
 int data;  
 BinaryTreeNode \*left, \*right;  
};  
  
// Function to insert a node at the beginning of the Linked List  
void push(struct ListNode\*\* head\_ref, int new\_data)  
{  
 // allocate node and assign data  
 struct ListNode\* new\_node = new ListNode;  
 new\_node->data = new\_data;  
  
 // link the old list off the new node  
 new\_node->next = (\*head\_ref);  
  
 // move the head to point to the new node  
 (\*head\_ref) = new\_node;  
}  
  
// method to create a new binary tree node from the given data  
BinaryTreeNode\* newBinaryTreeNode(int data)  
{  
 BinaryTreeNode \*temp = new BinaryTreeNode;  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// converts a given linked list representing a complete binary tree into the  
// linked representation of binary tree.  
void convertList2Binary(ListNode \*head, BinaryTreeNode\* &root)  
{  
 // queue to store the parent nodes  
 queue<BinaryTreeNode \*> q;  
  
 // Base Case  
 if (head == NULL)  
 {  
 root = NULL; // Note that root is passed by reference  
 return;  
 }  
  
 // 1.) The first node is always the root node, and add it to the queue  
 root = newBinaryTreeNode(head->data);  
 q.push(root);  
  
 // advance the pointer to the next node  
 head = head->next;  
  
 // until the end of linked list is reached, do the following steps  
 while (head)  
 {  
 // 2.a) take the parent node from the q and remove it from q  
 BinaryTreeNode\* parent = q.front();  
 q.pop();  
  
 // 2.c) take next two nodes from the linked list. We will add  
 // them as children of the current parent node in step 2.b. Push them   
 // into the queue so that they will be parents to the future nodes  
 BinaryTreeNode \*leftChild = NULL, \*rightChild = NULL;  
 leftChild = newBinaryTreeNode(head->data);  
 q.push(leftChild);  
 head = head->next;  
 if (head)  
 {  
 rightChild = newBinaryTreeNode(head->data);  
 q.push(rightChild);  
 head = head->next;  
 }  
  
 // 2.b) assign the left and right children of parent  
 parent->left = leftChild;  
 parent->right = rightChild;  
 }  
}  
  
// Utility function to traverse the binary tree after conversion  
void inorderTraversal(BinaryTreeNode\* root)  
{  
 if (root)  
 {  
 inorderTraversal( root->left );  
 cout << root->data << " ";  
 inorderTraversal( root->right );  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // create a linked list shown in above diagram  
 struct ListNode\* head = NULL;  
 push(&head, 36); /\* Last node of Linked List \*/  
 push(&head, 30);  
 push(&head, 25);  
 push(&head, 15);  
 push(&head, 12);  
 push(&head, 10); /\* First node of Linked List \*/  
  
 BinaryTreeNode \*root;  
 convertList2Binary(head, root);  
  
 cout << "Inorder Traversal of the constructed Binary Tree is: \n";  
 inorderTraversal(root);  
 return 0;  
}

Output:

Inorder Traversal of the constructed Binary Tree is:  
25 12 30 10 36 15

**Time Complexity:** Time complexity of the above solution is O(n) where n is the number of nodes.

This article is compiled by **Ravi Chandra Enaganti**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-linked-list-representation-of-complete-tree-convert-it-to-linked-representation/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Queue](http://www.geeksforgeeks.org/tag/queue/)

# Given n appointments, find all conflicting appointments

Given n appointments, find all conflicting appointments.

Examples:

Input: appointments[] = { {1, 5} {3, 7}, {2, 6}, {10, 15}, {5, 6}, {4, 100}}  
Output: Following are conflicting intervals  
[3,7] Conflicts with [1,5]  
[2,6] Conflicts with [1,5]  
[5,6] Conflicts with [3,7]  
[4,100] Conflicts with [1,5]

An appointment is conflicting, if it conflicts with any of the previous appointments in array.

**We strongly recommend to minimize the browser and try this yourself first.**

A **Simple Solution** is to one by one process all appointments from second appointment to last. For every appointment i, check if it conflicts with i-1, i-2, … 0. The time complexity of this method is O(n2).

We can use [**Interval Tree**](http://www.geeksforgeeks.org/interval-tree/) to solve this problem in O(nLogn) time. Following is detailed algorithm.

1) Create an Interval Tree, initially with the first appointment.  
2) Do following for all other appointments starting from the second one.  
 a) Check if the current appointment conflicts with any of the existing   
 appointments in Interval Tree. If conflicts, then print the current  
 appointment. This step can be done O(Logn) time.  
 b) Insert the current appointment in Interval Tree. This step also can  
 be done O(Logn) time.

Following is C++ implementation of above idea.

// C++ program to print all conflicting appointments in a  
// given set of appointments  
#include <iostream>  
using namespace std;  
  
// Structure to represent an interval  
struct Interval  
{  
 int low, high;  
};  
  
// Structure to represent a node in Interval Search Tree  
struct ITNode  
{  
 Interval \*i; // 'i' could also be a normal variable  
 int max;  
 ITNode \*left, \*right;  
};  
  
// A utility function to create a new Interval Search Tree Node  
ITNode \* newNode(Interval i)  
{  
 ITNode \*temp = new ITNode;  
 temp->i = new Interval(i);  
 temp->max = i.high;  
 temp->left = temp->right = NULL;  
};  
  
// A utility function to insert a new Interval Search Tree  
// Node. This is similar to BST Insert. Here the low value  
// of interval is used tomaintain BST property  
ITNode \*insert(ITNode \*root, Interval i)  
{  
 // Base case: Tree is empty, new node becomes root  
 if (root == NULL)  
 return newNode(i);  
  
 // Get low value of interval at root  
 int l = root->i->low;  
  
 // If root's low value is smaller, then new interval  
 // goes to left subtree  
 if (i.low < l)  
 root->left = insert(root->left, i);  
  
 // Else, new node goes to right subtree.  
 else  
 root->right = insert(root->right, i);  
  
 // Update the max value of this ancestor if needed  
 if (root->max < i.high)  
 root->max = i.high;  
  
 return root;  
}  
  
// A utility function to check if given two intervals overlap  
bool doOVerlap(Interval i1, Interval i2)  
{  
 if (i1.low < i2.high && i2.low < i1.high)  
 return true;  
 return false;  
}  
  
// The main function that searches a given interval i  
// in a given Interval Tree.  
Interval \*overlapSearch(ITNode \*root, Interval i)  
{  
 // Base Case, tree is empty  
 if (root == NULL) return NULL;  
  
 // If given interval overlaps with root  
 if (doOVerlap(\*(root->i), i))  
 return root->i;  
  
 // If left child of root is present and max of left child  
 // is greater than or equal to given interval, then i may  
 // overlap with an interval is left subtree  
 if (root->left != NULL && root->left->max >= i.low)  
 return overlapSearch(root->left, i);  
  
 // Else interval can only overlap with right subtree  
 return overlapSearch(root->right, i);  
}  
  
// This function prints all conflicting appointments in a given  
// array of apointments.  
void printConflicting(Interval appt[], int n)  
{  
 // Create an empty Interval Search Tree, add first  
 // appointment  
 ITNode \*root = NULL;  
 root = insert(root, appt[0]);  
  
 // Process rest of the intervals  
 for (int i=1; i<n; i++)  
 {  
 // If current appointment conflicts with any of the  
 // existing intervals, print it  
 Interval \*res = overlapSearch(root, appt[i]);  
 if (res != NULL)  
 cout << "[" << appt[i].low << "," << appt[i].high  
 << "] Conflicts with [" << res->low << ","  
 << res->high << "]\n";  
  
 // Insert this appointment  
 root = insert(root, appt[i]);  
 }  
}  
  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create interval tree shown in above figure  
 Interval appt[] = { {1, 5}, {3, 7}, {2, 6}, {10, 15},  
 {5, 6}, {4, 100}};  
 int n = sizeof(appt)/sizeof(appt[0]);  
 cout << "Following are conflicting intervals\n";  
 printConflicting(appt, n);  
 return 0;  
}

Output:

Following are conflicting intervals  
[3,7] Conflicts with [1,5]  
[2,6] Conflicts with [1,5]  
[5,6] Conflicts with [3,7]  
[4,100] Conflicts with [1,5]

Note that the above implementation uses simple Binary Search Tree insert operations. Therefore, time complexity of the above implementation is more than O(nLogn). We can use [Red-Black Tree](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/) or [AVL Tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/) balancing techniques to make the above implementation O(nLogn).

This article is contributed by **Anmol**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-n-appointments-find-conflicting-appointments/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)
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# Handshaking Lemma and Interesting Tree Properties

**What is Handshaking Lemma?**  
 [Handshaking lemma](http://en.wikipedia.org/wiki/Handshaking_lemma) is about undirected graph. In every finite undirected graph number of vertices with odd degree is always even. The handshaking lemma is a consequence of the degree sum formula (also sometimes called the handshaking lemma)

**How is Handshaking Lemma useful in Tree Data structure?**  
 Following are some interesting facts that can be proved using Handshaking lemma.

***1) In a k-ary tree where every node has either 0 or k children, following property is always true.***

L = (k - 1)\*I + 1  
Where L = Number of leaf nodes  
 I = Number of internal nodes

**Proof:**  
 Proof can be divided in two cases.

***Case 1*** (Root is Leaf):There is only one node in tree. The above formula is true for single node as L = 1, I = 0.

***Case 2*** (Root is Internal Node): For trees with more than 1 nodes, root is always internal node. The above formula can be proved using Handshaking Lemma for this case. A tree is an undirected acyclic graph.

Total number of edges in Tree is number of nodes minus 1, i.e., |E| = L + I – 1.

All internal nodes except root in the given type of tree have degree k + 1. Root has degree k. All leaves have degree 1. Applying the Handshaking lemma to such trees, we get following relation.

Sum of all degrees = 2 \* (Sum of Edges)  
  
 Sum of degrees of leaves +   
 Sum of degrees for Internal Node except root +   
 Root's degree = 2 \* (No. of nodes - 1)  
  
 Putting values of above terms,   
 L + (I-1)\*(k+1) + k = 2 \* (L + I - 1)   
 L + k\*I - k + I -1 + k = 2\*L + 2I - 2  
 L + K\*I + I - 1 = 2\*L + 2\*I - 2  
 K\*I + 1 - I = L  
 (K-1)\*I + 1 = L

So the above property is proved using Handshaking Lemma, let us discuss one more interesting property.

   
    
 ***2) In Binary tree, number of leaf nodes is always one more than nodes with two children.***

L = T + 1  
Where L = Number of leaf nodes  
 T = Number of internal nodes with two children

**Proof:**  
 Let number of nodes with 2 children be T. Proof can be divided in three cases.

***Case 1:*** There is only one node, the relationship holds  
 as T = 0, L = 1.

***Case 2:*** Root has two children, i.e., degree of root is 2.

Sum of degrees of nodes with two children except root +   
 Sum of degrees of nodes with one child +   
 Sum of degrees of leaves + Root's degree = 2 \* (No. of Nodes - 1)   
  
 Putting values of above terms,  
 (T-1)\*3 + S\*2 + L + 2 = (S + T + L - 1)\*2  
  
 Cancelling 2S from both sides.  
 (T-1)\*3 + L + 2 = (S + L - 1)\*2  
 T - 1 = L - 2  
 T = L - 1

***Case 3:*** Root has one child, i.e., degree of root is 1.

Sum of degrees of nodes with two children +   
 Sum of degrees of nodes with one child except root +   
 Sum of degrees of leaves + Root's degree = 2 \* (No. of Nodes - 1)   
  
 Putting values of above terms,  
 T\*3 + (S-1)\*2 + L + 1 = (S + T + L - 1)\*2  
  
 Cancelling 2S from both sides.  
 3\*T + L -1 = 2\*T + 2\*L - 2  
 T - 1 = L - 2  
 T = L - 1

Therefore, in all three cases, we get T = L-1.

We have discussed proof of two important properties of Trees using Handshaking Lemma. Many GATE questions have been asked on these properties, following are few links.

[GATE-CS-2015 (Set 3) | Question 35](http://geeksquiz.com/gate-gate-cs-2015-set-3-question-35/)  
 [GATE-CS-2015 (Set 2) | Question 20](http://geeksquiz.com/gate-gate-cs-2015-set-2-question-20/)  
 [GATE-CS-2005 | Question 36](http://geeksquiz.com/gate-gate-cs-2005-question-36/)  
 [GATE-CS-2002 | Question 34](http://geeksquiz.com/gate-gate-cs-2010-question-12/)  
 [GATE-CS-2007 | Question 43](http://geeksquiz.com/gate-gate-cs-2007-question-43/)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/handshaking-lemma-and-interesting-tree-properties/>

# How to determine if a binary tree is height-balanced?

A tree where no leaf is much farther away from the root than any other leaf. Different balancing schemes allow different definitions of “much farther” and different amounts of work to keep them balanced.

Consider a height-balancing scheme where following conditions should be checked to determine if a binary tree is balanced.  
 An empty tree is height-balanced. A non-empty binary tree T is balanced if:  
 1) Left subtree of T is balanced  
 2) Right subtree of T is balanced  
 3) The difference between heights of left subtree and right subtree is not more than 1.

The above height-balancing scheme is used in AVL trees. The diagram below shows two trees, one of them is height-balanced and other is not. The second tree is not height-balanced because height of left subtree is 2 more than height of right subtree.

[![tree_diameter](data:image/gif;base64,R0lGODlheQLsAPcAAAAAAIAAAACAAICAAAAAgIAAgACAgICAgMDAwP8AAAD/AP//AAAA//8A/wD//////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMwAAZgAAmQAAzAAA/wAzAAAzMwAzZgAzmQAzzAAz/wBmAABmMwBmZgBmmQBmzABm/wCZAACZMwCZZgCZmQCZzACZ/wDMAADMMwDMZgDMmQDMzADM/wD/AAD/MwD/ZgD/mQD/zAD//zMAADMAMzMAZjMAmTMAzDMA/zMzADMzMzMzZjMzmTMzzDMz/zNmADNmMzNmZjNmmTNmzDNm/zOZADOZMzOZZjOZmTOZzDOZ/zPMADPMMzPMZjPMmTPMzDPM/zP/ADP/MzP/ZjP/mTP/zDP//2YAAGYAM2YAZmYAmWYAzGYA/2YzAGYzM2YzZmYzmWYzzGYz/2ZmAGZmM2ZmZmZmmWZmzGZm/2aZAGaZM2aZZmaZmWaZzGaZ/2bMAGbMM2bMZmbMmWbMzGbM/2b/AGb/M2b/Zmb/mWb/zGb//5kAAJkAM5kAZpkAmZkAzJkA/5kzAJkzM5kzZpkzmZkzzJkz/5lmAJlmM5lmZplmmZlmzJlm/5mZAJmZM5mZZpmZmZmZzJmZ/5nMAJnMM5nMZpnMmZnMzJnM/5n/AJn/M5n/Zpn/mZn/zJn//8wAAMwAM8wAZswAmcwAzMwA/8wzAMwzM8wzZswzmcwzzMwz/8xmAMxmM8xmZsxmmcxmzMxm/8yZAMyZM8yZZsyZmcyZzMyZ/8zMAMzMM8zMZszMmczMzMzM/8z/AMz/M8z/Zsz/mcz/zMz///8AAP8AM/8AZv8Amf8AzP8A//8zAP8zM/8zZv8zmf8zzP8z//9mAP9mM/9mZv9mmf9mzP9m//+ZAP+ZM/+ZZv+Zmf+ZzP+Z///MAP/MM//MZv/Mmf/MzP/M////AP//M///Zv//mf//zP///ywAAAAAeQLsAAAI/wAfCBxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzatzIsaNHAB5DihxJsqTJkyhTqlzJsqXLlxsByJxJE6RBajBz6tzJs6fPn0CDCvVZs6jMoUiTKl3KtKnTp0pxHqSZkCrUq1izat3KtStSq1Vneh1LtqzZs2i9il0odW3at3Djyp1L1+JRiHfr6t3Lt69fqDJxSh04eKrNv4gTK17MuGNevIcbS55MuXLixxExW97MubNnrJofhv5MurTp0ytHN7w7uDDq17Bjy2aomrbb2bhz6z6NM3DForuDCx8+ufbCozWJK1/OHC7YzIeTN59OvTpT4BOnRH4AQLtx62Rdg/8ff1V8QfPcjf7eLlC6QPTku06JTx+t+vbsV+cfOFN7fbJGPQfffwSu5Fph9xHk202ENZiegw8g+Nx7BTYVoHsVZghUTfOFBZ1oE2r41W0FhSjiiSS5hh2Fhu3XInS3DYgiSyYqSOKMOIaUoH7G1WjbjTm+JJaM+LkY5JFsObgiQuj5GGJrbPmIJErfldjhlFhCJiWIF1bp0JZZfgQSkSUCQGaYyp2ZUFtLYtSlkRO5pyaaEnlZJp14FgkkYGDmGVFvkc1pp5+xwacmdubNCSGTG5mH4aIHHXgemoPeSWh8cBbpXaZaPXppnJwiVOmnpg32ZpmPyqioQqtWBOiepNr/tl6szL15V5t0edrQlVi2dlSrD9I6nJPAQckgi42OdCiYp1IaqmHCCrdln3XpqueFziILYrS7wWrQTMCm9ShNTboVbnWj8vcst51Vmq5c0k3rLWqqQqptegImqW6E7NK7b53ryiUYvlTVa26FzUa0Ka8aBdxvpw4Ha5lM/kFWK6vq7virvS1a+2WXD9s3JqiLlcuvxd2CbCPFxH54bbq2hmzWuxJXBnPEjUloa4An97wyl9/iauyEps4rs1N51WvjZrUNjCw1G8dGrMdh9ejtjqjCSe3RSdFMM7w41/wauQptHfSCZ4eKtdEZcw1V0XaFDfa9+snW3bNsV60yjFZV/1qx26CF/XVcXsutWNR1x43tQ+Jh3XOigwMu5GGKPnbuzCOTDNvNXedtqeRPFc604IYjNiibJV0uNkEyRg56atsp7Tlfoo9Neuezvo50xLPvVXtnjVPO+Oo8oU73caXrrtKoUPdeLc7Nb377iLkrf13AyLkusua2Vx/U19pbf5Lnazk/F+IfS2/R30L9Lr5S8j5m/txaJq+X8dy3T7rq75uEa8bsmd9ZioY3a/HvLe77HsNQ1r+hsIxgRmGflWw2r03pqVSYWRZSokeR8DVQTJFJmKjshznVPMdsh5se9QD2Qf2RUIAIhCDPpiLBdvGOhCThXAt1QkDojRCHWymYCP/PRhrzeTCH2APiDi+Cwo8tsC/aayLtegekA3KEfEdc4nqUuDIrZgWHUnwevriURZHED4ZazAgaeeSXMJatjGq51byocjCgsCmDAMSXFz9oLP5MimA+S1bGVDQW+AhwQN7aY1O8oyBG/jA6cNRRl9i3xjSubIZuBNWmZliWSupNMqHZGRGPR5S9tc2SbtpZJP/4Mp4p0kB5zEi50NdGFw3xlCVE5RZt6Um+fbIrvfxRCoEYzNRxDFW6bIjOhIcssqWIMGBxVDFhSTyNSHM/XPxeGe8msicm84dAQ4kj9eNNC2UTednbZCZxZ8ZVwmSaunPXOYPmsqUMzZ16i9kx+VT/EnxO7puyYqH/bhi4co4PVuuESfDmCag+AnOeXLMT3AJpTfzsk549cRSE/PlLJiWUJ+NEIkQnN9KHJVBM3uPJqTgKzo+VdKApgedOhgTQzw2vmjFhj+xeSsYhvtJDDPwiT4sksqHS6qSOUaFOnBRS2OWPT0ZtnlFjytKjmummEXIn2hgiIZXC6lVTtahAr/Ozlsh0qT3aIfjmudaZ2umsVTEo8kYEsp8K8ywkuuXrvBS8fjoMf+80Ul+d2sGwOjGCVX2RH+MISb1KDqlXVKpLdEjVlLoESlZR0UcpItXFCTVVALTrkZgn1pG8i4MvQW1QRVtaNQFqQxWEKzppos4g/z7wjYnVEGRzalnCPhWJcfsJFqf6v82aVTOQyy3CKvXakPgqYM0NbG9NG7ttlbKeVJqjbKmLXbdJ0Z+U/WdhlyfZnBhHmlTdz0L5SdE3PjZ7GGNR0gRp0/huN6C/pS9gu2tegmZXYYZdn38jWrHhpren5g1uZcfr1ekmNb8OLC+7bkO0rA31jGMUL8lYu7SxuvU3cm3YgJeyW6sGEKFUk6QJ3dJU8jq4nRCe7FVjzFmM0li4zFxTfblVRRkmiDXp3dsdScnd9s5VJCbT4HUZDFwmwy/EQO2Xdu/GMvnl1rH3tbGHs4u3Gkr3xa7q8I17glzrTlg1q8oyo9hoZBgfC/+orNWs1ZR75DGnEsxLtnOesqhmxdEIygbxMpd5SecjK0q1koSIZs2J5z1nrs2sY+W/dtLH/f43qDJ27IedbEZAQ+t6jabTWQvN34F6us/5/B+ZBetev0q6zvCTcJCIBFdUFzY/ojVRDznsnBEXOTsBBpXDSK2c7dpa2DTi5iNxUyWnBcvZFrlnnHCqzdMRe1iW02+GIU1NfpnvcqLUjTwXrCWoQkTQWDrxha+9mhqOlMqOs9tbadlO1xr3wDwKtu1sxWsxd06fHHFosbWLbjen77PoFHW4k309gDt6xfQW6U4hBnF9e2aZkQLkq6MdKXBltGO4vnd81BnvQc/WtpP/tPhpMJxsT5t1kx19+Az7fUmId9KVWfI4myPtV5W/iEx1nEillXcrkpe8pgY/OMNLtGkz00ngRPbIRMFqSrTQfDbRxTRKOrs4miMa6DNGetVEI3Zya53LRrd1eMves2OzvdV6jmzFuY2RrJe67G5/e5S3PNA5v7TEU7r6z/W+6lCLuIAlLbN9fe4ndhPe33dPeuJczWm8M/7xNatcNgcbeREr+O15x/yn435nvqO08jXVueh5GPGA2rW5rm1tolH/zdCvXsud50jBYR2S3cMdlSe+fZ5N3xG7W8yuW2Vc6623cOE3mPizJz3tef9BVV7U+SYx/psnHXAl5XjNJ1u+/xp93b/+xBz7/c19R3y/918rvfpTvrzw97Res3f3lTS9K/wRj363+t230JdUxtFi5fd9kOJ46BdNDSJyiRN71BZmacNzWWV7KLJ2/UdSVZZiTaZ+MbEwVQd/Uecz4neBg5YggicxSvNsMMV1qvY+3WF4JDhFHOh5eodHbzZRMZgSkvI014dk2yZMHLYWZHKCQQJ4OVhLBPd3CIgnhUOER/hx8gUSUwNEhiR/2QKDT0g4edF8MIV5zMV9WUgX6BV+KvN6uKRoaiVrYagXS1hWXqiGa3g+I6gSllaDcBiHWqg/j7doN5Uu/oCHWNFVEgh+3ReFcuOEOWKBgCgXBIhWLv+HSoJ4fW24iJe2dVOxUVZIKgZGiWJ0XNgyiSYWdjxXMJwYHmOXbFyIiGf2gstWirlCXAjViM7HhUOhivMHi2imcTE4Sa74PEa1iSQocM5mi73oGJB3UPF1jMW4jKEDbxp4ejPIjNK4aiIUZ+FFjNOYjWdTTgw4QliojeDYd6J4Ht0YaUYYjujoP+xHVJQnfen4jrx1dg82ffBYj9AojzRIj/a4j+PnjsMjOtjIj5zIiv7odNEokAg5eQFYemmWiQkZhuf4jWD4kBRZT7GnVbhmaBW5kQZ5kHHyiAKxjhw5kmKjZBv4fiSZkt6oj+N3aqCokqsnbSxZY7HESs4Ekzj/qYwoSV3oVo45mY2KKFIf+JM/GZQ5lHYOSZSiZzL4qCw9qJRECYxQOZU5IWfjmDVUmZWwZXNa2ZUNRot0CCFe55XLGCAgSZZomZZquZZs2ZZu+ZZwGZdyOZd0WZd2eZd4mZfCEpB62Zd++ZeAGZiCOZiEWZiGeZiImZiKuZiM2ZiO+ZiQeVTf8hFkVxV4UZnjk3qW+SVlc5mcSSUW5pMDx3SbmRkNc4mouRoxNZlLJIWicpqsGZu0sZqvuWfcoSCdWSewSZqyeRy0iZuteZupyUTDCZyqCZq1yYTC2R6xFCImIoVWtoVtYxPQSZ03Up2XtFi6iJ01qYtjtB10FCwn/0SBy+Gal0hhbtFYwsmdzvmDYNFY0eGe6Bmdy9mb0HlB3Uke1LlYIcScshl8/tmf6/kv0lmfYraf/OmfARqf9YmgATqRkKSdAyqhkqmgB2qhCBqhEuOgn8OhGQqcBSqgIjqRFFqgD0qh4OGgHmqhySmhKzqhJxqjvGmgMpqgNjqjL2qcAiqjSWk3KNqgGMqjQUqjQ0qa+fGiRwqixmmfS5qj+mmjI9qKTfoyQgqkRGql+BlC5aOkaXMrS6qgWto3z0gpMzqk2IGkXPqf2dmgW3qjNeekZRqm5TOmxNGfaJqaAZSmenqnfaOjN8qgUVqmRaqdO/qlPIYrgbqnZpqlfv8ao4Cqpz9aqHFqqFf6pH50pziqpkSKqTCaqVbKqRwaqYbKoCxaqtECnpqapJ8KqS66qKvqpqL6oywqqaaKKZaSqISap276oWKFq5Omorwqnor6qqtDqsRaqbbJpLvqqJx6ocvppc8Kqq6KU6jaqlhqqTqanpohFroKpuk5nWa6rfJpnuqZo+NJn+pmoOfao5tTnDv6nuD6qeI6nzDKrUW6rj9jS3E6n+yKMInZr9pIq34psHkpmlRpsJGZsAq7sAzbsA77sBAbsRI7sRRbsRZ7sRibsRq7sRzbsR77sSAbsiI7siRbsiZ7siibsiq7sizbsi77sjAbszI7szRbszY0e7M4m7M6u7M827M++7NAG7RCO7REW7RGe7RI+x9QR7GJkhR8mbRQG7VSO7Xx8bRUixsBAQA7)](http://geeksforgeeks.org/wp-content/uploads/balanced_tree.GIF)

To check if a tree is height-balanced, get the height of left and right subtrees. Return true if difference between heights is not more than 1 and left and right subtrees are balanced, otherwise return false.

/\* program to check if a tree is height-balanced or not \*/  
#include<stdio.h>  
#include<stdlib.h>  
#define bool int  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Returns the height of a binary tree \*/  
int height(struct node\* node);  
  
/\* Returns true if binary tree with root as root is height-balanced \*/  
bool isBalanced(struct node \*root)  
{  
 int lh; /\* for height of left subtree \*/  
 int rh; /\* for height of right subtree \*/   
  
 /\* If tree is empty then return true \*/  
 if(root == NULL)  
 return 1;   
  
 /\* Get the height of left and right sub trees \*/  
 lh = height(root->left);  
 rh = height(root->right);  
  
 if( abs(lh-rh) <= 1 &&  
 isBalanced(root->left) &&  
 isBalanced(root->right))  
 return 1;  
  
 /\* If we reach here then tree is not height-balanced \*/  
 return 0;  
}  
  
/\* UTILITY FUNCTIONS TO TEST isBalanced() FUNCTION \*/  
  
/\* returns maximum of two integers \*/  
int max(int a, int b)  
{  
 return (a >= b)? a: b;  
}   
  
/\* The function Compute the "height" of a tree. Height is the  
 number of nodes along the longest path from the root node  
 down to the farthest leaf node.\*/  
int height(struct node\* node)  
{  
 /\* base case tree is empty \*/  
 if(node == NULL)  
 return 0;  
  
 /\* If tree is not empty then height = 1 + max of left  
 height and right heights \*/  
 return 1 + max(height(node->left), height(node->right));  
}   
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->left->left->left = newNode(8);  
  
 if(isBalanced(root))  
 printf("Tree is balanced");  
 else  
 printf("Tree is not balanced");   
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2) Worst case occurs in case of skewed tree.

**Optimized implementation:** Above implementation can be optimized by calculating the height in the same recursion rather than calling a height() function separately. Thanks to Amar for suggesting this optimized version. This optimization reduces time complexity to O(n).

/\* program to check if a tree is height-balanced or not \*/  
#include<stdio.h>  
#include<stdlib.h>  
#define bool int  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* The function returns true if root is balanced else false  
 The second parameter is to store the height of tree.   
 Initially, we need to pass a pointer to a location with value   
 as 0. We can also write a wrapper over this function \*/  
bool isBalanced(struct node \*root, int\* height)  
{  
 /\* lh --> Height of left subtree   
 rh --> Height of right subtree \*/   
 int lh = 0, rh = 0;   
  
 /\* l will be true if left subtree is balanced   
 and r will be true if right subtree is balanced \*/   
 int l = 0, r = 0;  
   
 if(root == NULL)  
 {  
 \*height = 0;  
 return 1;  
 }  
  
 /\* Get the heights of left and right subtrees in lh and rh   
 And store the returned values in l and r \*/   
 l = isBalanced(root->left, &lh);  
 r = isBalanced(root->right,&rh);  
  
 /\* Height of current node is max of heights of left and   
 right subtrees plus 1\*/   
 \*height = (lh > rh? lh: rh) + 1;  
   
 /\* If difference between heights of left and right   
 subtrees is more than 2 then this node is not balanced  
 so return 0 \*/  
 if((lh - rh >= 2) || (rh - lh >= 2))  
 return 0;  
   
 /\* If this node is balanced and left and right subtrees   
 are balanced then return true \*/  
 else return l&&r;  
}  
  
  
/\* UTILITY FUNCTIONS TO TEST isBalanced() FUNCTION \*/  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
int main()  
{  
 int height = 0;  
   
 /\* Constructed binary tree is  
 1  
 / \  
 2 3  
 / \ /  
 4 5 6  
 /  
 7  
 \*/   
 struct node \*root = newNode(1);   
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->left->left->left = newNode(7);  
  
 if(isBalanced(root, &height))  
 printf("Tree is balanced");  
 else  
 printf("Tree is not balanced");   
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/how-to-determine-if-a-binary-tree-is-balanced/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# How to handle duplicates in Binary Search Tree?

In a Binary Search Tree (BST), all keys in left subtree of a key must be smaller and all keys in right subtree must be greater. So a [Binary Search Tree](http://geeksquiz.com/binary-search-tree-set-1-search-and-insertion/)by definition has distinct keys.

How to allow duplicates where every insertion inserts one more key with a value and every deletion deletes one occurrence?

A **Simple Solution** is to allow same keys on right side (we could also choose left side). For example consider insertion of keys 12, 10, 20, 9, 11, 10, 12, 12 in an empty Binary Search Tree

12  
 / \  
 10 20  
 / \ /  
 9 11 12   
 / \  
 10 12

A **Better Solution** is to augment every tree node to store count together with regular fields like key, left and right pointers.  
 Insertion of keys 12, 10, 20, 9, 11, 10, 12, 12 in an empty Binary Search Tree would create following.

12(3)  
 / \  
 10(2) 20(1)  
 / \   
 9(1) 11(1)   
  
Count of a key is shown in bracket

This approach has following advantages over above simple approach.

**1)** Height of tree is small irrespective of number of duplicates. Note that most of the BST operations (search, insert and delete) have time complexity as O(h) where h is height of BST. So if we are able to keep the height small, we get advantage of less number of key comparisons.

**2)** Search, Insert and Delete become easier to do. We can use same insert, search and delete algorithms with small modifications (see below code).

**3)** This approach is suited for self-balancing BSTs ([AVL Tree](http://www.geeksforgeeks.org/archives/17679), [Red-Black Tree](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), etc) also. These trees involve rotations, and a rotation may violate BST property of simple solution as a same key can be in either left side or right side after rotation.

Below is C implementation of normal Binary Search Tree with count with every key. This code basically is taken from [code for insert and delete in BST](http://geeksquiz.com/binary-search-tree-set-2-delete/). The changes made for handling duplicates are highlighted, rest of the code is same.

// C program to implement basic operations (search, insert and delete)  
// on a BST that handles duplicates by storing count with every node  
#include<stdio.h>  
#include<stdlib.h>  
  
struct node  
{  
 int key;  
 int count;  
 struct node \*left, \*right;  
};  
  
// A utility function to create a new BST node  
struct node \*newNode(int item)  
{  
 struct node \*temp = (struct node \*)malloc(sizeof(struct node));  
 temp->key = item;  
 temp->left = temp->right = NULL;  
 temp->count = 1;  
 return temp;  
}  
  
// A utility function to do inorder traversal of BST  
void inorder(struct node \*root)  
{  
 if (root != NULL)  
 {  
 inorder(root->left);  
 printf("%d(%d) ", root->key, root->count);  
 inorder(root->right);  
 }  
}  
  
/\* A utility function to insert a new node with given key in BST \*/  
struct node\* insert(struct node\* node, int key)  
{  
 /\* If the tree is empty, return a new node \*/  
 if (node == NULL) return newNode(key);  
  
 // If key already exists in BST, icnrement count and return  
 if (key == node->key)  
 {  
 (node->count)++;  
 return node;  
 }  
  
 /\* Otherwise, recur down the tree \*/  
 if (key < node->key)  
 node->left = insert(node->left, key);  
 else  
 node->right = insert(node->right, key);  
  
 /\* return the (unchanged) node pointer \*/  
 return node;  
}  
  
/\* Given a non-empty binary search tree, return the node with  
 minimum key value found in that tree. Note that the entire  
 tree does not need to be searched. \*/  
struct node \* minValueNode(struct node\* node)  
{  
 struct node\* current = node;  
  
 /\* loop down to find the leftmost leaf \*/  
 while (current->left != NULL)  
 current = current->left;  
  
 return current;  
}  
  
/\* Given a binary search tree and a key, this function  
 deletes a given key and returns root of modified tree \*/  
struct node\* deleteNode(struct node\* root, int key)  
{  
 // base case  
 if (root == NULL) return root;  
  
 // If the key to be deleted is smaller than the  
 // root's key, then it lies in left subtree  
 if (key < root->key)  
 root->left = deleteNode(root->left, key);  
  
 // If the key to be deleted is greater than the root's key,  
 // then it lies in right subtree  
 else if (key > root->key)  
 root->right = deleteNode(root->right, key);  
  
 // if key is same as root's key  
 else  
 {  
 // If key is present more than once, simply decrement  
 // count and return  
 if (root->count > 1)  
 {  
 (root->count)--;  
 return root;  
 }  
  
 // ElSE, delete the node  
  
 // node with only one child or no child  
 if (root->left == NULL)  
 {  
 struct node \*temp = root->right;  
 free(root);  
 return temp;  
 }  
 else if (root->right == NULL)  
 {  
 struct node \*temp = root->left;  
 free(root);  
 return temp;  
 }  
  
 // node with two children: Get the inorder successor (smallest  
 // in the right subtree)  
 struct node\* temp = minValueNode(root->right);  
  
 // Copy the inorder successor's content to this node  
 root->key = temp->key;  
  
 // Delete the inorder successor  
 root->right = deleteNode(root->right, temp->key);  
 }  
 return root;  
}  
  
// Driver Program to test above functions  
int main()  
{  
 /\* Let us create following BST  
 12(3)  
 / \  
 10(2) 20(1)  
 / \  
 9(1) 11(1) \*/  
 struct node \*root = NULL;  
 root = insert(root, 12);  
 root = insert(root, 10);  
 root = insert(root, 20);  
 root = insert(root, 9);  
 root = insert(root, 11);  
 root = insert(root, 10);  
 root = insert(root, 12);  
 root = insert(root, 12);  
  
 printf("Inorder traversal of the given tree \n");  
 inorder(root);  
  
 printf("\nDelete 20\n");  
 root = deleteNode(root, 20);  
 printf("Inorder traversal of the modified tree \n");  
 inorder(root);  
  
 printf("\nDelete 12\n");  
 root = deleteNode(root, 12);  
 printf("Inorder traversal of the modified tree \n");  
 inorder(root);  
  
 printf("\nDelete 9\n");  
 root = deleteNode(root, 9);  
 printf("Inorder traversal of the modified tree \n");  
 inorder(root);  
  
 return 0;  
}

Output:

Inorder traversal of the given tree  
9(1) 10(2) 11(1) 12(3) 20(1)  
Delete 20  
Inorder traversal of the modified tree  
9(1) 10(2) 11(1) 12(3)  
Delete 12  
Inorder traversal of the modified tree  
9(1) 10(2) 11(1) 12(2)  
Delete 9  
Inorder traversal of the modified tree  
10(2) 11(1) 12(2)

We will soon be discussing AVL and Red Black Trees with duplicates allowed.

This article is contributed by **Chirag**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/how-to-handle-duplicates-in-binary-search-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)
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# If you are given two traversal sequences, can you construct the binary tree?

It depends on what traversals are given. If one of the traversal methods is Inorder then the tree can be constructed, otherwise not.  
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 **Therefore, following combination can uniquely identify a tree.**

Inorder and Preorder.  
 Inorder and Postorder.  
 Inorder and Level-order.  
   
 **And following do not.**  
 Postorder and Preorder.  
 Preorder and Level-order.  
 Postorder and Level-order.

For example, Preorder, Level-order and Postorder traversals are same for the trees given in above diagram.

Preorder Traversal = AB  
 Postorder Traversal = BA  
 Level-Order Traversal = AB

So, even if three of them (Pre, Post and Level) are given, the tree can not be constructed.

### Source

<http://www.geeksforgeeks.org/if-you-are-given-two-traversal-sequences-can-you-construct-the-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Binary Tree](http://www.geeksforgeeks.org/tag/binary-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

# How to Implement Reverse DNS Look Up Cache?

Reverse DNS look up is using an internet IP address to find a domain name. For example, if you type 74.125.200.106 in browser, it automatically redirects to google.in.

How to implement Reverse DNS Look Up cache? Following are the operations needed from cache.  
 1) Add a IP address to URL Mapping in cache.  
 2) Find URL for a given IP address.

One solution is to use [Hashing](http://geeksquiz.com/hashing-set-1-introduction/).

In this post, a [Trie](http://www.geeksforgeeks.org/trie-insert-and-search/)based solution is discussed. One advantage of Trie based solutions is, worst case upper bound is O(1) for Trie, for hashing, the best possible average case time complexity is O(1). Also, with Trie we can implement prefix search (finding all urls for a common prefix of IP addresses).  
 The general disadvantage of Trie is large amount of memory requirement, this is not a major problem here as the alphabet size is only 11 here. Ten characters are needed for digits from ‘0’ to ‘9’ and one for dot (‘.’).  
 The idea is to store IP addresses in Trie nodes and in the last node we store the corresponding domain name. Following is C style implementation in C++.

// C based program to implement reverse DNS lookup  
#include<stdio.h>  
#include<stdlib.h>  
#include<string.h>  
  
// There are atmost 11 different chars in a valid IP address  
#define CHARS 11  
  
// Maximum length of a valid IP address  
#define MAX 50  
  
// A utility function to find index of child for a given character 'c'  
int getIndex(char c) { return (c == '.')? 10: (c - '0'); }  
  
// A utility function to find character for a given child index.  
char getCharFromIndex(int i) { return (i== 10)? '.' : ('0' + i); }  
  
// Trie Node.  
struct trieNode  
{  
 bool isLeaf;  
 char \*URL;  
 struct trieNode \*child[CHARS];  
};  
  
// Function to create a new trie node.  
struct trieNode \*newTrieNode(void)  
{  
 struct trieNode \*newNode = new trieNode;  
 newNode->isLeaf = false;  
 newNode->URL = NULL;  
 for (int i=0; i<CHARS; i++)  
 newNode->child[i] = NULL;  
 return newNode;  
}  
  
// This method inserts an ip address and the corresponding  
// domain name in the trie. The last node in Trie contains the URL.  
void insert(struct trieNode \*root, char \*ipAdd, char \*URL)  
{  
 // Length of the ip address  
 int len = strlen(ipAdd);  
 struct trieNode \*pCrawl = root;  
  
 // Traversing over the length of the ip address.  
 for (int level=0; level<len; level++)  
 {  
 // Get index of child node from current character  
 // in ipAdd[]. Index must be from 0 to 10 where  
 // 0 to 9 is used for digits and 10 for dot  
 int index = getIndex(ipAdd[level]);  
  
 // Create a new child if not exist already  
 if (!pCrawl->child[index])  
 pCrawl->child[index] = newTrieNode();  
  
 // Move to the child  
 pCrawl = pCrawl->child[index];  
 }  
  
 //Below needs to be carried out for the last node.  
 //Save the corresponding URL of the ip address in the  
 //last node of trie.  
 pCrawl->isLeaf = true;  
 pCrawl->URL = new char[strlen(URL) + 1];  
 strcpy(pCrawl->URL, URL);  
}  
  
// This function returns URL if given IP address is present in DNS cache.  
// Else returns NULL  
char \*searchDNSCache(struct trieNode \*root, char \*ipAdd)  
{  
 // Root node of trie.  
 struct trieNode \*pCrawl = root;  
 int len = strlen(ipAdd);  
  
 // Traversal over the length of ip address.  
 for (int level=0; level<len; level++)  
 {  
 int index = getIndex(ipAdd[level]);  
 if (!pCrawl->child[index])  
 return NULL;  
 pCrawl = pCrawl->child[index];  
 }  
  
 // If we find the last node for a given ip address, print the URL.  
 if (pCrawl!=NULL && pCrawl->isLeaf)  
 return pCrawl->URL;  
  
 return NULL;  
}  
  
//Driver function.  
int main()  
{  
 /\* Change third ipAddress for validation \*/  
 char ipAdd[][MAX] = {"107.108.11.123", "107.109.123.255",  
 "74.125.200.106"};  
 char URL[][50] = {"www.samsung.com", "www.samsung.net",  
 "www.google.in"};  
 int n = sizeof(ipAdd)/sizeof(ipAdd[0]);  
 struct trieNode \*root = newTrieNode();  
  
 // Inserts all the ip address and their corresponding  
 // domain name after ip address validation.  
 for (int i=0; i<n; i++)  
 insert(root,ipAdd[i],URL[i]);  
  
 // If reverse DNS look up succeeds print the domain  
 // name along with DNS resolved.  
 char ip[] = "107.108.11.123";  
 char \*res\_url = searchDNSCache(root, ip);  
 if (res\_url != NULL)  
 printf("Reverse DNS look up resolved in cache:\n%s --> %s",  
 ip, res\_url);  
 else  
 printf("Reverse DNS look up not resolved in cache ");  
 return 0;  
}

Output:

Reverse DNS look up resolved in cache:  
107.108.11.123 --> www.samsung.com

Note that the above implementation of Trie assumes that the given IP address does not contain characters other than {‘0′, ‘1’,….. ‘9’, ‘.’}. What if a user gives an invalid IP address that contains some other characters? This problem can be resolved by [validating the input IP address](http://www.geeksforgeeks.org/program-to-validate-an-ip-address/) before inserting it into Trie. We can use the approach discussed [here](http://www.geeksforgeeks.org/program-to-validate-an-ip-address/)for IP address validation.

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/implement-reverse-dns-look-cache/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/)

# Convert a given Binary Tree to Doubly Linked List | Set 1

Given a Binary Tree (Bt), convert it to a Doubly Linked List(DLL). The left and right pointers in nodes are to be used as previous and next pointers respectively in converted DLL. The order of nodes in DLL must be same as Inorder of the given Binary Tree. The first node of Inorder traversal (left most node in BT) must be head node of the DLL.
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I came across this interview during one of my interviews. A similar problem is discussed in [this post](http://www.geeksforgeeks.org/the-great-tree-list-recursion-problem/). The problem here is simpler as we don’t need to create circular DLL, but a simple DLL. The idea behind its solution is quite simple and straight.

**1.** If left subtree exists, process the left subtree  
 …..**1.a)** Recursively convert the left subtree to DLL.  
 …..**1.b)** Then find inorder predecessor of root in left subtree (inorder predecessor is rightmost node in left subtree).  
 …..**1.c)** Make inorder predecessor as previous of root and root as next of inorder predecessor.  
 **2.** If right subtree exists, process the right subtree (Below 3 steps are similar to left subtree).  
 …..**2.a)** Recursively convert the right subtree to DLL.  
 …..**2.b)** Then find inorder successor of root in right subtree (inorder successor is leftmost node in right subtree).  
 …..**2.c)** Make inorder successor as next of root and root as previous of inorder successor.  
 **3.** Find the leftmost node and return it (the leftmost node is always head of converted DLL).

Below is the source code for above algorithm.

// A C++ program for in-place conversion of Binary Tree to DLL  
#include <stdio.h>  
  
/\* A binary tree node has data, and left and right pointers \*/  
struct node  
{  
 int data;  
 node\* left;  
 node\* right;  
};  
  
/\* This is the core function to convert Tree to list. This function follows  
 steps 1 and 2 of the above algorithm \*/  
node\* bintree2listUtil(node\* root)  
{  
 // Base case  
 if (root == NULL)  
 return root;  
  
 // Convert the left subtree and link to root  
 if (root->left != NULL)  
 {  
 // Convert the left subtree  
 node\* left = bintree2listUtil(root->left);  
  
 // Find inorder predecessor. After this loop, left  
 // will point to the inorder predecessor  
 for (; left->right!=NULL; left=left->right);  
  
 // Make root as next of the predecessor  
 left->right = root;  
  
 // Make predecssor as previous of root  
 root->left = left;  
 }  
  
 // Convert the right subtree and link to root  
 if (root->right!=NULL)  
 {  
 // Convert the right subtree  
 node\* right = bintree2listUtil(root->right);  
  
 // Find inorder successor. After this loop, right  
 // will point to the inorder successor  
 for (; right->left!=NULL; right = right->left);  
  
 // Make root as previous of successor  
 right->left = root;  
  
 // Make successor as next of root  
 root->right = right;  
 }  
  
 return root;  
}  
  
// The main function that first calls bintree2listUtil(), then follows step 3   
// of the above algorithm  
node\* bintree2list(node \*root)  
{  
 // Base case  
 if (root == NULL)  
 return root;  
  
 // Convert to DLL using bintree2listUtil()  
 root = bintree2listUtil(root);  
  
 // bintree2listUtil() returns root node of the converted  
 // DLL. We need pointer to the leftmost node which is  
 // head of the constructed DLL, so move to the leftmost node  
 while (root->left != NULL)  
 root = root->left;  
  
 return (root);  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
node\* newNode(int data)  
{  
 node\* new\_node = new node;  
 new\_node->data = data;  
 new\_node->left = new\_node->right = NULL;  
 return (new\_node);  
}  
  
/\* Function to print nodes in a given doubly linked list \*/  
void printList(node \*node)  
{  
 while (node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->right;  
 }  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us create the tree shown in above diagram  
 node \*root = newNode(10);  
 root->left = newNode(12);  
 root->right = newNode(15);  
 root->left->left = newNode(25);  
 root->left->right = newNode(30);  
 root->right->left = newNode(36);  
  
 // Convert to DLL  
 node \*head = bintree2list(root);  
  
 // Print the converted list  
 printList(head);  
  
 return 0;  
}

Output:

25 12 30 10 36 15

This article is compiled by **Ashish Mangla** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

You may also like to see [Convert a given Binary Tree to Doubly Linked List | Set 2](http://www.geeksforgeeks.org/convert-a-given-binary-tree-to-doubly-linked-list-set-2/) for another simple and efficient solution.

### Source

<http://www.geeksforgeeks.org/in-place-convert-a-given-binary-tree-to-doubly-linked-list/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Inorder predecessor and successor for a given key in BST

I recently encountered with a question in an interview at e-commerce company. The interviewer asked the following question:

There is BST given with root node with key part as integer only. The structure of each node is as follows:

struct Node  
{  
 int key;  
 struct Node \*left, \*right ;  
};

You need to find the inorder successor and predecessor of a given key. In case the given key is not found in BST, then return the two values within which this key will lie.

Following is the algorithm to reach the desired result. Its a recursive method:

Input: root node, key  
output: predecessor node, successor node  
  
1. If root is NULL  
 then return  
2. if key is found then  
 a. If its left subtree is not null  
 Then predecessor will be the right most   
 child of left subtree or left child itself.  
 b. If its right subtree is not null  
 The successor will be the left most child   
 of right subtree or right child itself.  
 return  
3. If key is smaller then root node  
 set the successor as root  
 search recursively into left subtree  
 else  
 set the predecessor as root  
 search recursively into right subtree

Following is C++ implementation of the above algorithm:

// C++ program to find predecessor and successor in a BST  
#include <iostream>  
using namespace std;  
  
// BST Node  
struct Node  
{  
 int key;  
 struct Node \*left, \*right;  
};  
  
// This function finds predecessor and successor of key in BST.  
// It sets pre and suc as predecessor and successor respectively  
void findPreSuc(Node\* root, Node\*& pre, Node\*& suc, int key)  
{  
 // Base case  
 if (root == NULL) return ;  
  
 // If key is present at root  
 if (root->key == key)  
 {  
 // the maximum value in left subtree is predecessor  
 if (root->left != NULL)  
 {  
 Node\* tmp = root->left;  
 while (tmp->right)  
 tmp = tmp->right;  
 pre = tmp ;  
 }  
  
 // the minimum value in right subtree is successor  
 if (root->right != NULL)  
 {  
 Node\* tmp = root->right ;  
 while (tmp->left)  
 tmp = tmp->left ;  
 suc = tmp ;  
 }  
 return ;  
 }  
  
 // If key is smaller than root's key, go to left subtree  
 if (root->key > key)  
 {  
 suc = root ;  
 findPreSuc(root->left, pre, suc, key) ;  
 }  
 else // go to right subtree  
 {  
 pre = root ;  
 findPreSuc(root->right, pre, suc, key) ;  
 }  
}  
  
// A utility function to create a new BST node  
Node \*newNode(int item)  
{  
 Node \*temp = new Node;  
 temp->key = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
/\* A utility function to insert a new node with given key in BST \*/  
Node\* insert(Node\* node, int key)  
{  
 if (node == NULL) return newNode(key);  
 if (key < node->key)  
 node->left = insert(node->left, key);  
 else  
 node->right = insert(node->right, key);  
 return node;  
}  
  
// Driver program to test above function  
int main()  
{  
 int key = 65; //Key to be searched in BST  
  
 /\* Let us create following BST  
 50  
 / \  
 30 70  
 / \ / \  
 20 40 60 80 \*/  
 Node \*root = NULL;  
 root = insert(root, 50);  
 insert(root, 30);  
 insert(root, 20);  
 insert(root, 40);  
 insert(root, 70);  
 insert(root, 60);  
 insert(root, 80);  
  
  
 Node\* pre = NULL, \*suc = NULL;  
  
 findPreSuc(root, pre, suc, key);  
 if (pre != NULL)  
 cout << "Predecessor is " << pre->key << endl;  
 else  
 cout << "No Predecessor";  
  
 if (suc != NULL)  
 cout << "Successor is " << suc->key;  
 else  
 cout << "No Successor";  
 return 0;  
}

Output:

Predecessor is 60  
Successor is 70

This article is contributed by **algoLover**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/inorder-predecessor-successor-given-key-bst/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Inorder Successor in Binary Search Tree

In Binary Tree, Inorder successor of a node is the next node in Inorder traversal of the Binary Tree. Inorder Successor is NULL for the last node in Inoorder traversal.  
 In Binary Search Tree, Inorder Successor of an input node can also be defined as the node with the smallest key greater than the key of input node. So, it is sometimes important to find next node in sorted order.

[![BST_LCA](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/2009/09/BST_LCA.gif)

In the above diagram, inorder successor of **8** is **10**, inorder successor of **10** is **12** and inorder successor of **14** is **20**.

**Method 1 (Uses Parent Pointer)**  
 In this method, we assume that every node has parent pointer.

The Algorithm is divided into two cases on the basis of right subtree of the input node being empty or not.

Input: *node, root* // *node* is the node whose Inorder successor is needed.  
 output: *succ* // *succ* is Inorder successor of *node*.

**1)** If right subtree of *node* is not *NULL*, then *succ* lies in right subtree. Do following.  
 Go to right subtree and return the node with minimum key value in right subtree.  
 **2)** If right sbtree of *node* is NULL, then *succ* is one of the ancestors. Do following.  
 Travel up using the parent pointer until you see a node which is left child of it’s parent. The parent of such a node is the *succ*.

**Implementation**  
 Note that the function to find InOrder Successor is highlighted (with gray background) in below code.

#include <stdio.h>  
#include <stdlib.h>  
   
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
 struct node\* parent;  
};  
  
struct node \* minValue(struct node\* node);   
  
struct node \* inOrderSuccessor(struct node \*root, struct node \*n)  
{  
 // step 1 of the above algorithm   
 if( n->right != NULL )  
 return minValue(n->right);  
  
 // step 2 of the above algorithm  
 struct node \*p = n->parent;  
 while(p != NULL && n == p->right)  
 {  
 n = p;  
 p = p->parent;  
 }  
 return p;  
}  
  
/\* Given a non-empty binary search tree, return the minimum data   
 value found in that tree. Note that the entire tree does not need  
 to be searched. \*/  
struct node \* minValue(struct node\* node) {  
 struct node\* current = node;  
   
 /\* loop down to find the leftmost leaf \*/  
 while (current->left != NULL) {  
 current = current->left;  
 }  
 return current;  
}  
  
/\* Helper function that allocates a new node with the given data and   
 NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 node->parent = NULL;  
   
 return(node);  
}  
  
/\* Give a binary search tree and a number, inserts a new node with   
 the given number in the correct place in the tree. Returns the new  
 root pointer which the caller should then use (the standard trick to   
 avoid using reference parameters). \*/  
struct node\* insert(struct node\* node, int data)  
{  
 /\* 1. If the tree is empty, return a new,  
 single node \*/  
 if (node == NULL)  
 return(newNode(data));  
 else  
 {  
 struct node \*temp;   
  
 /\* 2. Otherwise, recur down the tree \*/  
 if (data <= node->data)  
 {   
 temp = insert(node->left, data);  
 node->left = temp;  
 temp->parent= node;  
 }  
 else  
 {  
 temp = insert(node->right, data);  
 node->right = temp;  
 temp->parent = node;  
 }   
   
 /\* return the (unchanged) node pointer \*/  
 return node;  
 }  
}   
   
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node\* root = NULL, \*temp, \*succ, \*min;  
  
 //creating the tree given in the above diagram  
 root = insert(root, 20);  
 root = insert(root, 8);  
 root = insert(root, 22);  
 root = insert(root, 4);  
 root = insert(root, 12);  
 root = insert(root, 10);   
 root = insert(root, 14);   
 temp = root->left->right->right;  
  
 succ = inOrderSuccessor(root, temp);  
 if(succ != NULL)  
 printf("\n Inorder Successor of %d is %d ", temp->data, succ->data);   
 else  
 printf("\n Inorder Successor doesn't exit");  
  
 getchar();  
 return 0;  
}

Output of the above program:  
 *Inorder Successor of 14 is 20*

Time Complexity: O(h) where h is height of tree.

**Method 2 (Search from root)**  
 Parent pointer is NOT needed in this algorithm. The Algorithm is divided into two cases on the basis of right subtree of the input node being empty or not.

Input: *node, root* // *node* is the node whose Inorder successor is needed.  
 output: *succ* // *succ* is Inorder successor of *node*.

**1)** If right subtree of *node* is not *NULL*, then *succ* lies in right subtree. Do following.  
 Go to right subtree and return the node with minimum key value in right subtree.  
 **2)** If right sbtree of *node* is NULL, then start from root and us search like technique. Do following.  
 Travel down the tree, if a node’s data is greater than root’s data then go right side, otherwise go to left side.

struct node \* inOrderSuccessor(struct node \*root, struct node \*n)  
{  
 // step 1 of the above algorithm  
 if( n->right != NULL )  
 return minValue(n->right);  
  
 struct node \*succ = NULL;  
  
 // Start from root and search for successor down the tree  
 while (root != NULL)  
 {  
 if (n->data < root->data)  
 {  
 succ = root;  
 root = root->left;  
 }  
 else if (n->data > root->data)  
 root = root->right;  
 else  
 break;  
 }  
  
 return succ;  
}

Thanks to [R.Srinivasan](http://www.geeksforgeeks.org/archives/9999/comment-page-1#comment-3466) for suggesting this method.

Time Complexity: O(h) where h is height of tree.

References:  
 <http://net.pku.edu.cn/~course/cs101/2007/resource/Intro2Algorithm/book6/chap13.htm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/inorder-successor-in-binary-search-tree/>

# Inorder Tree Traversal without recursion and without stack!

Using Morris Traversal, we can traverse the tree without using stack and recursion. The idea of Morris Traversal is based on [Threaded Binary Tree](http://en.wikipedia.org/wiki/Threaded_binary_tree). In this traversal, we first create links to Inorder successor and print the data using these links, and finally revert the changes to restore original tree.

1. Initialize current as root   
2. While current is not NULL  
 If current does not have left child  
 a) Print current’s data  
 b) Go to the right, i.e., current = current->right  
 Else  
 a) Make current as right child of the rightmost node in current's left subtree  
 b) Go to this left child, i.e., current = current->left

Although the tree is modified through the traversal, it is reverted back to its original shape after the completion. Unlike [Stack based traversal](http://geeksforgeeks.org/?p=5592), no extra space is required for this traversal.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree tNode has data, pointer to left child  
 and a pointer to right child \*/  
struct tNode  
{  
 int data;  
 struct tNode\* left;  
 struct tNode\* right;  
};  
  
/\* Function to traverse binary tree without recursion and   
 without stack \*/  
void MorrisTraversal(struct tNode \*root)  
{  
 struct tNode \*current,\*pre;  
  
 if(root == NULL)  
 return;   
  
 current = root;  
 while(current != NULL)  
 {   
 if(current->left == NULL)  
 {  
 printf(" %d ", current->data);  
 current = current->right;   
 }   
 else  
 {  
 /\* Find the inorder predecessor of current \*/   
 pre = current->left;  
 while(pre->right != NULL && pre->right != current)  
 pre = pre->right;  
  
 /\* Make current as right child of its inorder predecessor \*/  
 if(pre->right == NULL)  
 {  
 pre->right = current;  
 current = current->left;  
 }  
   
 /\* Revert the changes made in if part to restore the original   
 tree i.e., fix the right child of predecssor \*/   
 else   
 {  
 pre->right = NULL;  
 printf(" %d ",current->data);  
 current = current->right;   
 } /\* End of if condition pre->right == NULL \*/  
 } /\* End of if condition current->left == NULL\*/  
 } /\* End of while \*/  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Helper function that allocates a new tNode with the  
 given data and NULL left and right pointers. \*/  
struct tNode\* newtNode(int data)  
{  
 struct tNode\* tNode = (struct tNode\*)  
 malloc(sizeof(struct tNode));  
 tNode->data = data;  
 tNode->left = NULL;  
 tNode->right = NULL;  
  
 return(tNode);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 1  
 / \  
 2 3  
 / \  
 4 5  
 \*/  
 struct tNode \*root = newtNode(1);  
 root->left = newtNode(2);  
 root->right = newtNode(3);  
 root->left->left = newtNode(4);  
 root->left->right = newtNode(5);   
  
 MorrisTraversal(root);  
  
 getchar();  
 return 0;  
}

References:  
 [www.liacs.nl/~deutz/DS/september28.pdf](http://www.liacs.nl/~deutz/DS/september28.pdf)  
 <http://comsci.liu.edu/~murali/algo/Morris.htm>  
 [www.scss.tcd.ie/disciplines/software\_systems/…/HughGibbonsSlides.pdf](http://www.scss.tcd.ie/disciplines/software_systems/fmg/fmg_web/IFMSIG/winter2000/HughGibbonsSlides.pdf)

Please write comments if you find any bug in above code/algorithm, or want to share more information about stack Morris Inorder Tree Traversal.

### Source

<http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion-and-without-stack/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

# Inorder Tree Traversal without Recursion

Using [Stack](http://en.wikipedia.org/wiki/Stack_%28data_structure%29)is the obvious way to traverse tree without recursion. Below is an algorithm for traversing binary tree using stack. See [this](http://neural.cs.nthu.edu.tw/jang/courses/cs2351/slide/animation/Iterative%20Inorder%20Traversal.pps) for step wise step execution of the algorithm.

1) Create an empty stack S.  
2) Initialize current node as root  
3) Push the current node to S and set current = current->left until current is NULL  
4) If current is NULL and stack is not empty then   
 a) Pop the top item from stack.  
 b) Print the popped item, set current = popped\_item->right   
 c) Go to step 3.  
5) If current is NULL and stack is empty then we are done.

Let us consider the below tree for example

1  
 / \  
 2 3  
 / \  
 4 5  
  
Step 1 Creates an empty stack: S = NULL  
  
Step 2 sets current as address of root: current -> 1  
  
Step 3 Pushes the current node and set current = current->left until current is NULL  
 current -> 1  
 push 1: Stack S -> 1  
 current -> 2  
 push 2: Stack S -> 2, 1  
 current -> 4  
 push 4: Stack S -> 4, 2, 1  
 current = NULL  
  
Step 4 pops from S  
 a) Pop 4: Stack S -> 2, 1  
 b) print "4"  
 c) current = NULL /\*right of 4 \*/ and go to step 3  
Since current is NULL step 3 doesn't do anything.   
  
Step 4 pops again.  
 a) Pop 2: Stack S -> 1  
 b) print "2"  
 c) current -> 5/\*right of 2 \*/ and go to step 3  
  
Step 3 pushes 5 to stack and makes current NULL  
 Stack S -> 5, 1  
 current = NULL  
  
Step 4 pops from S  
 a) Pop 5: Stack S -> 1  
 b) print "5"  
 c) current = NULL /\*right of 5 \*/ and go to step 3  
Since current is NULL step 3 doesn't do anything  
  
Step 4 pops again.  
 a) Pop 1: Stack S -> NULL  
 b) print "1"  
 c) current -> 3 /\*right of 5 \*/   
  
Step 3 pushes 3 to stack and makes current NULL  
 Stack S -> 3  
 current = NULL  
  
Step 4 pops from S  
 a) Pop 3: Stack S -> NULL  
 b) print "3"  
 c) current = NULL /\*right of 3 \*/   
  
Traversal is done now as stack S is empty and current is NULL.

Implementation:

#include<stdio.h>  
#include<stdlib.h>  
#define bool int  
  
/\* A binary tree tNode has data, pointer to left child  
 and a pointer to right child \*/  
struct tNode  
{  
 int data;  
 struct tNode\* left;  
 struct tNode\* right;  
};  
  
/\* Structure of a stack node. Linked List implementation is used for   
 stack. A stack node contains a pointer to tree node and a pointer to   
 next stack node \*/  
struct sNode  
{  
 struct tNode \*t;  
 struct sNode \*next;  
};  
  
/\* Stack related functions \*/  
void push(struct sNode\*\* top\_ref, struct tNode \*t);  
struct tNode \*pop(struct sNode\*\* top\_ref);  
bool isEmpty(struct sNode \*top);  
  
/\* Iterative function for inorder tree traversal \*/  
void inOrder(struct tNode \*root)  
{  
 /\* set current to root of binary tree \*/  
 struct tNode \*current = root;  
 struct sNode \*s = NULL; /\* Initialize stack s \*/  
 bool done = 0;  
  
 while (!done)  
 {  
 /\* Reach the left most tNode of the current tNode \*/  
 if(current != NULL)  
 {  
 /\* place pointer to a tree node on the stack before traversing   
 the node's left subtree \*/  
 push(&s, current);   
 current = current->left;   
 }  
   
 /\* backtrack from the empty subtree and visit the tNode   
 at the top of the stack; however, if the stack is empty,  
 you are done \*/  
 else   
 {  
 if (!isEmpty(s))  
 {  
 current = pop(&s);  
 printf("%d ", current->data);  
  
 /\* we have visited the node and its left subtree.  
 Now, it's right subtree's turn \*/  
 current = current->right;  
 }  
 else  
 done = 1;   
 }  
 } /\* end of while \*/   
}   
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to push an item to sNode\*/  
void push(struct sNode\*\* top\_ref, struct tNode \*t)  
{  
 /\* allocate tNode \*/  
 struct sNode\* new\_tNode =  
 (struct sNode\*) malloc(sizeof(struct sNode));  
  
 if(new\_tNode == NULL)  
 {  
 printf("Stack Overflow \n");  
 getchar();  
 exit(0);  
 }   
  
 /\* put in the data \*/  
 new\_tNode->t = t;  
  
 /\* link the old list off the new tNode \*/  
 new\_tNode->next = (\*top\_ref);   
  
 /\* move the head to point to the new tNode \*/  
 (\*top\_ref) = new\_tNode;  
}  
  
/\* The function returns true if stack is empty, otherwise false \*/  
bool isEmpty(struct sNode \*top)  
{  
 return (top == NULL)? 1 : 0;  
}   
  
/\* Function to pop an item from stack\*/  
struct tNode \*pop(struct sNode\*\* top\_ref)  
{  
 struct tNode \*res;  
 struct sNode \*top;  
  
 /\*If sNode is empty then error \*/  
 if(isEmpty(\*top\_ref))  
 {  
 printf("Stack Underflow \n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 top = \*top\_ref;  
 res = top->t;  
 \*top\_ref = top->next;  
 free(top);  
 return res;  
 }  
}  
  
/\* Helper function that allocates a new tNode with the  
 given data and NULL left and right pointers. \*/  
struct tNode\* newtNode(int data)  
{  
 struct tNode\* tNode = (struct tNode\*)  
 malloc(sizeof(struct tNode));  
 tNode->data = data;  
 tNode->left = NULL;  
 tNode->right = NULL;  
  
 return(tNode);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 1  
 / \  
 2 3  
 / \  
 4 5  
 \*/  
 struct tNode \*root = newtNode(1);  
 root->left = newtNode(2);  
 root->right = newtNode(3);  
 root->left->left = newtNode(4);  
 root->left->right = newtNode(5);   
  
 inOrder(root);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

References:  
 <http://web.cs.wpi.edu/~cs2005/common/iterative.inorder>  
 <http://neural.cs.nthu.edu.tw/jang/courses/cs2351/slide/animation/Iterative%20Inorder%20Traversal.pps>

See [this post](http://geeksforgeeks.org/?p=6358) for another approach of Inorder Tree Traversal without recursion and without stack!

Please write comments if you find any bug in above code/algorithm, or want to share more information about stack based Inorder Tree Traversal.

### Source

<http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

# Interval Tree

Consider a situation where we have a set of intervals and we need following operations to be implemented efficiently.   
 **1)** Add an interval  
 **2)** Remove an interval  
 **3)** Given an interval x, find if x overlaps with any of the existing intervals.

***Interval Tree:*** The idea is to augment a self-balancing Binary Search Tree (BST) like [Red Black Tree](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), [AVL Tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/), etc to maintain set of intervals so that all operations can be done in O(Logn) time.

Every node of Interval Tree stores following information.  
 a) **i**: An interval which is represented as a pair *[low, high]*  
 b) **max**: Maximum *high* value in subtree rooted with this node.

The low value of an interval is used as key to maintain order in BST. The insert and delete operations are same as insert and delete in self-balancing BST used.
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The main operation is to search for an overlapping interval. Following is algorithm for searching an overlapping interval *x* in an Interval tree rooted with *root*.

Interval overlappingIntervalSearch(root, x)  
1) If x overlaps with root's interval, return the root's interval.  
  
2) If left child of root is not empty and the max in left child   
is greater than x's low value, recur for left child  
  
3) Else recur for right child.

***How does the above algorithm work?***  
 Let the interval to be searched be x. We need to prove this in for following two cases.

***Case 1:*** *When we go to right subtree, one of the following must be true.*  
 a) There is an overlap in right subtree: This is fine as we need to return one overlapping interval.  
 b) There is no overlap in either subtree: We go to right subtree only when either left is NULL or maximum value in left is smaller than *x.low*. So the interval cannot be present in left subtree.

***Case 2:*** *When we go to left subtree, one of the following must be true.*  
 a) There is an overlap in left subtree: This is fine as we need to return one overlapping interval.  
 b) There is no overlap in either subtree: This is the most important part. We need to consider following facts.  
 … We went to left subtree because *x.low in left subtree*  
 *…. max in left subtree is a high of one of the intervals let us say [a, max] in left subtree.*  
 *…. Since x doesn’t overlap with any node in left subtree x.low must be smaller than ‘a‘.*  
 *…. All nodes in BST are ordered by low value, so all nodes in right subtree must have low value greater than ‘a‘.*  
 *…. From above two facts, we can say all intervals in right subtree have low value greater than x.low. So x cannot overlap with any interval in right subtree.*

**Implementation of Interval Tree:**  
 Following is C++ implementation of Interval Tree. The implementation uses basic [insert operation of BST](http://geeksquiz.com/binary-search-tree-set-1-search-and-insertion/) to keep things simple. Ideally it should be [insertion of AVL Tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/) or [insertion of Red-Black Tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/). [Deletion from BST](http://geeksquiz.com/binary-search-tree-set-2-delete/) is left as an exercise.

#include <iostream>  
using namespace std;  
  
// Structure to represent an interval  
struct Interval  
{  
 int low, high;  
};  
  
// Structure to represent a node in Interval Search Tree  
struct ITNode  
{  
 Interval \*i; // 'i' could also be a normal variable  
 int max;  
 ITNode \*left, \*right;  
};  
  
// A utility function to create a new Interval Search Tree Node  
ITNode \* newNode(Interval i)  
{  
 ITNode \*temp = new ITNode;  
 temp->i = new Interval(i);  
 temp->max = i.high;  
 temp->left = temp->right = NULL;  
};  
  
// A utility function to insert a new Interval Search Tree Node  
// This is similar to BST Insert. Here the low value of interval  
// is used tomaintain BST property  
ITNode \*insert(ITNode \*root, Interval i)  
{  
 // Base case: Tree is empty, new node becomes root  
 if (root == NULL)  
 return newNode(i);  
  
 // Get low value of interval at root  
 int l = root->i->low;  
  
 // If root's low value is smaller, then new interval goes to  
 // left subtree  
 if (i.low < l)  
 root->left = insert(root->left, i);  
  
 // Else, new node goes to right subtree.  
 else  
 root->right = insert(root->right, i);  
  
 // Update the max value of this ancestor if needed  
 if (root->max < i.high)  
 root->max = i.high;  
  
 return root;  
}  
  
// A utility function to check if given two intervals overlap  
bool doOVerlap(Interval i1, Interval i2)  
{  
 if (i1.low <= i2.high && i2.low <= i1.high)  
 return true;  
 return false;  
}  
  
// The main function that searches a given interval i in a given  
// Interval Tree.  
Interval \*overlapSearch(ITNode \*root, Interval i)  
{  
 // Base Case, tree is empty  
 if (root == NULL) return NULL;  
  
 // If given interval overlaps with root  
 if (doOVerlap(\*(root->i), i))  
 return root->i;  
  
 // If left child of root is present and max of left child is  
 // greater than or equal to given interval, then i may  
 // overlap with an interval is left subtree  
 if (root->left != NULL && root->left->max >= i.low)  
 return overlapSearch(root->left, i);  
  
 // Else interval can only overlap with right subtree  
 return overlapSearch(root->right, i);  
}  
  
void inorder(ITNode \*root)  
{  
 if (root == NULL) return;  
  
 inorder(root->left);  
  
 cout << "[" << root->i->low << ", " << root->i->high << "]"  
 << " max = " << root->max << endl;  
  
 inorder(root->right);  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create interval tree shown in above figure  
 Interval ints[] = {{15, 20}, {10, 30}, {17, 19},  
 {5, 20}, {12, 15}, {30, 40}  
 };  
 int n = sizeof(ints)/sizeof(ints[0]);  
 ITNode \*root = NULL;  
 for (int i = 0; i < n; i++)  
 root = insert(root, ints[i]);  
  
 cout << "Inorder traversal of constructed Interval Tree is\n";  
 inorder(root);  
  
 Interval x = {6, 7};  
  
 cout << "\nSearching for interval [" << x.low << "," << x.high << "]";  
 Interval \*res = overlapSearch(root, x);  
 if (res == NULL)  
 cout << "\nNo Overlapping Interval";  
 else  
 cout << "\nOverlaps with [" << res->low << ", " << res->high << "]";  
 return 0;  
}

Output:

Inorder traversal of constructed Interval Tree is  
[5, 20] max = 20  
[10, 30] max = 30  
[12, 15] max = 15  
[15, 20] max = 40  
[17, 19] max = 40  
[30, 40] max = 40  
  
Searching for interval [6,7]  
Overlaps with [5, 20]

**Applications of Interval Tree:**  
 Interval tree is mainly a geometric data structure and often used for windowing queries, for instance, to find all roads on a computerized map inside a rectangular viewport, or to find all visible elements inside a three-dimensional scene (Source [Wiki](http://en.wikipedia.org/wiki/Interval_tree)).

**Interval Tree vs** [**Segment Tree**](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/)  
 Both segment and interval trees store intervals. Segment tree is mainly optimized for queries for a given point, and interval trees are mainly optimized for overlapping queries for a given interval.

**Exercise:**  
 1) Implement delete operation for interval tree.  
 2) Extend the intervalSearch() to print all overlapping intervals instead of just one.

<http://en.wikipedia.org/wiki/Interval_tree>  
 <http://www.cse.unr.edu/~mgunes/cs302/IntervalTrees.pptx>  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <https://www.youtube.com/watch?v=dQF0zyaym8A>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/interval-tree/>

# Iterative Method to find Height of Binary Tree

There are two conventions to define height of Binary Tree  
 1) Number of nodes on longest path from root to the deepest node.  
 2) Number of edges on longest path from root to the deepest node.

In this post, the first convention is followed. For example, height of the below tree is 3.

![tree12](data:image/gif;base64,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)

Example Tree

Recursive method to find height of Binary Tree is discussed [here](http://www.geeksforgeeks.org/write-a-c-program-to-find-the-maximum-depth-or-height-of-a-tree/). How to find height without recursion? We can use level order traversal to find height without recursion. The idea is to traverse level by level. Whenever move down to a level, increment height by 1 (height is initialized as 0). Count number of nodes at each level, stop traversing when count of nodes at next level is 0.  
 Following is detailed algorithm to find level order traversal using queue.

Create a queue.  
Push root into the queue.  
height = 0  
Loop  
 nodeCount = size of queue  
   
 // If number of nodes at this level is 0, return height  
 if nodeCount is 0  
 return Height;  
 else  
 increase Height  
  
 // Remove nodes of this level and add nodes of   
 // next level  
 while (nodeCount > 0)  
 pop node from front  
 push its children to queue  
 decrease nodeCount  
 // At this point, queue has nodes of next level

Following is C++ implementation of above algorithm.

/\* Program to find height of the tree by Iterative Method \*/  
#include <iostream>  
#include <queue>  
using namespace std;  
  
// A Binary Tree Node  
struct node  
{  
 struct node \*left;  
 int data;  
 struct node \*right;  
};  
  
// Iterative method to find height of Bianry Tree  
int treeHeight(node \*root)  
{  
 // Base Case  
 if (root == NULL)  
 return 0;  
  
 // Create an empty queue for level order tarversal  
 queue<node \*> q;  
  
 // Enqueue Root and initialize height  
 q.push(root);  
 int height = 0;  
  
 while (1)  
 {  
 // nodeCount (queue size) indicates number of nodes  
 // at current lelvel.  
 int nodeCount = q.size();  
 if (nodeCount == 0)  
 return height;  
  
 height++;  
  
 // Dequeue all nodes of current level and Enqueue all  
 // nodes of next level  
 while (nodeCount > 0)  
 {  
 node \*node = q.front();  
 q.pop();  
 if (node->left != NULL)  
 q.push(node->left);  
 if (node->right != NULL)  
 q.push(node->right);  
 nodeCount--;  
 }  
 }  
}  
  
// Utility function to create a new tree node  
node\* newNode(int data)  
{  
 node \*temp = new node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create binary tree shown in above diagram  
 node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
  
 cout << "Height of tree is " << treeHeight(root);  
 return 0;  
}

Output:

Height of tree is 3

**Time Complexity:** O(n) where n is number of nodes in given binary tree.

This article is contributed by [**Rahul Kumar**](https://www.facebook.com/rahul.kumar.1024). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/iterative-method-to-find-height-of-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Iterative Postorder Traversal | Set 2 (Using One Stack)

We have discussed a simple [iterative postorder traversal using two stacks](http://www.geeksforgeeks.org/iterative-postorder-traversal/) in the previous post. In this post, an approach with only one stack is discussed.

The idea is to move down to leftmost node using left pointer. While moving down, push root and root’s right child to stack. Once we reach leftmost node, print it if it doesn’t have a right child. If it has a right child, then change root so that the right child is processed before.

Following is detailed algorithm.

1.1 Create an empty stack  
2.1 Do following while root is not NULL  
 a) Push root's right child and then root to stack.  
 b) Set root as root's left child.  
2.2 Pop an item from stack and set it as root.  
 a) If the popped item has a right child and the right child   
 is at top of stack, then remove the right child from stack,  
 push the root back and set root as root's right child.  
 b) Else print root's data and set root as NULL.  
2.3 Repeat steps 2.1 and 2.2 while stack is not empty.

Let us consider the following tree  
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Following are the steps to print postorder traversal of the above tree using one stack.

1. Right child of 1 exists.   
 Push 3 to stack. Push 1 to stack. Move to left child.  
 Stack: 3, 1  
  
2. Right child of 2 exists.   
 Push 5 to stack. Push 2 to stack. Move to left child.  
 Stack: 3, 1, 5, 2  
  
3. Right child of 4 doesn't exist. '  
 Push 4 to stack. Move to left child.  
 Stack: 3, 1, 5, 2, 4  
  
4. Current node is NULL.   
 Pop 4 from stack. Right child of 4 doesn't exist.   
 Print 4. Set current node to NULL.  
 Stack: 3, 1, 5, 2  
  
5. Current node is NULL.   
 Pop 2 from stack. Since right child of 2 equals stack top element,   
 pop 5 from stack. Now push 2 to stack.   
 Move current node to right child of 2 i.e. 5  
 Stack: 3, 1, 2  
  
6. Right child of 5 doesn't exist. Push 5 to stack. Move to left child.  
 Stack: 3, 1, 2, 5  
  
7. Current node is NULL. Pop 5 from stack. Right child of 5 doesn't exist.   
 Print 5. Set current node to NULL.  
 Stack: 3, 1, 2  
  
8. Current node is NULL. Pop 2 from stack.   
 Right child of 2 is not equal to stack top element.   
 Print 2. Set current node to NULL.  
 Stack: 3, 1  
  
9. Current node is NULL. Pop 1 from stack.   
 Since right child of 1 equals stack top element, pop 3 from stack.   
 Now push 1 to stack. Move current node to right child of 1 i.e. 3  
 Stack: 1  
  
10. Repeat the same as above steps and Print 6, 7 and 3.   
 Pop 1 and Print 1.

// C program for iterative postorder traversal using one stack  
#include <stdio.h>  
#include <stdlib.h>  
  
// Maximum stack size  
#define MAX\_SIZE 100  
  
// A tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// Stack type  
struct Stack  
{  
 int size;  
 int top;  
 struct Node\* \*array;  
};  
  
// A utility function to create a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// A utility function to create a stack of given size  
struct Stack\* createStack(int size)  
{  
 struct Stack\* stack = (struct Stack\*) malloc(sizeof(struct Stack));  
 stack->size = size;  
 stack->top = -1;  
 stack->array = (struct Node\*\*) malloc(stack->size \* sizeof(struct Node\*));  
 return stack;  
}  
  
// BASIC OPERATIONS OF STACK  
int isFull(struct Stack\* stack)  
{ return stack->top - 1 == stack->size; }  
  
int isEmpty(struct Stack\* stack)  
{ return stack->top == -1; }  
  
void push(struct Stack\* stack, struct Node\* node)  
{  
 if (isFull(stack))  
 return;  
 stack->array[++stack->top] = node;  
}  
  
struct Node\* pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top--];  
}  
  
struct Node\* peek(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top];  
}  
  
// An iterative function to do postorder traversal of a given binary tree  
void postOrderIterative(struct Node\* root)  
{  
 // Check for empty tree  
 if (root == NULL)  
 return;  
   
 struct Stack\* stack = createStack(MAX\_SIZE);  
 do  
 {  
 // Move to leftmost node  
 while (root)  
 {  
 // Push root's right child and then root to stack.  
 if (root->right)  
 push(stack, root->right);  
 push(stack, root);  
  
 // Set root as root's left child   
 root = root->left;  
 }  
  
 // Pop an item from stack and set it as root   
 root = pop(stack);  
  
 // If the popped item has a right child and the right child is not  
 // processed yet, then make sure right child is processed before root  
 if (root->right && peek(stack) == root->right)  
 {  
 pop(stack); // remove right child from stack  
 push(stack, root); // push root back to stack  
 root = root->right; // change root so that the right   
 // child is processed next  
 }  
 else // Else print root's data and set root as NULL  
 {  
 printf("%d ", root->data);  
 root = NULL;  
 }  
 } while (!isEmpty(stack));  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree shown in above figure  
 struct Node\* root = NULL;  
 root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 postOrderIterative(root);  
  
 return 0;  
}

Output:

4 5 2 6 7 3 1

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Iterative Postorder Traversal | Set 1 (Using Two Stacks)

We have discussed [iterative inorder](http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion/) and [iterative preorder](http://www.geeksforgeeks.org/iterative-preorder-traversal/) traversals. In this post, iterative postorder traversal is discussed which is more complex than the other two traversals (due to its nature of non-[tail recursion](http://en.wikipedia.org/wiki/Tail_call), there is an extra statement after the final recursive call to itself). The postorder traversal can easily be done using two stacks though. The idea is to push reverse postorder traversal to a stack. Once we have reverse postorder traversal in a stack, we can just pop all items one by one from the stack and print them, this order of printing will be in postorder because of LIFO property of stacks. Now the question is, how to get reverse post order elements in a stack – the other stack is used for this purpose. For example, in the following tree, we need to get 1, 3, 7, 6, 2, 5, 4 in a stack. If take a closer look at this sequence, we can observe that this sequence is very similar to preorder traversal. The only difference is right child is visited before left child and therefore sequence is “root right left” instead of “root left right”. So we can do something like [iterative preorder traversal](http://www.geeksforgeeks.org/iterative-preorder-traversal/) with following differences.  
 a) Instead of printing an item, we push it to a stack.  
 b) We push left subtree before right subtree.

Following is the complete algorithm. After step 2, we get reverse postorder traversal in second stack. We use first stack to get this order.

1. Push root to first stack.  
2. Loop while first stack is not empty  
 2.1 Pop a node from first stack and push it to second stack  
 2.2 Push left and right children of the popped node to first stack  
3. Print contents of second stack

Let us consider the following tree  
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Following are the steps to print postorder traversal of the above tree using two stacks.

1. Push 1 to first stack.  
 First stack: 1  
 Second stack: Empty  
  
2. Pop 1 from first stack and push it to second stack.   
 Push left and right children of 1 to first stack  
 First stack: 2, 3  
 Second stack: 1  
  
3. Pop 3 from first stack and push it to second stack.   
 Push left and right children of 3 to first stack  
 First stack: 2, 6, 7  
 Second stack:1, 3  
  
4. Pop 7 from first stack and push it to second stack.  
 First stack: 2, 6  
 Second stack:1, 3, 7  
  
5. Pop 6 from first stack and push it to second stack.  
 First stack: 2  
 Second stack:1, 3, 7, 6  
  
6. Pop 2 from first stack and push it to second stack.   
 Push left and right children of 2 to first stack  
 First stack: 4, 5  
 Second stack:1, 3, 7, 6, 2  
  
7. Pop 5 from first stack and push it to second stack.  
 First stack: 4  
 Second stack: 1, 3, 7, 6, 2, 5  
  
8. Pop 4 from first stack and push it to second stack.  
 First stack: Empty  
 Second stack: 1, 3, 7, 6, 2, 5, 4  
  
The algorithm stops since there is no more item in first stack.   
Observe that content of second stack is in postorder fashion. Print them.

Following is C implementation of iterative postorder traversal using two stacks.

#include <stdio.h>  
#include <stdlib.h>  
  
// Maximum stack size  
#define MAX\_SIZE 100  
  
// A tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// Stack type  
struct Stack  
{  
 int size;  
 int top;  
 struct Node\* \*array;  
};  
  
// A utility function to create a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// A utility function to create a stack of given size  
struct Stack\* createStack(int size)  
{  
 struct Stack\* stack =  
 (struct Stack\*) malloc(sizeof(struct Stack));  
 stack->size = size;  
 stack->top = -1;  
 stack->array =  
 (struct Node\*\*) malloc(stack->size \* sizeof(struct Node\*));  
 return stack;  
}  
  
// BASIC OPERATIONS OF STACK  
int isFull(struct Stack\* stack)  
{ return stack->top - 1 == stack->size; }  
  
int isEmpty(struct Stack\* stack)  
{ return stack->top == -1; }  
  
void push(struct Stack\* stack, struct Node\* node)  
{  
 if (isFull(stack))  
 return;  
 stack->array[++stack->top] = node;  
}  
  
struct Node\* pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top--];  
}  
  
// An iterative function to do post order traversal of a given binary tree  
void postOrderIterative(struct Node\* root)  
{  
 // Create two stacks  
 struct Stack\* s1 = createStack(MAX\_SIZE);  
 struct Stack\* s2 = createStack(MAX\_SIZE);  
  
 // push root to first stack  
 push(s1, root);  
 struct Node\* node;  
  
 // Run while first stack is not empty  
 while (!isEmpty(s1))  
 {  
 // Pop an item from s1 and push it to s2  
 node = pop(s1);  
 push(s2, node);  
  
 // Push left and right children of removed item to s1  
 if (node->left)  
 push(s1, node->left);  
 if (node->right)  
 push(s1, node->right);  
 }  
  
 // Print all elements of second stack  
 while (!isEmpty(s2))  
 {  
 node = pop(s2);  
 printf("%d ", node->data);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree shown in above figure  
 struct Node\* root = NULL;  
 root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 postOrderIterative(root);  
  
 return 0;  
}

Output:

4 5 2 6 7 3 1

Following is overview of the above post.  
 Iterative preorder traversal can be easily implemented using two stacks. The first stack is used to get the reverse postorder traversal in second stack. The steps to get reverse postorder are similar to [iterative preorder](http://www.geeksforgeeks.org/iterative-preorder-traversal/).

You may also like to see [a method which uses only one stack](http://www.geeksforgeeks.org/iterative-postorder-traversal-using-stack/).

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/iterative-postorder-traversal/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

Post navigation

[← Flatten a multilevel linked list](http://www.geeksforgeeks.org/flatten-a-linked-list-with-next-and-child-pointers/) [Iterative Postorder Traversal | Set 2 (Using One Stack) →](http://www.geeksforgeeks.org/iterative-postorder-traversal-using-stack/)

# Iterative Preorder Traversal

Given a Binary Tree, write an iterative function to print Preorder traversal of the given binary tree.

Refer [this](http://www.geeksforgeeks.org/archives/618)for recursive preorder traversal of Binary Tree. To convert an inherently recursive procedures to iterative, we need an explicit stack. Following is a simple stack based iterative process to print Preorder traversal.  
 **1)** Create an empty stack *nodeStack* and push root node to stack.  
 **2)** Do following while *nodeStack* is not empty.  
 ….**a)** Pop an item from stack and print it.  
 ….**b)** Push right child of popped item to stack  
 ….**c)** Push left child of popped item to stack

Right child is pushed before left child to make sure that left subtree is processed first.

#include <stdlib.h>  
#include <stdio.h>  
#include <iostream>  
#include <stack>  
  
using namespace std;  
  
/\* A binary tree node has data, left child and right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the given data and  
 NULL left and right pointers.\*/  
struct node\* newNode(int data)  
{  
 struct node\* node = new struct node;  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
// An iterative process to print preorder traversal of Binary tree  
void iterativePreorder(node \*root)  
{  
 // Base Case  
 if (root == NULL)  
 return;  
  
 // Create an empty stack and push root to it  
 stack<node \*> nodeStack;  
 nodeStack.push(root);  
  
 /\* Pop all items one by one. Do following for every popped item  
 a) print it  
 b) push its right child  
 c) push its left child  
 Note that right child is pushed first so that left is processed first \*/  
 while (nodeStack.empty() == false)  
 {  
 // Pop the top item from stack and print it  
 struct node \*node = nodeStack.top();  
 printf ("%d ", node->data);  
 nodeStack.pop();  
  
 // Push right and left children of the popped node to stack  
 if (node->right)  
 nodeStack.push(node->right);  
 if (node->left)  
 nodeStack.push(node->left);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 /\* Constructed binary tree is  
 10  
 / \  
 8 2  
 / \ /  
 3 5 2  
 \*/  
 struct node \*root = newNode(10);  
 root->left = newNode(8);  
 root->right = newNode(2);  
 root->left->left = newNode(3);  
 root->left->right = newNode(5);  
 root->right->left = newNode(2);  
 iterativePreorder(root);  
 return 0;  
}

Output:

10 8 3 5 2 2

This article is compiled by Saurabh Sharma and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/iterative-preorder-traversal/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# K Dimensional Tree

A K-D Tree(also called as K-Dimensional Tree) is a binary search tree where data in each node is a K-Dimensional point in space. In short, it is a space partitioning(details below) data structure for organizing points in a K-Dimensional space.

A non-leaf node in K-D tree divides the space into two parts, called as half-spaces.

Points to the left of this space are represented by the left subtree of that node and points to the right of the space are represented by the right subtree. We will soon be explaining the concept on how the space is divided and tree is formed.

For the sake of simplicity, let us understand a 2-D Tree with an example.

The root would have an x-aligned plane, the root’s children would both have y-aligned planes, the root’s grandchildren would all have x-aligned planes, and the root’s great-grandchildren would all have y-aligned planes and so on.

**Generalization:**  
 Let us number the planes as 0, 1, 2, …(K – 1). From the above example, it is quite clear that a point (node) at depth D will have A aligned plane where A is calculated as:

A = D mod K

**How to determine if a point will lie in the left subtree or in right subtree?**

If the root node is aligned in planeA, then the left subtree will contain all points whose coordinates in that plane are smaller than that of root node. Similarly, the right subtree will contain all points whose coordinates in that plane are greater-equal to that of root node.

**Creation of a 2-D Tree:**  
 Consider following points in a 2-D plane:  
 (3, 6), (17, 15), (13, 15), (6, 12), (9, 1), (2, 7), (10, 19)

1. Insert (3, 6): Since tree is empty, make it the root node.
2. Insert (17, 15): Compare it with root node point. Since root node is X-aligned, the X-coordinate value will be compared to determine if it lies in the rightsubtree or in the right subtree. This point will be Y-aligned.
3. Insert (13, 15): X-value of this point is greater than X-value of point in root node. So, this will lie in the right subtree of (3, 6). Again Compare Y-value of this point with the Y-value of point (17, 15) (Why?). Since, they are equal, this point will lie in the right subtree of (17, 15). This point will be X-aligned.
4. Insert (6, 12): X-value of this point is greater than X-value of point in root node. So, this will lie in the right subtree of (3, 6). Again Compare Y-value of this point with the Y-value of point (17, 15) (Why?). Since, 12 < 15, this point will lie in the left subtree of (17, 15). This point will be X-aligned.
5. Insert (9, 1):Similarly, this point will lie in the right of (6, 12).
6. Insert (2, 7):Similarly, this point will lie in the left of (3, 6).
7. Insert (10, 19): Similarly, this point will lie in the left of (13, 15).
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**How is space partitioned?**  
 All 7 points will be plotted in the X-Y plane as follows:

1. Point (3, 6) will divide the space into two parts: Draw line X = 3.  
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2. Point (2, 7) will divide the space to the left of line X = 3 into two parts horizontally.  
    Draw line Y = 7 to the left of line X = 3.  
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3. Point (17, 15) will divide the space to the right of line X = 3 into two parts horizontally.  
    Draw line Y = 15 to the right of line X = 3.  
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* Point (6, 12) will divide the space below line Y = 15 and to the right of line X = 3 into two parts.  
   Draw line X = 6 to the right of line X = 3 and below line Y = 15.  
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* Point (13, 15) will divide the space below line Y = 15 and to the right of line X = 6 into two parts.  
   Draw line X = 13 to the right of line X = 6 and below line Y = 15.  
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* Point (9, 1) will divide the space between lines X = 3, X = 6 and Y = 15 into two parts.  
   Draw line Y = 1 between lines X = 3 and X = 6.  
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* Point (10, 19) will divide the space to the right of line X = 3 and above line Y = 15 into two parts.  
   Draw line Y = 19 to the right of line X = 3 and above line Y = 15.  
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Following is C++ implementation of KD Tree basic operations like search, insert and delete.

// A C++ program to demonstrate operations of KD tree  
#include <iostream>  
#include <cstdio>  
#include <cassert>  
#include <cstdlib>  
using namespace std;  
  
// A structure to represent a point in K dimensional space  
// k: K dimensional space  
// coord: An array to represent position of point  
struct Point  
{  
 unsigned k;  
 int\* coord; // Coordinate (A pointer to array of size k)  
};  
  
// A structure to represent the Input  
// n: Number of points in space  
// pointArray: An array to keep information of each point  
struct Input  
{  
 // n --> NUMBER OF POINTS  
 unsigned n;  
 Point\* \*pointArray;  
};  
  
// A structure to represent node of 2 dimensional tree  
struct Node  
{  
 Point point;  
 Node \*left, \*right;  
};  
  
// Creates and return a Point structure  
Point\* CreatePoint(unsigned k)  
{  
 Point\* point = new Point;  
  
 // Memory allocation failure  
 assert(NULL != point);  
  
 point->k = k;  
 point->coord = new int[k];  
  
 // Memory allocation failure  
 assert(NULL != point->coord);  
  
 return point;  
}  
  
// Creates and returns an Input structure  
struct Input\* CreateInput(unsigned k, unsigned n)  
{  
 struct Input\* input = new Input;  
  
 // Memory allocation failure  
 assert(NULL != input);  
  
 input->n = n;  
 input->pointArray = new Point\*[n];  
  
 // Memory allocation failure  
 assert(NULL != input->pointArray);  
  
 return input;  
}  
  
// A method to create a node of K D tree  
struct Node\* CreateNode(struct Point\* point)  
{  
 struct Node\* tempNode = new Node;  
  
 // Memory allocation failure  
 assert(NULL != tempNode);  
  
 // Avoid shallow copy [We could have directly use  
 // the below assignment, But didn't, why?]  
 /\*tempNode->point = point;\*/  
 (tempNode->point).k = point->k;  
 (tempNode->point).coord = new int[point->k];  
  
 // Copy coordinate values  
 for (int i=0; i<(tempNode->point).k; ++i)  
 (tempNode->point).coord[i] = point->coord[i];  
  
 tempNode->left = tempNode->right = NULL;  
 return tempNode;  
}  
  
// Root is passed as pointer to pointer so that  
// The parameter depth is used to decide axis of comparison  
void InsertKDTreeUtil(Node \* \* root, Node\* newNode, unsigned depth)  
{  
 // Tree is empty?  
 if (!\*root)  
 {  
 \*root = newNode;  
 return;  
 }  
  
 // Calculate axis of comparison to determine left/right  
 unsigned axisOfComparison = depth % (newNode->point).k;  
  
 // Compare the new point with root and decide the left or  
 // right subtree  
 if ((newNode->point).coord[axisOfComparison] <  
 ((\*root)->point).coord[axisOfComparison])  
 InsertKDTreeUtil(&((\*root)->left), newNode, depth + 1);  
 else  
 InsertKDTreeUtil(&((\*root)->right), newNode, depth + 1);  
}  
  
// Function to insert a new point in KD Tree. It mainly uses  
// above recursive function "InsertKDTreeUtil()"  
void InsertKDTree(Node\* \*root, Point\* point)  
{  
 Node\* newNode = CreateNode(point);  
 unsigned zeroDepth = 0;  
 InsertKDTreeUtil(root, newNode, zeroDepth);  
}  
  
// A utility method to determine if two Points are same  
// in K Dimensional space  
int ArePointsSame(Point firstPoint, Point secondPoint)  
{  
 if (firstPoint.k != secondPoint.k)  
 return 0;  
  
 // Compare individual coordinate values  
 for (int i = 0; i < firstPoint.k; ++i)  
 if (firstPoint.coord[i] != secondPoint.coord[i])  
 return 0;  
  
 return 1;  
}  
  
// Searches a Point in the K D tree. The parameter depth is used  
// to determine current axis.  
int SearchKDTreeUtil(Node\* root, Point point, unsigned depth)  
{  
 if (!root)  
 return 0;  
  
 if (ArePointsSame(root->point, point))  
 return 1;  
  
 unsigned axisOfComparison = depth % point.k;  
  
 if (point.coord[axisOfComparison] <  
 (root->point).coord[axisOfComparison])  
 return SearchKDTreeUtil(root->left, point, depth + 1);  
  
 return SearchKDTreeUtil(root->right, point, depth + 1);  
}  
  
// Searches a Point in the K D tree. It mainly uses  
// SearchKDTreeUtil()  
int SearchKDTree(Node\* root, Point point)  
{  
 unsigned zeroDepth = 0;  
 return SearchKDTreeUtil(root, point, zeroDepth);  
}  
  
// Creates a KD tree from given input points. It mainly  
// uses InsertKDTree  
Node\* CreateKDTree(Input\* input)  
{  
 Node\* root = NULL;  
 for (int i = 0; i < input->n; ++i)  
 InsertKDTree(&root, input->pointArray[i]);  
 return root;  
}  
  
// A utility function to print an array  
void PrintArray(int\* array, unsigned size)  
{  
 for (unsigned i = 0; i < size; ++i)  
 cout << array[i];  
 cout << endl;  
}  
  
// A utility function to do inorder tree traversal  
void inorderKD(Node\* root)  
{  
 if (root)  
 {  
 inorderKD(root->left);  
 PrintArray((root->point).coord, (root->point).k);  
 inorderKD(root->right);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // 2 Dimensional tree [For the sake of simplicity]  
 unsigned k = 2;  
  
 // Total number of Points is 7  
 unsigned n = 7;  
 Input\* input = CreateInput(k, n);  
  
 // itc --> ITERATOR for coord  
 // itp --> ITERATOR for POINTS  
 for (int itp = 0; itp < n; ++itp)  
 {  
 input->pointArray[itp] = CreatePoint(k);  
  
 for (int itc = 0; itc < k; ++itc)  
 input->pointArray[itp]->coord[itc] = rand() % 20;  
  
 PrintArray(input->pointArray[itp]->coord, k);  
 }  
  
 Node\* root = CreateKDTree(input);  
  
 cout << "Inorder traversal of K-D Tree created is:\n";  
 inorderKD(root);  
  
 return 0;  
}

Output:

17  
140  
94  
1818  
24  
55  
17  
Inorder traversal of K-D Tree created is:  
17  
140  
24  
17  
55  
94  
1818

This article is compiled by [**Aashish Barnwal**](http://facebook.com/barnwal.aashish). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.
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# K'th smallest element in BST using O(1) Extra Space

Given a Binary Search Tree (BST) and a positive integer k, find the k’th smallest element in the Binary Search Tree.
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We have discussed two methods in [this](http://www.geeksforgeeks.org/find-k-th-smallest-element-in-bst-order-statistics-in-bst/)post and one method in [this](http://www.geeksforgeeks.org/kth-largest-element-in-bst-when-modification-to-bst-is-not-allowed/)post. All of the previous methods require extra space. How to find the k’th largest element without extra space?

**We strongly recommend to minimize your browser and try this yourself first.** **Implementation**

The idea is to use [Morris Traversal](http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion-and-without-stack/). In this traversal, we first create links to Inorder successor and print the data using these links, and finally revert the changes to restore original tree. See [this](http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion-and-without-stack/)for more details.

Below is C++ implementation of the idea.

// C++ program to find k'th largest element in BST  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// A BST node  
struct Node  
{  
 int key;  
 Node \*left, \*right;  
};  
  
// A function to find  
int KSmallestUsingMorris(Node \*root, int k)  
{  
 // Count to iterate over elements till we  
 // get the kth smallest number  
 int count = 0;  
  
 int ksmall = INT\_MIN; // store the Kth smallest  
 Node \*curr = root; // to store the current node  
  
 while (curr != NULL)  
 {  
 // Like Morris traversal if current does  
 // not have left child rather than printing  
 // as we did in inorder, we will just  
 // increment the count as the number will  
 // be in an increasing order  
 if (curr->left == NULL)  
 {  
 count++;  
  
 // if count is equal to K then we found the  
 // kth smallest, so store it in ksmall  
 if (count==k)  
 ksmall = curr->key;  
  
 // go to current's right child  
 curr = curr->right;  
 }  
 else  
 {  
 // we create links to Inorder Successor and  
 // count using these links  
 Node \*pre = curr->left;  
 while (pre->right != NULL && pre->right != curr)  
 pre = pre->right;  
  
 // building links  
 if (pre->right==NULL)  
 {  
 //link made to Inorder Successor  
 pre->right = curr;  
 curr = curr->left;  
 }  
  
 // While breaking the links in so made temporary  
 // threaded tree we will check for the K smallest  
 // condition  
 else  
 {  
 // Revert the changes made in if part (break link  
 // from the Inorder Successor)  
 pre->right = NULL;  
  
 count++;  
  
 // If count is equal to K then we found  
 // the kth smallest and so store it in ksmall  
 if (count==k)  
 ksmall = curr->key;  
  
 curr = curr->right;  
 }  
 }  
 }  
 return ksmall; //return the found value  
}  
  
// A utility function to create a new BST node  
Node \*newNode(int item)  
{  
 Node \*temp = new Node;  
 temp->key = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
/\* A utility function to insert a new node with given key in BST \*/  
Node\* insert(Node\* node, int key)  
{  
 /\* If the tree is empty, return a new node \*/  
 if (node == NULL) return newNode(key);  
  
 /\* Otherwise, recur down the tree \*/  
 if (key < node->key)  
 node->left = insert(node->left, key);  
 else if (key > node->key)  
 node->right = insert(node->right, key);  
  
 /\* return the (unchanged) node pointer \*/  
 return node;  
}  
  
// Driver Program to test above functions  
int main()  
{  
 /\* Let us create following BST  
 50  
 / \  
 30 70  
 / \ / \  
 20 40 60 80 \*/  
 Node \*root = NULL;  
 root = insert(root, 50);  
 insert(root, 30);  
 insert(root, 20);  
 insert(root, 40);  
 insert(root, 70);  
 insert(root, 60);  
 insert(root, 80);  
  
 for (int k=1; k<=7; k++)  
 cout << KSmallestUsingMorris(root, k) << " ";  
  
 return 0;  
}

Output:

20 30 40 50 60 70 80

This article is contributed by Abhishek Somani. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/kth-largest-element-in-bst-using-o1-extra-space/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# K'th Largest Element in BST when modification to BST is not allowed

Given a Binary Search Tree (BST) and a positive integer k, find the k’th largest element in the Binary Search Tree.

For example, in the following BST, if k = 3, then output should be 14, and if k = 5, then output should be 10.  
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We have discussed two methods in [this](http://www.geeksforgeeks.org/find-k-th-smallest-element-in-bst-order-statistics-in-bst/)post. The method 1 requires O(n) time. The method 2 takes O(h) time where h is height of BST, but requires augmenting the BST (storing count of nodes in left subtree with every node).

Can we find k’th largest element in better than O(n) time and no augmentation?

**We strongly recommend to minimize your browser and try this yourself first.**

In this post, a method is discussed that takes O(h + k) time. This method doesn’t require any change to BST.

The idea is to do reverse inorder traversal of BST. The reverse inorder traversal traverses all nodes in decreasing order. While doing the traversal, we keep track of count of nodes visited so far. When the count becomes equal to k, we stop the traversal and print the key.

// C++ program to find k'th largest element in BST  
#include<iostream>  
using namespace std;  
  
struct Node  
{  
 int key;  
 Node \*left, \*right;  
};  
  
// A utility function to create a new BST node  
Node \*newNode(int item)  
{  
 Node \*temp = new Node;  
 temp->key = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A function to find k'th largest element in a given tree.  
void kthLargestUtil(Node \*root, int k, int &c)  
{  
 // Base cases, the second condition is important to  
 // avoid unnecessary recursive calls  
 if (root == NULL || c >= k)  
 return;  
  
 // Follow reverse inorder traversal so that the  
 // largest element is visited first  
 kthLargestUtil(root->right, k, c);  
  
 // Increment count of visited nodes  
 c++;  
  
 // If c becomes k now, then this is the k'th largest   
 if (c == k)  
 {  
 cout << "K'th largest element is "  
 << root->key << endl;  
 return;  
 }  
  
 // Recur for left subtree  
 kthLargestUtil(root->left, k, c);  
}  
  
// Function to find k'th largest element  
void kthLargest(Node \*root, int k)  
{  
 // Initialize count of nodes visited as 0  
 int c = 0;  
  
 // Note that c is passed by reference  
 kthLargestUtil(root, k, c);  
}  
  
/\* A utility function to insert a new node with given key in BST \*/  
Node\* insert(Node\* node, int key)  
{  
 /\* If the tree is empty, return a new node \*/  
 if (node == NULL) return newNode(key);  
  
 /\* Otherwise, recur down the tree \*/  
 if (key < node->key)  
 node->left = insert(node->left, key);  
 else if (key > node->key)  
 node->right = insert(node->right, key);  
  
 /\* return the (unchanged) node pointer \*/  
 return node;  
}  
  
// Driver Program to test above functions  
int main()  
{  
 /\* Let us create following BST  
 50  
 / \  
 30 70  
 / \ / \  
 20 40 60 80 \*/  
 Node \*root = NULL;  
 root = insert(root, 50);  
 insert(root, 30);  
 insert(root, 20);  
 insert(root, 40);  
 insert(root, 70);  
 insert(root, 60);  
 insert(root, 80);  
  
 int c = 0;  
 for (int k=1; k<=7; k++)  
 kthLargest(root, k);  
  
 return 0;  
}

K'th largest element is 80  
K'th largest element is 70  
K'th largest element is 60  
K'th largest element is 50  
K'th largest element is 40  
K'th largest element is 30  
K'th largest element is 20

Time complexity: The code first traverses down to the rightmost node which takes O(h) time, then traverses k elements in O(k) time. Therefore overall time complexity is O(h + k).

This article is contributed by **Chirag Sharma**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/kth-largest-element-in-bst-when-modification-to-bst-is-not-allowed/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Dynamic Programming | Set 26 (Largest Independent Set Problem)

Given a Binary Tree, find size of the **L**argest **I**ndependent **S**et(LIS) in it. A subset of all tree nodes is an independent set if there is no edge between any two nodes of the subset.  
 For example, consider the following binary tree. The largest independent set(LIS) is {10, 40, 60, 70, 80} and size of the LIS is 5.
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A Dynamic Programming solution solves a given problem using solutions of subproblems in bottom up manner. Can the given problem be solved using solutions to subproblems? If yes, then what are the subproblems? Can we find largest independent set size (LISS) for a node X if we know LISS for all descendants of X? If a node is considered as part of LIS, then its children cannot be part of LIS, but its grandchildren can be. Following is optimal substructure property.

**1) Optimal Substructure:**  
 Let LISS(X) indicates size of largest independent set of a tree with root X.

LISS(X) = MAX { (1 + sum of LISS for all grandchildren of X),  
 (sum of LISS for all children of X) }

The idea is simple, there are two possibilities for every node X, either X is a member of the set or not a member. If X is a member, then the value of LISS(X) is 1 plus LISS of all grandchildren. If X is not a member, then the value is sum of LISS of all children.

**2) Overlapping Subproblems**  
 Following is recursive implementation that simply follows the recursive structure mentioned above.

// A naive recursive implementation of Largest Independent Set problem  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find max of two integers  
int max(int x, int y) { return (x > y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to   
 right child \*/  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// The function returns size of the largest independent set in a given   
// binary tree  
int LISS(struct node \*root)  
{  
 if (root == NULL)  
 return 0;  
  
 // Caculate size excluding the current node  
 int size\_excl = LISS(root->left) + LISS(root->right);  
  
 // Calculate size including the current node  
 int size\_incl = 1;  
 if (root->left)  
 size\_incl += LISS(root->left->left) + LISS(root->left->right);  
 if (root->right)  
 size\_incl += LISS(root->right->left) + LISS(root->right->right);  
  
 // Return the maximum of two sizes  
 return max(size\_incl, size\_excl);  
}  
  
  
// A utility function to create a node  
struct node\* newNode( int data )  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the Largest Independent Set is %d ", LISS(root));  
  
 return 0;  
}

Output:

Size of the Largest Independent Set is 5

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. For example, LISS of node with value 50 is evaluated for node with values 10 and 20 as 50 is grandchild of 10 and child of 20.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So LISS problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](http://www.geeksforgeeks.org/archives/tag/dynamic-programming) recomputations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

Following is C implementation of Dynamic Programming based solution. In the following solution, an additional field ‘liss’ is added to tree nodes. The initial value of ‘liss’ is set as 0 for all nodes. The recursive function LISS() calculates ‘liss’ for a node only if it is not already set.

/\* Dynamic programming based program for Largest Independent Set problem \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find max of two integers  
int max(int x, int y) { return (x > y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to   
 right child \*/  
struct node  
{  
 int data;  
 int liss;  
 struct node \*left, \*right;  
};  
  
// A memoization function returns size of the largest independent set in  
// a given binary tree  
int LISS(struct node \*root)  
{  
 if (root == NULL)  
 return 0;  
  
 if (root->liss)  
 return root->liss;  
  
 if (root->left == NULL && root->right == NULL)  
 return (root->liss = 1);  
  
 // Calculate size excluding the current node  
 int liss\_excl = LISS(root->left) + LISS(root->right);  
  
 // Calculate size including the current node  
 int liss\_incl = 1;  
 if (root->left)  
 liss\_incl += LISS(root->left->left) + LISS(root->left->right);  
 if (root->right)  
 liss\_incl += LISS(root->right->left) + LISS(root->right->right);  
  
 // Maximum of two sizes is LISS, store it for future uses.  
 root->liss = max(liss\_incl, liss\_excl);  
  
 return root->liss;  
}  
  
// A utility function to create a node  
struct node\* newNode(int data)  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 temp->liss = 0;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the Largest Independent Set is %d ", LISS(root));  
  
 return 0;  
}

Output

Size of the Largest Independent Set is 5

Time Complexity: O(n) where n is the number of nodes in given Binary tree.

Following extensions to above solution can be tried as an exercise.  
 **1)** Extend the above solution for n-ary tree.

**2)** The above solution modifies the given tree structure by adding an additional field ‘liss’ to tree nodes. Extend the solution so that it doesn’t modify the tree structure.

**3)** The above solution only returns size of LIS, it doesn’t print elements of LIS. Extend the solution to print all nodes that are part of LIS.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/largest-independent-set-problem/>

# Level order traversal in spiral form

Write a function to print spiral order traversal of a tree. For below tree, function should print 1, 2, 3, 4, 5, 6, 7.
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**Method 1 (Recursive)**  
 This problem can bee seen as an extension of the [level order traversal](http://geeksforgeeks.org/?p=2686) post.  
 To print the nodes in spiral order, nodes at different levels should be printed in alternating order. An additional Boolean variable *ltr* is used to change printing order of levels. If *ltr* is 1 then printGivenLevel() prints nodes from left to right else from right to left. Value of *ltr* is flipped in each iteration to change the order.

Function to print level order traversal of tree

printSpiral(tree)  
 bool ltr = 0;  
 for d = 1 to height(tree)  
 printGivenLevel(tree, d, ltr);  
 ltr ~= ltr /\*flip ltr\*/

Function to print all nodes at a given level

printGivenLevel(tree, level, ltr)  
if tree is NULL then return;  
if level is 1, then  
 print(tree->data);  
else if level greater than 1, then  
 if(ltr)  
 printGivenLevel(tree->left, level-1, ltr);  
 printGivenLevel(tree->right, level-1, ltr);  
 else  
 printGivenLevel(tree->right, level-1, ltr);  
 printGivenLevel(tree->left, level-1, ltr);

Following is C implementation of above algorithm.

#include <stdio.h>  
#include <stdlib.h>  
#include <stdbool.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Function protoypes \*/  
void printGivenLevel(struct node\* root, int level, int ltr);  
int height(struct node\* node);  
struct node\* newNode(int data);  
  
/\* Function to print spiral traversal of a tree\*/  
void printSpiral(struct node\* root)  
{  
 int h = height(root);  
 int i;  
  
 /\*ltr -> Left to Right. If this variable is set,  
 then the given level is traverseed from left to right. \*/  
 bool ltr = false;  
 for(i=1; i<=h; i++)  
 {  
 printGivenLevel(root, i, ltr);  
  
 /\*Revert ltr to traverse next level in oppposite order\*/  
 ltr = !ltr;  
 }  
}  
  
/\* Print nodes at a given level \*/  
void printGivenLevel(struct node\* root, int level, int ltr)  
{  
 if(root == NULL)  
 return;  
 if(level == 1)  
 printf("%d ", root->data);  
 else if (level > 1)  
 {  
 if(ltr)  
 {  
 printGivenLevel(root->left, level-1, ltr);  
 printGivenLevel(root->right, level-1, ltr);  
 }  
 else  
 {  
 printGivenLevel(root->right, level-1, ltr);  
 printGivenLevel(root->left, level-1, ltr);  
 }  
 }  
}  
  
/\* Compute the "height" of a tree -- the number of  
 nodes along the longest path from the root node  
 down to the farthest leaf node.\*/  
int height(struct node\* node)  
{  
 if (node==NULL)  
 return 0;  
 else  
 {  
 /\* compute the height of each subtree \*/  
 int lheight = height(node->left);  
 int rheight = height(node->right);  
  
 /\* use the larger one \*/  
 if (lheight > rheight)  
 return(lheight+1);  
 else return(rheight+1);  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(7);  
 root->left->right = newNode(6);  
 root->right->left = newNode(5);  
 root->right->right = newNode(4);  
 printf("Spiral Order traversal of binary tree is \n");  
 printSpiral(root);  
  
 return 0;  
}

Output:

Spiral Order traversal of binary tree is  
1 2 3 4 5 6 7

**Time Complexity:** Worst case time complexity of the above method is **O(n^2)**. Worst case occurs in case of skewed trees.

**Method 2 (Iterative)**  
 We can print spiral order traversal in **O(n) time** and O(n) extra space. The idea is to use two stacks. We can use one stack for printing from left to right and other stack for printing from right to left. In every iteration, we have nodes of one level in one of the stacks. We print the nodes, and push nodes of next level in other stack.

// C++ implementation of a O(n) time method for spiral order traversal  
#include <iostream>  
#include <stack>  
using namespace std;  
  
// Binary Tree node  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
void printSpiral(struct node \*root)  
{  
 if (root == NULL) return; // NULL check  
  
 // Create two stacks to store alternate levels  
 stack<struct node\*> s1; // For levels to be printed from right to left  
 stack<struct node\*> s2; // For levels to be printed from left to right  
  
 // Push first level to first stack 's1'  
 s1.push(root);  
  
 // Keep ptinting while any of the stacks has some nodes  
 while (!s1.empty() || !s2.empty())  
 {  
 // Print nodes of current level from s1 and push nodes of  
 // next level to s2  
 while (!s1.empty())  
 {  
 struct node \*temp = s1.top();  
 s1.pop();  
 cout << temp->data << " ";  
  
 // Note that is right is pushed before left  
 if (temp->right)  
 s2.push(temp->right);  
 if (temp->left)  
 s2.push(temp->left);  
 }  
  
 // Print nodes of current level from s2 and push nodes of  
 // next level to s1  
 while (!s2.empty())  
 {  
 struct node \*temp = s2.top();  
 s2.pop();  
 cout << temp->data << " ";  
  
 // Note that is left is pushed before right  
 if (temp->left)  
 s1.push(temp->left);  
 if (temp->right)  
 s1.push(temp->right);  
 }  
 }  
}  
  
// A utility functiont to create a new node  
struct node\* newNode(int data)  
{  
 struct node\* node = new struct node;  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(7);  
 root->left->right = newNode(6);  
 root->right->left = newNode(5);  
 root->right->right = newNode(4);  
 cout << "Spiral Order traversal of binary tree is \n";  
 printSpiral(root);  
  
 return 0;  
}

Output:

Spiral Order traversal of binary tree is  
1 2 3 4 5 6 7

Please write comments if you find any bug in the above program/algorithm; or if you want to share more information about spiral traversal.

### Source

<http://www.geeksforgeeks.org/level-order-traversal-in-spiral-form/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Babylonian method for square root](http://www.geeksforgeeks.org/square-root-of-a-perfect-square/) [Data Structures and Algorithms | Set 7 →](http://www.geeksforgeeks.org/data-structures-and-algorithms-set-7/)

# Level Order Tree Traversal

Level order traversal of a tree is [breadth first traversal f](http://en.wikipedia.org/wiki/Breadth-first_traversal)or the tree.
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Example Tree

Level order traversal of the above tree is 1 2 3 4 5

**METHOD 1 (Use function to print a given level)**

**Algorithm:**  
 There are basically two functions in this method. One is to print all nodes at a given level (printGivenLevel), and other is to print level order traversal of the tree (printLevelorder). printLevelorder makes use of printGivenLevel to print nodes at all levels one by one starting from root.

/\*Function to print level order traversal of tree\*/  
printLevelorder(tree)  
for d = 1 to height(tree)  
 printGivenLevel(tree, d);  
  
/\*Function to print all nodes at a given level\*/  
printGivenLevel(tree, level)  
if tree is NULL then return;  
if level is 1, then  
 print(tree->data);  
else if level greater than 1, then  
 printGivenLevel(tree->left, level-1);  
 printGivenLevel(tree->right, level-1);

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\*Function protoypes\*/  
void printGivenLevel(struct node\* root, int level);  
int height(struct node\* node);  
struct node\* newNode(int data);  
  
/\* Function to print level order traversal a tree\*/  
void printLevelOrder(struct node\* root)  
{  
 int h = height(root);  
 int i;  
 for(i=1; i<=h; i++)  
 printGivenLevel(root, i);  
}   
  
/\* Print nodes at a given level \*/  
void printGivenLevel(struct node\* root, int level)  
{  
 if(root == NULL)  
 return;  
 if(level == 1)  
 printf("%d ", root->data);  
 else if (level > 1)  
 {  
 printGivenLevel(root->left, level-1);  
 printGivenLevel(root->right, level-1);  
 }  
}  
  
/\* Compute the "height" of a tree -- the number of  
 nodes along the longest path from the root node  
 down to the farthest leaf node.\*/  
int height(struct node\* node)  
{  
 if (node==NULL)  
 return 0;  
 else  
 {  
 /\* compute the height of each subtree \*/  
 int lheight = height(node->left);  
 int rheight = height(node->right);  
  
 /\* use the larger one \*/  
 if (lheight > rheight)  
 return(lheight+1);  
 else return(rheight+1);  
 }  
}   
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
  
 printf("Level Order traversal of binary tree is \n");  
 printLevelOrder(root);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2) in worst case. For a skewed tree, printGivenLevel() takes O(n) time where n is the number of nodes in the skewed tree. So time complexity of printLevelOrder() is O(n) + O(n-1) + O(n-2) + .. + O(1) which is O(n^2).

**METHOD 2 (Use Queue)**

**Algorithm:**  
 For each node, first the node is visited and then it’s child nodes are put in a FIFO queue.

printLevelorder(tree)  
1) Create an empty queue q  
2) temp\_node = root /\*start from root\*/  
3) Loop while temp\_node is not NULL  
 a) print temp\_node->data.  
 b) Enqueue temp\_node’s children (first left then right children) to q  
 c) Dequeue a node from q and assign it’s value to temp\_node

**Implementation:**  
 Here is a simple implementation of the above algorithm. Queue is implemented using an array with maximum size of 500. We can implement queue as linked list also.

#include <stdio.h>  
#include <stdlib.h>  
#define MAX\_Q\_SIZE 500  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* frunction prototypes \*/  
struct node\*\* createQueue(int \*, int \*);  
void enQueue(struct node \*\*, int \*, struct node \*);  
struct node \*deQueue(struct node \*\*, int \*);  
  
/\* Given a binary tree, print its nodes in level order  
 using array for implementing queue \*/  
void printLevelOrder(struct node\* root)  
{  
 int rear, front;  
 struct node \*\*queue = createQueue(&front, &rear);   
 struct node \*temp\_node = root;   
  
 while(temp\_node)  
 {  
 printf("%d ", temp\_node->data);  
  
 /\*Enqueue left child \*/  
 if(temp\_node->left)  
 enQueue(queue, &rear, temp\_node->left);  
  
 /\*Enqueue right child \*/  
 if(temp\_node->right)  
 enQueue(queue, &rear, temp\_node->right);  
  
 /\*Dequeue node and make it temp\_node\*/  
 temp\_node = deQueue(queue, &front);  
 }  
}  
  
/\*UTILITY FUNCTIONS\*/  
struct node\*\* createQueue(int \*front, int \*rear)  
{  
 struct node \*\*queue =  
 (struct node \*\*)malloc(sizeof(struct node\*)\*MAX\_Q\_SIZE);   
  
 \*front = \*rear = 0;  
 return queue;  
}   
  
void enQueue(struct node \*\*queue, int \*rear, struct node \*new\_node)  
{  
 queue[\*rear] = new\_node;  
 (\*rear)++;  
}   
  
struct node \*deQueue(struct node \*\*queue, int \*front)  
{  
 (\*front)++;  
 return queue[\*front - 1];  
}   
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
  
 printf("Level Order traversal of binary tree is \n");  
 printLevelOrder(root);  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n) where n is number of nodes in the binary tree

**References:**  
 <http://en.wikipedia.org/wiki/Breadth-first_traversal>

Please write comments if you find any bug in the above programs/algorithms or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/level-order-tree-traversal/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Compute the minimum or maximum of two integers without branching](http://www.geeksforgeeks.org/compute-the-minimum-or-maximum-max-of-two-integers-without-branching/) [Program to count leaf nodes in a binary tree →](http://www.geeksforgeeks.org/write-a-c-program-to-get-count-of-leaf-nodes-in-a-binary-tree/)

# Linked complete binary tree & its creation

A complete binary tree is a binary tree where each level ‘l’ except the last has 2^l nodes and the nodes at the last level are all left aligned. Complete binary trees are mainly used in heap based data structures.  
 The nodes in the complete binary tree are inserted from left to right in one level at a time. If a level is full, the node is inserted in a new level.

Below are some of the complete binary trees.

1  
 / \  
 2 3  
  
 1  
 / \  
 2 3  
 / \ /   
 4 5 6

Below binary trees are not complete:

1  
 / \  
 2 3  
 / /  
 4 5  
  
 1  
 / \  
 2 3  
 / \ /  
 4 5 6  
 /  
 7

Complete binary trees are generally represented using arrays. The array representation is better because it doesn’t contain any empty slot. Given parent index i, its left child is given by 2 \* i + 1 and its right child is given by 2 \* i + 2. So no extra space is wasted and space to store left and right pointers is saved. However, it may be an interesting programming question to created a Complete Binary Tree using linked representation. Here Linked mean a non-array representation where left and right pointers(or references) are used to refer left and right children respectively. How to write an insert function that always adds a new node in the last level and at the leftmost available position?  
 To create a linked complete binary tree, we need to keep track of the nodes in a level order fashion such that the next node to be inserted lies in the leftmost position. A queue data structure can be used to keep track of the inserted nodes.

Following are steps to insert a new node in Complete Binary Tree.  
 **1.** If the tree is empty, initialize the root with new node.

**2.** Else, get the front node of the queue.  
 …….If the left child of this front node doesn’t exist, set the left child as the new node.  
 …….else if the right child of this front node doesn’t exist, set the right child as the new node.

**3.** If the front node has both the left child and right child, Dequeue() it.

**4.** Enqueue() the new node.

Below is the implementation:

// Program for linked implementation of complete binary tree  
#include <stdio.h>  
#include <stdlib.h>  
  
// For Queue Size  
#define SIZE 50  
  
// A tree node  
struct node  
{  
 int data;  
 struct node \*right,\*left;  
};  
  
// A queue node  
struct Queue  
{  
 int front, rear;  
 int size;  
 struct node\* \*array;  
};  
  
// A utility function to create a new tree node  
struct node\* newNode(int data)  
{  
 struct node\* temp = (struct node\*) malloc(sizeof( struct node ));  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to create a new Queue  
struct Queue\* createQueue(int size)  
{  
 struct Queue\* queue = (struct Queue\*) malloc(sizeof( struct Queue ));  
  
 queue->front = queue->rear = -1;  
 queue->size = size;  
  
 queue->array = (struct node\*\*) malloc(queue->size \* sizeof( struct node\* ));  
  
 int i;  
 for (i = 0; i < size; ++i)  
 queue->array[i] = NULL;  
  
 return queue;  
}  
  
// Standard Queue Functions  
int isEmpty(struct Queue\* queue)  
{  
 return queue->front == -1;  
}  
  
int isFull(struct Queue\* queue)  
{ return queue->rear == queue->size - 1; }  
  
int hasOnlyOneItem(struct Queue\* queue)  
{ return queue->front == queue->rear; }  
  
void Enqueue(struct node \*root, struct Queue\* queue)  
{  
 if (isFull(queue))  
 return;  
  
 queue->array[++queue->rear] = root;  
  
 if (isEmpty(queue))  
 ++queue->front;  
}  
  
struct node\* Dequeue(struct Queue\* queue)  
{  
 if (isEmpty(queue))  
 return NULL;  
  
 struct node\* temp = queue->array[queue->front];  
  
 if (hasOnlyOneItem(queue))  
 queue->front = queue->rear = -1;  
 else  
 ++queue->front;  
  
 return temp;  
}  
  
struct node\* getFront(struct Queue\* queue)  
{ return queue->array[queue->front]; }  
  
// A utility function to check if a tree node has both left and right children  
int hasBothChild(struct node\* temp)  
{  
 return temp && temp->left && temp->right;  
}  
  
// Function to insert a new node in complete binary tree  
void insert(struct node \*\*root, int data, struct Queue\* queue)  
{  
 // Create a new node for given data  
 struct node \*temp = newNode(data);  
  
 // If the tree is empty, initialize the root with new node.  
 if (!\*root)  
 \*root = temp;  
  
 else  
 {  
 // get the front node of the queue.  
 struct node\* front = getFront(queue);  
  
 // If the left child of this front node doesn’t exist, set the  
 // left child as the new node  
 if (!front->left)  
 front->left = temp;  
  
 // If the right child of this front node doesn’t exist, set the  
 // right child as the new node  
 else if (!front->right)  
 front->right = temp;  
  
 // If the front node has both the left child and right child,  
 // Dequeue() it.  
 if (hasBothChild(front))  
 Dequeue(queue);  
 }  
  
 // Enqueue() the new node for later insertions  
 Enqueue(temp, queue);  
}  
  
// Standard level order traversal to test above function  
void levelOrder(struct node\* root)  
{  
 struct Queue\* queue = createQueue(SIZE);  
  
 Enqueue(root, queue);  
  
 while (!isEmpty(queue))  
 {  
 struct node\* temp = Dequeue(queue);  
  
 printf("%d ", temp->data);  
  
 if (temp->left)  
 Enqueue(temp->left, queue);  
  
 if (temp->right)  
 Enqueue(temp->right, queue);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct node\* root = NULL;  
 struct Queue\* queue = createQueue(SIZE);  
 int i;  
  
 for(i = 1; i <= 12; ++i)  
 insert(&root, i, queue);  
  
 levelOrder(root);  
  
 return 0;  
}

Output:

1 2 3 4 5 6 7 8 9 10 11 12

This article is compiled by [**Aashish Barnwal**](https://www.facebook.com/barnwal.aashish) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/linked-complete-binary-tree-its-creation/>

# Longest prefix matching - A Trie based solution in Java

Given a dictionary of words and an input string, find the longest prefix of the string which is also a word in dictionary.

**Examples:**

Let the dictionary contains the following words:  
{are, area, base, cat, cater, children, basement}  
  
Below are some input/output examples:  
--------------------------------------  
Input String Output  
--------------------------------------  
caterer cater  
basemexy base  
child

**Solution**  
 We build a Trie of all dictionary words. Once the Trie is built, traverse through it using characters of input string. If prefix matches a dictionary word, store current length and look for a longer match. Finally, return the longest match.  
 Following is Java implementation of the above solution based.

import java.util.HashMap;  
   
// Trie Node, which stores a character and the children in a HashMap  
class TrieNode {   
 public TrieNode(char ch) {  
 value = ch;  
 children = new HashMap<>();  
 bIsEnd = false;  
 }   
 public HashMap<Character,TrieNode> getChildren() { return children; }   
 public char getValue() { return value; }   
 public void setIsEnd(boolean val) { bIsEnd = val; }   
 public boolean isEnd() { return bIsEnd; }  
   
 private char value;   
 private HashMap<Character,TrieNode> children;  
 private boolean bIsEnd;   
}  
   
// Implements the actual Trie  
class Trie {   
 // Constructor  
 public Trie() { root = new TrieNode((char)0); }   
   
 // Method to insert a new word to Trie  
 public void insert(String word) {  
   
 // Find length of the given word  
 int length = word.length();   
 TrieNode crawl = root;  
   
 // Traverse through all characters of given word  
 for( int level = 0; level < length; level++)  
 {  
 HashMap<Character,TrieNode> child = crawl.getChildren();   
 char ch = word.charAt(level);  
   
 // If there is already a child for current character of given word   
 if( child.containsKey(ch))  
 crawl = child.get(ch);  
 else // Else create a child  
 {   
 TrieNode temp = new TrieNode(ch);  
 child.put( ch, temp );  
 crawl = temp;  
 }  
 }  
   
 // Set bIsEnd true for last character  
 crawl.setIsEnd(true);  
 }  
   
 // The main method that finds out the longest string 'input'  
 public String getMatchingPrefix(String input) {  
 String result = ""; // Initialize resultant string  
 int length = input.length(); // Find length of the input string   
   
 // Initialize reference to traverse through Trie  
 TrieNode crawl = root;   
   
 // Iterate through all characters of input string 'str' and traverse   
 // down the Trie  
 int level, prevMatch = 0;   
 for( level = 0 ; level < length; level++ )  
 {   
 // Find current character of str  
 char ch = input.charAt(level);   
   
 // HashMap of current Trie node to traverse down  
 HashMap<Character,TrieNode> child = crawl.getChildren();   
   
 // See if there is a Trie edge for the current character  
 if( child.containsKey(ch) )  
 {  
 result += ch; //Update result  
 crawl = child.get(ch); //Update crawl to move down in Trie  
   
 // If this is end of a word, then update prevMatch  
 if( crawl.isEnd() )   
 prevMatch = level + 1;  
 }   
 else break;  
 }  
   
 // If the last processed character did not match end of a word,   
 // return the previously matching prefix  
 if( !crawl.isEnd() )  
 return result.substring(0, prevMatch);   
   
 else return result;  
 }  
   
 private TrieNode root;   
}  
   
// Testing class  
public class Test {  
 public static void main(String[] args) {  
 Trie dict = new Trie();   
 dict.insert("are");  
 dict.insert("area");  
 dict.insert("base");  
 dict.insert("cat");  
 dict.insert("cater");   
 dict.insert("basement");  
   
 String input = "caterer";  
 System.out.print(input + ": ");  
 System.out.println(dict.getMatchingPrefix(input));   
  
 input = "basement";  
 System.out.print(input + ": ");  
 System.out.println(dict.getMatchingPrefix(input));   
   
 input = "are";  
 System.out.print(input + ": ");  
 System.out.println(dict.getMatchingPrefix(input));   
  
 input = "arex";  
 System.out.print(input + ": ");  
 System.out.println(dict.getMatchingPrefix(input));   
  
 input = "basemexz";  
 System.out.print(input + ": ");  
 System.out.println(dict.getMatchingPrefix(input));   
   
 input = "xyz";  
 System.out.print(input + ": ");  
 System.out.println(dict.getMatchingPrefix(input));   
 }  
}

Output:

caterer: cater  
basement: basement  
are: are  
arex: are  
basemexz: base  
xyz:

Time Complexity: Time complexity of finding the longest prefix is O(n) where n is length of the input string. Refer [this](http://www.geeksforgeeks.org/trie-insert-and-search/)for time complexity of building the Trie.

This article is compiled by **Ravi Chandra Enaganti**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/longest-prefix-matching-a-trie-based-solution-in-java/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Java](http://www.geeksforgeeks.org/tag/java/)

Given a binary tree (not a binary search tree) and two values say n1 and n2, write a program to find the least common ancestor.

***Following is definition of LCA from*** [***Wikipedia***](http://en.wikipedia.org/wiki/Lowest_common_ancestor)***:***  
 Let T be a rooted tree. The lowest common ancestor between two nodes n1 and n2 is defined as the lowest node in T that has both n1 and n2 as descendants (where we allow a node to be a descendant of itself).

The LCA of n1 and n2 in T is the shared ancestor of n1 and n2 that is located farthest from the root. Computation of lowest common ancestors may be useful, for instance, as part of a procedure for determining the distance between pairs of nodes in a tree: the distance from n1 to n2 can be computed as the distance from the root to n1, plus the distance from the root to n2, minus twice the distance from the root to their lowest common ancestor. (Source [Wiki](http://en.wikipedia.org/wiki/Lowest_common_ancestor))
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We have discussed an efficient solution to find [LCA in Binary Search Tree](http://www.geeksforgeeks.org/lowest-common-ancestor-in-a-binary-search-tree/). In Binary Search Tree, using BST properties, we can find LCA in O(h) time where h is height of tree. Such an implementation is not possible in Binary Tree as keys Binary Tree nodes don’t follow any order. Following are different approaches to find LCA in Binary Tree.

**Method 1 (By Storing root to n1 and root to n2 paths):**  
 Following is simple O(n) algorithm to find LCA of n1 and n2.  
 **1)** Find path from root to n1 and store it in a vector or array.  
 **2)** Find path from root to n2 and store it in another vector or array.  
 **3)** Traverse both paths till the values in arrays are same. Return the common element just before the mismatch.

Following is C++ implementation of above algorithm.

// A O(n) solution to find LCA of two given values n1 and n2  
#include <iostream>  
#include <vector>  
using namespace std;  
  
// A Bianry Tree node  
struct Node  
{  
 int key;  
 struct Node \*left, \*right;  
};  
  
// Utility function creates a new binary tree node with given key  
Node \* newNode(int k)  
{  
 Node \*temp = new Node;  
 temp->key = k;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Finds the path from root node to given root of the tree, Stores the  
// path in a vector path[], returns true if path exists otherwise false  
bool findPath(Node \*root, vector<int> &path, int k)  
{  
 // base case  
 if (root == NULL) return false;  
  
 // Store this node in path vector. The node will be removed if  
 // not in path from root to k  
 path.push\_back(root->key);  
  
 // See if the k is same as root's key  
 if (root->key == k)  
 return true;  
  
 // Check if k is found in left or right sub-tree  
 if ( (root->left && findPath(root->left, path, k)) ||  
 (root->right && findPath(root->right, path, k)) )  
 return true;  
  
 // If not present in subtree rooted with root, remove root from  
 // path[] and return false  
 path.pop\_back();  
 return false;  
}  
  
// Returns LCA if node n1, n2 are present in the given binary tree,  
// otherwise return -1  
int findLCA(Node \*root, int n1, int n2)  
{  
 // to store paths to n1 and n2 from the root  
 vector<int> path1, path2;  
  
 // Find paths from root to n1 and root to n1. If either n1 or n2  
 // is not present, return -1  
 if ( !findPath(root, path1, n1) || !findPath(root, path2, n2))  
 return -1;  
  
 /\* Compare the paths to get the first different value \*/  
 int i;  
 for (i = 0; i < path1.size() && i < path2.size() ; i++)  
 if (path1[i] != path2[i])  
 break;  
 return path1[i-1];  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create the Binary Tree shown in above diagram.  
 Node \* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 cout << "LCA(4, 5) = " << findLCA(root, 4, 5);  
 cout << "\nLCA(4, 6) = " << findLCA(root, 4, 6);  
 cout << "\nLCA(3, 4) = " << findLCA(root, 3, 4);  
 cout << "\nLCA(2, 4) = " << findLCA(root, 2, 4);  
 return 0;  
}

Output:

LCA(4, 5) = 2  
LCA(4, 6) = 1  
LCA(3, 4) = 1  
LCA(2, 4) = 2

***Time Complexity:*** Time complexity of the above solution is O(n). The tree is traversed twice, and then path arrays are compared.  
 Thanks to *Ravi Chandra Enaganti* for suggesting the initial solution based on this method.

**Method 2 (Using Single Traversal)**  
 The method 1 finds LCA in O(n) time, but requires three tree traversals plus extra spaces for path arrays. If we assume that the keys n1 and n2 are present in Binary Tree, we can find LCA using single traversal of Binary Tree and without extra storage for path arrays.  
 The idea is to traverse the tree starting from root. If any of the given keys (n1 and n2) matches with root, then root is LCA (assuming that both keys are present). If root doesn’t match with any of the keys, we recur for left and right subtree. The node which has one key present in its left subtree and the other key present in right subtree is the LCA. If both keys lie in left subtree, then left subtree has LCA also, otherwise LCA lies in right subtree.

/\* Program to find LCA of n1 and n2 using one traversal of Binary Tree \*/  
#include <iostream>  
using namespace std;  
  
// A Binary Tree Node  
struct Node  
{  
 struct Node \*left, \*right;  
 int key;  
};  
  
// Utility function to create a new tree Node  
Node\* newNode(int key)  
{  
 Node \*temp = new Node;  
 temp->key = key;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// This function returns pointer to LCA of two given values n1 and n2.  
// This function assumes that n1 and n2 are present in Binary Tree  
struct Node \*findLCA(struct Node\* root, int n1, int n2)  
{  
 // Base case  
 if (root == NULL) return NULL;  
  
 // If either n1 or n2 matches with root's key, report  
 // the presence by returning root (Note that if a key is  
 // ancestor of other, then the ancestor key becomes LCA  
 if (root->key == n1 || root->key == n2)  
 return root;  
  
 // Look for keys in left and right subtrees  
 Node \*left\_lca = findLCA(root->left, n1, n2);  
 Node \*right\_lca = findLCA(root->right, n1, n2);  
  
 // If both of the above calls return Non-NULL, then one key  
 // is present in once subtree and other is present in other,  
 // So this node is the LCA  
 if (left\_lca && right\_lca) return root;  
  
 // Otherwise check if left subtree or right subtree is LCA  
 return (left\_lca != NULL)? left\_lca: right\_lca;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create binary tree given in the above example  
 Node \* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 cout << "LCA(4, 5) = " << findLCA(root, 4, 5)->key;  
 cout << "\nLCA(4, 6) = " << findLCA(root, 4, 6)->key;  
 cout << "\nLCA(3, 4) = " << findLCA(root, 3, 4)->key;  
 cout << "\nLCA(2, 4) = " << findLCA(root, 2, 4)->key;  
 return 0;  
}

Output:

LCA(4, 5) = 2  
LCA(4, 6) = 1  
LCA(3, 4) = 1  
LCA(2, 4) = 2

Thanks to *Atul Singh* for suggesting this solution.

***Time Complexity:*** Time complexity of the above solution is O(n) as the method does a simple tree traversal in bottom up fashion.  
 Note that the above method assumes that keys are present in Binary Tree. If one key is present and other is absent, then it returns the present key as LCA (Ideally should have returned NULL).  
 We can extend this method to handle all cases by passing two boolean variables v1 and v2. v1 is set as true when n1 is present in tree and v2 is set as true if n2 is present in tree.

/\* Program to find LCA of n1 and n2 using one traversal of Binary Tree.  
 It handles all cases even when n1 or n2 is not there in Binary Tree \*/  
#include <iostream>  
using namespace std;  
  
// A Binary Tree Node  
struct Node  
{  
 struct Node \*left, \*right;  
 int key;  
};  
  
// Utility function to create a new tree Node  
Node\* newNode(int key)  
{  
 Node \*temp = new Node;  
 temp->key = key;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// This function returns pointer to LCA of two given values n1 and n2.  
// v1 is set as true by this function if n1 is found  
// v2 is set as true by this function if n2 is found  
struct Node \*findLCAUtil(struct Node\* root, int n1, int n2, bool &v1, bool &v2)  
{  
 // Base case  
 if (root == NULL) return NULL;  
  
 // If either n1 or n2 matches with root's key, report the presence  
 // by setting v1 or v2 as true and return root (Note that if a key  
 // is ancestor of other, then the ancestor key becomes LCA)  
 if (root->key == n1)  
 {  
 v1 = true;  
 return root;  
 }  
 if (root->key == n2)  
 {  
 v2 = true;  
 return root;  
 }  
  
 // Look for keys in left and right subtrees  
 Node \*left\_lca = findLCAUtil(root->left, n1, n2, v1, v2);  
 Node \*right\_lca = findLCAUtil(root->right, n1, n2, v1, v2);  
  
 // If both of the above calls return Non-NULL, then one key  
 // is present in once subtree and other is present in other,  
 // So this node is the LCA  
 if (left\_lca && right\_lca) return root;  
  
 // Otherwise check if left subtree or right subtree is LCA  
 return (left\_lca != NULL)? left\_lca: right\_lca;  
}  
  
// Returns true if key k is present in tree rooted with root  
bool find(Node \*root, int k)  
{  
 // Base Case  
 if (root == NULL)  
 return false;  
  
 // If key is present at root, or in left subtree or right subtree,  
 // return true;  
 if (root->key == k || find(root->left, k) || find(root->right, k))  
 return true;  
  
 // Else return false  
 return false;  
}  
  
// This function returns LCA of n1 and n2 only if both n1 and n2 are present  
// in tree, otherwise returns NULL;  
Node \*findLCA(Node \*root, int n1, int n2)  
{  
 // Initialize n1 and n2 as not visited  
 bool v1 = false, v2 = false;  
  
 // Find lca of n1 and n2 using the technique discussed above  
 Node \*lca = findLCAUtil(root, n1, n2, v1, v2);  
  
 // Return LCA only if both n1 and n2 are present in tree  
 if (v1 && v2 || v1 && find(lca, n2) || v2 && find(lca, n1))  
 return lca;  
  
 // Else return NULL  
 return NULL;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create binary tree given in the above example  
 Node \* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 Node \*lca = findLCA(root, 4, 5);  
 if (lca != NULL)  
 cout << "LCA(4, 5) = " << lca->key;  
 else  
 cout << "Keys are not present ";  
  
 lca = findLCA(root, 4, 10);  
 if (lca != NULL)  
 cout << "\nLCA(4, 10) = " << lca->key;  
 else  
 cout << "\nKeys are not present ";  
  
 return 0;  
}

Output:

LCA(4, 5) = 2  
Keys are not present

Thanks to Dhruv for suggesting this extended solution.

We will soon be discussing more solutions to this problem. Solutions considering the following.  
 **1)** If there are many LCA queries and we can take some extra preprocessing time to reduce the time taken to find LCA.  
 **2)** If parent pointer is given with every node.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Interesting Facts about Bitwise Operators in C](http://www.geeksforgeeks.org/interesting-facts-bitwise-operators-c/) [Find distance between two given keys of a Binary Tree →](http://www.geeksforgeeks.org/find-distance-two-given-nodes/)

# Lowest Common Ancestor in a Binary Search Tree.

Given values of two nodes in a Binary Search Tree, write a c program to find the **L**owest **C**ommon **A**ncestor (LCA). You may assume that both the values exist in the tree.

The function prototype should be as follows:

struct node \*lca(node\* root, int n1, int n2)  
 n1 and n2 are two given values in the tree with given root.

![BST_LCA](data:image/gif;base64,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)

For example, consider the BST in diagram, LCA of 10 and 14 is 12 and LCA of 8 and 14 is 8.

**Following is definition of LCA from** [**Wikipedia**](http://en.wikipedia.org/wiki/Lowest_common_ancestor)**:**  
 Let T be a rooted tree. The lowest common ancestor between two nodes n1 and n2 is defined as the lowest node in T that has both n1 and n2 as descendants (where we allow a node to be a descendant of itself).

The LCA of n1 and n2 in T is the shared ancestor of n1 and n2 that is located farthest from the root. Computation of lowest common ancestors may be useful, for instance, as part of a procedure for determining the distance between pairs of nodes in a tree: the distance from n1 to n2 can be computed as the distance from the root to n1, plus the distance from the root to n2, minus twice the distance from the root to their lowest common ancestor. (Source [Wiki](http://en.wikipedia.org/wiki/Lowest_common_ancestor))

**Solutions:**  
 If we are given a BST where every node has **parent pointer**, then LCA can be easily determined by traversing up using parent pointer and printing the first intersecting node.

We can solve this problem using BST properties. We can **recursively traverse** the BST from root. The main idea of the solution is, while traversing from top to bottom, the first node n we encounter with value between n1 and n2, i.e., n1 // A recursive C program to find LCA of two nodes n1 and n2. #include <stdio.h> #include <stdlib.h> struct node { int data; struct node\* left, \*right; }; /\* Function to find LCA of n1 and n2. The function assumes that both n1 and n2 are present in BST \*/ struct node \*lca(struct node\* root, int n1, int n2) { if (root == NULL) return NULL; // If both n1 and n2 are smaller than root, then LCA lies in left if (root->data > n1 && root->data > n2) return lca(root->left, n1, n2); // If both n1 and n2 are greater than root, then LCA lies in right if (root->data < n1 && root->data < n2) return lca(root->right, n1, n2); return root; } /\* Helper function that allocates a new node with the given data.\*/ struct node\* newNode(int data) { struct node\* node = (struct node\*)malloc(sizeof(struct node)); node->data = data; node->left = node->right = NULL; return(node); } /\* Driver program to test mirror() \*/ int main() { // Let us construct the BST shown in the above figure struct node \*root = newNode(20); root->left = newNode(8); root->right = newNode(22); root->left->left = newNode(4); root->left->right = newNode(12); root->left->right->left = newNode(10); root->left->right->right = newNode(14); int n1 = 10, n2 = 14; struct node \*t = lca(root, n1, n2); printf("LCA of %d and %d is %d \n", n1, n2, t->data); n1 = 14, n2 = 8; t = lca(root, n1, n2); printf("LCA of %d and %d is %d \n", n1, n2, t->data); n1 = 10, n2 = 22; t = lca(root, n1, n2); printf("LCA of %d and %d is %d \n", n1, n2, t->data); getchar(); return 0; }

Output:

LCA of 10 and 14 is 12  
LCA of 14 and 8 is 8  
LCA of 10 and 22 is 20

Time complexity of above solution is O(h) where h is height of tree. Also, the above solution requires O(h) extra space in function call stack for recursive function calls. We can avoid extra space using **iterative solution**.

/\* Function to find LCA of n1 and n2. The function assumes that both  
 n1 and n2 are present in BST \*/  
struct node \*lca(struct node\* root, int n1, int n2)  
{  
 while (root != NULL)  
 {  
 // If both n1 and n2 are smaller than root, then LCA lies in left  
 if (root->data > n1 && root->data > n2)  
 root = root->left;  
  
 // If both n1 and n2 are greater than root, then LCA lies in right  
 else if (root->data < n1 && root->data < n2)  
 root = root->right;  
  
 else break;  
 }  
 return root;  
}

See [this](http://ideone.com/tL9aCD)for complete program.

You may like to see [Lowest Common Ancestor in a Binary Tree](http://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/) also.

**Exercise**  
 The above functions assume that n1 and n2 both are in BST. If n1 and n2 are not present, then they may return incorrect result. Extend the above solutions to return NULL if n1 or n2 or both not present in BST.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/lowest-common-ancestor-in-a-binary-search-tree/>

# Maximum width of a binary tree

Given a binary tree, write a function to get the maximum width of the given tree. Width of a tree is maximum of widths of all levels.

Let us consider the below example tree.

1  
 / \  
 2 3  
 / \ \  
 4 5 8   
 / \  
 6 7

For the above tree,  
 width of level 1 is 1,  
 width of level 2 is 2,  
 width of level 3 is 3  
 width of level 4 is 2.

So the maximum width of the tree is 3.

**Method 1 (Using Level Order Traversal)**  
 This method mainly involves two functions. One is to count nodes at a given level (getWidth), and other is to get the maximum width of the tree(getMaxWidth). getMaxWidth() makes use of getWidth() to get the width of all levels starting from root.

/\*Function to print level order traversal of tree\*/  
getMaxWidth(tree)  
maxWdth = 0  
for i = 1 to height(tree)  
 width = getWidth(tree, i);  
 if(width > maxWdth)   
 maxWdth = width  
return width

/\*Function to get width of a given level \*/  
getWidth(tree, level)  
if tree is NULL then return 0;  
if level is 1, then return 1;   
else if level greater than 1, then  
 return getWidth(tree->left, level-1) +   
 getWidth(tree->right, level-1);

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\*Function protoypes\*/  
int getWidth(struct node\* root, int level);  
int height(struct node\* node);  
struct node\* newNode(int data);  
  
/\* Function to get the maximum width of a binary tree\*/  
int getMaxWidth(struct node\* root)  
{  
 int maxWidth = 0;   
 int width;  
 int h = height(root);  
 int i;  
   
 /\* Get width of each level and compare   
 the width with maximum width so far \*/  
 for(i=1; i<=h; i++)  
 {  
 width = getWidth(root, i);  
 if(width > maxWidth)  
 maxWidth = width;  
 }   
   
 return maxWidth;  
}  
  
/\* Get width of a given level \*/  
int getWidth(struct node\* root, int level)  
{  
   
 if(root == NULL)  
 return 0;  
   
 if(level == 1)  
 return 1;  
   
 else if (level > 1)  
 return getWidth(root->left, level-1) +   
 getWidth(root->right, level-1);  
}  
  
  
/\* UTILITY FUNCTIONS \*/  
/\* Compute the "height" of a tree -- the number of  
 nodes along the longest path from the root node  
 down to the farthest leaf node.\*/  
int height(struct node\* node)  
{  
 if (node==NULL)  
 return 0;  
 else  
 {  
 /\* compute the height of each subtree \*/  
 int lHeight = height(node->left);  
 int rHeight = height(node->right);  
 /\* use the larger one \*/  
   
 return (lHeight > rHeight)? (lHeight+1): (rHeight+1);  
 }  
}  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->right = newNode(8);   
 root->right->right->left = newNode(6);   
 root->right->right->right = newNode(7);   
  
 /\*  
 Constructed bunary tree is:  
 1  
 / \  
 2 3  
 / \ \  
 4 5 8   
 / \  
 6 7  
 \*/   
 printf("Maximum width is %d \n", getMaxWidth(root));   
 getchar();  
 return 0;  
}

Time Complexity: O(n^2) in the worst case.

We can use Queue based level order traversal to optimize the time complexity of this method. The Queue based level order traversal will take O(n) time in worst case. Thanks to [Nitish](http://www.geeksforgeeks.org/archives/7447/comment-page-1#comment-1202), [DivyaC](http://www.geeksforgeeks.org/archives/7447/comment-page-1#comment-1143)and [tech.login.id2](http://www.geeksforgeeks.org/archives/7447/comment-page-1#comment-1783) for suggesting this optimization. See their comments for implementation using queue based traversal.

**Method 2 (Using Preorder Traversal)**  
 In this method we create a temporary array count[] of size equal to the height of tree. We initialize all values in count as 0. We traverse the tree using preorder traversal and fill the entries in count so that the count array contains count of nodes at each level in Binary Tree.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
// A utility function to get height of a binary tree  
int height(struct node\* node);  
  
// A utility function to allocate a new node with given data  
struct node\* newNode(int data);  
  
// A utility function that returns maximum value in arr[] of size n  
int getMax(int arr[], int n);  
  
// A function that fills count array with count of nodes at every  
// level of given binary tree  
void getMaxWidthRecur(struct node \*root, int count[], int level);  
  
  
/\* Function to get the maximum width of a binary tree\*/  
int getMaxWidth(struct node\* root)  
{  
 int width;  
 int h = height(root);  
  
 // Create an array that will store count of nodes at each level  
 int \*count = (int \*)calloc(sizeof(int), h);  
  
 int level = 0;  
  
 // Fill the count array using preorder traversal  
 getMaxWidthRecur(root, count, level);  
  
 // Return the maximum value from count array  
 return getMax(count, h);  
}  
  
// A function that fills count array with count of nodes at every  
// level of given binary tree  
void getMaxWidthRecur(struct node \*root, int count[], int level)  
{  
 if(root)  
 {  
 count[level]++;  
 getMaxWidthRecur(root->left, count, level+1);  
 getMaxWidthRecur(root->right, count, level+1);  
 }  
}  
  
  
/\* UTILITY FUNCTIONS \*/  
/\* Compute the "height" of a tree -- the number of  
 nodes along the longest path from the root node  
 down to the farthest leaf node.\*/  
int height(struct node\* node)  
{  
 if (node==NULL)  
 return 0;  
 else  
 {  
 /\* compute the height of each subtree \*/  
 int lHeight = height(node->left);  
 int rHeight = height(node->right);  
 /\* use the larger one \*/  
  
 return (lHeight > rHeight)? (lHeight+1): (rHeight+1);  
 }  
}  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
// Return the maximum value from count array  
int getMax(int arr[], int n)  
{  
 int max = arr[0];  
 int i;  
 for (i = 0; i < n; i++)  
 {  
 if (arr[i] > max)  
 max = arr[i];  
 }  
 return max;  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->right = newNode(8);  
 root->right->right->left = newNode(6);  
 root->right->right->right = newNode(7);  
  
 /\*  
 Constructed bunary tree is:  
 1  
 / \  
 2 3  
 / \ \  
 4 5 8  
 / \  
 6 7  
 \*/  
 printf("Maximum width is %d \n", getMaxWidth(root));  
 getchar();  
 return 0;  
}

Thanks to [Raja](http://www.geeksforgeeks.org/archives/7447/comment-page-1#comment-4345)and [jagdish](http://www.geeksforgeeks.org/archives/7447/comment-page-1#comment-4098)for suggesting this method.

Time Complexity: O(n)

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/maximum-width-of-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Run Length Encoding](http://www.geeksforgeeks.org/run-length-encoding/) [Intersection of two Sorted Linked Lists →](http://www.geeksforgeeks.org/intersection-of-two-sorted-linked-lists/)

# Merge Two Balanced Binary Search Trees

You are given two balanced binary search trees e.g., AVL or Red Black Tree. Write a function that merges the two given balanced BSTs into a balanced binary search tree. Let there be m elements in first tree and n elements in the other tree. Your merge function should take O(m+n) time.

In the following solutions, it is assumed that sizes of trees are also given as input. If the size is not given, then we can get the size by traversing the tree (See [this](http://www.geeksforgeeks.org/archives/632)).

**Method 1 (Insert elements of first tree to second)**  
 Take all elements of first BST one by one, and insert them into the second BST. Inserting an element to a self balancing BST takes Logn time (See [this](http://www.geeksforgeeks.org/archives/17679)) where n is size of the BST. So time complexity of this method is Log(n) + Log(n+1) … Log(m+n-1). The value of this expression will be between mLogn and mLog(m+n-1). As an optimization, we can pick the smaller tree as first tree.

**Method 2 (Merge Inorder Traversals)**  
 1) Do inorder traversal of first tree and store the traversal in one temp array arr1[]. This step takes O(m) time.  
 2) Do inorder traversal of second tree and store the traversal in another temp array arr2[]. This step takes O(n) time.  
 3) The arrays created in step 1 and 2 are sorted arrays. Merge the two sorted arrays into one array of size m + n. This step takes O(m+n) time.  
 4) Construct a balanced tree from the merged array using the technique discussed in [this](http://www.geeksforgeeks.org/archives/17138) post. This step takes O(m+n) time.

Time complexity of this method is O(m+n) which is better than method 1. This method takes O(m+n) time even if the input BSTs are not balanced.  
 Following is C++ implementation of this method.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
// A utility unction to merge two sorted arrays into one  
int \*merge(int arr1[], int arr2[], int m, int n);  
  
// A helper function that stores inorder traversal of a tree in inorder array  
void storeInorder(struct node\* node, int inorder[], int \*index\_ptr);  
  
/\* A function that constructs Balanced Binary Search Tree from a sorted array  
 See http://www.geeksforgeeks.org/archives/17138 \*/  
struct node\* sortedArrayToBST(int arr[], int start, int end);  
  
/\* This function merges two balanced BSTs with roots as root1 and root2.  
 m and n are the sizes of the trees respectively \*/  
struct node\* mergeTrees(struct node \*root1, struct node \*root2, int m, int n)  
{  
 // Store inorder traversal of first tree in an array arr1[]  
 int \*arr1 = new int[m];  
 int i = 0;  
 storeInorder(root1, arr1, &i);  
  
 // Store inorder traversal of second tree in another array arr2[]  
 int \*arr2 = new int[n];  
 int j = 0;  
 storeInorder(root2, arr2, &j);  
  
 // Merge the two sorted array into one  
 int \*mergedArr = merge(arr1, arr2, m, n);  
  
 // Construct a tree from the merged array and return root of the tree  
 return sortedArrayToBST (mergedArr, 0, m+n-1);  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
// A utility function to print inorder traversal of a given binary tree  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder(node->left);  
  
 printf("%d ", node->data);  
  
 /\* now recur on right child \*/  
 printInorder(node->right);  
}  
  
// A utility unction to merge two sorted arrays into one  
int \*merge(int arr1[], int arr2[], int m, int n)  
{  
 // mergedArr[] is going to contain result  
 int \*mergedArr = new int[m + n];  
 int i = 0, j = 0, k = 0;  
  
 // Traverse through both arrays  
 while (i < m && j < n)  
 {  
 // Pick the smaler element and put it in mergedArr  
 if (arr1[i] < arr2[j])  
 {  
 mergedArr[k] = arr1[i];  
 i++;  
 }  
 else  
 {  
 mergedArr[k] = arr2[j];  
 j++;  
 }  
 k++;  
 }  
  
 // If there are more elements in first array  
 while (i < m)  
 {  
 mergedArr[k] = arr1[i];  
 i++; k++;  
 }  
  
 // If there are more elements in second array  
 while (j < n)  
 {  
 mergedArr[k] = arr2[j];  
 j++; k++;  
 }  
  
 return mergedArr;  
}  
  
// A helper function that stores inorder traversal of a tree rooted with node  
void storeInorder(struct node\* node, int inorder[], int \*index\_ptr)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 storeInorder(node->left, inorder, index\_ptr);  
  
 inorder[\*index\_ptr] = node->data;  
 (\*index\_ptr)++; // increase index for next entry  
  
 /\* now recur on right child \*/  
 storeInorder(node->right, inorder, index\_ptr);  
}  
  
/\* A function that constructs Balanced Binary Search Tree from a sorted array  
 See http://www.geeksforgeeks.org/archives/17138 \*/  
struct node\* sortedArrayToBST(int arr[], int start, int end)  
{  
 /\* Base Case \*/  
 if (start > end)  
 return NULL;  
  
 /\* Get the middle element and make it root \*/  
 int mid = (start + end)/2;  
 struct node \*root = newNode(arr[mid]);  
  
 /\* Recursively construct the left subtree and make it  
 left child of root \*/  
 root->left = sortedArrayToBST(arr, start, mid-1);  
  
 /\* Recursively construct the right subtree and make it  
 right child of root \*/  
 root->right = sortedArrayToBST(arr, mid+1, end);  
  
 return root;  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 /\* Create following tree as first balanced BST  
 100  
 / \  
 50 300  
 / \  
 20 70  
 \*/  
 struct node \*root1 = newNode(100);  
 root1->left = newNode(50);  
 root1->right = newNode(300);  
 root1->left->left = newNode(20);  
 root1->left->right = newNode(70);  
  
 /\* Create following tree as second balanced BST  
 80  
 / \  
 40 120  
 \*/  
 struct node \*root2 = newNode(80);  
 root2->left = newNode(40);  
 root2->right = newNode(120);  
  
 struct node \*mergedTree = mergeTrees(root1, root2, 5, 3);  
  
 printf ("Following is Inorder traversal of the merged tree \n");  
 printInorder(mergedTree);  
  
 getchar();  
 return 0;  
}

Output:

Following is Inorder traversal of the merged tree  
20 40 50 70 80 100 120 300

**Method 3 (In-Place Merge using DLL)**  
 We can use a Doubly Linked List to merge trees in place. Following are the steps.

1) Convert the given two Binary Search Trees into doubly linked list in place (Refer [this post](http://www.geeksforgeeks.org/archives/1148) for this step).  
 2) Merge the two sorted Linked Lists (Refer [this post](http://www.geeksforgeeks.org/archives/3622) for this step).  
 3) Build a Balanced Binary Search Tree from the merged list created in step 2. (Refer [this post](http://www.geeksforgeeks.org/archives/17629) for this step)

Time complexity of this method is also O(m+n) and this method does conversion in place.

Thanks to [Dheeraj](http://www.geeksforgeeks.org/archives/18611/comment-page-1#comment-7911) and [Ronzii](http://www.geeksforgeeks.org/archives/18611/comment-page-1#comment-7914) for suggesting this method.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/merge-two-balanced-binary-search-trees/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Greedy Algorithms | Set 1 (Activity Selection Problem)](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/) [Union and Intersection of two Linked Lists →](http://www.geeksforgeeks.org/union-and-intersection-of-two-linked-lists/)

# Merge two BSTs with limited extra space

Given two Binary Search Trees(BST), print the elements of both BSTs in sorted form. The expected time complexity is O(m+n) where m is the number of nodes in first tree and n is the number of nodes in second tree. Maximum allowed auxiliary space is O(height of the first tree + height of the second tree).

Examples:

First BST   
 3  
 / \  
 1 5  
Second BST  
 4  
 / \  
2 6  
Output: 1 2 3 4 5 6  
  
  
First BST   
 8  
 / \  
 2 10  
 /  
 1  
Second BST   
 5  
 /   
 3   
 /  
 0  
Output: 0 1 2 3 5 8 10

Source: [Google interview question](http://geeksforgeeks.org/forum/topic/google-interview-question-9)

A similar question has been discussed earlier. Let us first discuss already discussed methods of the [previous post](http://www.geeksforgeeks.org/archives/18611) which was for Balanced BSTs. The method 1 can be applied here also, but the time complexity will be O(n^2) in worst case. The method 2 can also be applied here, but the extra space required will be O(n) which violates the constraint given in this question. Method 3 can be applied here but the step 3 of method 3 can’t be done in O(n) for an unbalanced BST.

Thanks to [Kumar](http://www.geeksforgeeks.org/forums/users/gautam5669/) for suggesting the following solution.

The idea is to use [iterative inorder traversal](http://www.geeksforgeeks.org/archives/5592). We use two auxiliary stacks for two BSTs. Since we need to print the elements in sorted form, whenever we get a smaller element from any of the trees, we print it. If the element is greater, then we push it back to stack for the next iteration.

#include<stdio.h>  
#include<stdlib.h>  
  
// Structure of a BST Node  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
//.................... START OF STACK RELATED STUFF....................  
// A stack node  
struct snode  
{  
 struct node \*t;  
 struct snode \*next;  
};  
  
// Function to add an elemt k to stack  
void push(struct snode \*\*s, struct node \*k)  
{  
 struct snode \*tmp = (struct snode \*) malloc(sizeof(struct snode));  
  
 //perform memory check here  
 tmp->t = k;  
 tmp->next = \*s;  
 (\*s) = tmp;  
}  
  
// Function to pop an element t from stack  
struct node \*pop(struct snode \*\*s)  
{  
 struct node \*t;  
 struct snode \*st;  
 st=\*s;  
 (\*s) = (\*s)->next;  
 t = st->t;  
 free(st);  
 return t;  
}  
  
// Fucntion to check whether the stack is empty or not  
int isEmpty(struct snode \*s)  
{  
 if (s == NULL )  
 return 1;  
  
 return 0;  
}  
//.................... END OF STACK RELATED STUFF....................  
  
  
/\* Utility function to create a new Binary Tree node \*/  
struct node\* newNode (int data)  
{  
 struct node \*temp = new struct node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
 return temp;  
}  
  
/\* A utility function to print Inoder traversal of a Binary Tree \*/  
void inorder(struct node \*root)  
{  
 if (root != NULL)  
 {  
 inorder(root->left);  
 printf("%d ", root->data);  
 inorder(root->right);  
 }  
}  
  
// The function to print data of two BSTs in sorted order  
void merge(struct node \*root1, struct node \*root2)  
{  
 // s1 is stack to hold nodes of first BST  
 struct snode \*s1 = NULL;  
  
 // Current node of first BST  
 struct node \*current1 = root1;  
  
 // s2 is stack to hold nodes of second BST  
 struct snode \*s2 = NULL;  
  
 // Current node of second BST  
 struct node \*current2 = root2;  
  
 // If first BST is empty, then output is inorder  
 // traversal of second BST  
 if (root1 == NULL)  
 {  
 inorder(root2);  
 return;  
 }  
 // If second BST is empty, then output is inorder  
 // traversal of first BST  
 if (root2 == NULL)  
 {  
 inorder(root1);  
 return ;  
 }  
  
 // Run the loop while there are nodes not yet printed.  
 // The nodes may be in stack(explored, but not printed)  
 // or may be not yet explored  
 while (current1 != NULL || !isEmpty(s1) ||  
 current2 != NULL || !isEmpty(s2))  
 {  
 // Following steps follow iterative Inorder Traversal  
 if (current1 != NULL || current2 != NULL )  
 {  
 // Reach the leftmost node of both BSTs and push ancestors of  
 // leftmost nodes to stack s1 and s2 respectively  
 if (current1 != NULL)  
 {  
 push(&s1, current1);  
 current1 = current1->left;  
 }  
 if (current2 != NULL)  
 {  
 push(&s2, current2);  
 current2 = current2->left;  
 }  
  
 }  
 else  
 {  
 // If we reach a NULL node and either of the stacks is empty,  
 // then one tree is exhausted, ptint the other tree  
 if (isEmpty(s1))  
 {  
 while (!isEmpty(s2))  
 {  
 current2 = pop (&s2);  
 current2->left = NULL;  
 inorder(current2);  
 }  
 return ;  
 }  
 if (isEmpty(s2))  
 {  
 while (!isEmpty(s1))  
 {  
 current1 = pop (&s1);  
 current1->left = NULL;  
 inorder(current1);  
 }  
 return ;  
 }  
  
 // Pop an element from both stacks and compare the  
 // popped elements  
 current1 = pop(&s1);  
 current2 = pop(&s2);  
  
 // If element of first tree is smaller, then print it  
 // and push the right subtree. If the element is larger,  
 // then we push it back to the corresponding stack.  
 if (current1->data < current2->data)  
 {  
 printf("%d ", current1->data);  
 current1 = current1->right;  
 push(&s2, current2);  
 current2 = NULL;  
 }  
 else  
 {  
 printf("%d ", current2->data);  
 current2 = current2->right;  
 push(&s1, current1);  
 current1 = NULL;  
 }  
 }  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 struct node \*root1 = NULL, \*root2 = NULL;  
  
 /\* Let us create the following tree as first tree  
 3  
 / \  
 1 5  
 \*/  
 root1 = newNode(3);  
 root1->left = newNode(1);  
 root1->right = newNode(5);  
  
 /\* Let us create the following tree as second tree  
 4  
 / \  
 2 6  
 \*/  
 root2 = newNode(4);  
 root2->left = newNode(2);  
 root2->right = newNode(6);  
  
 // Print sorted nodes of both trees  
 merge(root1, root2);  
  
 return 0;  
}

Time Complexity: O(m+n)  
 Auxiliary Space: O(height of the first tree + height of the second tree)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/merge-two-bsts-with-limited-extra-space/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Minimum no. of iterations to pass information to all nodes in the tree

Given a very large n-ary tree. Where the root node has some information which it wants to pass to all of its children down to the leaves with the constraint that it can only pass the information to one of its children at a time (take it as one iteration).

Now in the next iteration the child node can transfer that information to only one of its children and at the same time instance the child’s parent i.e. root can pass the info to one of its remaining children. Continuing in this way we have to find the minimum no of iterations required to pass the information to all nodes in the tree.

Minimum no of iterations for tree below is 6. The root A first passes information to B. In next iteration, A passes information to E and B passes information to H and so on.  
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**We strongly recommend to minimize the browser and try this yourself first.**

This can be done using Post Order Traversal. The idea is to consider height and children count on each and every node.  
 If a child node i takes ci iterations to pass info below its subtree, then its parent will take (ci + 1) iterations to pass info to subtree rooted at that child i.  
 If parent has more children, it will pass info to them in subsequent iterations. Let’s say children of a parent takes c1, c2, c3, c4, …, cn iterations to pass info in their own subtree, Now parent has to pass info to these n children one by one in n iterations. If parent picks child i in ith iteration, then parent will take (i + ci) iterations to pass info to child i and all it’s subtree.  
 In any iteration, when parent passes info a child i+1, children (1 to i) which got info from parent already in previous iterations, will pass info to further down in subsequent iterations, if any child (1 to i) has its own child further down.  
 To pass info to whole tree in minimum iterations, it needs to be made sure that bandwidth is utilized as efficiently as possible (i.e. maximum passable no of nodes should pass info further down in any iteration)  
 The best possible scenario would be that in nth iteration, n different nodes pass info to their child.  
 **Nodes with height = 0:** (Trivial case) Leaf node has no children (no information passing needed), so no of iterations would be ZERO.  
 **Nodes with height = 1:** Here node has to pass info to all the children one by one (all children are leaf node, so no more information passing further down). Since all children are leaf, node can pass info to any child in any order (pick any child who didn’t receive the info yet). One iteration needed for each child and so no of iterations would be no of children.So node with height 1 with n children will take n iterations.  
 Take a counter initialized with ZERO, loop through all children and keep incrementing counter.  
 **Nodes with height > 1:** Let’s assume that there are n children (1 to n) of a node and minimum no iterations for all n children are c1, c2, …., cn.  
 To make sure maximum no of nodes participate in info passing in any iteration, parent should 1st pass info to that child who will take maximum iteration to pass info further down in subsequent iterations. i.e. in any iteration, parent should choose the child who takes maximum iteration later on. It can be thought of as a greedy approach where parent choose that child 1st, who needs maximum no of iterations so that all subsequent iterations can be utilized efficiently.  
 If parent goes in any other fashion, then in the end, there could be some nodes which are done quite early, sitting idle and so bandwidth is not utilized efficiently in further iterations.  
 If there are two children i and j with minimum iterations ci and cj where ci > cj, then If parent picks child j 1st then no of iterations needed by parent to pass info to both children and their subtree would be:max (1 + cj, 2 + ci) = 2 + ci  
 If parent picks child i 1st then no of iterations needed by parent to pass info to both children and their subtree would be: max(1 + ci, 2 + cj) = 1 + ci (So picking ci gives better result than picking cj)

This tells that parent should always choose child i with max ci value in any iteration.  
 SO here greedy approach is:  
 sort all ci values decreasing order,  
 let’s say after sorting, values are c1 > c2 > c3 > …. > cn  
 take a counter c, set c = 1 + c1 (for child with maximum no of iterations)  
 for all children i from 2 to n, c = c + 1 + ci  
 then total no of iterations needed by parent is max(n, c)

Let ***minItr(A)*** be the minimum iteration needed to pass info from node A to it’s all the sub-tree. Let ***child(A)*** be the count of all children for node A. So recursive relation would be:

1. Get minItr(B) of all children (B) of a node (A)  
2. Sort all minItr(B) in descending order  
3. Get minItr of A based on all minItr(B)  
 minItr(A) = child(A)  
 For children B from i = 0 to child(A)  
 minItr(A) = max ( minItr(A), minItr(B) + i + 1)  
  
Base cases would be:  
If node is leaf, minItr = 0  
If node's height is 1, minItr = children count

Following is C++ implementation of above idea.

// C++ program to find minimum number of iterations to pass  
// information from root to all nodes in an n-ary tree  
#include<iostream>  
#include<list>  
#include<cmath>  
#include <stdlib.h>  
using namespace std;  
   
// A class to represent n-ary tree (Note that the implementation  
// is similar to graph for simplicity of implementation  
class NAryTree  
{  
 int N; // No. of nodes in Tree  
   
 // Pointer to an array containing list of children  
 list<int> \*adj;  
   
 // A function used by getMinIter(), it basically does postorder  
 void getMinIterUtil(int v, int minItr[]);  
public:  
 NAryTree(int N); // Constructor  
   
 // function to add a child w to v  
 void addChild(int v, int w);  
   
 // The main function to find minimum iterations  
 int getMinIter();  
  
 static int compare(const void \* a, const void \* b);  
};  
   
NAryTree::NAryTree(int N)  
{  
 this->N = N;  
 adj = new list<int>[N];  
}  
   
// To add a child w to v  
void NAryTree::addChild(int v, int w)  
{  
 adj[v].push\_back(w); // Add w to v’s list.  
}  
   
/\* A recursive function to used by getMinIter(). This function  
// mainly does postorder traversal and get minimum iteration of all children  
// of node u, sort them in decreasing order and then get minimum iteration   
// of node u  
  
1. Get minItr(B) of all children (B) of a node (A)  
2. Sort all minItr(B) in descending order  
3. Get minItr of A based on all minItr(B)  
 minItr(A) = child(A) -->> child(A) is children count of node A  
 For children B from i = 0 to child(A)  
 minItr(A) = max ( minItr(A), minItr(B) + i + 1)  
  
Base cases would be:  
If node is leaf, minItr = 0  
If node's height is 1, minItr = children count  
\*/  
  
void NAryTree::getMinIterUtil(int u, int minItr[])  
{  
 minItr[u] = adj[u].size();  
 int \*minItrTemp = new int[minItr[u]];  
 int k = 0, tmp = 0;  
 // Recur for all the vertices adjacent to this vertex  
 list<int>::iterator i;  
 for (i = adj[u].begin(); i!= adj[u].end(); ++i)  
 {  
 getMinIterUtil(\*i, minItr);  
 minItrTemp[k++] = minItr[\*i];  
 }  
 qsort(minItrTemp, minItr[u], sizeof (int), compare);  
 for (k = 0; k < adj[u].size(); k++)  
 {  
 tmp = minItrTemp[k] + k + 1;  
 minItr[u] = max(minItr[u], tmp);  
 }  
 delete[] minItrTemp;  
}  
   
// The function to do PostOrder traversal. It uses  
// recursive getMinIterUtil()  
int NAryTree::getMinIter()  
{  
 // Set minimum iteration all the vertices as zero  
 int \*minItr = new int[N];  
 int res = -1;  
 for (int i = 0; i < N; i++)  
 minItr[i] = 0;  
   
 // Start Post Order Traversal from Root  
 getMinIterUtil(0, minItr);  
 res = minItr[0];  
 delete[] minItr;  
 return res;  
}  
  
int NAryTree::compare(const void \* a, const void \* b)  
{  
 return ( \*(int\*)b - \*(int\*)a );  
}  
   
// Driver function to test above functions  
int main()  
{  
 // TestCase 1  
 NAryTree tree1(17);  
 tree1.addChild(0, 1);  
 tree1.addChild(0, 2);  
 tree1.addChild(0, 3);  
 tree1.addChild(0, 4);  
 tree1.addChild(0, 5);  
 tree1.addChild(0, 6);  
   
 tree1.addChild(1, 7);  
 tree1.addChild(1, 8);  
 tree1.addChild(1, 9);  
   
 tree1.addChild(4, 10);  
 tree1.addChild(4, 11);  
   
 tree1.addChild(6, 12);  
   
 tree1.addChild(7, 13);  
 tree1.addChild(7, 14);  
 tree1.addChild(10, 15);  
 tree1.addChild(11, 16);  
   
 cout << "TestCase 1 - Minimum Iteration: "  
 << tree1.getMinIter() << endl;  
   
 // TestCase 2  
 NAryTree tree2(3);  
 tree2.addChild(0, 1);  
 tree2.addChild(0, 2);  
 cout << "TestCase 2 - Minimum Iteration: "  
 << tree2.getMinIter() << endl;  
   
 // TestCase 3  
 NAryTree tree3(1);  
 cout << "TestCase 3 - Minimum Iteration: "  
 << tree3.getMinIter() << endl;  
   
 // TestCase 4  
 NAryTree tree4(6);  
 tree4.addChild(0, 1);  
 tree4.addChild(1, 2);  
 tree4.addChild(2, 3);  
 tree4.addChild(3, 4);  
 tree4.addChild(4, 5);  
 cout << "TestCase 4 - Minimum Iteration: "  
 << tree4.getMinIter() << endl;  
   
 // TestCase 5  
 NAryTree tree5(6);  
 tree5.addChild(0, 1);  
 tree5.addChild(0, 2);  
 tree5.addChild(2, 3);  
 tree5.addChild(2, 4);  
 tree5.addChild(2, 5);  
 cout << "TestCase 5 - Minimum Iteration: "  
 << tree5.getMinIter() << endl;  
   
 // TestCase 6  
 NAryTree tree6(6);  
 tree6.addChild(0, 1);  
 tree6.addChild(0, 2);  
 tree6.addChild(2, 3);  
 tree6.addChild(2, 4);  
 tree6.addChild(3, 5);  
 cout << "TestCase 6 - Minimum Iteration: "  
 << tree6.getMinIter() << endl;  
   
 // TestCase 7  
 NAryTree tree7(14);  
 tree7.addChild(0, 1);  
 tree7.addChild(0, 2);  
 tree7.addChild(0, 3);  
 tree7.addChild(1, 4);  
 tree7.addChild(2, 5);  
 tree7.addChild(2, 6);  
 tree7.addChild(4, 7);  
 tree7.addChild(5, 8);  
 tree7.addChild(5, 9);  
 tree7.addChild(7, 10);  
 tree7.addChild(8, 11);  
 tree7.addChild(8, 12);  
 tree7.addChild(10, 13);  
 cout << "TestCase 7 - Minimum Iteration: "  
 << tree7.getMinIter() << endl;  
   
 // TestCase 8  
 NAryTree tree8(14);  
 tree8.addChild(0, 1);  
 tree8.addChild(0, 2);  
 tree8.addChild(0, 3);  
 tree8.addChild(0, 4);  
 tree8.addChild(0, 5);  
 tree8.addChild(1, 6);  
 tree8.addChild(2, 7);  
 tree8.addChild(3, 8);  
 tree8.addChild(4, 9);  
 tree8.addChild(6, 10);  
 tree8.addChild(7, 11);  
 tree8.addChild(8, 12);  
 tree8.addChild(9, 13);  
 cout << "TestCase 8 - Minimum Iteration: "  
 << tree8.getMinIter() << endl;  
  
 // TestCase 9  
 NAryTree tree9(25);  
 tree9.addChild(0, 1);  
 tree9.addChild(0, 2);  
 tree9.addChild(0, 3);  
 tree9.addChild(0, 4);  
 tree9.addChild(0, 5);  
 tree9.addChild(0, 6);  
  
 tree9.addChild(1, 7);  
 tree9.addChild(2, 8);  
 tree9.addChild(3, 9);  
 tree9.addChild(4, 10);  
 tree9.addChild(5, 11);  
 tree9.addChild(6, 12);  
  
 tree9.addChild(7, 13);  
 tree9.addChild(8, 14);  
 tree9.addChild(9, 15);  
 tree9.addChild(10, 16);  
 tree9.addChild(11, 17);  
 tree9.addChild(12, 18);  
   
 tree9.addChild(13, 19);  
 tree9.addChild(14, 20);  
 tree9.addChild(15, 21);  
 tree9.addChild(16, 22);  
 tree9.addChild(17, 23);  
 tree9.addChild(19, 24);  
  
 cout << "TestCase 9 - Minimum Iteration: "  
 << tree9.getMinIter() << endl;  
   
 return 0;  
}

Output:

TestCase 1 - Minimum Iteration: 6  
TestCase 2 - Minimum Iteration: 2  
TestCase 3 - Minimum Iteration: 0  
TestCase 4 - Minimum Iteration: 5  
TestCase 5 - Minimum Iteration: 4  
TestCase 6 - Minimum Iteration: 3  
TestCase 7 - Minimum Iteration: 6  
TestCase 8 - Minimum Iteration: 6  
TestCase 9 - Minimum Iteration: 8

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/minimum-iterations-pass-information-nodes-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation
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# Morris traversal for Preorder

Using Morris Traversal, we can traverse the tree without using stack and recursion. The algorithm for Preorder is almost similar to [Morris traversal for Inorder](http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion-and-without-stack/).

**1.**..**If** left child is null, print the current node data. Move to right child.  
 ….**Else**, Make the right child of the inorder predecessor point to the current node. Two cases arise:  
 ………**a)** The right child of the inorder predecessor already points to the current node. Set right child to NULL. Move to right child of current node.  
 ………**b)** The right child is NULL. Set it to current node. Print current node’s data and move to left child of current node.  
 **2.**..Iterate until current node is not NULL.

Following is C implementation of the above algorithm.

// C program for Morris Preorder traversal  
#include <stdio.h>  
#include <stdlib.h>  
  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* temp = (struct node\*) malloc(sizeof(struct node));  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Preorder traversal without recursion and without stack  
void morrisTraversalPreorder(struct node\* root)  
{  
 while (root)  
 {  
 // If left child is null, print the current node data. Move to  
 // right child.  
 if (root->left == NULL)  
 {  
 printf( "%d ", root->data );  
 root = root->right;  
 }  
 else  
 {  
 // Find inorder predecessor  
 struct node\* current = root->left;  
 while (current->right && current->right != root)  
 current = current->right;  
  
 // If the right child of inorder predecessor already points to  
 // this node  
 if (current->right == root)  
 {  
 current->right = NULL;  
 root = root->right;  
 }  
  
 // If right child doesn't point to this node, then print this  
 // node and make right child point to this node  
 else  
 {  
 printf("%d ", root->data);  
 current->right = root;  
 root = root->left;  
 }  
 }  
 }  
}  
  
// Function for sStandard preorder traversal  
void preorder(struct node\* root)  
{  
 if (root)  
 {  
 printf( "%d ", root->data);  
 preorder(root->left);  
 preorder(root->right);  
 }  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node\* root = NULL;  
  
 root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 root->left->left->left = newNode(8);  
 root->left->left->right = newNode(9);  
  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(11);  
  
 morrisTraversalPreorder(root);  
  
 printf("\n");  
 preorder(root);  
  
 return 0;  
}

Output:

1 2 4 8 9 5 10 11 3 6 7  
1 2 4 8 9 5 10 11 3 6 7

**Limitations:**  
 Morris traversal modifies the tree during the process. It establishes the right links while moving down the tree and resets the right links while moving up the tree. So the algorithm cannot be applied if write operations are not allowed.

This article is compiled by [**Aashish Barnwal**](https://www.facebook.com/barnwal.aashish) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/morris-traversal-for-preorder/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Perfect Binary Tree Specific Level Order Traversal

Given a [Perfect Binary Tree](http://xlinux.nist.gov/dads//HTML/perfectBinaryTree.html) like below:  
 (click on image to get a clear view)

Print the level order of nodes in following specific manner:

1 2 3 4 7 5 6 8 15 9 14 10 13 11 12 16 31 17 30 18 29 19 28 20 27 21 26 22 25 23 24

i.e. print nodes in level order but nodes should be from left and right side alternatively. Here 1st and 2nd levels are trivial.  
 While 3rd level: 4(left), 7(right), 5(left), 6(right) are printed.  
 While 4th level: 8(left), 15(right), 9(left), 14(right), .. are printed.  
 While 5th level: 16(left), 31(right), 17(left), 30(right), .. are printed.

**We strongly recommend to minimize your browser and try this yourself first.**

In standard [Level Order Traversal](http://www.geeksforgeeks.org/level-order-tree-traversal/), we enqueue root into a queue 1st, then we dequeue ONE node from queue, process (print) it, enqueue its children into queue. We keep doing this until queue is empty.

**Approach 1:**  
 We can do standard level order traversal here too but instead of printing nodes directly, we have to store nodes in current level in a temporary array or list 1st and then take nodes from alternate ends (left and right) and print nodes. Keep repeating this for all levels.  
 This approach takes more memory than standard traversal.

**Approach 2:**  
 The standard level order traversal idea will slightly change here. Instead of processing ONE node at a time, we will process TWO nodes at a time. And while pushing children into queue, the enqueue order will be: 1st node’s left child, 2nd node’s right child, 1st node’s right child and 2nd node’s left child.

/\* C++ program for special order traversal \*/  
#include <iostream>  
#include <queue>  
using namespace std;  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct Node  
{  
 int data;  
 Node \*left;  
 Node \*right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
Node \*newNode(int data)  
{  
 Node \*node = new Node;  
 node->data = data;  
 node->right = node->left = NULL;  
 return node;  
}  
  
/\* Given a perfect binary tree, print its nodes in specific  
 level order \*/  
void printSpecificLevelOrder(Node \*root)  
{  
 if (root == NULL)  
 return;  
  
 // Let us print root and next level first  
 cout << root->data;  
  
 // / Since it is perfect Binary Tree, right is not checked  
 if (root->left != NULL)  
 cout << " " << root->left->data << " " << root->right->data;  
  
 // Do anything more if there are nodes at next level in  
 // given perfect Binary Tree  
 if (root->left->left == NULL)  
 return;  
  
 // Create a queue and enqueue left and right children of root  
 queue <Node \*> q;  
 q.push(root->left);  
 q.push(root->right);  
  
 // We process two nodes at a time, so we need two variables  
 // to store two front items of queue  
 Node \*first = NULL, \*second = NULL;  
  
 // traversal loop  
 while (!q.empty())  
 {  
 // Pop two items from queue  
 first = q.front();  
 q.pop();  
 second = q.front();  
 q.pop();  
  
 // Print children of first and second in reverse order  
 cout << " " << first->left->data << " " << second->right->data;  
 cout << " " << first->right->data << " " << second->left->data;  
  
 // If first and second have grandchildren, enqueue them  
 // in reverse order  
 if (first->left->left != NULL)  
 {  
 q.push(first->left);  
 q.push(second->right);  
 q.push(first->right);  
 q.push(second->left);  
 }  
 }  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 //Perfect Binary Tree of Height 4  
 Node \*root = newNode(1);  
  
 root->left = newNode(2);  
 root->right = newNode(3);  
  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 root->left->left->left = newNode(8);  
 root->left->left->right = newNode(9);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(11);  
 root->right->left->left = newNode(12);  
 root->right->left->right = newNode(13);  
 root->right->right->left = newNode(14);  
 root->right->right->right = newNode(15);  
  
 root->left->left->left->left = newNode(16);  
 root->left->left->left->right = newNode(17);  
 root->left->left->right->left = newNode(18);  
 root->left->left->right->right = newNode(19);  
 root->left->right->left->left = newNode(20);  
 root->left->right->left->right = newNode(21);  
 root->left->right->right->left = newNode(22);  
 root->left->right->right->right = newNode(23);  
 root->right->left->left->left = newNode(24);  
 root->right->left->left->right = newNode(25);  
 root->right->left->right->left = newNode(26);  
 root->right->left->right->right = newNode(27);  
 root->right->right->left->left = newNode(28);  
 root->right->right->left->right = newNode(29);  
 root->right->right->right->left = newNode(30);  
 root->right->right->right->right = newNode(31);  
  
 cout << "Specific Level Order traversal of binary tree is \n";  
 printSpecificLevelOrder(root);  
  
 return 0;  
}

Output:

Specific Level Order traversal of binary tree is  
1 2 3 4 7 5 6 8 15 9 14 10 13 11 12 16 31 17 30 18 29 19 28 20 27 21 26 22 25 23 24

**Followup Questions:**

1. The above code prints specific level order from TOP to BOTTOM. How will you do specific level order traversal from BOTTOM to TOP ([Amazon Interview | Set 120 – Round 1 Last Problem](http://www.geeksforgeeks.org/amazon-interview-set-120-campus-internship/))
2. What if tree is not perfect, but complete.
3. What if tree is neither perfect, nor complete. It can be any general binary tree.

This article is contributed by **Anurag Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/perfect-binary-tree-specific-level-order-traversal/>

# Populate Inorder Successor for all nodes

Given a Binary Tree where each node has following structure, write a function to populate next pointer for all nodes. The next pointer for every node should be set to point to inorder successor.

struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
 struct node\* next;  
}

Initially, all next pointers have NULL values. Your function should fill these next pointers so that they point to inorder successor.

**Solution (Use Reverse Inorder Traversal)**  
 Traverse the given tree in reverse inorder traversal and keep track of previously visited node. When a node is being visited, assign previously visited node as next.

#include <stdio.h>  
#include <stdlib.h>  
  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
 struct node \*next;  
};  
  
/\* Set next of p and all descendents of p by traversing them in reverse Inorder \*/  
void populateNext(struct node\* p)  
{  
 // The first visited node will be the rightmost node  
 // next of the rightmost node will be NULL  
 static struct node \*next = NULL;  
  
 if (p)  
 {  
 // First set the next pointer in right subtree  
 populateNext(p->right);  
  
 // Set the next as previously visited node in reverse Inorder  
 p->next = next;  
  
 // Change the prev for subsequent node  
 next = p;  
  
 // Finally, set the next pointer in left subtree  
 populateNext(p->left);  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newnode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 node->next = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 10  
 / \  
 8 12  
 /  
 3  
 \*/  
 struct node \*root = newnode(10);  
 root->left = newnode(8);  
 root->right = newnode(12);  
 root->left->left = newnode(3);  
  
 // Populates nextRight pointer in all nodes  
 populateNext(root);  
  
 // Let us see the populated values  
 struct node \*ptr = root->left->left;  
 while(ptr)  
 {  
 // -1 is printed if there is no successor  
 printf("Next of %d is %d \n", ptr->data, ptr->next? ptr->next->data: -1);  
 ptr = ptr->next;  
 }  
  
 return 0;  
}

We can avoid the use of static variable by passing reference to next as paramater.

// An implementation that doesn't use static variable  
  
// A wrapper over populateNextRecur  
void populateNext(struct node \*root)  
{  
 // The first visited node will be the rightmost node  
 // next of the rightmost node will be NULL  
 struct node \*next = NULL;  
  
 populateNextRecur(root, &next);  
}  
  
/\* Set next of all descendents of p by traversing them in reverse Inorder \*/  
void populateNextRecur(struct node\* p, struct node \*\*next\_ref)  
{  
 if (p)  
 {  
 // First set the next pointer in right subtree  
 populateNextRecur(p->right, next\_ref);  
  
 // Set the next as previously visited node in reverse Inorder  
 p->next = \*next\_ref;  
  
 // Change the prev for subsequent node  
 \*next\_ref = p;  
  
 // Finally, set the next pointer in right subtree  
 populateNextRecur(p->left, next\_ref);  
 }  
}

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/populate-inorder-successor-for-all-nodes/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print ancestors of a given binary tree node without recursion

Given a Binary Tree and a key, write a function that prints all the ancestors of the key in the given binary tree.

For example, consider the following Binary Tree

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7   
 / \ /  
 8 9 10

Following are different input keys and their ancestors in the above tree

Input Key List of Ancestors   
-------------------------  
 1   
 2 1  
 3 1  
 4 2 1  
 5 2 1  
 6 3 1  
 7 3 1  
 8 4 2 1  
 9 5 2 1  
10 7 3 1

Recursive solution for this problem is discussed [here](http://www.geeksforgeeks.org/print-ancestors-of-a-given-node-in-binary-tree/).  
 It is clear that we need to use a stack based iterative traversal of the Binary Tree. The idea is to have all ancestors in stack when we reach the node with given key. Once we reach the key, all we have to do is, print contents of stack.  
 How to get all ancestors in stack when we reach the given node? We can traverse all nodes in Postorder way. If we take a closer look at the recursive postorder traversal, we can easily observe that, when recursive function is called for a node, the recursion call stack contains ancestors of the node. So idea is do iterative Postorder traversal and stop the traversal when we reach the desired node.

Following is C implementation of the above approach.

// C program to print all ancestors of a given key  
#include <stdio.h>  
#include <stdlib.h>  
  
// Maximum stack size  
#define MAX\_SIZE 100  
  
// Structure for a tree node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// Structure for Stack  
struct Stack  
{  
 int size;  
 int top;  
 struct Node\* \*array;  
};  
  
// A utility function to create a new tree node  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// A utility function to create a stack of given size  
struct Stack\* createStack(int size)  
{  
 struct Stack\* stack = (struct Stack\*) malloc(sizeof(struct Stack));  
 stack->size = size;  
 stack->top = -1;  
 stack->array = (struct Node\*\*) malloc(stack->size \* sizeof(struct Node\*));  
 return stack;  
}  
  
// BASIC OPERATIONS OF STACK  
int isFull(struct Stack\* stack)  
{  
 return ((stack->top + 1) == stack->size);  
}  
int isEmpty(struct Stack\* stack)  
{  
 return stack->top == -1;  
}  
void push(struct Stack\* stack, struct Node\* node)  
{  
 if (isFull(stack))  
 return;  
 stack->array[++stack->top] = node;  
}  
struct Node\* pop(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top--];  
}  
struct Node\* peek(struct Stack\* stack)  
{  
 if (isEmpty(stack))  
 return NULL;  
 return stack->array[stack->top];  
}  
  
// Iterative Function to print all ancestors of a given key  
void printAncestors(struct Node \*root, int key)  
{  
 if (root == NULL) return;  
  
 // Create a stack to hold ancestors  
 struct Stack\* stack = createStack(MAX\_SIZE);  
  
 // Traverse the complete tree in postorder way till we find the key  
 while (1)  
 {  
 // Traverse the left side. While traversing, push the nodes into  
 // the stack so that their right subtrees can be traversed later  
 while (root && root->data != key)  
 {  
 push(stack, root); // push current node  
 root = root->left; // move to next node  
 }  
  
 // If the node whose ancestors are to be printed is found,  
 // then break the while loop.  
 if (root && root->data == key)  
 break;  
  
 // Check if right sub-tree exists for the node at top  
 // If not then pop that node because we don't need this  
 // node any more.  
 if (peek(stack)->right == NULL)  
 {  
 root = pop(stack);  
  
 // If the popped node is right child of top, then remove the top  
 // as well. Left child of the top must have processed before.  
 // Consider the following tree for example and key = 3. If we  
 // remove the following loop, the program will go in an  
 // infinite loop after reaching 5.  
 // 1  
 // / \  
 // 2 3  
 // \  
 // 4  
 // \  
 // 5  
 while (!isEmpty(stack) && peek(stack)->right == root)  
 root = pop(stack);  
 }  
  
 // if stack is not empty then simply set the root as right child  
 // of top and start traversing right sub-tree.  
 root = isEmpty(stack)? NULL: peek(stack)->right;  
 }  
  
 // If stack is not empty, print contents of stack  
 // Here assumption is that the key is there in tree  
 while (!isEmpty(stack))  
 printf("%d ", pop(stack)->data);  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct a binary tree  
 struct Node\* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->left->left->left = newNode(8);  
 root->left->right->right = newNode(9);  
 root->right->right->left = newNode(10);  
  
 printf("Following are all keys and their ancestors\n");  
 for (int key = 1; key <= 10; key++)  
 {  
 printf("%d: ", key);  
 printAncestors(root, key);  
 printf("\n");  
 }  
  
 getchar();  
 return 0;  
}

Output:

Following are all keys and their ancestors  
1:  
2: 1  
3: 1  
4: 2 1  
5: 2 1  
6: 3 1  
7: 3 1  
8: 4 2 1  
9: 5 2 1  
10: 7 3 1

**Exercise**  
 Note that the above solution assumes that the given key is present in the given Binary Tree. It may go in infinite loop if key is not present. Extend the above solution to work even when the key is not present in tree.

This article is contrubuted by[**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-ancestors-of-a-given-binary-tree-node-without-recursion/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [stack](http://www.geeksforgeeks.org/tag/stack/), [StackAndQueue](http://www.geeksforgeeks.org/tag/stackandqueue/)

# Print Ancestors of a given node in Binary Tree

Given a Binary Tree and a key, write a function that prints all the ancestors of the key in the given binary tree.

For example, if the given tree is following Binary Tree and key is 7, then your function should print 4, 2 and 1.

1  
 / \  
 2 3  
 / \  
 4 5  
 /  
 7

Thanks to [Mike](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-trees-23#post-19735), [Sambasiva](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-trees-23#post-19752) and [wgpshashank](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-trees-23#post-19764)for their contribution.

#include<iostream>  
#include<stdio.h>  
#include<stdlib.h>  
  
using namespace std;  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* If target is present in tree, then prints the ancestors  
 and returns true, otherwise returns false. \*/  
bool printAncestors(struct node \*root, int target)  
{  
 /\* base cases \*/  
 if (root == NULL)  
 return false;  
  
 if (root->data == target)  
 return true;  
  
 /\* If target is present in either left or right subtree of this node,  
 then print this node \*/  
 if ( printAncestors(root->left, target) ||  
 printAncestors(root->right, target) )  
 {  
 cout << root->data << " ";  
 return true;  
 }  
  
 /\* Else return false \*/  
 return false;  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newnode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Construct the following binary tree  
 1  
 / \  
 2 3  
 / \  
 4 5  
 /  
 7  
 \*/  
 struct node \*root = newnode(1);  
 root->left = newnode(2);  
 root->right = newnode(3);  
 root->left->left = newnode(4);  
 root->left->right = newnode(5);  
 root->left->left->left = newnode(7);  
  
 printAncestors(root, 7);  
  
 getchar();  
 return 0;  
}

Output:  
 *4 2 1*

Time Complexity: O(n) where n is the number of nodes in the given Binary Tree.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-ancestors-of-a-given-node-in-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print a Binary Tree in Vertical Order | Set 2 (Hashmap based Method)

Given a binary tree, print it vertically. The following example illustrates vertical order traversal.

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
 \ \  
 8 9   
   
   
The output of print this tree vertically will be:  
4  
2  
1 5 6  
3 8  
7  
9

**We strongly recommend to minimize the browser and try this yourself first.**

We have discussed a O(n2) solution in the [previous post](http://www.geeksforgeeks.org/print-binary-tree-vertical-order/). In this post, an efficient solution based on hash map is discussed. We need to check the Horizontal Distances from root for all nodes. If two nodes have the same Horizontal Distance (HD), then they are on same vertical line. The idea of HD is simple. HD for root is 0, a right edge (edge connecting to right subtree) is considered as +1 horizontal distance and a left edge is considered as -1 horizontal distance. For example, in the above tree, HD for Node 4 is at -2, HD for Node 2 is -1, HD for 5 and 6 is 0 and HD for node 7 is +2.  
 We can do inorder traversal of the given Binary Tree. While traversing the tree, we can recursively calculate HDs. We initially pass the horizontal distance as 0 for root. For left subtree, we pass the Horizontal Distance as Horizontal distance of root minus 1. For right subtree, we pass the Horizontal Distance as Horizontal Distance of root plus 1. For every HD value, we maintain a list of nodes in a hasp map. Whenever we see a node in traversal, we go to the hash map entry and add the node to the hash map using HD as a key in map.

Following is C++ implementation of the above method. Thanks to Chirag for providing the below C++ implementation.

// C++ program for printing vertical order of a given binary tree  
#include <iostream>  
#include <vector>  
#include <map>  
using namespace std;  
  
// Structure for a binary tree node  
struct Node  
{  
 int key;  
 Node \*left, \*right;  
};  
  
// A utility function to create a new node  
struct Node\* newNode(int key)  
{  
 struct Node\* node = new Node;  
 node->key = key;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// Utility function to store vertical order in map 'm'  
// 'hd' is horigontal distance of current node from root.  
// 'hd' is initally passed as 0  
void getVerticalOrder(Node\* root, int hd, map<int, vector<int>> &m)  
{  
 // Base case  
 if (root == NULL)  
 return;  
  
 // Store current node in map 'm'  
 m[hd].push\_back(root->key);  
  
 // Store nodes in left subtree  
 getVerticalOrder(root->left, hd-1, m);  
  
 // Store nodes in right subtree  
 getVerticalOrder(root->right, hd+1, m);  
}  
  
// The main function to print vertical oder of a binary tree  
// with given root  
void printVerticalOrder(Node\* root)  
{  
 // Create a map and store vertical oder in map using  
 // function getVerticalOrder()  
 map < int,vector<int> > m;  
 int hd = 0;  
 getVerticalOrder(root, hd,m);  
  
 // Traverse the map and print nodes at every horigontal  
 // distance (hd)  
 map< int,vector<int> > :: iterator it;  
 for (it=m.begin(); it!=m.end(); it++)  
 {  
 for (int i=0; i<it->second.size(); ++i)  
 cout << it->second[i] << " ";  
 cout << endl;  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->right->left->right = newNode(8);  
 root->right->right->right = newNode(9);  
 cout << "Vertical order traversal is \n";  
 printVerticalOrder(root);  
 return 0;  
}

Output:

Vertical order traversal is  
4  
2  
1 5 6  
3 8  
7  
9

**Time Complexity** of hashing based solution can be considered as O(n) under the assumption that we have good hashing function that allows insertion and retrieval operations in O(1) time. In the above C++ implementation, [map of STL](http://www.cplusplus.com/reference/map/map/) is used. map in STL is typically implemented using a Self-Balancing Binary Search Tree where all operations take O(Logn) time. Therefore time complexity of above implementation is O(nLogn).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-binary-tree-vertical-order-set-2/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print a Binary Tree in Vertical Order | Set 1

Given a binary tree, print it vertically. The following example illustrates vertical order traversal.

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
 \ \  
 8 9   
   
   
The output of print this tree vertically will be:  
4  
2  
1 5 6  
3 8  
7  
9

***We strongly recommend to minimize the browser and try this yourself first.***

The idea is to traverse the tree once and get the minimum and maximum horizontal distance with respect to root. For the tree shown above, minimum distance is -2 (for node with value 4) and maximum distance is 3 (For node with value 9).  
 Once we have maximum and minimum distances from root, we iterate for each vertical line at distance minimum to maximum from root, and for each vertical line traverse the tree and print the nodes which lie on that vertical line.

**Algorithm:**

// min --> Minimum horizontal distance from root  
// max --> Maximum horizontal distance from root  
// hd --> Horizontal distance of current node from root   
findMinMax(tree, min, max, hd)  
 if tree is NULL then return;  
   
 if hd is less than min then  
 min = hd;  
 else if hd is greater than max then  
 \*max = hd;  
   
 findMinMax(tree->left, min, max, hd-1);  
 findMinMax(tree->right, min, max, hd+1);  
  
   
printVerticalLine(tree, line\_no, hd)  
 if tree is NULL then return;  
   
 if hd is equal to line\_no, then  
 print(tree->data);  
 printVerticalLine(tree->left, line\_no, hd-1);  
 printVerticalLine(tree->right, line\_no, hd+1);

**Implementation:**  
 Following is C++ implementation of above algorithm.

#include <iostream>  
using namespace std;  
  
// A node of binary tree  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new Binary Tree node  
Node\* newNode(int data)  
{  
 Node \*temp = new Node;  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to find min and max distances with respect  
// to root.  
void findMinMax(Node \*node, int \*min, int \*max, int hd)  
{  
 // Base case  
 if (node == NULL) return;  
  
 // Update min and max  
 if (hd < \*min) \*min = hd;  
 else if (hd > \*max) \*max = hd;  
  
 // Recur for left and right subtrees  
 findMinMax(node->left, min, max, hd-1);  
 findMinMax(node->right, min, max, hd+1);  
}  
  
// A utility function to print all nodes on a given line\_no.  
// hd is horizontal distance of current node with respect to root.  
void printVerticalLine(Node \*node, int line\_no, int hd)  
{  
 // Base case  
 if (node == NULL) return;  
  
 // If this node is on the given line number  
 if (hd == line\_no)  
 cout << node->data << " ";  
  
 // Recur for left and right subtrees  
 printVerticalLine(node->left, line\_no, hd-1);  
 printVerticalLine(node->right, line\_no, hd+1);  
}  
  
// The main function that prints a given binary tree in  
// vertical order  
void verticalOrder(Node \*root)  
{  
 // Find min and max distances with resepect to root  
 int min = 0, max = 0;  
 findMinMax(root, &min, &max, 0);  
  
 // Iterate through all possible vertical lines starting  
 // from the leftmost line and print nodes line by line  
 for (int line\_no = min; line\_no <= max; line\_no++)  
 {  
 printVerticalLine(root, line\_no, 0);  
 cout << endl;  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Create binary tree shown in above figure  
 Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->right->left->right = newNode(8);  
 root->right->right->right = newNode(9);  
  
 cout << "Vertical order traversal is \n";  
 verticalOrder(root);  
  
 return 0;  
}

Output:

Vertical order traversal is  
4  
2  
1 5 6  
3 8  
7  
9

**Time Complexity:** Time complexity of above algorithm is O(w\*n) where w is width of Binary Tree and n is number of nodes in Binary Tree. In worst case, the value of w can be O(n) (consider a complete tree for example) and time complexity can become O(n2).

This problem can be solved more efficiently using the technique discussed in [this](http://www.geeksforgeeks.org/vertical-sum-in-a-given-binary-tree/)post. We will soon be discussing complete algorithm and implementation of more efficient method.

This article is contributed by **Shalki Agarwal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-binary-tree-vertical-order/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← Interval Tree](http://www.geeksforgeeks.org/interval-tree/) [Integer Promotions in C →](http://www.geeksforgeeks.org/integer-promotions-in-c/)

# Print BST keys in the given range

Given two values k1 and k2 (where k1

For example, if k1 = 10 and k2 = 22, then your function should print 12, 20 and 22.

[![BST_3311](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/BST_3311.gif)

Thanks to [bhasker](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-trees-24#post-19862) for suggesting the following solution.

**Algorithm:**  
 1) If value of root’s key is greater than k1, then recursively call in left subtree.  
 2) If value of root’s key is in range, then print the root’s key.  
 3) If value of root’s key is smaller than k2, then recursively call in right subtree.

**Implementation:**

#include<stdio.h>  
  
/\* A tree node structure \*/  
struct node  
{  
 int data;  
 struct node \*left;  
 struct node \*right;  
};  
  
/\* The functions prints all the keys which in the given range [k1..k2].  
 The function assumes than k1 < k2 \*/  
void Print(struct node \*root, int k1, int k2)  
{  
 /\* base case \*/  
 if ( NULL == root )  
 return;  
  
 /\* Since the desired o/p is sorted, recurse for left subtree first  
 If root->data is greater than k1, then only we can get o/p keys  
 in left subtree \*/  
 if ( k1 < root->data )  
 Print(root->left, k1, k2);  
  
 /\* if root's data lies in range, then prints root's data \*/  
 if ( k1 <= root->data && k2 >= root->data )  
 printf("%d ", root->data );  
  
 /\* If root->data is smaller than k2, then only we can get o/p keys  
 in right subtree \*/  
 if ( k2 > root->data )  
 Print(root->right, k1, k2);  
}  
  
/\* Utility function to create a new Binary Tree node \*/  
struct node\* newNode(int data)  
{  
 struct node \*temp = new struct node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
  
 return temp;  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 struct node \*root = new struct node;  
 int k1 = 10, k2 = 25;  
  
 /\* Constructing tree given in the above figure \*/  
 root = newNode(20);  
 root->left = newNode(8);  
 root->right = newNode(22);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
  
 Print(root, k1, k2);  
  
 getchar();  
 return 0;  
}

Output:  
 *12 20 22*

Time Complexity: O(n) where n is the total number of keys in tree.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-bst-keys-in-the-given-range/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print Left View of a Binary Tree

Given a Binary Tree, print left view of it. Left view of a Binary Tree is set of nodes visible when tree is visited from left side. Left view of following tree is 12, 10, 25.

12  
 / \  
 10 30  
 / \  
 25 40

The left view contains all nodes that are first nodes in their levels. A simple solution is to **do** [**level order traversal**](http://www.geeksforgeeks.org/level-order-tree-traversal/) and print the first node in every level.

The problem can also be solved **using simple recursive traversal**. We can keep track of level of a node by passing a parameter to all recursive calls. The idea is to keep track of maximum level also. Whenever we see a node whose level is more than maximum level so far, we print the node because this is the first node in its level (Note that we traverse the left subtree before right subtree). Following is C implementation of this approach.

// C program to print left view of Binary Tree  
#include<stdio.h>  
#include<stdlib.h>  
  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// A utility function to create a new Binary Tree node  
struct node \*newNode(int item)  
{  
 struct node \*temp = (struct node \*)malloc(sizeof(struct node));  
 temp->data = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Recursive function to print left view of a binary tree.  
void leftViewUtil(struct node \*root, int level, int \*max\_level)  
{  
 // Base Case  
 if (root==NULL) return;  
  
 // If this is the first node of its level  
 if (\*max\_level < level)  
 {  
 printf("%d\t", root->data);  
 \*max\_level = level;  
 }  
  
 // Recur for left and right subtrees  
 leftViewUtil(root->left, level+1, max\_level);  
 leftViewUtil(root->right, level+1, max\_level);  
}  
  
// A wrapper over leftViewUtil()  
void leftView(struct node \*root)  
{  
 int max\_level = 0;  
 leftViewUtil(root, 1, &max\_level);  
}  
  
// Driver Program to test above functions  
int main()  
{  
 struct node \*root = newNode(12);  
 root->left = newNode(10);  
 root->right = newNode(30);  
 root->right->left = newNode(25);  
 root->right->right = newNode(40);  
  
 leftView(root);  
  
 return 0;  
}

Output:

12 10 25

Time Complexity: The function does a simple traversal of the tree, so the complexity is O(n).

This article is contributed by Ramsai Chinthamani. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-left-view-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print nodes at k distance from root

Given a root of a tree, and an integer k. Print all the nodes which are at k distance from root.

For example, in the below tree, 4, 5 & 8 are at distance 2 from root.

1  
 / \  
 2 3  
 / \ /  
 4 5 8

The problem can be solved using recursion. Thanks to [eldho](http://geeksforgeeks.org/forum/topic/interview-question-for-software-engineerdeveloper-fresher-about-trees-6#post-8020) for suggesting the solution.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
void printKDistant(node \*root , int k)   
{  
 if(root == NULL)   
 return;  
 if( k == 0 )  
 {  
 printf( "%d ", root->data );  
 return ;  
 }  
 else  
 {   
 printKDistant( root->left, k-1 ) ;  
 printKDistant( root->right, k-1 ) ;  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 1  
 / \  
 2 3  
 / \ /  
 4 5 8   
 \*/  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(8);   
  
 printKDistant(root, 2);  
  
 getchar();  
 return 0;  
}

The above program prints 4, 5 and 8.

Time Complexity: O(n) where n is number of nodes in the given binary tree.

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/print-nodes-at-k-distance-from-root/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print all nodes at distance k from a given node

Given a binary tree, a target node in the binary tree, and an integer value k, print all the nodes that are at distance k from the given target node. No parent pointers are available.
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Consider the tree shown in diagram  
  
Input: target = pointer to node with data 8.   
 root = pointer to node with data 20.  
 k = 2.  
Output : 10 14 22  
  
If target is 14 and k is 3, then output   
should be "4 20"

***We strongly recommend to minimize the browser and try this yourself first.***

There are two types of nodes to be considered.  
 **1)** Nodes in the subtree rooted with target node. For example if the target node is 8 and k is 2, then such nodes are 10 and 14.  
 **2)** Other nodes, may be an ancestor of target, or a node in some other subtree. For target node 8 and k is 2, the node 22 comes in this category.

Finding the first type of nodes is easy to implement. Just traverse subtrees rooted with the target node and decrement k in recursive call. When the k becomes 0, print the node currently being traversed (See [this](http://www.geeksforgeeks.org/print-nodes-at-k-distance-from-root/)for more details). Here we call the function as *printkdistanceNodeDown()*.

How to find nodes of second type? For the output nodes not lying in the subtree with the target node as the root, we must go through all ancestors. For every ancestor, we find its distance from target node, let the distance be d, now we go to other subtree (if target was found in left subtree, then we go to right subtree and vice versa) of the ancestor and find all nodes at k-d distance from the ancestor.

Following is C++ implementation of the above approach.

#include <iostream>  
using namespace std;  
  
// A binary Tree node  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
/\* Recursive function to print all the nodes at distance k in the  
 tree (or subtree) rooted with given root. See \*/  
void printkdistanceNodeDown(node \*root, int k)  
{  
 // Base Case  
 if (root == NULL || k < 0) return;  
  
 // If we reach a k distant node, print it  
 if (k==0)  
 {  
 cout << root->data << endl;  
 return;  
 }  
  
 // Recur for left and right subtrees  
 printkdistanceNodeDown(root->left, k-1);  
 printkdistanceNodeDown(root->right, k-1);  
}  
  
// Prints all nodes at distance k from a given target node.  
// The k distant nodes may be upward or downward. This function  
// Returns distance of root from target node, it returns -1 if target  
// node is not present in tree rooted with root.  
int printkdistanceNode(node\* root, node\* target , int k)  
{  
 // Base Case 1: If tree is empty, return -1  
 if (root == NULL) return -1;  
  
 // If target is same as root. Use the downward function  
 // to print all nodes at distance k in subtree rooted with  
 // target or root  
 if (root == target)  
 {  
 printkdistanceNodeDown(root, k);  
 return 0;  
 }  
  
 // Recur for left subtree  
 int dl = printkdistanceNode(root->left, target, k);  
  
 // Check if target node was found in left subtree  
 if (dl != -1)  
 {  
 // If root is at distance k from target, print root  
 // Note that dl is Distance of root's left child from target  
 if (dl + 1 == k)  
 cout << root->data << endl;  
  
 // Else go to right subtree and print all k-dl-2 distant nodes  
 // Note that the right child is 2 edges away from left child  
 else  
 printkdistanceNodeDown(root->right, k-dl-2);  
  
 // Add 1 to the distance and return value for parent calls  
 return 1 + dl;  
 }  
  
 // MIRROR OF ABOVE CODE FOR RIGHT SUBTREE  
 // Note that we reach here only when node was not found in left subtree  
 int dr = printkdistanceNode(root->right, target, k);  
 if (dr != -1)  
 {  
 if (dr + 1 == k)  
 cout << root->data << endl;  
 else  
 printkdistanceNodeDown(root->left, k-dr-2);  
 return 1 + dr;  
 }  
  
 // If target was neither present in left nor in right subtree  
 return -1;  
}  
  
// A utility function to create a new binary tree node  
node \*newnode(int data)  
{  
 node \*temp = new node;  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 /\* Let us construct the tree shown in above diagram \*/  
 node \* root = newnode(20);  
 root->left = newnode(8);  
 root->right = newnode(22);  
 root->left->left = newnode(4);  
 root->left->right = newnode(12);  
 root->left->right->left = newnode(10);  
 root->left->right->right = newnode(14);  
 node \* target = root->left->right;  
 printkdistanceNode(root, target, 2);  
 return 0;  
}

Output:

4  
20

Time Complexity: At first look the time complexity looks more than O(n), but if we take a closer look, we can observe that no node is traversed more than twice. Therefore the time complexity is O(n).

This article is contributed by **Prasant Kumar**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-nodes-distance-k-given-node-binary-tree/>

# Print all nodes that are at distance k from a leaf node

Given a Binary Tree and a positive integer k, print all nodes that are distance k from a leaf node.

Here the meaning of distance is different from [previous post](http://www.geeksforgeeks.org/find-distance-two-given-nodes/). Here k distance from a leaf means k levels higher than a leaf node. For example if k is more than height of Binary Tree, then nothing should be printed. Expected time complexity is O(n) where n is the number nodes in the given Binary Tree.
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***We strongly recommend to minimize the browser and try this yourself first.***

The idea is to traverse the tree. Keep storing all ancestors till we hit a leaf node. When we reach a leaf node, we print the ancestor at distance k. We also need to keep track of nodes that are already printed as output. For that we use a boolean array visited[].

/\* Program to print all nodes which are at distance k from a leaf \*/  
#include <iostream>  
using namespace std;  
#define MAX\_HEIGHT 10000  
  
struct Node  
{  
 int key;  
 Node \*left, \*right;  
};  
  
/\* utility that allocates a new Node with the given key \*/  
Node\* newNode(int key)  
{  
 Node\* node = new Node;  
 node->key = key;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
/\* This function prints all nodes that are distance k from a leaf node  
 path[] --> Store ancestors of a node  
 visited[] --> Stores true if a node is printed as output. A node may be k  
 distance away from many leaves, we want to print it once \*/  
void kDistantFromLeafUtil(Node\* node, int path[], bool visited[],  
 int pathLen, int k)  
{  
 // Base case  
 if (node==NULL) return;  
  
 /\* append this Node to the path array \*/  
 path[pathLen] = node->key;  
 visited[pathLen] = false;  
 pathLen++;  
  
 /\* it's a leaf, so print the ancestor at distance k only  
 if the ancestor is not already printed \*/  
 if (node->left == NULL && node->right == NULL &&  
 pathLen-k-1 >= 0 && visited[pathLen-k-1] == false)  
 {  
 cout << path[pathLen-k-1] << " ";  
 visited[pathLen-k-1] = true;  
 return;  
 }  
  
 /\* If not leaf node, recur for left and right subtrees \*/  
 kDistantFromLeafUtil(node->left, path, visited, pathLen, k);  
 kDistantFromLeafUtil(node->right, path, visited, pathLen, k);  
}  
  
/\* Given a binary tree and a nuber k, print all nodes that are k  
 distant from a leaf\*/  
void printKDistantfromLeaf(Node\* node, int k)  
{  
 int path[MAX\_HEIGHT];  
 bool visited[MAX\_HEIGHT] = {false};  
 kDistantFromLeafUtil(node, path, visited, 0, k);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us create binary tree given in the above example  
 Node \* root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->right->left->right = newNode(8);  
  
 cout << "Nodes at distance 2 are: ";  
 printKDistantfromLeaf(root, 2);  
  
 return 0;  
}

Output:

Nodes at distance 2 are: 3 1

Time Complexity: Time Complexity of above code is O(n) as the code does a simple tree traversal.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-nodes-distance-k-leaf-node/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print all nodes that don't have sibling

Given a Binary Tree, print all nodes that don’t have a sibling (a sibling is a node that has same parent. In a Binary Tree, there can be at most one sibling). Root should not be printed as root cannot have a sibling.

For example, the output should be “4 5 6″ for the following tree.
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***We strongly recommend to minimize the browser and try this yourself first.***

This is a typical tree traversal question. We start from root and check if the node has one child, if yes then print the only child of that node. If node has both children, then recur for both the children.

/\* Program to find singles in a given binary tree \*/  
#include <iostream>  
using namespace std;  
  
// A Binary Tree Node  
struct node  
{  
 struct node \*left, \*right;  
 int key;  
};  
  
// Utility function to create a new tree node  
node\* newNode(int key)  
{  
 node \*temp = new node;  
 temp->key = key;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Function to print all non-root nodes that don't have a sibling  
void printSingles(struct node \*root)  
{  
 // Base case  
 if (root == NULL)  
 return;  
  
 // If this is an internal node, recur for left  
 // and right subtrees  
 if (root->left != NULL && root->right != NULL)  
 {  
 printSingles(root->left);  
 printSingles(root->right);  
 }  
  
 // If left child is NULL and right is not, print right child  
 // and recur for right child  
 else if (root->right != NULL)  
 {  
 cout << root->right->key << " ";  
 printSingles(root->right);  
 }  
  
 // If right child is NULL and left is not, print left child  
 // and recur for left child  
 else if (root->left != NULL)  
 {  
 cout << root->left->key << " ";  
 printSingles(root->left);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create binary tree given in the above example  
 node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->right = newNode(4);  
 root->right->left = newNode(5);  
 root->right->left->left = newNode(6);  
 printSingles(root);  
 return 0;  
}

Output:

4 5 6

Time Complexity of above code is O(n) as the code does a simple tree traversal.

This article is compiled by **Aman Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-nodes-dont-sibling-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print Nodes in Top View of Binary Tree

Top view of a binary tree is the set of nodes visible when the tree is viewed from the top. Given a binary tree, print the top view of it. The output nodes can be printed in any order. Expected time complexity is O(n)

A node x is there in output if x is the topmost node at its horizontal distance. Horizontal distance of left child of a node x is equal to horizontal distance of x minus 1, and that of right child is horizontal distance of x plus 1.

1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
Top view of the above binary tree is  
4 2 1 3 7  
  
 1  
 / \  
 2 3  
 \   
 4   
 \  
 5  
 \  
 6  
Top view of the above binary tree is  
2 1 3 6

**We strongly recommend to minimize your browser and try this yourself first.**

The idea is to do something similar to [vertical Order Traversal](http://www.geeksforgeeks.org/print-binary-tree-vertical-order-set-2/). Like [vertical Order Traversal](http://www.geeksforgeeks.org/print-binary-tree-vertical-order-set-2/), we need to nodes of same horizontal distance together. We do a level order traversal so that the topmost node at a horizontal node is visited before any other node of same horizontal distance below it. Hashing is used to check if a node at given horizontal distance is seen or not.

// Java program to print top view of Binary tree  
import java.util.\*;  
  
// Class for a tree node  
class TreeNode  
{  
 // Members  
 int key;  
 TreeNode left, right;  
  
 // Constructor  
 public TreeNode(int key)  
 {  
 this.key = key;  
 left = right = null;  
 }  
}  
  
// A class to represent a queue item. The queue is used to do Level  
// order traversal. Every Queue item contains node and horizontal  
// distance of node from root  
class QItem  
{  
 TreeNode node;  
 int hd;  
 public QItem(TreeNode n, int h)  
 {  
 node = n;  
 hd = h;  
 }  
}  
  
// Class for a Binary Tree  
class Tree  
{  
 TreeNode root;  
  
 // Constructors  
 public Tree() { root = null; }  
 public Tree(TreeNode n) { root = n; }  
  
 // This method prints nodes in top view of binary tree  
 public void printTopView()  
 {  
 // base case  
 if (root == null) { return; }  
  
 // Creates an empty hashset  
 HashSet<Integer> set = new HashSet<>();  
  
 // Create a queue and add root to it  
 Queue<QItem> Q = new LinkedList<QItem>();  
 Q.add(new QItem(root, 0)); // Horizontal distance of root is 0  
  
 // Standard BFS or level order traversal loop  
 while (!Q.isEmpty())  
 {  
 // Remove the front item and get its details  
 QItem qi = Q.remove();  
 int hd = qi.hd;  
 TreeNode n = qi.node;  
  
 // If this is the first node at its horizontal distance,  
 // then this node is in top view  
 if (!set.contains(hd))  
 {  
 set.add(hd);  
 System.out.print(n.key + " ");  
 }  
  
 // Enqueue left and right children of current node  
 if (n.left != null)  
 Q.add(new QItem(n.left, hd-1));  
 if (n.right != null)  
 Q.add(new QItem(n.right, hd+1));  
 }  
 }  
}  
  
// Driver class to test above methods  
public class Main  
{  
 public static void main(String[] args)  
 {  
 /\* Create following Binary Tree  
 1  
 / \  
 2 3  
 \  
 4  
 \  
 5  
 \  
 6\*/  
 TreeNode root = new TreeNode(1);  
 root.left = new TreeNode(2);  
 root.right = new TreeNode(3);  
 root.left.right = new TreeNode(4);  
 root.left.right.right = new TreeNode(5);  
 root.left.right.right.right = new TreeNode(6);  
 Tree t = new Tree(root);  
 System.out.println("Following are nodes in top view of Binary Tree");  
 t.printTopView();  
 }  
}

Output:

Following are nodes in top view of Binary Tree   
1 2 3 6

Time Complexity of the above implementation is O(n) where n is number of nodes in given binary tree. The assumption here is that add() and contains() methods of HashSet work in O(1) time.

This article is contributed by **Rohan**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-nodes-top-view-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Print Postorder traversal from given Inorder and Preorder traversals

Given Inorder and Preorder traversals of a binary tree, print Postorder traversal.

Example:

Input:  
Inorder traversal in[] = {4, 2, 5, 1, 3, 6}  
Preorder traversal pre[] = {1, 2, 4, 5, 3, 6}  
  
Output:  
Postorder traversal is {4, 5, 2, 6, 3, 1}

Trversals in the above example represents following tree

1  
 / \   
 2 3  
 / \ \  
 4 5 6

A **naive method** is to first construct the tree, then use simple recursive method to print postorder traversal of the constructed tree.

**We can print postorder traversal without constructing the tree**. The idea is, root is always the first item in preorder traversal and it must be the last item in postorder traversal. We first recursively print left subtree, then recursively print right subtree. Finally, print root. To find boundaries of left and right subtrees in pre[] and in[], we search root in in[], all elements before root in in[] are elements of left subtree and all elements after root are elements of right subtree. In pre[], all elements after index of root in in[] are elements of right subtree. And elements before index (including the element at index and excluding the first element) are elements of left subtree.

// C++ program to print postorder traversal from preorder and inorder traversals  
#include <iostream>  
using namespace std;  
  
// A utility function to search x in arr[] of size n  
int search(int arr[], int x, int n)  
{  
 for (int i = 0; i < n; i++)  
 if (arr[i] == x)  
 return i;  
 return -1;  
}  
  
// Prints postorder traversal from given inorder and preorder traversals  
void printPostOrder(int in[], int pre[], int n)  
{  
 // The first element in pre[] is always root, search it  
 // in in[] to find left and right subtrees  
 int root = search(in, pre[0], n);  
  
 // If left subtree is not empty, print left subtree  
 if (root != 0)  
 printPostOrder(in, pre+1, root);  
  
 // If right subtree is not empty, print right subtree  
 if (root != n-1)  
 printPostOrder(in+root+1, pre+root+1, n-root-1);  
  
 // Print root  
 cout << pre[0] << " ";  
}  
  
// Driver program to test above functions  
int main()  
{  
 int in[] = {4, 2, 5, 1, 3, 6};  
 int pre[] = {1, 2, 4, 5, 3, 6};  
 int n = sizeof(in)/sizeof(in[0]);  
 cout << "Postorder traversal " << endl;  
 printPostOrder(in, pre, n);  
 return 0;  
}

Output

Postorder traversal  
4 5 2 6 3 1

Time Complexity: The above function visits every node in array. For every visit, it calls search which takes O(n) time. Therefore, overall time complexity of the function is O(n2)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-postorder-from-given-inorder-and-preorder-traversals/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← NP-Completeness | Set 1 (Introduction)](http://www.geeksforgeeks.org/np-completeness-set-1/) [Morgan Stanley Interview | Set 3 →](http://www.geeksforgeeks.org/morgan-stanley-interview-set-2-2/)

# Print Right View of a Binary Tree

Given a Binary Tree, print Right view of it. Right view of a Binary Tree is set of nodes visible when tree is visited from Right side.

Right view of following tree is 1 3 7 8  
  
 1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
 \  
 8

***We strongly recommend to minimize the browser and try this yourself first.***

The Right view contains all nodes that are last nodes in their levels. A simple solution is to do [level order traversal](http://www.geeksforgeeks.org/level-order-tree-traversal/) and print the last node in every level.

The problem can also be solved using simple recursive traversal. We can keep track of level of a node by passing a parameter to all recursive calls. The idea is to keep track of maximum level also. And traverse the tree in a manner that right subtree is visited before left subtree. Whenever we see a node whose level is more than maximum level so far, we print the node because this is the last node in its level (Note that we traverse the right subtree before left subtree). Following is C implementation of this approach.

// C program to print right view of Binary Tree  
#include<stdio.h>  
#include<stdlib.h>  
  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new Binary Tree Node  
struct Node \*newNode(int item)  
{  
 struct Node \*temp = (struct Node \*)malloc(sizeof(struct Node));  
 temp->data = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Recursive function to print right view of a binary tree.  
void rightViewUtil(struct Node \*root, int level, int \*max\_level)  
{  
 // Base Case  
 if (root==NULL) return;  
  
 // If this is the last Node of its level  
 if (\*max\_level < level)  
 {  
 printf("%d\t", root->data);  
 \*max\_level = level;  
 }  
  
 // Recur for right subtree first, then left subtree  
 rightViewUtil(root->right, level+1, max\_level);  
 rightViewUtil(root->left, level+1, max\_level);  
}  
  
// A wrapper over rightViewUtil()  
void rightView(struct Node \*root)  
{  
 int max\_level = 0;  
 rightViewUtil(root, 1, &max\_level);  
}  
  
// Driver Program to test above functions  
int main()  
{  
 struct Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->right->left->right = newNode(8);  
  
 rightView(root);  
  
 return 0;  
}

Output:

1 3 7 8

Time Complexity: The function does a simple traversal of the tree, so the complexity is O(n).

This article is contributed by **Shalki Agarwal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/print-right-view-binary-tree-2/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Red-Black Tree | Set 1 (Introduction)

Red-Black Tree is a self-balancing Binary Search Tree (BST) where every node follows following rules.  
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 **1)** Every node has a color either red or black.

**2)** Root of tree is always black.

**3)** There are no two adjacent red nodes (A red node cannot have a red parent or red child).

**4)** Every path from root to a NULL node has same number of black nodes.

**Why Red-Black Trees?**  
 Most of the BST operations (e.g., search, max, min, insert, delete.. etc) take O(h) time where h is the height of the BST. The cost of these operations may become O(n) for a skewed Binary tree. If we make sure that height of the tree remains O(Logn) after every insertion and deletion, then we can guarantee an upper bound of O(Logn) for all these operations. The height of a Red Black tree is always O(Logn) where n is the number of nodes in the tree.

**Comparison with**[**AVL Tree**](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/)  
 The AVL trees are more balanced compared to Red Black Trees, but they may cause more rotations during insertion and deletion. So if your application involves many frequent insertions and deletions, then Red Black trees should be preferred. And if the insertions and deletions are less frequent and search is more frequent operation, then AVL tree should be preferred over Red Black Tree.

**How does a Red-Black Tree ensure balance?**  
 A simple example to understand balancing is, a chain of 3 nodes is not possible in red black tree. We can try any combination of colors and see all of them violate Red-Black tree property.

A chain of 3 nodes is nodes is not possible in Red-Black Trees.   
Following are NOT Red-Black Trees  
 30 30 30   
 / \ / \ / \  
 20 NIL 20 NIL 20 NIL  
 / \ / \ / \   
 10 NIL 10 NIL 10 NIL   
Violates Violates Violates  
Property 4. Property 4 Property 3   
  
Following are different possible Red-Black Trees with above 3 keys  
 20 20  
 / \ / \  
 10 30 10 30  
 / \ / \ / \ / \  
 NIL NIL NIL NIL NIL NIL NIL NIL

From the above examples, we get some idea how Red-Black trees ensure balance. Following is an important fact about balancing in Red-Black Trees.  
  
 ***Every Red Black Tree with n nodes has height <=*** 2Log2(n+1)

This can be proved using following facts:  
 1) For a general Binary Tree, let **k** be the minimum number of nodes on all root to NULL paths, then n >= 2k – 1 (Ex. If k is 3, then n is atleast 7). This expression can also be written as k <= 2Log2(n+1)

2) From property 4 of Red-Black trees and above claim, we can say in a Red-Black Tree with n nodes, there is a root to leaf path with at-most Log2(n+1) black nodes.

3) From property 3 of Red-Black trees, we can claim that the number black nodes in a Red-Black tree is at least ⌊ n/2 ⌋ where n is total number of nodes.

From above 2 points, we can conclude the fact that Red Black Tree with **n** nodes has height <= 2Log2(n+1)

In this post, we introduced Red-Black trees and discussed how balance is ensured. The hard part is to maintain balance when keys are added and removed. We will soon be discussing insertion and deletion operations in coming posts on Red-Black tree.

**Exercise:**  
 **1)** Is it possible to have all black nodes in a Red-Black tree?  
 **2)** Draw a Red-Black Tree that is not an [AVL tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/) structure wise?

**Insertion and Deletion**  
 [Red Black Tree Insertion](http://www.geeksforgeeks.org/red-black-tree-set-2-insert/)  
 [Red-Black Tree Deletion](http://www.geeksforgeeks.org/red-black-tree-set-3-delete-2/)

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <http://en.wikipedia.org/wiki/Red%E2%80%93black_tree>  
 [Video Lecture on Red-Black Tree by Tim Roughgarden](http://www.youtube.com/watch?v=4slgC3UOXc0http://)  
 [MIT Video Lecture on Red-Black Tree](http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-046j-introduction-to-algorithms-sma-5503-fall-2005/video-lectures/lecture-10-red-black-trees-rotations-insertions-deletions/)  
 [MIT Lecture Notes on Red Black Tree](http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-046j-introduction-to-algorithms-sma-5503-fall-2005/video-lectures/lecture-10-red-black-trees-rotations-insertions-deletions/lec10.pdf)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/>

In the [previous post](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), we discussed introduction to Red-Black Trees. In this post, insertion is discussed.

In[AVL tree insertion](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/), we used rotation as a tool to do balancing after insertion caused imbalance. In Red-Black tree, we use two tools to do balancing.

**1)** Recoloring  
 **2)** [Rotation](http://en.wikipedia.org/wiki/Tree_rotation)

We try recoloring first, if recoloring doesn’t work, then we go for rotation. Following is detailed algorithm. The algorithms has mainly two cases depending upon the color of uncle. If uncle is red, we do recoloring. If uncle is black, we do rotations and/or recoloring.

Color of a NULL node is considered as BLACK.

Let x be the newly inserted node.  
 **1)** Perform [standard BST insertion](http://geeksquiz.com/binary-search-tree-set-1-search-and-insertion/) and make the color of newly inserted nodes as RED.

**2)** Do following if color of x’s parent is not BLACK or x is not root.  
 ….**a)** **If x’s uncle is** **RED** (Grand parent must have been black from [property 4](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/))  
 ……..**(i)** Change color of parent and uncle as BLACK.  
 ……..**(ii)** color of grand parent as RED.  
 ……..**(iii)** Change x = x’s grandparent, repeat steps 2 and 3 for new x.  
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….**b)** **If x’s uncle is BLACK**, then there can be four configurations for x, x’s parent (**p**) and x’s grandparent (**g**) (This is similar to[AVL Tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/))  
 ……..**i)** Left Left Case (p is left child of g and x is left child of p)  
 ……..**ii)** Left Right Case (p is left child of g and x is right child of p)  
 ……..**iii)** Right Right Case (Mirror of case a)  
 ……..**iv)** Right Left Case (Mirror of case c)

**3)** If x is root, change color of x as BLACK (Black height of complete tree increases by 1).

Following are operations to be performed in four subcases when uncle is BLACK.

# All four cases when Uncle is BLACK

**Left Left Case (See g, p and x)**  
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**Left Right Case (See g, p and x)**  
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**Right Right Case (See g, p and x)**  
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**Right Left Case (See g, p and x)**  
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# Examples of Insertion
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Please refer [C Program for Red Black Tree Insertion](http://geeksquiz.com/c-program-red-black-tree-insertion/) for complete implementation of above algorithm.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/red-black-tree-set-2-insert/>

# Red-Black Tree | Set 3 (Delete)

We have discussed following topics on Red-Black tree in previous posts. We strongly recommend to refer following post as prerequisite of this post.

[Red-Black Tree Introduction](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/)  
 [Red Black Tree Insert](http://www.geeksforgeeks.org/red-black-tree-set-2-insert/)

**Insertion Vs Deletion:**  
 Like Insertion, recoloring and rotations are used to maintain the Red-Black properties.

In insert operation, we check color of uncle to decide the appropriate case. In delete operation, ***we check color of sibling*** to decide the appropriate case.

The main property that violates after insertion is two consecutive reds. In delete, the main violated property is, change of black height in subtrees as deletion of a black node may cause reduced black height in one root to leaf path.

Deletion is fairly complex process.  To understand deletion, notion of double black is used.  When a black node is deleted and replaced by a black child, the child is marked as ***double black***. The main task now becomes to convert this double black to single black.

**Deletion Steps**  
 Following are detailed steps for deletion.

**1)** Perform [standard BST delete](http://geeksquiz.com/binary-search-tree-set-2-delete/). When we perform standard delete operation in BST, we always end up deleting a node which is either leaf or has only one child (For an internal node, we copy the successor and then recursively call delete for successor, successor is always a leaf node or a node with one child). So we only need to handle cases where a node is leaf or has one child. Let v be the node deleted and u be the child that replaces v.

**2) Simple Case: If either u or v is red,** we mark the replaced child as black (No change in black height). Note that both u and v cannot be red as v is parent of u and two consecutive reds are not allowed in red-black tree.  
 [![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/rbdelete11.png)

**3)** **If Both u and v are Black**.

**3.1)** Color u as double black.  Now our task reduces to convert this double black to single black. Note that If v is leaf, then u is NULL and color of NULL is considered as black. So the deletion of a black leaf also causes a double black.
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**3.2)** Do following while the current node u is double black or it is not root. Let sibling of node be **s**.  
 ….**(a): If sibling s is black and at least one of sibling’s children is red**, perform rotation(s). Let the red child of s be **r**. This case can be divided in four subcases depending upon positions of s and r.

…………..**(i)** Left Left Case (s is left child of its parent and r is left child of s or both children of s are red). This is mirror of right right case shown in below diagram.

…………..**(ii)** Left Right Case (s is left child of its parent and r is right child). This is mirror of right left case shown in below diagram.

…………..**(iii)** Right Right Case (s is right child of its parent and r is right child of s or both children of s are red)  
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…………..**(iv)** Right Left Case (s is right child of its parent and r is left child of s)  
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…..**(b): If sibling is black and its both children are black**, perform recoloring, and recur for the parent if parent is black.  
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 In this case, if parent was red, then we didn’t need to recur for prent, we can simply make it black (red + double black = single black)

…..**(c): If sibling is red**, perform a rotation to move old sibling up, recolor the old sibling and parent. The new sibling is always black (See the below diagram). This mainly converts the tree to black sibling case (by rotation) and  leads to case (a) or (b). This case can be divided in two subcases.  
 …………..**(i)** Left Case (s is left child of its parent). This is mirror of right right case shown in below diagram. We right rotate the parent p.  
 …………..**(iii)** Right Case (s is right child of its parent). We left rotate the parent p.  
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**3.3)** If u is root, make it single black and return (Black height of complete tree reduces by 1).

**References:**  
 <https://www.cs.purdue.edu/homes/ayg/CS251/slides/chap13c.pdf>  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/red-black-tree-set-3-delete-2/>

# Remove all nodes which don't lie in any path with sum>= k

Given a binary tree, a complete path is defined as a path from root to a leaf. The sum of all nodes on that path is defined as the sum of that path. Given a number K, you have to remove (prune the tree) all nodes which don’t lie in any path with sum>=k.

Note: A node can be part of multiple paths. So we have to delete it only in case when all paths from it have sum less than K.

Consider the following Binary Tree  
 1   
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
 / \ / /  
8 9 12 10  
 / \ \  
 13 14 11  
 /   
 15   
  
For input k = 20, the tree should be changed to following  
(Nodes with values 6 and 8 are deleted)  
 1   
 / \  
 2 3  
 / \ \  
 4 5 7  
 \ / /  
 9 12 10  
 / \ \  
 13 14 11  
 /   
 15   
  
For input k = 45, the tree should be changed to following.  
 1   
 /   
 2   
 /   
 4   
 \   
 9   
 \   
 14   
 /  
 15

We strongly recommend you to minimize the browser and try this yourself first.

The idea is to traverse the tree and delete nodes in bottom up manner. While traversing the tree, recursively calculate the sum of nodes from root to leaf node of each path. For each visited node, checks the total calculated sum against given sum “k”. If sum is less than k, then free(delete) that node (leaf node) and return the sum back to the previous node. Since the path is from root to leaf and nodes are deleted in bottom up manner, a node is deleted only when all of its descendants are deleted. Therefore, when a node is deleted, it must be a leaf in the current Binary Tree.

Following is C implementation of the above approach.

#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to get maximum of two integers  
int max(int l, int r) { return (l > r ? l : r); }  
  
// A Binary Tree Node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new Binary Tree node with given data  
struct Node\* newNode(int data)  
{  
 struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// print the tree in LVR (Inorder traversal) way.  
void print(struct Node \*root)  
{  
 if (root != NULL)  
 {  
 print(root->left);  
 printf("%d ",root->data);  
 print(root->right);  
 }  
}  
  
/\* Main function which truncates the binary tree. \*/  
struct Node \*pruneUtil(struct Node \*root, int k, int \*sum)  
{  
 // Base Case  
 if (root == NULL) return NULL;  
  
 // Initialize left and right sums as sum from root to  
 // this node (including this node)  
 int lsum = \*sum + (root->data);  
 int rsum = lsum;  
  
 // Recursively prune left and right subtrees  
 root->left = pruneUtil(root->left, k, &lsum);  
 root->right = pruneUtil(root->right, k, &rsum);  
  
 // Get the maximum of left and right sums  
 \*sum = max(lsum, rsum);  
  
 // If maximum is smaller than k, then this node  
 // must be deleted  
 if (\*sum < k)  
 {  
 free(root);  
 root = NULL;  
 }  
  
 return root;  
}  
  
// A wrapper over pruneUtil()  
struct Node \*prune(struct Node \*root, int k)  
{  
 int sum = 0;  
 return pruneUtil(root, k, &sum);  
}  
  
// Driver program to test above function  
int main()  
{  
 int k = 45;  
 struct Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->left->left->left = newNode(8);  
 root->left->left->right = newNode(9);  
 root->left->right->left = newNode(12);  
 root->right->right->left = newNode(10);  
 root->right->right->left->right = newNode(11);  
 root->left->left->right->left = newNode(13);  
 root->left->left->right->right = newNode(14);  
 root->left->left->right->right->left = newNode(15);  
  
 printf("Tree before truncation\n");  
 print(root);  
  
 root = prune(root, k); // k is 45  
  
 printf("\n\nTree after truncation\n");  
 print(root);  
  
 return 0;  
}

Output:

Tree before truncation  
8 4 13 9 15 14 2 12 5 1 6 3 10 11 7  
  
Tree after truncation  
4 9 15 14 2 1

Time Complexity: O(n), the solution does a single traversal of given Binary Tree.

**A Simpler Solution:**  
 The above code can be simplified using the fact that nodes are deleted in bottom up manner. The idea is to keep reducing the sum when traversing down. When we reach a leaf and sum is greater than the leaf’s data, then we delete the leaf. Note that deleting nodes may convert a non-leaf node to a leaf node and if the data for the converted leaf node is less than the current sum, then the converted leaf should also be deleted.

Thanks to vicky for suggesting this solution in below comments.

#include <stdio.h>  
#include <stdlib.h>  
  
// A Binary Tree Node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new Binary  
// Tree node with given data  
struct Node\* newNode(int data)  
{  
 struct Node\* node =  
 (struct Node\*) malloc(sizeof(struct Node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// print the tree in LVR (Inorder traversal) way.  
void print(struct Node \*root)  
{  
 if (root != NULL)  
 {  
 print(root->left);  
 printf("%d ",root->data);  
 print(root->right);  
 }  
}  
  
/\* Main function which truncates the binary tree. \*/  
struct Node \*prune(struct Node \*root, int sum)  
{  
 // Base Case  
 if (root == NULL) return NULL;  
  
 // Recur for left and right subtrees  
 root->left = prune(root->left, sum - root->data);  
 root->right = prune(root->right, sum - root->data);  
  
 // If we reach leaf whose data is smaller than sum,  
 // we delete the leaf. An important thing to note  
 // is a non-leaf node can become leaf when its  
 // chilren are deleted.  
 if (root->left==NULL && root->right==NULL)  
 {  
 if (root->data < sum)  
 {  
 free(root);  
 return NULL;  
 }  
 }  
  
 return root;  
}  
  
// Driver program to test above function  
int main()  
{  
 int k = 45;  
 struct Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
 root->left->left->left = newNode(8);  
 root->left->left->right = newNode(9);  
 root->left->right->left = newNode(12);  
 root->right->right->left = newNode(10);  
 root->right->right->left->right = newNode(11);  
 root->left->left->right->left = newNode(13);  
 root->left->left->right->right = newNode(14);  
 root->left->left->right->right->left = newNode(15);  
  
 printf("Tree before truncation\n");  
 print(root);  
  
 root = prune(root, k); // k is 45  
  
 printf("\n\nTree after truncation\n");  
 print(root);  
  
 return 0;  
}

Output:

Tree before truncation  
8 4 13 9 15 14 2 12 5 1 6 3 10 11 7  
  
Tree after truncation  
4 9 15 14 2 1

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/remove-all-nodes-which-lie-on-a-path-having-sum-less-than-k/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)
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[← How to make a C++ class whose objects can only be dynamically allocated?](http://www.geeksforgeeks.org/make-class-whose-objects-can-dynamically-allocated/) [How to change the output of printf() in main() ? →](http://www.geeksforgeeks.org/c-puzzle/)

# Remove BST keys outside the given range

Given a Binary Search Tree (BST) and a range [min, max], remove all keys which are outside the given range. The modified tree should also be BST. For example, consider the following BST and range [-10, 13].   
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The given tree should be changed to following. Note that all keys outside the range [-10, 13] are removed and modified tree is BST.  
 [![](data:image/png;base64,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)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/BinaryTreeModified2.png)

There are two possible cases for every node.  
 **1)** Node’s key is outside the given range. This case has two sub-cases.  
 …….**a)** Node’s key is smaller than the min value.  
 …….**b)** Node’s key is greater that the max value.  
 **2)** Node’s key is in range.

We don’t need to do anything for case 2. In case 1, we need to remove the node and change root of sub-tree rooted with this node.  
 The idea is to fix the tree in Postorder fashion. When we visit a node, we make sure that its left and right sub-trees are already fixed. In case 1.a), we simply remove root and return right sub-tree as new root. In case 1.b), we remove root and return left sub-tree as new root.

Following is C++ implementation of the above approach.

// A C++ program to remove BST keys outside the given range  
#include<stdio.h>  
#include <iostream>  
  
using namespace std;  
  
// A BST node has key, and left and right pointers  
struct node  
{  
 int key;  
 struct node \*left;  
 struct node \*right;  
};  
  
// Resmoves all nodes having value outside the given range and returns the root  
// of modified tree  
node\* removeOutsideRange(node \*root, int min, int max)  
{  
 // Base Case  
 if (root == NULL)  
 return NULL;  
  
 // First fix the left and right subtrees of root  
 root->left = removeOutsideRange(root->left, min, max);  
 root->right = removeOutsideRange(root->right, min, max);  
  
 // Now fix the root. There are 2 possible cases for toot  
 // 1.a) Root's key is smaller than min value (root is not in range)  
 if (root->key < min)  
 {  
 node \*rChild = root->right;  
 delete root;  
 return rChild;  
 }  
 // 1.b) Root's key is greater than max value (root is not in range)  
 if (root->key > max)  
 {  
 node \*lChild = root->left;  
 delete root;  
 return lChild;  
 }  
 // 2. Root is in range  
 return root;  
}  
  
// A utility function to create a new BST node with key as given num  
node\* newNode(int num)  
{  
 node\* temp = new node;  
 temp->key = num;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// A utility function to insert a given key to BST  
node\* insert(node\* root, int key)  
{  
 if (root == NULL)  
 return newNode(key);  
 if (root->key > key)  
 root->left = insert(root->left, key);  
 else  
 root->right = insert(root->right, key);  
 return root;  
}  
  
// Utility function to traverse the binary tree after conversion  
void inorderTraversal(node\* root)  
{  
 if (root)  
 {  
 inorderTraversal( root->left );  
 cout << root->key << " ";  
 inorderTraversal( root->right );  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 node\* root = NULL;  
 root = insert(root, 6);  
 root = insert(root, -13);  
 root = insert(root, 14);  
 root = insert(root, -8);  
 root = insert(root, 15);  
 root = insert(root, 13);  
 root = insert(root, 7);  
  
 cout << "Inorder traversal of the given tree is: ";  
 inorderTraversal(root);  
  
 root = removeOutsideRange(root, -10, 13);  
  
 cout << "\nInorder traversal of the modified tree is: ";  
 inorderTraversal(root);  
  
 return 0;  
}

Output:

Inorder traversal of the given tree is: -13 -8 6 7 13 14 15  
Inorder traversal of the modified tree is: -8 6 7 13

**Time Complexity:** O(n) where n is the number of nodes in given BST.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/remove-bst-keys-outside-the-given-range/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Remove nodes on root to leaf paths of length

Given a Binary Tree and a number k, remove all nodes that lie only on root to leaf path(s) of length smaller than k. If a node X lies on multiple root-to-leaf paths and if any of the paths has path length >= k, then X is not deleted from Binary Tree. In other words a node is deleted if all paths going through it have lengths smaller than k.

Consider the following example Binary Tree

1  
 / \  
 2 3  
 / \ \  
 4 5 6  
 / /  
 7 8   
Input: Root of above Binary Tree  
 k = 4  
  
Output: The tree should be changed to following   
 1  
 / \  
 2 3  
 / \  
 4 6  
 / /  
7 8  
There are 3 paths   
i) 1->2->4->7 path length = 4  
ii) 1->2->5 path length = 3  
iii) 1->3->6->8 path length = 4   
There is only one path " 1->2->5 " of length smaller than 4.   
The node 5 is the only node that lies only on this path, so   
node 5 is removed.  
Nodes 2 and 1 are not removed as they are parts of other paths  
of length 4 as well.  
  
If k is 5 or greater than 5, then whole tree is deleted.   
  
If k is 3 or less than 3, then nothing is deleted.

**We strongly recommend to minimize your browser and try this yourself first**

The idea here is to use post order traversal of the tree. Before removing a node we need to check that all the children of that node in the shorter path are already removed. There are 2 cases for a node whose child or cho  
 i) This node becomes a leaf node in which case it needs to be deleted.  
 ii) This node has other child on a path with path length >= k. In that case it needs not to be deleted.

A C++ based code on this approach is below

// C++ program to remove nodes on root to leaf paths of length < K  
#include<iostream>  
using namespace std;  
  
struct Node  
{  
 int data;  
 Node \*left, \*right;  
};  
  
//New node of a tree  
Node \*newNode(int data)  
{  
 Node \*node = new Node;  
 node->data = data;  
 node->left = node->right = NULL;  
 return node;  
}  
  
// Utility method that actually removes the nodes which are not  
// on the pathLen >= k. This method can change the root as well.  
Node \*removeShortPathNodesUtil(Node \*root, int level, int k)  
{  
 //Base condition  
 if (root == NULL)  
 return NULL;  
  
 // Traverse the tree in postorder fashion so that if a leaf  
 // node path length is shorter than k, then that node and  
 // all of its descendants till the node which are not  
 // on some other path are removed.  
 root->left = removeShortPathNodesUtil(root->left, level + 1, k);  
 root->right = removeShortPathNodesUtil(root->right, level + 1, k);  
  
 // If root is a leaf node and it's level is less than k then  
 // remove this node.  
 // This goes up and check for the ancestor nodes also for the  
 // same condition till it finds a node which is a part of other  
 // path(s) too.  
 if (root->left == NULL && root->right == NULL && level < k)  
 {  
 delete root;  
 return NULL;  
 }  
  
 // Return root;  
 return root;  
}  
  
// Method which calls the utitlity method to remove the short path  
// nodes.  
Node \*removeShortPathNodes(Node \*root, int k)  
{  
 int pathLen = 0;  
 return removeShortPathNodesUtil(root, 1, k);  
}  
  
//Method to print the tree in inorder fashion.  
void printInorder(Node \*root)  
{  
 if (root)  
 {  
 printInorder(root->left);  
 cout << root->data << " ";  
 printInorder(root->right);  
 }  
}  
  
// Driver method.  
int main()  
{  
 int k = 4;  
 Node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->left->left->left = newNode(7);  
 root->right->right = newNode(6);  
 root->right->right->left = newNode(8);  
 cout << "Inorder Traversal of Original tree" << endl;  
 printInorder(root);  
 cout << endl;  
 cout << "Inorder Traversal of Modified tree" << endl;  
 Node \*res = removeShortPathNodes(root, k);  
 printInorder(res);  
 return 0;  
}

Output:

Inorder Traversal of Original tree  
7 4 2 5 1 3 8 6  
Inorder Traversal of Modified tree  
7 4 2 1 3 8 6

Time complexity of the above solution is O(n) where n is number of nodes in given Binary Tree.

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/remove-nodes-root-leaf-paths-length-k/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [tree-traversal](http://www.geeksforgeeks.org/tag/tree-traversal/)

# Reverse alternate levels of a perfect binary tree

Given a [Perfect Binary Tree](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees), reverse the alternate level nodes of the binary tree.

Given tree:   
 a  
 / \  
 b c  
 / \ / \  
 d e f g  
 / \ / \ / \ / \  
 h i j k l m n o   
  
Modified tree:  
 a  
 / \  
 c b  
 / \ / \  
 d e f g  
 / \ / \ / \ / \  
 o n m l k j i h

**We strongly recommend to minimize the browser and try this yourself first.**

A **simple solution** is to do following steps.  
 **1)** Access nodes level by level.  
 **2)** If current level is odd, then store nodes of this level in an array.  
 **3)** Reverse the array and store elements back in tree.

A **tricky solution** is to do two inorder traversals. Following are steps to be followed.  
 **1)** Traverse the given tree in inorder fashion and store all odd level nodes in an auxiliary array. For the above example given tree, contents of array become {h, i, b, j, k, l, m, c, n, o}

**2)** Reverse the array. The array now becomes {o, n, c, m, l, k, j, b, i, h}

**3)** Traverse the tree again inorder fashion. While traversing the tree, one by one take elements from array and store elements from array to every odd level traversed node.  
 For the above example, we traverse ‘h’ first in above array and replace ‘h’ with ‘o’. Then we traverse ‘i’ and replace it with n.

Following is C++ implementation of the above algorithm.

// C++ program to reverse alternate levels of a binary tree  
#include<iostream>  
#define MAX 100  
using namespace std;  
  
// A Binary Tree node  
struct Node  
{  
 char data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new Binary Tree Node  
struct Node \*newNode(char item)  
{  
 struct Node \*temp = new Node;  
 temp->data = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Function to store nodes of alternate levels in an array  
void storeAlternate(Node \*root, char arr[], int \*index, int l)  
{  
 // Base case  
 if (root == NULL) return;  
  
 // Store elements of left subtree  
 storeAlternate(root->left, arr, index, l+1);  
  
 // Store this node only if this is a odd level node  
 if (l%2 != 0)  
 {  
 arr[\*index] = root->data;  
 (\*index)++;  
 }  
  
 // Store elements of right subtree  
 storeAlternate(root->right, arr, index, l+1);  
}  
  
// Function to modify Binary Tree (All odd level nodes are  
// updated by taking elements from array in inorder fashion)  
void modifyTree(Node \*root, char arr[], int \*index, int l)  
{  
 // Base case  
 if (root == NULL) return;  
  
 // Update nodes in left subtree  
 modifyTree(root->left, arr, index, l+1);  
  
 // Update this node only if this is an odd level node  
 if (l%2 != 0)  
 {  
 root->data = arr[\*index];  
 (\*index)++;  
 }  
  
 // Update nodes in right subtree  
 modifyTree(root->right, arr, index, l+1);  
}  
  
// A utility function to reverse an array from index  
// 0 to n-1  
void reverse(char arr[], int n)  
{  
 int l = 0, r = n-1;  
 while (l < r)  
 {  
 int temp = arr[l];  
 arr[l] = arr[r];  
 arr[r] = temp;  
 l++; r--;  
 }  
}  
  
// The main function to reverse alternate nodes of a binary tree  
void reverseAlternate(struct Node \*root)  
{  
 // Create an auxiliary array to store nodes of alternate levels  
 char \*arr = new char[MAX];  
 int index = 0;  
  
 // First store nodes of alternate levels  
 storeAlternate(root, arr, &index, 0);  
  
 // Reverse the array  
 reverse(arr, index);  
  
 // Update tree by taking elements from array  
 index = 0;  
 modifyTree(root, arr, &index, 0);  
}  
  
// A utility function to print indorder traversal of a  
// binary tree  
void printInorder(struct Node \*root)  
{  
 if (root == NULL) return;  
 printInorder(root->left);  
 cout << root->data << " ";  
 printInorder(root->right);  
}  
  
// Driver Program to test above functions  
int main()  
{  
 struct Node \*root = newNode('a');  
 root->left = newNode('b');  
 root->right = newNode('c');  
 root->left->left = newNode('d');  
 root->left->right = newNode('e');  
 root->right->left = newNode('f');  
 root->right->right = newNode('g');  
 root->left->left->left = newNode('h');  
 root->left->left->right = newNode('i');  
 root->left->right->left = newNode('j');  
 root->left->right->right = newNode('k');  
 root->right->left->left = newNode('l');  
 root->right->left->right = newNode('m');  
 root->right->right->left = newNode('n');  
 root->right->right->right = newNode('o');  
  
 cout << "Inorder Traversal of given tree\n";  
 printInorder(root);  
  
 reverseAlternate(root);  
  
 cout << "\n\nInorder Traversal of modified tree\n";  
 printInorder(root);  
  
 return 0;  
}

Output:

Inorder Traversal of given tree  
h d i b j e k a l f m c n g o  
  
Inorder Traversal of modified tree  
o d n c m e l a k f j b i g h

Time complexity of the above solution is O(n) as it does two inorder traversals of binary tree.

This article is contributed by **Kripal Gaurav**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/reverse-alternate-levels-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

Post navigation

[← [TopTalent.in] Exclusive Interview with Prashanth from IIT Madras who landed a job at Microsoft, Redmond](http://www.geeksforgeeks.org/exclusive-interview-prashanth-iit-madras-landed-job-microsoft-redmond/) [Calculate the angle between hour hand and minute hand →](http://www.geeksforgeeks.org/calculate-angle-hour-hand-minute-hand/)

# Reverse Level Order Traversal

We have discussed [level order traversal](http://www.geeksforgeeks.org/level-order-tree-traversal/) of a post in previous post. The idea is to print last level first, then second last level, and so on. Like Level order traversal, every level is printed from left to right.
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Example Tree

Reverse Level order traversal of the above tree is “4 5 2 3 1″.

Both methods for [normal level order traversal](http://www.geeksforgeeks.org/level-order-tree-traversal/) can be easily modified to do reverse level order traversal.

**METHOD 1 (Recursive function to print a given level)**  
 We can easily modify the method 1 of the normal [level order traversal](http://www.geeksforgeeks.org/level-order-tree-traversal/). In method 1, we have a method printGivenLevel() which prints a given level number. The only thing we need to change is, instead of calling printGivenLevel() from first level to last level, we call it from last level to first level.

// A recursive C program to print REVERSE level order traversal   
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left and right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\*Function protoypes\*/  
void printGivenLevel(struct node\* root, int level);  
int height(struct node\* node);  
struct node\* newNode(int data);  
  
/\* Function to print REVERSE level order traversal a tree\*/  
void reverseLevelOrder(struct node\* root)  
{  
 int h = height(root);  
 int i;  
 for (i=h; i>=1; i--) //THE ONLY LINE DIFFERENT FROM NORMAL LEVEL ORDER  
 printGivenLevel(root, i);  
}  
  
/\* Print nodes at a given level \*/  
void printGivenLevel(struct node\* root, int level)  
{  
 if (root == NULL)  
 return;  
 if (level == 1)  
 printf("%d ", root->data);  
 else if (level > 1)  
 {  
 printGivenLevel(root->left, level-1);  
 printGivenLevel(root->right, level-1);  
 }  
}  
  
/\* Compute the "height" of a tree -- the number of  
 nodes along the longest path from the root node  
 down to the farthest leaf node.\*/  
int height(struct node\* node)  
{  
 if (node==NULL)  
 return 0;  
 else  
 {  
 /\* compute the height of each subtree \*/  
 int lheight = height(node->left);  
 int rheight = height(node->right);  
  
 /\* use the larger one \*/  
 if (lheight > rheight)  
 return(lheight+1);  
 else return(rheight+1);  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
  
 printf("Level Order traversal of binary tree is \n");  
 reverseLevelOrder(root);  
  
 return 0;  
}

*Output:*

Level Order traversal of binary tree is  
4 5 2 3 1

*Time Complexity:* The worst case time complexity of this method is O(n^2). For a skewed tree, printGivenLevel() takes O(n) time where n is the number of nodes in the skewed tree. So time complexity of printLevelOrder() is O(n) + O(n-1) + O(n-2) + .. + O(1) which is O(n^2).

**METHOD 2 (Using Queue and Stack)**  
 The method 2 of [normal level order traversal](http://www.geeksforgeeks.org/level-order-tree-traversal/) can also be easily modified to print level order traversal in reverse order. The idea is to use a stack to get the reverse level order. If we do normal level order traversal and instead of printing a node, push the node to a stack and then print contents of stack, we get “5 4 3 2 1″ for above example tree, but output should be “4 5 2 3 1″. So to get the correct sequence (left to right at every level), we process children of a node in reverse order, we first push the right subtree to stack, then left subtree.

// A C++ program to print REVERSE level order traversal using stack and queue  
// This approach is adopted from following link  
// http://tech-queries.blogspot.in/2008/12/level-order-tree-traversal-in-reverse.html  
#include <iostream>  
#include <stack>  
#include <queue>  
using namespace std;  
  
/\* A binary tree node has data, pointer to left and right children \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Given a binary tree, print its nodes in reverse level order \*/  
void reverseLevelOrder(node\* root)  
{  
 stack <node \*> S;  
 queue <node \*> Q;  
 Q.push(root);  
  
 // Do something like normal level order traversal order. Following are the  
 // differences with normal level order traversal  
 // 1) Instead of printing a node, we push the node to stack  
 // 2) Right subtree is visited before left subtree  
 while (Q.empty() == false)  
 {  
 /\* Dequeue node and make it root \*/  
 root = Q.front();  
 Q.pop();  
 S.push(root);  
  
 /\* Enqueue right child \*/  
 if (root->right)  
 Q.push(root->right); // NOTE: RIGHT CHILD IS ENQUEUED BEFORE LEFT  
  
 /\* Enqueue left child \*/  
 if (root->left)  
 Q.push(root->left);  
 }  
  
 // Now pop all items from stack one by one and print them  
 while (S.empty() == false)  
 {  
 root = S.top();  
 cout << root->data << " ";  
 S.pop();  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
node\* newNode(int data)  
{  
 node\* temp = new node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
  
 return (temp);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
 root->right->left = newNode(6);  
 root->right->right = newNode(7);  
  
 cout << "Level Order traversal of binary tree is \n";  
 reverseLevelOrder(root);  
  
 return 0;  
}

*Output:*

Level Order traversal of binary tree is  
4 5 6 7 2 3 1

*Time Complexity:* O(n) where n is number of nodes in the binary tree.

Please write comments if you find any bug in the above programs/algorithms or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/reverse-level-order-traversal/>

# Root to leaf path sum equal to a given number

Given a binary tree and a number, return true if the tree has a root-to-leaf path such that adding up all the values along the path equals the given number. Return false if no such path can be found.
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For example, in the above tree root to leaf paths exist with following sums.

21 –> 10 – 8 – 3  
 23 –> 10 – 8 – 5  
 14 –> 10 – 2 – 2

So the returned value should be true only for numbers 21, 23 and 14. For any other number, returned value should be false.

Algorithm:  
 Recursively check if left or right child has path sum equal to ( number – value at current node)

Implementation:

#include<stdio.h>  
#include<stdlib.h>  
#define bool int  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\*  
 Given a tree and a sum, return true if there is a path from the root  
 down to a leaf, such that adding up all the values along the path  
 equals the given sum.  
  
 Strategy: subtract the node value from the sum when recurring down,  
 and check to see if the sum is 0 when you run out of tree.  
\*/  
bool hasPathSum(struct node\* node, int sum)  
{  
 /\* return true if we run out of tree and sum==0 \*/  
 if (node == NULL)  
 {  
 return (sum == 0);  
 }  
   
 else  
 {  
 bool ans = 0;   
   
 /\* otherwise check both subtrees \*/  
 int subSum = sum - node->data;  
   
 /\* If we reach a leaf node and sum becomes 0 then return true\*/  
 if ( subSum == 0 && node->left == NULL && node->right == NULL )  
 return 1;  
   
 if(node->left)  
 ans = ans || hasPathSum(node->left, subSum);  
 if(node->right)  
 ans = ans || hasPathSum(node->right, subSum);  
   
 return ans;  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newnode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 int sum = 21;  
  
 /\* Constructed binary tree is  
 10  
 / \  
 8 2  
 / \ /  
 3 5 2  
 \*/  
 struct node \*root = newnode(10);  
 root->left = newnode(8);  
 root->right = newnode(2);  
 root->left->left = newnode(3);  
 root->left->right = newnode(5);  
 root->right->left = newnode(2);  
  
 if(hasPathSum(root, sum))  
 printf("There is a root-to-leaf path with sum %d", sum);  
 else  
 printf("There is no root-to-leaf path with sum %d", sum);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

References:  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

Author: Tushar Roy

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem

### Source

<http://www.geeksforgeeks.org/root-to-leaf-path-sum-equal-to-a-given-number/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Segment Tree | Set 2 (Range Minimum Query)

We have introduced [segment tree with a simple example](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/) in the previous post. In this post, [Range Minimum Query](http://en.wikipedia.org/wiki/Range_Minimum_Query) problem is discussed as another example where Segment Tree can be used. Following is problem statement.

We have an array arr[0 . . . n-1]. We should be able to efficiently find the minimum value from index *qs* (query start) to *qe* (query end) where *0 . The array is static (elements are not deleted and inserted during the series of queries).*

A **simple solution** is to run a loop from *qs* to *qe* and find minimum element in given range. This solution takes O(n) time in worst case.

**Another solution** is to create a 2D array where an entry [i, j] stores the minimum value in range arr[i..j]. Minimum of a given range can now be calculated in O(1) time, but preprocessing takes O(n^2) time. Also, this approach needs O(n^2) extra space which may become huge for large input arrays.

[**Segment tree**](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/) can be used to do preprocessing and query in moderate time. With segment tree, preprocessing time is O(n) and time to for range minimum query is O(Logn). The extra space required is O(n) to store the segment tree.

Representation of Segment trees  
 **1.** Leaf Nodes are the elements of the input array.  
 **2.** Each internal node represents minimum of all leaves under it.

An array representation of tree is used to represent Segment Trees. For each node at index i, the left child is at index 2\*i+1, right child at 2\*i+2 and the parent is at [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAATCAQAAAB7cZiBAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAB8UlEQVRIx7WW0XHbMAyGP+QyAK8jsBvwPIKygZxsIG/gjtDjCPIGjbwBPUKdDewRGm+APES2QcqtZVeBHkSAAAkC4A+iDD/qS9L7P5q7LekGog43sXue9i8z7T/tugccGUmk1cOJq2XHHSRekvgjp3u2Ul/QquhXl6VEaSVJlSk4SJm/jm3Gh9sTTSASUUIm3V6KzmeeWPb/CqUy86l0r7m/Topjlu61w4Me9+b9uCs76w/poYj3nM09yRxBiZcitTWdTSMAe2aFWXYeNeOKOp/9r+g5dtevIDtbBEX0xHEw46BrZhKmCZ4e8JYXB+cr2MsCnh9WkifX8+c0nrGSgNO3r8g08MyvgaxjoVlxPRYKp/PoBmTBujhfzeLCVvMyDpdJnNGb61Mx2xJ1lcty9w4FCj4zz9V1XTp8Cxk89ewL5xq2uiqOkCdX97Y+pALdSCWOCcjWNbAwtxaQGvrINVZeAsvbGet54hUI4xJX0LeBZMar4YKtMQksQBppZMn33CwHluUZlvG0NLf3XzyRhLIlnsGFeIZlAjGzeDdMtMBypalN91nUo8WPsim7hh74PRXSFbXVGtbrfqzloC8Mn1gTdGCzJhXLkXYJEg5nKww3zbMgq2i7/oj35KdPJCH2YPLzy/pDmehO51c06v75kD4AS2Tk4jXVs8kAAAAidEVYdGNvbW1lbnQAUmVuZGVyZWQgYnkgUXVpY2tMYVRlWC5jb20gSdC2AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDEzLTExLTI2VDAyOjQ2OjQ0KzA5OjAwpr9jXwAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxMy0xMS0yNlQwMjo0Njo0NCswOTowMNfi2+MAAAAASUVORK5CYII=)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/segmenttree2.png).
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**Construction of Segment Tree from given array**  
 We start with a segment arr[0 . . . n-1]. and every time we divide the current segment into two halves(if it has not yet become a segment of length 1), and then call the same procedure on both halves, and for each such segment, we store the minimum value in a segment tree node.  
 All levels of the constructed segment tree will be completely filled except the last level. Also, the tree will be a [Full Binary Tree](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees) because we always divide segments in two halves at every level. Since the constructed tree is always full binary tree with n leaves, there will be n-1 internal nodes. So total number of nodes will be 2\*n – 1.  
 Height of the segment tree will be [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATCAQAAABxLTbTAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABoklEQVRIx72V0VHDMBBE3zEUoIEO5A5MC0oHZqgA04EzVMA4HQAdEHegdBCSDuwOIO7g+LDsWBBDmCGsfnySTlrtrWRR/g/ChgaAB92Kxej2z7fIuAHAgFe6RopHsX381w1/tmegW65PK+PZOND2Hzc7Nc6nBiTH0JLgdQUghpKaS96ABK/VRFbCG0/ktMx4iO02sZmUoHMA8WK0Ap5pdAHi8cy5OJhleOeVDegCBEpm8QwfOUaxChbFhB7HTlGoyRWFMs6Isp1C3s1XKFlOunEENzJLg5EUqAJLxzKcw0khhSzF9mm6Ama8hDBlfWTNvmBNLQUwH2qY6gIkw5NERG/DuOPu8yJTMobLTYZ2onySLA39Zi/5uADk1ArZjzJqwxPzENz3/CQXM5qz5QoAG91PRxOiK6pu9ODJwnPlcYFZScFjzw07UNzEfDvjDKYohtUeyfdnVvBMeysSzeI7YTE4doPIRb/4L9/Gb5HSaAOgra7CfwLJaHUxFvd7HOlGrQQpqQFIuNUGxHHBi1juhvr+iKNkPChs/7k7VsbInKdtZB9tHKr0oxy01QAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDI6NDY6NDYrMDk6MDAxIHJ2AAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAyOjQ2OjQ2KzA5OjAwQH3KygAAAABJRU5ErkJggg==)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/segmenttree3.png). Since the tree is represented using array and relation between parent and child indexes must be maintained, size of memory allocated for segment tree will be [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAAARCAQAAACvQeA/AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAACLklEQVRIx82X63WbQBCFv8lRARO5A9QBcjpAHeCkA9QBKSFn0wHqIJE6IC2gDlAHMXQw+cFDGK0etsixZ39IrLh3md17Z5AYU4UkLIHCNhNwxayA0n7eTWWTDbL2M6QknZLxnvFpsgM8btmebHrWt8Z/SPBjxQxAUh5QApz9uRV4C0YiQmoWZHYAiVgBSsmDfR/dqSQsyHhkQXm/iyUgY20HwCBFDYMII7rRHR7M0TGkpAYBRXtdogbV8fsJX2xQkQxRb/UgIQ6HERoGHXG7eH4jiQdzkqDry05OjLYJFs3CJ4zd7zHb+4sM2iU4A0Dbkz3weLMKXoeZWy3PolajtgdJeOYLfwdtIKKR+jd+3SvQYczAPvdXAQePnktbjOeuYQDI2Pb3/AZ2fBVlBRKytDU7qWRnHXpF3iRqT5JO0P/6Rx1qd+RBYtQgN9AzwhpgBn2waIRIhCMha92QU1FSHHtkI8pexo2rM1KC6SQ6nCw7X/UzCQURjpjCX36GmMuPQ9QkhrJtuLrEL2Am8yAgGW5cnm3DRhwJpS19p+/DnI2QPYDVkqOiJLaWQNTq1ylOYtae6adzPNK8i0oCtoGXC4riqFHmHPgxphhjJLM1F0JSoEaBDQUA84GXvRt4mfECUqlY2h46r3VFP30pESKDrUEyfrs8xfj6233j7YxHiYohIa6td8ridM98VfQa5r1DAsr+BKkGqTvPbsSeuSuY9xwEOHKMAkco0/0f/JjxDx61PneYX7opAAAAInRFWHRjb21tZW50AFJlbmRlcmVkIGJ5IFF1aWNrTGFUZVguY29tIEnQtgAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxMy0xMS0yNlQwMjo0Njo0OCswOTowMGEfCSsAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTMtMTEtMjZUMDI6NDY6NDgrMDk6MDAQQrGXAAAAAElFTkSuQmCC)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/segmenttree.png).

**Query for minimum value of given range**  
 Once the tree is constructed, how to do range minimum query using the constructed segment tree. Following is algorithm to get the minimum.

// qs --> query start index, qe --> query end index  
int RMQ(node, qs, qe)   
{  
 if range of node is within qs and qe  
 return value in node  
 else if range of node is completely outside qs and qe  
 return INFINITE  
 else  
 return min( RMQ(node's left child, qs, qe), RMQ(node's right child, qs, qe) )  
}

**Implementation:**

// Program for range minimum query using segment tree  
#include <stdio.h>  
#include <math.h>  
#include <limits.h>  
  
// A utility function to get minimum of two numbers  
int minVal(int x, int y) { return (x < y)? x: y; }  
  
// A utility function to get the middle index from corner indexes.  
int getMid(int s, int e) { return s + (e -s)/2; }  
  
/\* A recursive function to get the minimum value in a given range of array  
 indexes. The following are parameters for this function.  
  
 st --> Pointer to segment tree  
 index --> Index of current node in the segment tree. Initially 0 is  
 passed as root is always at index 0  
 ss & se --> Starting and ending indexes of the segment represented by  
 current node, i.e., st[index]  
 qs & qe --> Starting and ending indexes of query range \*/  
int RMQUtil(int \*st, int ss, int se, int qs, int qe, int index)  
{  
 // If segment of this node is a part of given range, then return the  
 // min of the segment  
 if (qs <= ss && qe >= se)  
 return st[index];  
  
 // If segment of this node is outside the given range  
 if (se < qs || ss > qe)  
 return INT\_MAX;  
  
 // If a part of this segment overlaps with the given range  
 int mid = getMid(ss, se);  
 return minVal(RMQUtil(st, ss, mid, qs, qe, 2\*index+1),  
 RMQUtil(st, mid+1, se, qs, qe, 2\*index+2));  
}  
  
// Return minimum of elements in range from index qs (quey start) to  
// qe (query end). It mainly uses RMQUtil()  
int RMQ(int \*st, int n, int qs, int qe)  
{  
 // Check for erroneous input values  
 if (qs < 0 || qe > n-1 || qs > qe)  
 {  
 printf("Invalid Input");  
 return -1;  
 }  
  
 return RMQUtil(st, 0, n-1, qs, qe, 0);  
}  
  
// A recursive function that constructs Segment Tree for array[ss..se].  
// si is index of current node in segment tree st  
int constructSTUtil(int arr[], int ss, int se, int \*st, int si)  
{  
 // If there is one element in array, store it in current node of  
 // segment tree and return  
 if (ss == se)  
 {  
 st[si] = arr[ss];  
 return arr[ss];  
 }  
  
 // If there are more than one elements, then recur for left and  
 // right subtrees and store the minimum of two values in this node  
 int mid = getMid(ss, se);  
 st[si] = minVal(constructSTUtil(arr, ss, mid, st, si\*2+1),  
 constructSTUtil(arr, mid+1, se, st, si\*2+2));  
 return st[si];  
}  
  
/\* Function to construct segment tree from given array. This function  
 allocates memory for segment tree and calls constructSTUtil() to  
 fill the allocated memory \*/  
int \*constructST(int arr[], int n)  
{  
 // Allocate memory for segment tree  
 int x = (int)(ceil(log2(n))); //Height of segment tree  
 int max\_size = 2\*(int)pow(2, x) - 1; //Maximum size of segment tree  
 int \*st = new int[max\_size];  
  
 // Fill the allocated memory st  
 constructSTUtil(arr, 0, n-1, st, 0);  
  
 // Return the constructed segment tree  
 return st;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 3, 2, 7, 9, 11};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 // Build segment tree from given array  
 int \*st = constructST(arr, n);  
  
 int qs = 1; // Starting index of query range  
 int qe = 5; // Ending index of query range  
  
 // Print minimum value in arr[qs..qe]  
 printf("Minimum of values in range [%d, %d] is = %d\n",  
 qs, qe, RMQ(st, n, qs, qe));  
  
 return 0;  
}

Output:

Minimum of values in range [1, 5] is = 2

**Time Complexity:**  
 Time Complexity for tree construction is O(n). There are total 2n-1 nodes, and value of every node is calculated only once in tree construction.

Time complexity to query is O(Logn). To query a range minimum, we process at most two nodes at every level and number of levels is O(Logn).

Please refer following links for more solutions to range minimum query problem.  
 <http://community.topcoder.com/tc?module=Static&d1=tutorials&d2=lowestCommonAncestor#Range_Minimum_Query_(RMQ)>  
 <http://wcipeg.com/wiki/Range_minimum_query>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/segment-tree-set-1-range-minimum-query/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/)
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# Segment Tree | Set 1 (Sum of given range)

Let us consider the following problem to understand Segment Trees.

We have an array arr[0 . . . n-1]. We should be able to  
 **1** Find the sum of elements from index l to r where 0 2 Change value of a specified element of the array arr[i] = x where 0

A **simple solution** is to run a loop from l to r and calculate sum of elements in given range. To update a value, simply do arr[i] = x. The first operation takes O(n) time and second operation takes O(1) time.

**Another solution** is to create another array and store sum from start to i at the ith index in this array. Sum of a given range can now be calculated in O(1) time, but update operation takes O(n) time now. This works well if the number of query operations are large and very few updates.

What if the number of query and updates are equal? **Can we perform both the operations in O(log n) time once given the array?** We can use a Segment Tree to do both operations in O(Logn) time.

**Representation of Segment trees**  
 **1.** Leaf Nodes are the elements of the input array.  
 **2.** Each internal node represents some merging of the leaf nodes. The merging may be different for different problems. For this problem, merging is sum of leaves under a node.

An array representation of tree is used to represent Segment Trees. For each node at index i, the left child is at index 2\*i+1, right child at 2\*i+2 and the parent is at [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAATCAQAAAB7cZiBAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAB8UlEQVRIx7WW0XHbMAyGP+QyAK8jsBvwPIKygZxsIG/gjtDjCPIGjbwBPUKdDewRGm+APES2QcqtZVeBHkSAAAkC4A+iDD/qS9L7P5q7LekGog43sXue9i8z7T/tugccGUmk1cOJq2XHHSRekvgjp3u2Ul/QquhXl6VEaSVJlSk4SJm/jm3Gh9sTTSASUUIm3V6KzmeeWPb/CqUy86l0r7m/Topjlu61w4Me9+b9uCs76w/poYj3nM09yRxBiZcitTWdTSMAe2aFWXYeNeOKOp/9r+g5dtevIDtbBEX0xHEw46BrZhKmCZ4e8JYXB+cr2MsCnh9WkifX8+c0nrGSgNO3r8g08MyvgaxjoVlxPRYKp/PoBmTBujhfzeLCVvMyDpdJnNGb61Mx2xJ1lcty9w4FCj4zz9V1XTp8Cxk89ewL5xq2uiqOkCdX97Y+pALdSCWOCcjWNbAwtxaQGvrINVZeAsvbGet54hUI4xJX0LeBZMar4YKtMQksQBppZMn33CwHluUZlvG0NLf3XzyRhLIlnsGFeIZlAjGzeDdMtMBypalN91nUo8WPsim7hh74PRXSFbXVGtbrfqzloC8Mn1gTdGCzJhXLkXYJEg5nKww3zbMgq2i7/oj35KdPJCH2YPLzy/pDmehO51c06v75kD4AS2Tk4jXVs8kAAAAidEVYdGNvbW1lbnQAUmVuZGVyZWQgYnkgUXVpY2tMYVRlWC5jb20gSdC2AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDEzLTExLTI2VDAyOjQ2OjQ0KzA5OjAwpr9jXwAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxMy0xMS0yNlQwMjo0Njo0NCswOTowMNfi2+MAAAAASUVORK5CYII=)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/st1.png).
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**Construction of Segment Tree from given array**  
 We start with a segment arr[0 . . . n-1]. and every time we divide the current segment into two halves(if it has not yet become a segment of length 1), and then call the same procedure on both halves, and for each such segment we store the sum in corresponding node.  
 All levels of the constructed segment tree will be completely filled except the last level. Also, the tree will be a [Full Binary Tree](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees) because we always divide segments in two halves at every level. Since the constructed tree is always full binary tree with n leaves, there will be n-1 internal nodes. So total number of nodes will be 2\*n – 1.  
 Height of the segment tree will be [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATCAQAAABxLTbTAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABoklEQVRIx72V0VHDMBBE3zEUoIEO5A5MC0oHZqgA04EzVMA4HQAdEHegdBCSDuwOIO7g+LDsWBBDmCGsfnySTlrtrWRR/g/ChgaAB92Kxej2z7fIuAHAgFe6RopHsX381w1/tmegW65PK+PZOND2Hzc7Nc6nBiTH0JLgdQUghpKaS96ABK/VRFbCG0/ktMx4iO02sZmUoHMA8WK0Ap5pdAHi8cy5OJhleOeVDegCBEpm8QwfOUaxChbFhB7HTlGoyRWFMs6Isp1C3s1XKFlOunEENzJLg5EUqAJLxzKcw0khhSzF9mm6Ama8hDBlfWTNvmBNLQUwH2qY6gIkw5NERG/DuOPu8yJTMobLTYZ2onySLA39Zi/5uADk1ArZjzJqwxPzENz3/CQXM5qz5QoAG91PRxOiK6pu9ODJwnPlcYFZScFjzw07UNzEfDvjDKYohtUeyfdnVvBMeysSzeI7YTE4doPIRb/4L9/Gb5HSaAOgra7CfwLJaHUxFvd7HOlGrQQpqQFIuNUGxHHBi1juhvr+iKNkPChs/7k7VsbInKdtZB9tHKr0oxy01QAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDI6NDY6NDYrMDk6MDAxIHJ2AAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAyOjQ2OjQ2KzA5OjAwQH3KygAAAABJRU5ErkJggg==)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/st2.png). Since the tree is represented using array and relation between parent and child indexes must be maintained, size of memory allocated for segment tree will be [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAAARCAQAAACvQeA/AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAACLklEQVRIx82X63WbQBCFv8lRARO5A9QBcjpAHeCkA9QBKSFn0wHqIJE6IC2gDlAHMXQw+cFDGK0etsixZ39IrLh3md17Z5AYU4UkLIHCNhNwxayA0n7eTWWTDbL2M6QknZLxnvFpsgM8btmebHrWt8Z/SPBjxQxAUh5QApz9uRV4C0YiQmoWZHYAiVgBSsmDfR/dqSQsyHhkQXm/iyUgY20HwCBFDYMII7rRHR7M0TGkpAYBRXtdogbV8fsJX2xQkQxRb/UgIQ6HERoGHXG7eH4jiQdzkqDry05OjLYJFs3CJ4zd7zHb+4sM2iU4A0Dbkz3weLMKXoeZWy3PolajtgdJeOYLfwdtIKKR+jd+3SvQYczAPvdXAQePnktbjOeuYQDI2Pb3/AZ2fBVlBRKytDU7qWRnHXpF3iRqT5JO0P/6Rx1qd+RBYtQgN9AzwhpgBn2waIRIhCMha92QU1FSHHtkI8pexo2rM1KC6SQ6nCw7X/UzCQURjpjCX36GmMuPQ9QkhrJtuLrEL2Am8yAgGW5cnm3DRhwJpS19p+/DnI2QPYDVkqOiJLaWQNTq1ylOYtae6adzPNK8i0oCtoGXC4riqFHmHPgxphhjJLM1F0JSoEaBDQUA84GXvRt4mfECUqlY2h46r3VFP30pESKDrUEyfrs8xfj6233j7YxHiYohIa6td8ridM98VfQa5r1DAsr+BKkGqTvPbsSeuSuY9xwEOHKMAkco0/0f/JjxDx61PneYX7opAAAAInRFWHRjb21tZW50AFJlbmRlcmVkIGJ5IFF1aWNrTGFUZVguY29tIEnQtgAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxMy0xMS0yNlQwMjo0Njo0OCswOTowMGEfCSsAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTMtMTEtMjZUMDI6NDY6NDgrMDk6MDAQQrGXAAAAAElFTkSuQmCC)](http://d2dskowxfbo68o.cloudfront.net/wp-content/uploads/st3.png).

**Query for Sum of given range**  
 Once the tree is constructed, how to get the sum using the constructed segment tree. Following is algorithm to get the sum of elements.

int getSum(node, l, r)   
{  
 if range of node is within l and r  
 return value in node  
 else if range of node is completely outside l and r  
 return 0  
 else  
 return getSum(node's left child, l, r) +   
 getSum(node's right child, l, r)  
}

**Update a value**  
 Like tree construction and query operations, update can also be done recursively. We are given an index which needs to updated. Let *diff* be the value to be added. We start from root of the segment tree, and add *diff* to all nodes which have given index in their range. If a node doesn’t have given index in its range, we don’t make any changes to that node.

**Implementation:**  
 Following is implementation of segment tree. The program implements construction of segment tree for any given array. It also implements query and update operations.

// Program to show segment tree operations like construction, query and update  
#include <stdio.h>  
#include <math.h>  
  
// A utility function to get the middle index from corner indexes.  
int getMid(int s, int e) { return s + (e -s)/2; }  
  
/\* A recursive function to get the sum of values in given range of the array.  
 The following are parameters for this function.  
  
 st --> Pointer to segment tree  
 index --> Index of current node in the segment tree. Initially 0 is  
 passed as root is always at index 0  
 ss & se --> Starting and ending indexes of the segment represented by  
 current node, i.e., st[index]  
 qs & qe --> Starting and ending indexes of query range \*/  
int getSumUtil(int \*st, int ss, int se, int qs, int qe, int index)  
{  
 // If segment of this node is a part of given range, then return the   
 // sum of the segment  
 if (qs <= ss && qe >= se)  
 return st[index];  
  
 // If segment of this node is outside the given range  
 if (se < qs || ss > qe)  
 return 0;  
  
 // If a part of this segment overlaps with the given range  
 int mid = getMid(ss, se);  
 return getSumUtil(st, ss, mid, qs, qe, 2\*index+1) +  
 getSumUtil(st, mid+1, se, qs, qe, 2\*index+2);  
}  
  
/\* A recursive function to update the nodes which have the given index in  
 their range. The following are parameters  
 st, index, ss and se are same as getSumUtil()  
 i --> index of the element to be updated. This index is in input array.  
 diff --> Value to be added to all nodes which have i in range \*/  
void updateValueUtil(int \*st, int ss, int se, int i, int diff, int index)  
{  
 // Base Case: If the input index lies outside the range of this segment  
 if (i < ss || i > se)  
 return;  
  
 // If the input index is in range of this node, then update the value  
 // of the node and its children  
 st[index] = st[index] + diff;  
 if (se != ss)  
 {  
 int mid = getMid(ss, se);  
 updateValueUtil(st, ss, mid, i, diff, 2\*index + 1);  
 updateValueUtil(st, mid+1, se, i, diff, 2\*index + 2);  
 }  
}  
  
// The function to update a value in input array and segment tree.  
// It uses updateValueUtil() to update the value in segment tree  
void updateValue(int arr[], int \*st, int n, int i, int new\_val)  
{  
 // Check for erroneous input index  
 if (i < 0 || i > n-1)  
 {  
 printf("Invalid Input");  
 return;  
 }  
  
 // Get the difference between new value and old value  
 int diff = new\_val - arr[i];  
  
 // Update the value in array  
 arr[i] = new\_val;  
  
 // Update the values of nodes in segment tree  
 updateValueUtil(st, 0, n-1, i, diff, 0);  
}  
  
// Return sum of elements in range from index qs (quey start) to  
// qe (query end). It mainly uses getSumUtil()  
int getSum(int \*st, int n, int qs, int qe)  
{  
 // Check for erroneous input values  
 if (qs < 0 || qe > n-1 || qs > qe)  
 {  
 printf("Invalid Input");  
 return -1;  
 }  
  
 return getSumUtil(st, 0, n-1, qs, qe, 0);  
}  
  
// A recursive function that constructs Segment Tree for array[ss..se].  
// si is index of current node in segment tree st  
int constructSTUtil(int arr[], int ss, int se, int \*st, int si)  
{  
 // If there is one element in array, store it in current node of  
 // segment tree and return  
 if (ss == se)  
 {  
 st[si] = arr[ss];  
 return arr[ss];  
 }  
  
 // If there are more than one elements, then recur for left and  
 // right subtrees and store the sum of values in this node  
 int mid = getMid(ss, se);  
 st[si] = constructSTUtil(arr, ss, mid, st, si\*2+1) +  
 constructSTUtil(arr, mid+1, se, st, si\*2+2);  
 return st[si];  
}  
  
/\* Function to construct segment tree from given array. This function  
 allocates memory for segment tree and calls constructSTUtil() to  
 fill the allocated memory \*/  
int \*constructST(int arr[], int n)  
{  
 // Allocate memory for segment tree  
 int x = (int)(ceil(log2(n))); //Height of segment tree  
 int max\_size = 2\*(int)pow(2, x) - 1; //Maximum size of segment tree  
 int \*st = new int[max\_size];  
  
 // Fill the allocated memory st  
 constructSTUtil(arr, 0, n-1, st, 0);  
  
 // Return the constructed segment tree  
 return st;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 3, 5, 7, 9, 11};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 // Build segment tree from given array  
 int \*st = constructST(arr, n);  
  
 // Print sum of values in array from index 1 to 3  
 printf("Sum of values in given range = %d\n", getSum(st, n, 1, 3));  
  
 // Update: set arr[1] = 10 and update corresponding segment  
 // tree nodes  
 updateValue(arr, st, n, 1, 10);  
  
 // Find sum after the value is updated  
 printf("Updated sum of values in given range = %d\n",  
 getSum(st, n, 1, 3));  
  
 return 0;  
}

Output:

Sum of values in given range = 15  
Updated sum of values in given range = 22

**Time Complexity:**  
 Time Complexity for tree construction is O(n). There are total 2n-1 nodes, and value of every node is calculated only once in tree construction.

Time complexity to query is O(Logn). To query a sum, we process at most four nodes at every level and number of levels is O(Logn).

The time complexity of update is also O(Logn). To update a leaf value, we process one node at every level and number of levels is O(Logn).

[**Segment Tree | Set 2 (Range Minimum Query)**](http://www.geeksforgeeks.org/segment-tree-set-1-range-minimum-query/)

**References:**  
 <http://www.cse.iitk.ac.in/users/aca/lop12/slides/06.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/), [SegmentTree](http://www.geeksforgeeks.org/tag/segmenttree/)
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# Serialize and Deserialize a Binary Tree

Serialization is to store tree in a file so that it can be later restored. The structure of tree must be maintained. Deserialization is reading tree back from file.

Following are some simpler versions of the problem:

***If given Tree is Binary Search Tree?***  
 If the given Binary Tree is Binary Search Tree, we can store it by either storing preorder or postorder traversal. In case of Binary Search Trees, only [preorder or postorder traversal is sufficient to store structure information](http://www.geeksforgeeks.org/construct-bst-from-given-preorder-traversal-set-2/).

***If given Binary Tree is Complete Tree?***  
 A Binary Tree is complete if all levels are completely filled except possibly the last level and all nodes of last level are as left as possible (Binary Heaps are complete Binary Tree). For a complete Binary Tree, level order traversal is sufficient to store the tree. We know that the first node is root, next two nodes are nodes of next level, next four nodes are nodes of 2nd level and so on.

***If given Binary Tree is Full Tree?***  
 A full Binary is a Binary Tree where every node has either 0 or 2 children. It is easy to serialize such trees as every internal node has 2 children. We can simply store preorder traversal and store a bit with every node to indicate whether the node is an internal node or a leaf node.

**How to store a general Binary Tree?**  
 A simple solution is to store both Inorder and Preorder traversals. This solution requires requires space twice the size of Binary Tree.  
 We can save space by storing Preorder traversal and a marker for NULL pointers.

Let the marker for NULL pointers be '-1'  
Input:  
 12  
 /  
 13  
Output: 12 13 -1 -1  
  
Input:  
 20  
 / \  
 8 22   
Output: 20 8 -1 -1 22 -1 -1   
  
Input:  
 20  
 /   
 8   
 / \  
 4 12   
 / \  
 10 14  
Output: 20 8 4 -1 -1 12 10 -1 -1 14 -1 -1 -1   
  
Input:  
 20  
 /   
 8   
 /  
 10  
 /  
 5  
Output: 20 8 10 5 -1 -1 -1 -1 -1   
  
Input:  
 20  
 \  
 8  
 \   
 10  
 \  
 5   
Output: 20 -1 8 -1 10 -1 5 -1 -1

Deserialization can be done by simply reading data from file one by one.

Following is C++ implementation of the above idea.

// A C++ program to demonstrate serialization and deserialiation of  
// Binary Tree  
#include <stdio.h>  
#define MARKER -1  
  
/\* A binary tree Node has key, pointer to left and right children \*/  
struct Node  
{  
 int key;  
 struct Node\* left, \*right;  
};  
  
/\* Helper function that allocates a new Node with the  
 given key and NULL left and right pointers. \*/  
Node\* newNode(int key)  
{  
 Node\* temp = new Node;  
 temp->key = key;  
 temp->left = temp->right = NULL;  
 return (temp);  
}  
  
// This function stores a tree in a file pointed by fp  
void serialize(Node \*root, FILE \*fp)  
{  
 // If current node is NULL, store marker  
 if (root == NULL)  
 {  
 fprintf(fp, "%d ", MARKER);  
 return;  
 }  
  
 // Else, store current node and recur for its children  
 fprintf(fp, "%d ", root->key);  
 serialize(root->left, fp);  
 serialize(root->right, fp);  
}  
  
// This function constructs a tree from a file pointed by 'fp'  
void deSerialize(Node \*&root, FILE \*fp)  
{  
 // Read next item from file. If theere are no more items or next  
 // item is marker, then return  
 int val;  
 if ( !fscanf(fp, "%d ", &val) || val == MARKER)  
 return;  
  
 // Else create node with this item and recur for children  
 root = newNode(val);  
 deSerialize(root->left, fp);  
 deSerialize(root->right, fp);  
}  
  
// A simple inorder traversal used for testing the constructed tree  
void inorder(Node \*root)  
{  
 if (root)  
 {  
 inorder(root->left);  
 printf("%d ", root->key);  
 inorder(root->right);  
 }  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us construct a tree shown in the above figure  
 struct Node \*root = newNode(20);  
 root->left = newNode(8);  
 root->right = newNode(22);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
  
 // Let us open a file and serialize the tree into the file  
 FILE \*fp = fopen("tree.txt", "w");  
 if (fp == NULL)  
 {  
 puts("Could not open file");  
 return 0;  
 }  
 serialize(root, fp);  
 fclose(fp);  
  
 // Let us deserialize the storeed tree into root1  
 Node \*root1 = NULL;  
 fp = fopen("tree.txt", "r");  
 deSerialize(root1, fp);  
  
 printf("Inorder Traversal of the tree constructed from file:\n");  
 inorder(root1);  
  
 return 0;  
}

Output:

Inorder Traversal of the tree constructed from file:  
4 8 10 12 14 20 22

**How much extra space is required in above solution?**  
 If there are n keys, then the above solution requires n+1 markers which may be better than simple solution (storing keys twice) in situations where keys are big or keys have big data items associated with them.

**Can we optimize it further?**  
 The above solution can be optimized in many ways. If we take a closer look at above serialized trees, we can observer that all leaf nodes require two markers. One simple optimization is to store a separate bit with every node to indicate that the node is internal or external. This way we don’t have to store two markers with every leaf node as leaves can be identified by extra bit. We still need marker for internal nodes with one child. For example in the following diagram ‘ is used to indicate an internal node set bit, and ‘/’ is used as NULL marker. The diagram is taken from [here](http://www.cs.usfca.edu/~brooks/S04classes/cs245/lectures/lecture11.pdf).  
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 Please note that there are always more leaf nodes than internal nodes in a Binary Tree (Number of leaf nodes is number of internal nodes plus 1, so this optimization makes sense.

**How to serialize n-ary tree?**  
 In an n-ary tree, there is no designated left or right child. We can store an ‘end of children’ marker with every node. The following diagram shows serialization where ‘)’ is used as end of children marker. We will soon be covering implementation for n-ary tree. The diagram is taken from [here](http://www.cs.usfca.edu/~brooks/S04classes/cs245/lectures/lecture11.pdf).  
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**References:**  
 <http://www.cs.usfca.edu/~brooks/S04classes/cs245/lectures/lecture11.pdf>

This article is contributed by **Shivam Gupta**, Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/serialize-deserialize-binary-tree/>

# Serialize and Deserialize an N-ary Tree

Given an N-ary tree where every node has at-most N children. How to serialize and deserialze it? Serialization is to store tree in a file so that it can be later restored. The structure of tree must be maintained. Deserialization is reading tree back from file.

This post is mainly an extension of below post.  [Serialize and Deserialize a Binary Tree](http://www.geeksforgeeks.org/serialize-deserialize-binary-tree/)

In an N-ary tree, there are no designated left and right children. An N-ary tree is represented by storing an array or list of child pointers with every node.  
 The idea is to store an ‘end of children’ marker with every node. The following diagram shows serialization where ‘)’ is used as end of children marker. The diagram is taken from [here](http://www.cs.usfca.edu/~brooks/S04classes/cs245/lectures/lecture11.pdf).  
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Following is C++ implementation of above idea.

// A C++ Program serialize and deserialize an N-ary tree  
#include<cstdio>  
#define MARKER ')'  
#define N 5  
using namespace std;  
  
// A node of N-ary tree  
struct Node {  
 char key;  
 Node \*child[N]; // An array of pointers for N children  
};  
  
// A utility function to create a new N-ary tree node  
Node \*newNode(char key)  
{  
 Node \*temp = new Node;  
 temp->key = key;  
 for (int i = 0; i < N; i++)  
 temp->child[i] = NULL;  
 return temp;  
}  
  
// This function stores the given N-ary tree in a file pointed by fp  
void serialize(Node \*root, FILE \*fp)  
{  
 // Base case  
 if (root == NULL) return;  
  
 // Else, store current node and recur for its children  
 fprintf(fp, "%c ", root->key);  
 for (int i = 0; i < N && root->child[i]; i++)  
 serialize(root->child[i], fp);  
  
 // Store marker at the end of children  
 fprintf(fp, "%c ", MARKER);  
}  
  
// This function constructs N-ary tree from a file pointed by 'fp'.  
// This functionr returns 0 to indicate that the next item is a valid  
// tree key. Else returns 0  
int deSerialize(Node \*&root, FILE \*fp)  
{  
 // Read next item from file. If theere are no more items or next  
 // item is marker, then return 1 to indicate same  
 char val;  
 if ( !fscanf(fp, "%c ", &val) || val == MARKER )  
 return 1;  
  
 // Else create node with this item and recur for children  
 root = newNode(val);  
 for (int i = 0; i < N; i++)  
 if (deSerialize(root->child[i], fp))  
 break;  
  
 // Finally return 0 for successful finish  
 return 0;  
}  
  
// A utility function to create a dummy tree shown in above diagram  
Node \*createDummyTree()  
{  
 Node \*root = newNode('A');  
 root->child[0] = newNode('B');  
 root->child[1] = newNode('C');  
 root->child[2] = newNode('D');  
 root->child[0]->child[0] = newNode('E');  
 root->child[0]->child[1] = newNode('F');  
 root->child[2]->child[0] = newNode('G');  
 root->child[2]->child[1] = newNode('H');  
 root->child[2]->child[2] = newNode('I');  
 root->child[2]->child[3] = newNode('J');  
 root->child[0]->child[1]->child[0] = newNode('K');  
 return root;  
}  
  
// A utlity function to traverse the constructed N-ary tree  
void traverse(Node \*root)  
{  
 if (root)  
 {  
 printf("%c ", root->key);  
 for (int i = 0; i < N; i++)  
 traverse(root->child[i]);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create an N-ary tree shown in above diagram  
 Node \*root = createDummyTree();  
  
 // Let us open a file and serialize the tree into the file  
 FILE \*fp = fopen("tree.txt", "w");  
 if (fp == NULL)  
 {  
 puts("Could not open file");  
 return 0;  
 }  
 serialize(root, fp);  
 fclose(fp);  
  
 // Let us deserialize the storeed tree into root1  
 Node \*root1 = NULL;  
 fp = fopen("tree.txt", "r");  
 deSerialize(root1, fp);  
  
 printf("Constructed N-Ary Tree from file is \n");  
 traverse(root1);  
  
 return 0;  
}

Output:

Constructed N-Ary Tree from file is  
A B E F K C D G H I J

The above implementation can be optimized in many ways for example by using a vector in place of array of pointers. We have kept it this way to keep it simple to read and understand.

This article is contributed by **varun**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/serialize-deserialize-n-ary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Sorted Array to Balanced BST

Given a sorted array. Write a function that creates a Balanced Binary Search Tree using array elements.

**Examples:**

Input: Array {1, 2, 3}  
Output: A Balanced BST  
 2  
 / \  
 1 3   
  
Input: Array {1, 2, 3, 4}  
Output: A Balanced BST  
 3  
 / \  
 2 4  
 /  
1

**Algorithm**  
 In the [previous post](http://www.geeksforgeeks.org/archives/17063), we discussed construction of BST from sorted Linked List. Constructing from sorted array in O(n) time is simpler as we can get the middle element in O(1) time. Following is a simple algorithm where we first find the middle node of list and make it root of the tree to be constructed.

1) Get the Middle of the array and make it root.  
2) Recursively do same for left half and right half.  
 a) Get the middle of left half and make it left child of the root  
 created in step 1.  
 b) Get the middle of right half and make it right child of the  
 root created in step 1.

Following is C implementation of the above algorithm. The main code which creates Balanced BST is highlighted.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A Binary Tree node \*/  
struct TNode  
{  
 int data;  
 struct TNode\* left;  
 struct TNode\* right;  
};  
  
struct TNode\* newNode(int data);  
  
/\* A function that constructs Balanced Binary Search Tree from a sorted array \*/  
struct TNode\* sortedArrayToBST(int arr[], int start, int end)  
{  
 /\* Base Case \*/  
 if (start > end)  
 return NULL;  
  
 /\* Get the middle element and make it root \*/  
 int mid = (start + end)/2;  
 struct TNode \*root = newNode(arr[mid]);  
  
 /\* Recursively construct the left subtree and make it  
 left child of root \*/  
 root->left = sortedArrayToBST(arr, start, mid-1);  
  
 /\* Recursively construct the right subtree and make it  
 right child of root \*/  
 root->right = sortedArrayToBST(arr, mid+1, end);  
  
 return root;  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct TNode\* newNode(int data)  
{  
 struct TNode\* node = (struct TNode\*)  
 malloc(sizeof(struct TNode));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return node;  
}  
  
/\* A utility function to print preorder traversal of BST \*/  
void preOrder(struct TNode\* node)  
{  
 if (node == NULL)  
 return;  
 printf("%d ", node->data);  
 preOrder(node->left);  
 preOrder(node->right);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 /\* Convert List to BST \*/  
 struct TNode \*root = sortedArrayToBST(arr, 0, n-1);  
 printf("\n PreOrder Traversal of constructed BST ");  
 preOrder(root);  
  
 return 0;  
}

Time Complexity: O(n)  
 Following is the recurrance relation for sortedArrayToBST().

T(n) = 2T(n/2) + C  
 T(n) --> Time taken for an array of size n  
 C --> Constant (Finding middle of array and linking root to left   
 and right subtrees take constant time)

The above recurrence can be solved using [Master Theorem](http://en.wikipedia.org/wiki/Master_theorem) as it falls in case 2.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/sorted-array-to-balanced-bst/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Sorted order printing of a given array that represents a BST

Given an array that stores a complete Binary Search Tree, write a function that efficiently prints the given array in ascending order.

For example, given an array [4, 2, 5, 1, 3], the function should print 1, 2, 3, 4, 5

[![BST](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/2009/11/BST.gif)

**Solution:**  
 Inorder traversal of BST prints it in ascending order. The only trick is to modify recursion termination condition in [standard Inorder Tree Traversal](http://geeksforgeeks.org/?p=618).

**Implementation:**

#include<stdio.h>  
  
void printSorted(int arr[], int start, int end)  
{   
 if(start > end)  
 return;  
  
 // print left subtree  
 printSorted(arr, start\*2 + 1, end);  
  
 // print root  
 printf("%d ", arr[start]);  
  
 // print right subtree  
 printSorted(arr, start\*2 + 2, end);   
}  
  
int main()  
{  
 int arr[] = {4, 2, 5, 1, 3};  
 int arr\_size = sizeof(arr)/sizeof(int);  
 printSorted(arr, 0, arr\_size-1);  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

Please write comments if you find the above solution incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/sorted-order-printing-of-an-array-that-represents-a-bst/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Splay Tree | Set 1 (Search)

The worst case time complexity of Binary Search Tree (BST) operations like search, delete, insert is O(n). The worst case occurs when the tree is skewed. We can get the worst case time complexity as O(Logn) with [AVL](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/) and Red-Black Trees.

**Can we do better than AVL or Red-Black trees in practical situations?**  
 Like [AVL](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/)and Red-Black Trees, Splay tree is also [self-balancing BST](http://en.wikipedia.org/wiki/Self-balancing_binary_search_tree). The main idea of splay tree is to bring the recently accessed item to root of the tree, this makes the recently searched item to be accessible in O(1) time if accessed again. The idea is to use locality of reference (In a typical application, 80% of the access are to 20% of the items). Imagine a situation where we have millions or billions of keys and only few of them are accessed frequently, which is very likely in many practical applications.

All splay tree operations run in O(log n) time on average, where n is the number of entries in the tree. Any single operation can take Theta(n) time in the worst case.

**Search Operation**  
 The search operation in Splay tree does the standard BST search, in addition to search, it also splays (move a node to the root). If the search is successful, then the node that is found is splayed and becomes the new root. Else the last node accessed prior to reaching the NULL is splayed and becomes the new root.

There are following cases for the node being accessed.

**1)** **Node is root** We simply return the root, don’t do anything else as the accessed node is already root.

**2) Zig:** ***Node is child of root*** (the node has no grandparent). Node is either a left child of root (we do a right rotation) or node is a right child of its parent (we do a left rotation).  
 T1, T2 and T3 are subtrees of the tree rooted with y (on left side) or x (on right side)

y x  
 / \ Zig (Right Rotation) / \  
 x T3 – - – - – - – - - -> T1 y   
 / \   
3) Node has both parent and grandparent. There can be following subcases.  
  
........3.a) Zig-Zig and Zag-Zag Node is left child of parent and parent is also left child of grand parent (Two right rotations) OR node is right child of its parent and parent is also right child of grand parent (Two Left Rotations).   
   
Zig-Zig (Left Left Case):  
 G P X   
 / \ / \ / \   
 P T4 rightRotate(G) X G rightRotate(P) T1 P   
 / \ ============> / \ / \ ============> / \   
 X T3 T1 T2 T3 T4 T2 G  
 / \ / \   
 T1 T2 T3 T4   
  
Zag-Zag (Right Right Case):  
 G P X   
 / \ / \ / \   
T1 P leftRotate(G) G X leftRotate(P) P T4  
 / \ ============> / \ / \ ============> / \   
 T2 X T1 T2 T3 T4 G T3  
 / \ / \   
 T3 T4 T1 T2

........**3.b) Zig-Zag and Zag-Zig** Node is left child of parent and parent is right child of grand parent (Left Rotation followed by right rotation) OR node is right child of its parent and parent is left child of grand parent (Right Rotation followed by left rotation).

Zig-Zag (Left Right Case):  
 G G X   
 / \ / \ / \   
 P T4 leftRotate(P) X T4 rightRotate(G) P G   
 / \ ============> / \ ============> / \ / \   
 T1 X P T3 T1 T2 T3 T4   
 / \ / \   
 T2 T3 T1 T2   
  
Zag-Zig (Right Left Case):  
 G G X   
 / \ / \ / \   
T1 P rightRotate(P) T1 X leftRotate(P) G P  
 / \ =============> / \ ============> / \ / \   
 X T4 T2 P T1 T2 T3 T4  
 / \ / \   
 T2 T3 T3 T4

**Example:**

100 100 [20]  
 / \ / \ \   
 50 200 50 200 50  
 / search(20) / search(20) / \   
 40 ======> [20] ========> 30 100  
 / 1. Zig-Zig \ 2. Zig-Zig \ \  
 30 at 40 30 at 100 40 200   
 / \   
[20] 40

The important thing to note is, the search or splay operation not only brings the searched key to root, but also balances the BST. For example in above case, height of BST is reduced by 1.

**Implementation:**

// The code is adopted from http://goo.gl/SDH9hH  
#include<stdio.h>  
#include<stdlib.h>  
  
// An AVL tree node  
struct node  
{  
 int key;  
 struct node \*left, \*right;  
};  
  
/\* Helper function that allocates a new node with the given key and  
 NULL left and right pointers. \*/  
struct node\* newNode(int key)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->key = key;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
// A utility function to right rotate subtree rooted with y  
// See the diagram given above.  
struct node \*rightRotate(struct node \*x)  
{  
 struct node \*y = x->left;  
 x->left = y->right;  
 y->right = x;  
 return y;  
}  
  
// A utility function to left rotate subtree rooted with x  
// See the diagram given above.  
struct node \*leftRotate(struct node \*x)  
{  
 struct node \*y = x->right;  
 x->right = y->left;  
 y->left = x;  
 return y;  
}  
  
// This function brings the key at root if key is present in tree.  
// If key is not present, then it brings the last accessed item at  
// root. This function modifies the tree and returns the new root  
struct node \*splay(struct node \*root, int key)  
{  
 // Base cases: root is NULL or key is present at root  
 if (root == NULL || root->key == key)  
 return root;  
  
 // Key lies in left subtree  
 if (root->key > key)  
 {  
 // Key is not in tree, we are done  
 if (root->left == NULL) return root;  
  
 // Zig-Zig (Left Left)  
 if (root->left->key > key)  
 {  
 // First recursively bring the key as root of left-left  
 root->left->left = splay(root->left->left, key);  
  
 // Do first rotation for root, second rotation is done after else  
 root = rightRotate(root);  
 }  
 else if (root->left->key < key) // Zig-Zag (Left Right)  
 {  
 // First recursively bring the key as root of left-right  
 root->left->right = splay(root->left->right, key);  
  
 // Do first rotation for root->left  
 if (root->left->right != NULL)  
 root->left = leftRotate(root->left);  
 }  
  
 // Do second rotation for root  
 return (root->left == NULL)? root: rightRotate(root);  
 }  
 else // Key lies in right subtree  
 {  
 // Key is not in tree, we are done  
 if (root->right == NULL) return root;  
  
 // Zag-Zig (Right Left)  
 if (root->right->key > key)  
 {  
 // Bring the key as root of right-left  
 root->right->left = splay(root->right->left, key);  
  
 // Do first rotation for root->right  
 if (root->right->left != NULL)  
 root->right = rightRotate(root->right);  
 }  
 else if (root->right->key < key)// Zag-Zag (Right Right)  
 {  
 // Bring the key as root of right-right and do first rotation  
 root->right->right = splay(root->right->right, key);  
 root = leftRotate(root);  
 }  
  
 // Do second rotation for root  
 return (root->right == NULL)? root: leftRotate(root);  
 }  
}  
  
// The search function for Splay tree. Note that this function  
// returns the new root of Splay Tree. If key is present in tree  
// then, it is moved to root.  
struct node \*search(struct node \*root, int key)  
{  
 return splay(root, key);  
}  
  
// A utility function to print preorder traversal of the tree.  
// The function also prints height of every node  
void preOrder(struct node \*root)  
{  
 if (root != NULL)  
 {  
 printf("%d ", root->key);  
 preOrder(root->left);  
 preOrder(root->right);  
 }  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 struct node \*root = newNode(100);  
 root->left = newNode(50);  
 root->right = newNode(200);  
 root->left->left = newNode(40);  
 root->left->left->left = newNode(30);  
 root->left->left->left->left = newNode(20);  
  
 root = search(root, 20);  
 printf("Preorder traversal of the modified Splay tree is \n");  
 preOrder(root);  
 return 0;  
}

Output:

Preorder traversal of the modified Splay tree is  
20 50 30 40 100 200

**Summary**  
 **1)** Splay trees have excellent locality properties. Frequently accessed items are easy to find. Infrequent items are out of way.

**2)** All splay tree operations take O(Logn) time on average. Splay trees can be rigorously shown to run in O(log n) average time per operation, over any sequence of operations (assuming we start from an empty tree)

**3)** Splay trees are simpler compared to [AVL](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/)and Red-Black Trees as no extra field is required in every tree node.

**4)** Unlike [AVL tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/), a splay tree can change even with read-only operations like search.

**Applications of Splay Trees**  
 Splay trees have become the most widely used basic data structure invented in the last 30 years, because they're the fastest type of balanced search tree for many applications.  
 Splay trees are used in Windows NT (in the virtual memory, networking, and file system code), the gcc compiler and GNU C++ library, the sed string editor, Fore Systems network routers, the most popular implementation of Unix malloc, Linux loadable kernel modules, and in much other software (Source: <http://www.cs.berkeley.edu/~jrs/61b/lec/36>)

We will soon be discussing insert and delete operations on splay trees.

**References:**  
 <http://www.cs.berkeley.edu/~jrs/61b/lec/36>  
 <http://www.cs.cornell.edu/courses/cs3110/2009fa/recitations/rec-splay.html>  
 <http://courses.cs.washington.edu/courses/cse326/01au/lectures/SplayTrees.ppt>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/splay-tree-set-1-insert/>

# Splay Tree | Set 2 (Insert)

It is recommended to refer following post as prerequisite of this post.

[Splay Tree | Set 1 (Search)](http://www.geeksforgeeks.org/splay-tree-set-1-insert/)

As discussed in the [previous post](http://www.geeksforgeeks.org/splay-tree-set-1-insert/), Splay tree is a self-balancing data structure where the last accessed key is always at root. The insert operation is similar to Binary Search Tree insert with additional steps to make sure that the newly inserted key becomes the new root.

Following are different cases to insert a key k in splay tree.

**1)** Root is NULL: We simply allocate a new node and return it as root.

**2)** [Splay](http://www.geeksforgeeks.org/splay-tree-set-1-insert/)the given key k. If k is already present, then it becomes the new root. If not present, then last accessed leaf node becomes the new root.

**3)** If new root’s key is same as k, don’t do anything as k is already present.

**4)** Else allocate memory for new node and compare root’s key with k.  
 …….**4.a)** If k is smaller than root’s key, make root as right child of new node, copy left child of root as left child of new node and make left child of root as NULL.  
 …….**4.b)** If k is greater than root’s key, make root as left child of new node, copy right child of root as right child of new node and make right child of root as NULL.

**5)** Return new node as new root of tree.

**Example:**

100 [20] 25   
 / \ \ / \  
 50 200 50 20 50   
 / insert(25) / \ insert(25) / \   
 40 ======> 30 100 ========> 30 100   
 / 1. Splay(25) \ \ 2. insert 25 \ \  
 30 40 200 40 200   
 /   
 [20]

// This code is adopted from http://algs4.cs.princeton.edu/33balanced/SplayBST.java.html  
#include<stdio.h>  
#include<stdlib.h>  
  
// An AVL tree node  
struct node  
{  
 int key;  
 struct node \*left, \*right;  
};  
  
/\* Helper function that allocates a new node with the given key and  
 NULL left and right pointers. \*/  
struct node\* newNode(int key)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->key = key;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
// A utility function to right rotate subtree rooted with y  
// See the diagram given above.  
struct node \*rightRotate(struct node \*x)  
{  
 struct node \*y = x->left;  
 x->left = y->right;  
 y->right = x;  
 return y;  
}  
  
// A utility function to left rotate subtree rooted with x  
// See the diagram given above.  
struct node \*leftRotate(struct node \*x)  
{  
 struct node \*y = x->right;  
 x->right = y->left;  
 y->left = x;  
 return y;  
}  
  
// This function brings the key at root if key is present in tree.  
// If key is not present, then it brings the last accessed item at  
// root. This function modifies the tree and returns the new root  
struct node \*splay(struct node \*root, int key)  
{  
 // Base cases: root is NULL or key is present at root  
 if (root == NULL || root->key == key)  
 return root;  
  
 // Key lies in left subtree  
 if (root->key > key)  
 {  
 // Key is not in tree, we are done  
 if (root->left == NULL) return root;  
  
 // Zig-Zig (Left Left)  
 if (root->left->key > key)  
 {  
 // First recursively bring the key as root of left-left  
 root->left->left = splay(root->left->left, key);  
  
 // Do first rotation for root, second rotation is done after else  
 root = rightRotate(root);  
 }  
 else if (root->left->key < key) // Zig-Zag (Left Right)  
 {  
 // First recursively bring the key as root of left-right  
 root->left->right = splay(root->left->right, key);  
  
 // Do first rotation for root->left  
 if (root->left->right != NULL)  
 root->left = leftRotate(root->left);  
 }  
  
 // Do second rotation for root  
 return (root->left == NULL)? root: rightRotate(root);  
 }  
 else // Key lies in right subtree  
 {  
 // Key is not in tree, we are done  
 if (root->right == NULL) return root;  
  
 // Zig-Zag (Right Left)  
 if (root->right->key > key)  
 {  
 // Bring the key as root of right-left  
 root->right->left = splay(root->right->left, key);  
  
 // Do first rotation for root->right  
 if (root->right->left != NULL)  
 root->right = rightRotate(root->right);  
 }  
 else if (root->right->key < key)// Zag-Zag (Right Right)  
 {  
 // Bring the key as root of right-right and do first rotation  
 root->right->right = splay(root->right->right, key);  
 root = leftRotate(root);  
 }  
  
 // Do second rotation for root  
 return (root->right == NULL)? root: leftRotate(root);  
 }  
}  
  
// Function to insert a new key k in splay tree with given root  
struct node \*insert(struct node \*root, int k)  
{  
 // Simple Case: If tree is empty  
 if (root == NULL) return newNode(k);  
  
 // Bring the closest leaf node to root  
 root = splay(root, k);  
  
 // If key is already present, then return  
 if (root->key == k) return root;  
  
 // Otherwise allocate memory for new node  
 struct node \*newnode = newNode(k);  
  
 // If root's key is greater, make root as right child  
 // of newnode and copy the left child of root to newnode  
 if (root->key > k)  
 {  
 newnode->right = root;  
 newnode->left = root->left;  
 root->left = NULL;  
 }  
  
 // If root's key is smaller, make root as left child  
 // of newnode and copy the right child of root to newnode  
 else  
 {  
 newnode->left = root;  
 newnode->right = root->right;  
 root->right = NULL;  
 }  
  
 return newnode; // newnode becomes new root  
}  
  
// A utility function to print preorder traversal of the tree.  
// The function also prints height of every node  
void preOrder(struct node \*root)  
{  
 if (root != NULL)  
 {  
 printf("%d ", root->key);  
 preOrder(root->left);  
 preOrder(root->right);  
 }  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 struct node \*root = newNode(100);  
 root->left = newNode(50);  
 root->right = newNode(200);  
 root->left->left = newNode(40);  
 root->left->left->left = newNode(30);  
 root->left->left->left->left = newNode(20);  
 root = insert(root, 25);  
 printf("Preorder traversal of the modified Splay tree is \n");  
 preOrder(root);  
 return 0;  
}

Output:

Preorder traversal of the modified Splay tree is  
25 20 50 30 40 100 200

This article is compiled by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/splay-tree-set-2-insert-delete/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/)

# Sum of all the numbers that are formed from root to leaf paths

Given a binary tree, where every node value is a Digit from 1-9 .Find the sum of all the numbers which are formed from root to leaf paths.

For example consider the following Binary Tree.

6  
 / \  
 3 5  
 / \ \  
 2 5 4   
 / \  
 7 4  
 There are 4 leaves, hence 4 root to leaf paths:  
 Path Number  
 6->3->2 632  
 6->3->5->7 6357  
 6->3->5->4 6354  
 6->5>4 654   
Answer = 632 + 6357 + 6354 + 654 = 13997

***We strongly recommend you to minimize the browser and try this yourself first.***

The idea is to do a preorder traversal of the tree. In the preorder traversal, keep track of the value calculated till the current node, let this value be *val*. For every node, we update the *val* as *val\*10* plus node’s data.

// C program to find sum of all paths from root to leaves  
#include <stdio.h>  
#include <stdlib.h>  
  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// function to allocate new node with given data  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = node->right = NULL;  
 return (node);  
}  
  
// Returns sum of all root to leaf paths. The first parameter is root  
// of current subtree, the second parameter is value of the number formed  
// by nodes from root to this node  
int treePathsSumUtil(struct node \*root, int val)  
{  
 // Base case  
 if (root == NULL) return 0;  
  
 // Update val  
 val = (val\*10 + root->data);  
  
 // if current node is leaf, return the current value of val  
 if (root->left==NULL && root->right==NULL)  
 return val;  
  
 // recur sum of values for left and right subtree  
 return treePathsSumUtil(root->left, val) +  
 treePathsSumUtil(root->right, val);  
}  
  
// A wrapper function over treePathsSumUtil()  
int treePathsSum(struct node \*root)  
{  
 // Pass the initial value as 0 as there is nothing above root  
 return treePathsSumUtil(root, 0);  
}  
  
// Driver function to test the above functions  
int main()  
{  
 struct node \*root = newNode(6);  
 root->left = newNode(3);  
 root->right = newNode(5);  
 root->right->right= newNode(7);  
 root->left->left = newNode(2);  
 root->left->right = newNode(5);  
 root->right->right = newNode(4);  
 root->left->right->left = newNode(7);  
 root->left->right->right = newNode(4);  
 printf("Sum of all paths is %d", treePathsSum(root));  
 return 0;  
}

Output:

Sum of all paths is 13997

**Time Complexity:** The above code is a simple preorder traversal code which visits every exactly once. Therefore, the time complexity is O(n) where n is the number of nodes in the given binary tree.

This article is contributed by **Ramchand R**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/sum-numbers-formed-root-leaf-paths/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Ternary Search Tree

A ternary search tree is a special trie data structure where the child nodes of a standard trie are ordered as a binary search tree.

**Representation of ternary search trees:**  
 Unlike trie(standard) data structure where each node contains 26 pointers for its children, each node in a ternary search tree contains only 3 pointers:  
 1. The left pointer points to the node whose value is less than the value in the current node.  
 2. The equal pointer points to the node whose value is equal to the value in the current node.  
 3. The right pointer points to the node whose value is greater than the value in the current node.

Apart from above three pointers, each node has a field to indicate data(character in case of dictionary) and another field to mark end of a string.  
 So, more or less it is similar to BST which stores data based on some order. However, data in a ternary search tree is distributed over the nodes. e.g. It needs 4 nodes to store the word “Geek”.  
 Below figure shows how exactly the words in a ternary search tree are stored?  
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One of the advantage of using ternary search trees over tries is that ternary search trees are a more space efficient (involve only three pointers per node as compared to 26 in standard tries). Further, ternary search trees can be used any time a hashtable would be used to store strings.

Tries are suitable when there is a proper distribution of words over the alphabets so that spaces are utilized most efficiently. Otherwise ternary search trees are better. Ternary search trees are efficient to use(in terms of space) when the strings to be stored share a common prefix.

**Applications of ternary search trees:**  
 **1.** Ternary search trees are efficient for queries like “Given a word, find the next word in dictionary(near-neighbor lookups)” or “Find all telephone numbers starting with 9342 or “typing few starting characters in a web browser displays all website names with this prefix”(Auto complete feature)”.

**2.** Used in spell checks: Ternary search trees can be used as a dictionary to store all the words. Once the word is typed in an editor, the word can be parallely searched in the ternary search tree to check for correct spelling.

**Implementation:**  
 Following is C implementation of ternary search tree. The operations implemented are, search, insert and traversal.

// C program to demonstrate Ternary Search Tree (TST) insert, travese   
// and search operations  
#include <stdio.h>  
#include <stdlib.h>  
#define MAX 50  
  
// A node of ternary search tree  
struct Node  
{  
 char data;  
  
 // True if this character is last character of one of the words  
 unsigned isEndOfString: 1;  
  
 struct Node \*left, \*eq, \*right;  
};  
  
// A utility function to create a new ternary search tree node  
struct Node\* newNode(char data)  
{  
 struct Node\* temp = (struct Node\*) malloc(sizeof( struct Node ));  
 temp->data = data;  
 temp->isEndOfString = 0;  
 temp->left = temp->eq = temp->right = NULL;  
 return temp;  
}  
  
// Function to insert a new word in a Ternary Search Tree  
void insert(struct Node\*\* root, char \*word)  
{  
 // Base Case: Tree is empty  
 if (!(\*root))  
 \*root = newNode(\*word);  
  
 // If current character of word is smaller than root's character,  
 // then insert this word in left subtree of root  
 if ((\*word) < (\*root)->data)  
 insert(&( (\*root)->left ), word);  
  
 // If current character of word is greate than root's character,  
 // then insert this word in right subtree of root  
 else if ((\*word) > (\*root)->data)  
 insert(&( (\*root)->right ), word);  
  
 // If current character of word is same as root's character,  
 else  
 {  
 if (\*(word+1))  
 insert(&( (\*root)->eq ), word+1);  
  
 // the last character of the word  
 else  
 (\*root)->isEndOfString = 1;  
 }  
}  
  
// A recursive function to traverse Ternary Search Tree  
void traverseTSTUtil(struct Node\* root, char\* buffer, int depth)  
{  
 if (root)  
 {  
 // First traverse the left subtree  
 traverseTSTUtil(root->left, buffer, depth);  
  
 // Store the character of this node  
 buffer[depth] = root->data;  
 if (root->isEndOfString)  
 {  
 buffer[depth+1] = '\0';  
 printf( "%s\n", buffer);  
 }  
  
 // Traverse the subtree using equal pointer (middle subtree)  
 traverseTSTUtil(root->eq, buffer, depth + 1);  
  
 // Finally Traverse the right subtree  
 traverseTSTUtil(root->right, buffer, depth);  
 }  
}  
  
// The main function to traverse a Ternary Search Tree.  
// It mainly uses traverseTSTUtil()  
void traverseTST(struct Node\* root)  
{  
 char buffer[MAX];  
 traverseTSTUtil(root, buffer, 0);  
}  
  
// Function to search a given word in TST  
int searchTST(struct Node \*root, char \*word)  
{  
 if (!root)  
 return 0;  
  
 if (\*word < (root)->data)  
 return searchTST(root->left, word);  
  
 else if (\*word > (root)->data)  
 return searchTST(root->right, word);  
  
 else  
 {  
 if (\*(word+1) == '\0')  
 return root->isEndOfString;  
  
 return searchTST(root->eq, word+1);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct Node \*root = NULL;  
  
 insert(&root, "cat");  
 insert(&root, "cats");  
 insert(&root, "up");  
 insert(&root, "bug");  
  
 printf("Following is traversal of ternary search tree\n");  
 traverseTST(root);  
  
 printf("\nFollowing are search results for cats, bu and cat respectively\n");  
 searchTST(root, "cats")? printf("Found\n"): printf("Not Found\n");  
 searchTST(root, "bu")? printf("Found\n"): printf("Not Found\n");  
 searchTST(root, "cat")? printf("Found\n"): printf("Not Found\n");  
  
 return 0;  
}

Output:

Following is traversal of ternary search tree  
bug  
cat  
cats  
up  
  
Following are search results for cats, bu and cat respectively  
Found  
Not Found  
Found

**Time Complexity:** The time complexity of the ternary search tree operations is similar to that of binary search tree. i.e. the insertion, deletion and search operations take time proportional to the height of the ternary search tree. The space is proportional to the length of the string to be stored.

**Reference:**  
 <http://en.wikipedia.org/wiki/Ternary_search_tree>

This article is compiled by [**Aashish Barnwal**](https://www.facebook.com/barnwal.aashish)and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/ternary-search-tree/>

# The Great Tree-List Recursion Problem.

Asked by Varun Bhatia.

**Question:**  
 Write a recursive function treeToList(Node root) that takes an ordered binary tree and rearranges the internal pointers to make a circular doubly linked list out of the tree nodes. The”previous” pointers should be stored in the “small” field and the “next” pointers should be stored in the “large” field. The list should be arranged so that the nodes are in increasing order. Return the head pointer to the new list.

This is very well explained and implemented at <http://cslibrary.stanford.edu/109/TreeListRecursion.html>

### Source

<http://www.geeksforgeeks.org/the-great-tree-list-recursion-problem/>

Category: [Linked Lists](http://www.geeksforgeeks.org/category/linked-list/) [Trees](http://www.geeksforgeeks.org/category/tree/)

# Tournament Tree (Winner Tree) and Binary Heap

Given a team of N players. How many minimum games are required to find second best player?

We can use adversary arguments based on tournament tree (Binary Heap).

[Tournament tree](http://en.wikipedia.org/wiki/Selection_algorithm#Tournament_Algorithm) is a form of min (max) heap which is a complete binary tree. Every external node represents a player and internal node represents winner. In a tournament tree every internal node contains winner and every leaf node contains one player.

There will be N – 1 internal nodes in a binary tree with N leaf (external) nodes. For details see [this post](http://geeksforgeeks.org/?p=8870) (put n = 2 in equation given in the post).

It is obvious that to select the best player among N players, (N – 1) players to be eliminated, i.e. we need minimum of (N – 1) games (comparisons). Mathematically we can prove it. In a binary tree I = E – 1, where I is number of internal nodes and E is number of external nodes. It means to find maximum or minimum element of an array, we need N – 1 (internal nodes) comparisons.

**Second Best Player**

The information explored during best player selection can be used to minimize the number of comparisons in tracing the next best players. For example, we can pick second best player in **(N + log2N – 2)** comparisons. For details read [this comment](http://www.geeksforgeeks.org/archives/4184/comment-page-1#comment-2541).

The following diagram displays a  tournament tree (*winner tree*) as a max heap. Note that the concept of *loser tree* is different.
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The above tree contains 4 leaf nodes that represent players and have 3 levels 0, 1 and 2. Initially 2 games are conducted at level 2, one between 5 and 3 and another one between 7 and 8. In the next move, one more game is conducted between 5 and 8 to conclude the final winner. Overall we need 3 comparisons. For second best player we need to trace the candidates participated with final winner, that leads to 7 as second best.

**Median of Sorted Arrays**

Tournament tree can effectively be used to find median of sorted arrays. Assume, given M sorted arrays of equal size L (for simplicity). We can attach all these sorted arrays to the tournament tree, one array per leaf. We need a tree of height **CEIL (log2M)** to have atleast M external nodes.

Consider an example. Given 3 (M = 3) sorted integer arrays of maximum size 5 elements.

{ 2, 5, 7, 11, 15 } ---- Array1  
{1, 3, 4} ---- Array2  
{6, 8, 12, 13, 14} ---- Array3

What should be the height of tournament tree? We need to construct a tournament tree of height log23 .= 1.585 = 2 rounded to next integer. A binary tree of height 2 will have 4 leaves to which we can attach the arrays as shown in the below figure.
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After the first tournament, the tree appears as below,
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We can observe that the winner is from Array2. Hence the next element from Array2 will dive-in and games will be played along the winner path of previous tournament.

*Note that infinity is used as sentinel element. Based on data being hold in nodes we can select the sentinel character. For example we usually store the pointers in nodes rather than keys, so NULL can serve as sentinel. If any of the array exhausts we will fill the corresponding leaf and upcoming internal nodes with sentinel.*

After the second tournament, the tree appears as below,
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The next winner is from Array1, so next element of Array1 array which is 5 will dive-in to the next round, and next tournament played along the path of 2.

The tournaments can be continued till we get median element which is (5+3+5)/2 = 7th element. Note that there are even better algorithms for finding median of union of sorted arrays, for details see the related links given below.

In general with M sorted lists of size L1, L2 … Lm requires time complexity of ***O((L1 + L2 + … + Lm) \* logM)*** to merge all the arrays, and ***O(m\*logM)*** time to find median, where ***m*** is median position.

**Select smallest one million elements from one billion unsorted elements:**

As a simple solution, we can sort the billion numbers and select first one million.

On a limited memory system sorting billion elements and picking the first one million seems to be impractical. We can use tournament tree approach. At any time only elements of tree to be in memory.

Split the large array (perhaps stored on disk) into smaller size arrays of size one million each (or even smaller that can be sorted by the machine). Sort these 1000 small size arrays and store them on disk as individual files. Construct a tournament tree which can have atleast 1000 leaf nodes (tree to be of height 10 since 29 < 1000 < 210, if the individual file size is even smaller we will need more leaf nodes). Every leaf node will have an engine that picks next element from the sorted file stored on disk. We can play the tournament tree game to extract first one million elements.

Total cost = sorting 1000 lists of one million each + tree construction + tournaments

**Implementation**

We need to build the tree (heap) in bottom-up manner. All the leaf nodes filled first. Start at the left extreme of tree and fill along the breadth (i.e. from 2k-1 to 2k – 1 where k is depth of tree) and play the game. After practicing with few examples it will be easy to write code. We will have code in an upcoming article.

**Related Posts**

[Link 1](http://geeksforgeeks.org/forum/topic/kth-smallest-element-in-the-union-of-the-arrays-in-a-logarithmic-time-algorithm), [Link 2](http://www.geeksforgeeks.org/archives/4184/comment-page-1#comment-2541), [Link 3](http://geeksforgeeks.org/forum/topic/kth-smallest-element-in-the-union-of-the-arrays-in-a-logarithmic-time-algorithm), [Link 4](http://geeksforgeeks.org/forum/topic/google-interview-question-for-software-engineerdeveloper-about-algorithms-arrays), [Link 5](http://geeksforgeeks.org/forum/topic/yahoo-interview-question-about-arrays), [Link 6](http://geeksforgeeks.org/forum/topic/fining-the-median), [Link 7](http://geeksforgeeks.org/?p=2105).

— by [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/tournament-tree-and-binary-heap/>

# Transform a BST to greater sum tree

Given a BST, transform it into greater sum tree where each node contains sum of all nodes greater than that node.
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**We strongly recommend to minimize the gbrowser and try this yourself first.**

**Method 1 (Naive):**  
 This method doesn’t require the tree to be a BST. Following are steps.  
 1. Traverse node by node(Inorder, preorder, etc.)  
 2. For each node find all the nodes greater than that of the current node, sum the values. Store all these sums.  
 3. Replace each node value with their corresponding sum by traversing in the same order as in Step 1.  
 This takes O(n^2) Time Complexity.

**Method 2 (Using only one traversal)**  
 By leveraging the fact that the tree is a BST, we can find an O(n) solution. The idea is to traverse BST in reverse inorder. Reverse inorder traversal of a BST gives us keys in decreasing order. Before visiting a node, we visit all greater nodes of that node. While traversing we keep track of sum of keys which is the sum of all the keys greater than the key of current node.

// C++ program to transform a BST to sum tree  
#include<iostream>  
using namespace std;  
  
// A BST node  
struct Node  
{  
 int data;  
 struct Node \*left, \*right;  
};  
  
// A utility function to create a new Binary Tree Node  
struct Node \*newNode(int item)  
{  
 struct Node \*temp = new Node;  
 temp->data = item;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Recursive function to transform a BST to sum tree.  
// This function traverses the tree in reverse inorder so  
// that we have visited all greater key nodes of the currently  
// visited node  
void transformTreeUtil(struct Node \*root, int \*sum)  
{  
 // Base case  
 if (root == NULL) return;  
  
 // Recur for right subtree  
 transformTreeUtil(root->right, sum);  
  
 // Update sum  
 \*sum = \*sum + root->data;  
  
 // Store old sum in current node  
 root->data = \*sum - root->data;  
  
 // Recur for left subtree  
 transformTreeUtil(root->left, sum);  
}  
  
// A wrapper over transformTreeUtil()  
void transformTree(struct Node \*root)  
{  
 int sum = 0; // Initialize sum  
 transformTreeUtil(root, &sum);  
}  
  
// A utility function to print indorder traversal of a  
// binary tree  
void printInorder(struct Node \*root)  
{  
 if (root == NULL) return;  
  
 printInorder(root->left);  
 cout << root->data << " ";  
 printInorder(root->right);  
}  
  
// Driver Program to test above functions  
int main()  
{  
 struct Node \*root = newNode(11);  
 root->left = newNode(2);  
 root->right = newNode(29);  
 root->left->left = newNode(1);  
 root->left->right = newNode(7);  
 root->right->left = newNode(15);  
 root->right->right = newNode(40);  
 root->right->right->left = newNode(35);  
  
 cout << "Inorder Traversal of given tree\n";  
 printInorder(root);  
  
 transformTree(root);  
  
 cout << "\n\nInorder Traversal of transformed tree\n";  
 printInorder(root);  
  
 return 0;  
}

Output:

Inorder Traversal of given tree  
1 2 7 11 15 29 35 40  
  
Inorder Traversal of transformed tree  
139 137 130 119 104 75 40 0

Time complexity of this method is O(n) as it does a simple traversal of tree.

This article is contributed by **Bhavana**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/transform-bst-sum-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Tree Isomorphism Problem

Write a function to detect if two trees are isomorphic. Two trees are called isomorphic if one of them can be obtained from other by a series of flips, i.e. by swapping left and right children of a number of nodes. Any number of nodes at any level can have their children swapped. Two empty trees are isomorphic.

For example, following two trees are isomorphic with following sub-trees flipped: 2 and 3, NULL and 6, 7 and 8.  
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We simultaneously traverse both trees. Let the current internal nodes of two trees being traversed be **n1** and **n2** respectively. There are following two conditions for subtrees rooted with n1 and n2 to be isomorphic.  
 **1)** Data of n1 and n2 is same.  
 **2)** One of the following two is true for children of n1 and n2  
 ……**a)** Left child of n1 is isomorphic to left child of n2 and right child of n1 is isomorphic to right child of n2.  
 ……**b)** Left child of n1 is isomorphic to right child of n2 and right child of n1 is isomorphic to left child of n2.

// A C++ program to check if two given trees are isomorphic  
#include <iostream>  
using namespace std;  
  
/\* A binary tree node has data, pointer to left and right children \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Given a binary tree, print its nodes in reverse level order \*/  
bool isIsomorphic(node\* n1, node \*n2)  
{  
 // Both roots are NULL, trees isomorphic by definition  
 if (n1 == NULL && n2 == NULL)  
 return true;  
  
 // Exactly one of the n1 and n2 is NULL, trees not isomorphic  
 if (n1 == NULL || n2 == NULL)  
 return false;  
  
 if (n1->data != n2->data)  
 return false;  
  
 // There are two possible cases for n1 and n2 to be isomorphic  
 // Case 1: The subtrees rooted at these nodes have NOT been "Flipped".  
 // Both of these subtrees have to be isomorphic, hence the &&  
 // Case 2: The subtrees rooted at these nodes have been "Flipped"  
 return   
 (isIsomorphic(n1->left,n2->left) && isIsomorphic(n1->right,n2->right))||  
 (isIsomorphic(n1->left,n2->right) && isIsomorphic(n1->right,n2->left));  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
node\* newNode(int data)  
{  
 node\* temp = new node;  
 temp->data = data;  
 temp->left = NULL;  
 temp->right = NULL;  
  
 return (temp);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 // Let us create trees shown in above diagram  
 struct node \*n1 = newNode(1);  
 n1->left = newNode(2);  
 n1->right = newNode(3);  
 n1->left->left = newNode(4);  
 n1->left->right = newNode(5);  
 n1->right->left = newNode(6);  
 n1->left->right->left = newNode(7);  
 n1->left->right->right = newNode(8);  
  
 struct node \*n2 = newNode(1);  
 n2->left = newNode(3);  
 n2->right = newNode(2);  
 n2->right->left = newNode(4);  
 n2->right->right = newNode(5);  
 n2->left->right = newNode(6);  
 n2->right->right->left = newNode(8);  
 n2->right->right->right = newNode(7);  
  
 if (isIsomorphic(n1, n2) == true)  
 cout << "Yes";  
 else  
 cout << "No";  
  
 return 0;  
}

Output:

Yes

**Time Complexity:** The above solution does a traversal of both trees. So time complexity is O(m + n) where m and n are number of nodes in given trees.

This article is contributed by **Ciphe**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.  
 If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

### Source

<http://www.geeksforgeeks.org/tree-isomorphism-problem/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Trie | (Delete)

In the [previous post](http://www.geeksforgeeks.org/archives/13067) on [trie](http://en.wikipedia.org/wiki/Trie) we have described how to insert and search a node in trie. Here is an algorithm how to delete a node from trie.

During delete operation we delete the key in bottom up manner using recursion. The following are possible conditions when deleting key from trie,

1. Key may not be there in trie. Delete operation should not modify trie.
2. Key present as unique key (no part of key contains another key (prefix), nor the key itself is prefix of another key in trie). Delete all the nodes.
3. Key is prefix key of another long key in trie. Unmark the leaf node.
4. Key present in trie, having atleast one other key as prefix key. Delete nodes from end of key until first leaf node of longest prefix key.

The highlighted code presents algorithm to implement above conditions. (One may be in dilemma how a pointer passed to delete helper is reflecting changes from deleteHelper to deleteKey. Note that we are holding trie as an ADT in trie\_t node, which is passed by reference or pointer).

#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
#define ARRAY\_SIZE(a) sizeof(a)/sizeof(a[0])  
  
// Alphabet size (# of symbols)  
  
#define ALPHABET\_SIZE (26)  
#define INDEX(c) ((int)c - (int)'a')  
  
#define FREE(p) \  
 free(p); \  
 p = NULL;  
  
// forward declration  
typedef struct trie\_node trie\_node\_t;  
  
// trie node  
struct trie\_node  
{  
 int value; // non zero if leaf  
 trie\_node\_t \*children[ALPHABET\_SIZE];  
};  
  
// trie ADT  
typedef struct trie trie\_t;  
  
struct trie  
{  
 trie\_node\_t \*root;  
 int count;  
};  
  
trie\_node\_t \*getNode(void)  
{  
 trie\_node\_t \*pNode = NULL;  
  
 pNode = (trie\_node\_t \*)malloc(sizeof(trie\_node\_t));  
  
 if( pNode )  
 {  
 int i;  
  
 pNode->value = 0;  
  
 for(i = 0; i < ALPHABET\_SIZE; i++)  
 {  
 pNode->children[i] = NULL;  
 }  
 }  
  
 return pNode;  
}  
  
void initialize(trie\_t \*pTrie)  
{  
 pTrie->root = getNode();  
 pTrie->count = 0;  
}  
  
void insert(trie\_t \*pTrie, char key[])  
{  
 int level;  
 int length = strlen(key);  
 int index;  
 trie\_node\_t \*pCrawl;  
  
 pTrie->count++;  
 pCrawl = pTrie->root;  
  
 for( level = 0; level < length; level++ )  
 {  
 index = INDEX(key[level]);  
  
 if( pCrawl->children[index] )  
 {  
 // Skip current node  
 pCrawl = pCrawl->children[index];  
 }  
 else  
 {  
 // Add new node  
 pCrawl->children[index] = getNode();  
 pCrawl = pCrawl->children[index];  
 }  
 }  
  
 // mark last node as leaf (non zero)  
 pCrawl->value = pTrie->count;  
}  
  
int search(trie\_t \*pTrie, char key[])  
{  
 int level;  
 int length = strlen(key);  
 int index;  
 trie\_node\_t \*pCrawl;  
  
 pCrawl = pTrie->root;  
  
 for( level = 0; level < length; level++ )  
 {  
 index = INDEX(key[level]);  
  
 if( !pCrawl->children[index] )  
 {  
 return 0;  
 }  
  
 pCrawl = pCrawl->children[index];  
 }  
  
 return (0 != pCrawl && pCrawl->value);  
}  
  
int leafNode(trie\_node\_t \*pNode)  
{  
 return (pNode->value != 0);  
}  
  
int isItFreeNode(trie\_node\_t \*pNode)  
{  
 int i;  
 for(i = 0; i < ALPHABET\_SIZE; i++)  
 {  
 if( pNode->children[i] )  
 return 0;  
 }  
  
 return 1;  
}  
  
bool deleteHelper(trie\_node\_t \*pNode, char key[], int level, int len)  
{  
 if( pNode )  
 {  
 // Base case  
 if( level == len )  
 {  
 if( pNode->value )  
 {  
 // Unmark leaf node  
 pNode->value = 0;  
  
 // If empty, node to be deleted  
 if( isItFreeNode(pNode) )  
 {  
 return true;  
 }  
  
 return false;  
 }  
 }  
 else // Recursive case  
 {  
 int index = INDEX(key[level]);  
  
 if( deleteHelper(pNode->children[index], key, level+1, len) )  
 {  
 // last node marked, delete it  
 FREE(pNode->children[index]);  
  
 // recursively climb up, and delete eligible nodes  
 return ( !leafNode(pNode) && isItFreeNode(pNode) );  
 }  
 }  
 }  
  
 return false;  
}  
  
void deleteKey(trie\_t \*pTrie, char key[])  
{  
 int len = strlen(key);  
  
 if( len > 0 )  
 {  
 deleteHelper(pTrie->root, key, 0, len);  
 }  
}  
  
int main()  
{  
 char keys[][8] = {"she", "sells", "sea", "shore", "the", "by", "sheer"};  
 trie\_t trie;  
  
 initialize(&trie);  
  
 for(int i = 0; i < ARRAY\_SIZE(keys); i++)  
 {  
 insert(&trie, keys[i]);  
 }  
  
 deleteKey(&trie, keys[0]);  
  
 printf("%s %s\n", "she", search(&trie, "she") ? "Present in trie" : "Not present in trie");  
  
 return 0;  
}

— [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/trie-delete/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/)

Post navigation

[← Understanding “volatile” qualifier in C](http://www.geeksforgeeks.org/understanding-volatile-qualifier-in-c/) [Find a Fixed Point in a given array →](http://www.geeksforgeeks.org/find-a-fixed-point-in-a-given-array/)

# Trie | (Insert and Search)

[Trie](http://en.wikipedia.org/wiki/Trie) is an efficient information re***trie***val data structure. Using trie, search complexities can be brought to optimal limit (key length). If we store keys in binary search tree, a well balanced BST will need time proportional to **M \* log N**, where M is maximum string length and N is number of keys in tree. Using trie, we can search the key in O(M) time. However the penalty is on trie storage requirements.

Every node of trie consists of multiple branches. Each branch represents a possible character of keys. We need to mark the last node of every key as leaf node. A trie node field *value* will be used to distinguish the node as leaf node (there are other uses of the *value* field). A simple structure to represent nodes of English alphabet can be as following,

struct trie\_node

{

    int value; /\* Used to mark leaf nodes \*/

    trie\_node\_t \*children[ALPHABET\_SIZE];

};

Inserting a key into trie is simple approach. Every character of input key is inserted as an individual trie node. Note that the *children* is an array of pointers to next level trie nodes. The key character acts as an index into the array *children*. If the input key is new or an extension of existing key, we need to construct non-existing nodes of the key, and mark leaf node. If the input key is prefix of existing key in trie, we simply mark the last node of key as leaf. The key length determines trie depth.

Searching for a key is similar to insert operation, however we only compare the characters and move down. The search can terminate due to end of string or lack of key in trie. In the former case, if the *value* field of last node is non-zero then the key exists in trie. In the second case, the search terminates without examining all the characters of key, since the key is not present in trie.

The following picture explains construction of trie using keys given in the example below,

root  
 / \ \  
 t a b  
 | | |  
 h n y  
 | | \ |  
 e s y e  
 / | |  
 i r w  
 | | |  
 r e e  
 |  
 r

In the picture, every character is of type *trie\_node\_t*. For example, the *root* is of type trie\_node\_t, and it’s children *a*, *b* and *t* are filled, all other nodes of root will be NULL. Similarly, “a” at the next level is having only one child (“n”), all other children are NULL. The leaf nodes are in blue.

Insert and search costs **O(key\_length)**, however the memory requirements of trie is **O(ALPHABET\_SIZE \* key\_length \* N)** where N is number of keys in trie. There are efficient representation of trie nodes (e.g. compressed trie, [ternary search tree](http://en.wikipedia.org/wiki/Ternary_search_tree), etc.) to minimize memory requirements of trie.

#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
  
#define ARRAY\_SIZE(a) sizeof(a)/sizeof(a[0])  
  
// Alphabet size (# of symbols)  
#define ALPHABET\_SIZE (26)  
// Converts key current character into index  
// use only 'a' through 'z' and lower case  
#define CHAR\_TO\_INDEX(c) ((int)c - (int)'a')  
  
// trie node  
typedef struct trie\_node trie\_node\_t;  
struct trie\_node  
{  
 int value;  
 trie\_node\_t \*children[ALPHABET\_SIZE];  
};  
  
// trie ADT  
typedef struct trie trie\_t;  
struct trie  
{  
 trie\_node\_t \*root;  
 int count;  
};  
  
// Returns new trie node (initialized to NULLs)  
trie\_node\_t \*getNode(void)  
{  
 trie\_node\_t \*pNode = NULL;  
  
 pNode = (trie\_node\_t \*)malloc(sizeof(trie\_node\_t));  
  
 if( pNode )  
 {  
 int i;  
  
 pNode->value = 0;  
  
 for(i = 0; i < ALPHABET\_SIZE; i++)  
 {  
 pNode->children[i] = NULL;  
 }  
 }  
  
 return pNode;  
}  
  
// Initializes trie (root is dummy node)  
void initialize(trie\_t \*pTrie)  
{  
 pTrie->root = getNode();  
 pTrie->count = 0;  
}  
  
// If not present, inserts key into trie  
// If the key is prefix of trie node, just marks leaf node  
void insert(trie\_t \*pTrie, char key[])  
{  
 int level;  
 int length = strlen(key);  
 int index;  
 trie\_node\_t \*pCrawl;  
  
 pTrie->count++;  
 pCrawl = pTrie->root;  
  
 for( level = 0; level < length; level++ )  
 {  
 index = CHAR\_TO\_INDEX(key[level]);  
 if( !pCrawl->children[index] )  
 {  
 pCrawl->children[index] = getNode();  
 }  
  
 pCrawl = pCrawl->children[index];  
 }  
  
 // mark last node as leaf  
 pCrawl->value = pTrie->count;  
}  
  
// Returns non zero, if key presents in trie  
int search(trie\_t \*pTrie, char key[])  
{  
 int level;  
 int length = strlen(key);  
 int index;  
 trie\_node\_t \*pCrawl;  
  
 pCrawl = pTrie->root;  
  
 for( level = 0; level < length; level++ )  
 {  
 index = CHAR\_TO\_INDEX(key[level]);  
  
 if( !pCrawl->children[index] )  
 {  
 return 0;  
 }  
  
 pCrawl = pCrawl->children[index];  
 }  
  
 return (0 != pCrawl && pCrawl->value);  
}  
  
// Driver  
int main()  
{  
 // Input keys (use only 'a' through 'z' and lower case)  
 char keys[][8] = {"the", "a", "there", "answer", "any", "by", "bye", "their"};  
 trie\_t trie;  
  
 char output[][32] = {"Not present in trie", "Present in trie"};  
  
 initialize(&trie);  
  
 // Construct trie  
 for(int i = 0; i < ARRAY\_SIZE(keys); i++)  
 {  
 insert(&trie, keys[i]);  
 }  
  
 // Search for different keys  
 printf("%s --- %s\n", "the", output[search(&trie, "the")] );  
 printf("%s --- %s\n", "these", output[search(&trie, "these")] );  
 printf("%s --- %s\n", "their", output[search(&trie, "their")] );  
 printf("%s --- %s\n", "thaw", output[search(&trie, "thaw")] );  
  
 return 0;  
}

— [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/trie-insert-and-search/>

# Vertex Cover Problem | Set 2 (Dynamic Programming Solution for Tree)

A [vertex cover of an undirected graph](http://www.geeksforgeeks.org/vertex-cover-problem-set-1-introduction-approximate-algorithm-2/) is a subset of its vertices such that for every edge (u, v) of the graph, either ‘u’ or ‘v’ is in vertex cover. Although the name is Vertex Cover, the set covers all edges of the given graph.  
 The problem to find minimum size vertex cover of a graph is [NP complete](http://www.geeksforgeeks.org/np-completeness-set-1/). But it can be solved in polynomial time for trees. In this post a solution for Binary Tree is discussed. The same solution can be extended for n-ary trees.

For example, consider the following binary tree. The smallest vertex cover is {20, 50, 30} and size of the vertex cover is 3.  
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The idea is to consider following two possibilities for root and recursively for all nodes down the root.  
 ***1) Root is part of vertex cover:*** In this case root covers all children edges. We recursively calculate size of vertex covers for left and right subtrees and add 1 to the result (for root).

***2) Root is not part of vertex cover:*** In this case, both children of root must be included in vertex cover to cover all root to children edges. We recursively calculate size of vertex covers of all grandchildren and number of children to the result (for two children of root).

Below is C implementation of above idea.

// A naive recursive C implementation for vertex cover problem for a tree  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find min of two integers  
int min(int x, int y) { return (x < y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to  
 right child \*/  
struct node  
{  
 int data;  
 struct node \*left, \*right;  
};  
  
// The function returns size of the minimum vertex cover  
int vCover(struct node \*root)  
{  
 // The size of minimum vertex cover is zero if tree is empty or there  
 // is only one node  
 if (root == NULL)  
 return 0;  
 if (root->left == NULL && root->right == NULL)  
 return 0;  
  
 // Calculate size of vertex cover when root is part of it  
 int size\_incl = 1 + vCover(root->left) + vCover(root->right);  
  
 // Calculate size of vertex cover when root is not part of it  
 int size\_excl = 0;  
 if (root->left)  
 size\_excl += 1 + vCover(root->left->left) + vCover(root->left->right);  
 if (root->right)  
 size\_excl += 1 + vCover(root->right->left) + vCover(root->right->right);  
  
 // Return the minimum of two sizes  
 return min(size\_incl, size\_excl);  
}  
  
// A utility function to create a node  
struct node\* newNode( int data )  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the smallest vertex cover is %d ", vCover(root));  
  
 return 0;  
}

Output:

Size of the smallest vertex cover is 3

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. For example, vCover of node with value 50 is evaluated twice as 50 is grandchild of 10 and child of 20.  
 Since same suproblems are called again, this problem has Overlapping Subprolems property. So Vertex Cover problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](http://www.geeksforgeeks.org/archives/tag/dynamic-programming) re-computations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

Following is C implementation of Dynamic Programming based solution. In the following solution, an additional field ‘vc’ is added to tree nodes. The initial value of ‘vc’ is set as 0 for all nodes. The recursive function vCover() calculates ‘vc’ for a node only if it is not already set.

/\* Dynamic programming based program for Vertex Cover problem for   
 a Binary Tree \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find min of two integers  
int min(int x, int y) { return (x < y)? x: y; }  
  
/\* A binary tree node has data, pointer to left child and a pointer to  
 right child \*/  
struct node  
{  
 int data;  
 int vc;  
 struct node \*left, \*right;  
};  
  
// A memoization based function that returns size of the minimum vertex cover.  
int vCover(struct node \*root)  
{  
 // The size of minimum vertex cover is zero if tree is empty or there  
 // is only one node  
 if (root == NULL)  
 return 0;  
 if (root->left == NULL && root->right == NULL)  
 return 0;  
  
 // If vertex cover for this node is already evaluated, then return it  
 // to save recomputation of same subproblem again.  
 if (root->vc != 0)  
 return root->vc;  
  
 // Calculate size of vertex cover when root is part of it  
 int size\_incl = 1 + vCover(root->left) + vCover(root->right);  
  
 // Calculate size of vertex cover when root is not part of it  
 int size\_excl = 0;  
 if (root->left)  
 size\_excl += 1 + vCover(root->left->left) + vCover(root->left->right);  
 if (root->right)  
 size\_excl += 1 + vCover(root->right->left) + vCover(root->right->right);  
  
 // Minimum of two values is vertex cover, store it before returning  
 root->vc = min(size\_incl, size\_excl);  
  
 return root->vc;  
}  
  
// A utility function to create a node  
struct node\* newNode( int data )  
{  
 struct node\* temp = (struct node \*) malloc( sizeof(struct node) );  
 temp->data = data;  
 temp->left = temp->right = NULL;  
 temp->vc = 0; // Set the vertex cover as 0  
 return temp;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us construct the tree given in the above diagram  
 struct node \*root = newNode(20);  
 root->left = newNode(8);  
 root->left->left = newNode(4);  
 root->left->right = newNode(12);  
 root->left->right->left = newNode(10);  
 root->left->right->right = newNode(14);  
 root->right = newNode(22);  
 root->right->right = newNode(25);  
  
 printf ("Size of the smallest vertex cover is %d ", vCover(root));  
  
 return 0;  
}

Output:

Size of the smallest vertex cover is 3

**References:**  
 <http://courses.csail.mit.edu/6.006/spring11/lectures/lec21.pdf>

**Exercise:**  
 Extend the above solution for n-ary trees.

This article is contributed by **Udit Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/vertex-cover-problem-set-2-dynamic-programming-solution-tree/>

# Vertical Sum in a given Binary Tree

Given a Binary Tree, find vertical sum of the nodes that are in same vertical line. Print all sums through different vertical lines.

Examples:

1  
 / \  
 2 3  
 / \ / \  
4 5 6 7

The tree has 5 vertical lines

Vertical-Line-1 has only one node 4 => vertical sum is 4  
 Vertical-Line-2: has only one node 2=> vertical sum is 2  
 Vertical-Line-3: has three nodes: 1,5,6 => vertical sum is 1+5+6 = 12  
 Vertical-Line-4: has only one node 3 => vertical sum is 3  
 Vertical-Line-5: has only one node 7 => vertical sum is 7

So expected output is 4, 2, 12, 3 and 7

**Solution:**  
 We need to check the Horizontal Distances from root for all nodes. If two nodes have the same Horizontal Distance (HD), then they are on same vertical line. The idea of HD is simple. HD for root is 0, a right edge (edge connecting to right subtree) is considered as +1 horizontal distance and a left edge is considered as -1 horizontal distance. For example, in the above tree, HD for Node 4 is at -2, HD for Node 2 is -1, HD for 5 and 6 is 0 and HD for node 7 is +2.  
 We can do inorder traversal of the given Binary Tree. While traversing the tree, we can recursively calculate HDs. We initially pass the horizontal distance as 0 for root. For left subtree, we pass the Horizontal Distance as Horizontal distance of root minus 1. For right subtree, we pass the Horizontal Distance as Horizontal Distance of root plus 1.

Following is Java implementation for the same. HashMap is used to store the vertical sums for different horizontal distances. Thanks to [Nages](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-trees-4#post-36516) for suggesting this method.

import java.util.HashMap;  
   
// Class for a tree node  
class TreeNode {  
   
 // data members  
 private int key;  
 private TreeNode left;  
 private TreeNode right;  
   
 // Accessor methods  
 public int key() { return key; }  
 public TreeNode left() { return left; }  
 public TreeNode right() { return right; }  
   
 // Constructor  
 public TreeNode(int key) { this.key = key; left = null; right = null; }  
   
 // Methods to set left and right subtrees  
 public void setLeft(TreeNode left) { this.left = left; }  
 public void setRight(TreeNode right) { this.right = right; }  
}  
   
// Class for a Binary Tree  
class Tree {  
   
 private TreeNode root;  
   
 // Constructors  
 public Tree() { root = null; }  
 public Tree(TreeNode n) { root = n; }  
   
 // Method to be called by the consumer classes like Main class  
 public void VerticalSumMain() { VerticalSum(root); }  
   
 // A wrapper over VerticalSumUtil()  
 private void VerticalSum(TreeNode root) {  
   
 // base case  
 if (root == null) { return; }  
   
 // Creates an empty hashMap hM  
 HashMap<Integer, Integer> hM = new HashMap<Integer, Integer>();  
   
 // Calls the VerticalSumUtil() to store the vertical sum values in hM  
 VerticalSumUtil(root, 0, hM);  
   
 // Prints the values stored by VerticalSumUtil()  
 if (hM != null) {  
 System.out.println(hM.entrySet());  
 }  
 }  
   
 // Traverses the tree in Inoorder form and builds a hashMap hM that  
 // contains the vertical sum  
 private void VerticalSumUtil(TreeNode root, int hD,  
 HashMap<Integer, Integer> hM) {  
   
 // base case  
 if (root == null) { return; }  
   
 // Store the values in hM for left subtree  
 VerticalSumUtil(root.left(), hD - 1, hM);  
   
 // Update vertical sum for hD of this node  
 int prevSum = (hM.get(hD) == null) ? 0 : hM.get(hD);  
 hM.put(hD, prevSum + root.key());  
   
 // Store the values in hM for right subtree  
 VerticalSumUtil(root.right(), hD + 1, hM);  
 }  
}  
   
// Driver class to test the verticalSum methods  
public class Main {  
   
 public static void main(String[] args) {  
 /\* Create following Binary Tree  
 1  
 / \  
 2 3  
 / \ / \  
 4 5 6 7  
   
 \*/  
 TreeNode root = new TreeNode(1);  
 root.setLeft(new TreeNode(2));  
 root.setRight(new TreeNode(3));  
 root.left().setLeft(new TreeNode(4));  
 root.left().setRight(new TreeNode(5));  
 root.right().setLeft(new TreeNode(6));  
 root.right().setRight(new TreeNode(7));  
 Tree t = new Tree(root);  
   
 System.out.println("Following are the values of vertical sums with "  
 + "the positions of the columns with respect to root ");  
 t.VerticalSumMain();  
 }  
}

See [this](http://ideone.com/nP2T6) for a sample run.

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/vertical-sum-in-a-given-binary-tree/>

# Write a C program to Calculate Size of a tree

Size of a tree is the number of elements present in the tree. Size of the below tree is 5.

![tree12](data:image/gif;base64,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)

Example Tree

Size() function recursively calculates the size of a tree. It works as follows:

Size of a tree = Size of left subtree + 1 + Size of right subtree

**Algorithm:**

size(tree)  
1. If tree is empty then return 0  
2. Else  
 (a) Get the size of left subtree recursively i.e., call   
 size( tree->left-subtree)  
 (a) Get the size of right subtree recursively i.e., call   
 size( tree->right-subtree)  
 (c) Calculate size of the tree as following:  
 tree\_size = size(left-subtree) + size(right-  
 subtree) + 1  
 (d) Return tree\_size

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)   
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
  
/\* Computes the number of nodes in a tree. \*/  
int size(struct node\* node)   
{   
 if (node==NULL)   
 return 0;  
 else   
 return(size(node->left) + 1 + size(node->right));   
}  
  
/\* Driver program to test size function\*/   
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
  
 printf("Size of the tree is %d", size(root));   
 getchar();  
 return 0;  
}

**Time & Space Complexities:** Since this program is similar to traversal of tree, time and space complexities will be same as Tree traversal (Please see our [Tree Traversal](http://geeksforgeeks.org/?p=618) post for details)

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-calculate-size-of-a-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Size of a Tree](http://www.geeksforgeeks.org/tag/size-of-a-tree/), [Tree Size](http://www.geeksforgeeks.org/tag/tree-size/), [TreeSize](http://www.geeksforgeeks.org/tag/treesize/)

# Write a C program to Delete a Tree.

To delete a tree we must traverse all the nodes of the tree and delete them one by one. So which traversal we should use – Inorder or Preorder or Postorder. Answer is simple – Postorder, because before deleting the parent node we should delete its children nodes first

We can delete tree with other traversals also with extra space complexity but why should we go for other traversals if we have Postorder available which does the work without storing anything in same time complexity.

For the following tree nodes are deleted in order – 4, 5, 2, 3, 1
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Example Tree

**Program**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)   
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;   
 return(node);  
}  
  
/\* This function traverses tree in post order to   
 to delete each and every node of the tree \*/  
void deleteTree(struct node\* node)   
{  
 if (node == NULL) return;  
  
 /\* first delete both subtrees \*/  
 deleteTree(node->left);  
 deleteTree(node->right);  
   
 /\* then delete the node \*/  
 printf("\n Deleting node: %d", node->data);  
 free(node);  
}   
  
  
/\* Driver program to test deleteTree function\*/   
int main()  
{  
 struct node \*root = newNode(1);   
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
   
 deleteTree(root);   
 root = NULL;  
  
 printf("\n Tree deleted ");  
   
 getchar();  
 return 0;  
}

The above deleteTree() function deletes the tree, but doesn’t change root to NULL which may cause problems if the user of deleteTree() doesn’t change root to NULL and tires to access values using root pointer. We can modify the deleteTree() function to take reference to the root node so that this problem doesn’t occur. See the following code.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
/\* This function is same as deleteTree() in the previous program \*/  
void \_deleteTree(struct node\* node)  
{  
 if (node == NULL) return;  
  
 /\* first delete both subtrees \*/  
 \_deleteTree(node->left);  
 \_deleteTree(node->right);  
  
 /\* then delete the node \*/  
 printf("\n Deleting node: %d", node->data);  
 free(node);  
}  
  
/\* Deletes a tree and sets the root as NULL \*/  
void deleteTree(struct node\*\* node\_ref)  
{  
 \_deleteTree(\*node\_ref);  
 \*node\_ref = NULL;  
}  
  
/\* Driver program to test deleteTree function\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
  
 // Note that we pass the address of root here  
 deleteTree(&root);  
 printf("\n Tree deleted ");  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)  
 **Space Complexity:** If we don’t consider size of stack for function calls then O(1) otherwise O(n)

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-delete-a-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Delete Tree](http://www.geeksforgeeks.org/tag/delete-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)

# Write a C Program to Find the Maximum Depth or Height of a Tree

Maximum depth or height of the below tree is 3.
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Example Tree

Recursively calculate height of left and right subtrees of a node and assign height to the node as max of the heights of two children plus 1. See below pseudo code and program for details.

**Algorithm:**

maxDepth()  
1. If tree is empty then return 0  
2. Else  
 (a) Get the max depth of left subtree recursively i.e.,   
 call maxDepth( tree->left-subtree)  
 (a) Get the max depth of right subtree recursively i.e.,   
 call maxDepth( tree->right-subtree)  
 (c) Get the max of max depths of left and right   
 subtrees and add 1 to it for the current node.  
 max\_depth = max(max dept of left subtree,   
 max depth of right subtree)   
 + 1  
 (d) Return max\_depth

**See the below diagram for more clarity about execution of the recursive function maxDepth() for above example tree.**

maxDepth('1') = max(maxDepth('2'), maxDepth('3')) + 1  
 = 2 + 1  
 / \  
 / \  
 / \  
 / \  
 / \  
 maxDepth('1') maxDepth('3') = 1  
= max(maxDepth('4'), maxDepth('5')) + 1  
= 1 + 1 = 2   
 / \  
 / \  
 / \  
 / \  
 / \  
 maxDepth('4') = 1 maxDepth('5') = 1

**Implementation:**

#include<stdio.h>  
#include<stdlib.h>  
  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Compute the "maxDepth" of a tree -- the number of   
 nodes along the longest path from the root node   
 down to the farthest leaf node.\*/  
int maxDepth(struct node\* node)   
{  
 if (node==NULL)   
 return 0;  
 else   
 {  
 /\* compute the depth of each subtree \*/  
 int lDepth = maxDepth(node->left);  
 int rDepth = maxDepth(node->right);  
  
 /\* use the larger one \*/  
 if (lDepth > rDepth)   
 return(lDepth+1);  
 else return(rDepth+1);  
 }  
}   
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)   
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
   
int main()  
{  
 struct node \*root = newNode(1);  
  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
   
 printf("Hight of tree is %d", maxDepth(root));  
   
 getchar();  
 return 0;  
}

**Time Complexity:** O(n) (Please see our post [Tree Traversal](http://geeksforgeeks.org/?p=618)for details)

**References:**  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-find-the-maximum-depth-or-height-of-a-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Height of a Tree](http://www.geeksforgeeks.org/tag/height-of-a-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)

# Program to count leaf nodes in a binary tree

A node is a leaf node if both left and right child nodes of it are NULL.

Here is an algorithm to get the leaf node count.

getLeafCount(node)  
1) If node is NULL then return 0.  
2) Else If left and right child nodes are NULL return 1.  
3) Else recursively calculate leaf count of the tree using below formula.  
 Leaf count of a tree = Leaf count of left subtree +   
 Leaf count of right subtree
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Example Tree

Leaf count for the above tree is 3.

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Function to get the count of leaf nodes in a binary tree\*/  
unsigned int getLeafCount(struct node\* node)  
{  
 if(node == NULL)   
 return 0;  
 if(node->left == NULL && node->right==NULL)   
 return 1;   
 else   
 return getLeafCount(node->left)+  
 getLeafCount(node->right);   
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)   
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
  
/\*Driver program to test above functions\*/   
int main()  
{  
 /\*create a tree\*/   
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
   
 /\*get leaf count of the above created tree\*/  
 printf("Leaf count of the tree is %d", getLeafCount(root));  
   
 getchar();  
 return 0;  
}

**Time & Space Complexities:** Since this program is similar to traversal of tree, time and space complexities will be same as Tree traversal (Please see our [Tree Traversal](http://geeksforgeeks.org/?p=618) post for details)

Please write comments if you find any bug in the above programs/algorithms or other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-get-count-of-leaf-nodes-in-a-binary-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/)

# Write an Efficient C Function to Convert a Binary Tree into its Mirror Tree

Mirror of a Tree: Mirror of a Binary Tree T is another Binary Tree M(T) with left and right children of all non-leaf nodes interchanged.  
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 Trees in the below figure are mirror of each other  
   
 **Algorithm** – Mirror(tree):

(1) Call Mirror for left-subtree i.e., Mirror(left-subtree)  
(2) Call Mirror for right-subtree i.e., Mirror(left-subtree)  
(3) Swap left and right subtrees.  
 temp = left-subtree  
 left-subtree = right-subtree  
 right-subtree = temp

**Program:**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
  
  
/\* Change a tree so that the roles of the left and   
 right pointers are swapped at every node.  
  
 So the tree...  
 4  
 / \  
 2 5  
 / \  
 1 3  
  
 is changed to...  
 4  
 / \  
 5 2  
 / \  
 3 1  
\*/  
void mirror(struct node\* node)   
{  
 if (node==NULL)   
 return;   
 else   
 {  
 struct node\* temp;  
   
 /\* do the subtrees \*/  
 mirror(node->left);  
 mirror(node->right);  
  
 /\* swap the pointers in this node \*/  
 temp = node->left;  
 node->left = node->right;  
 node->right = temp;  
 }  
}   
  
  
/\* Helper function to test mirror(). Given a binary  
 search tree, print out its data elements in   
 increasing sorted order.\*/  
void inOrder(struct node\* node)   
{  
 if (node == NULL)   
 return;  
   
 inOrder(node->left);  
 printf("%d ", node->data);  
  
 inOrder(node->right);  
}   
  
  
/\* Driver program to test mirror() \*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
   
 /\* Print inorder traversal of the input tree \*/  
 printf("\n Inorder traversal of the constructed tree is \n");  
 inOrder(root);  
   
 /\* Convert tree to its mirror \*/  
 mirror(root);   
   
 /\* Print inorder traversal of the mirror tree \*/  
 printf("\n Inorder traversal of the mirror tree is \n");   
 inOrder(root);  
   
 getchar();  
 return 0;   
}

**Time & Space Complexities:** This program is similar to traversal of tree space and time complexities will be same as Tree traversal (Please see our [Tree Traversal](http://geeksforgeeks.org/?p=618) post for details)

### Source

<http://www.geeksforgeeks.org/write-an-efficient-c-function-to-convert-a-tree-into-its-mirror-tree/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Convert to Mirror](http://www.geeksforgeeks.org/tag/convert-to-mirror/), [Get the Mirror](http://www.geeksforgeeks.org/tag/get-the-mirror/), [Mirror Tree](http://www.geeksforgeeks.org/tag/mirror-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)

# Write C Code to Determine if Two Trees are Identical

Two trees are identical when they have same data and arrangement of data is also same.

To identify if two trees are identical, we need to traverse both trees simultaneously, and while traversing we need to compare data and children of the trees.

**Algorithm:**

sameTree(tree1, tree2)  
1. If both trees are empty then return 1.  
2. Else If both trees are non -empty  
 (a) Check data of the root nodes (tree1->data == tree2->data)  
 (b) Check left subtrees recursively i.e., call sameTree(   
 tree1->left\_subtree, tree2->left\_subtree)  
 (c) Check right subtrees recursively i.e., call sameTree(   
 tree1->right\_subtree, tree2->right\_subtree)  
 (d) If a,b and c are true then return 1.  
3 Else return 0 (one is empty and other is not)

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Given two trees, return true if they are  
 structurally identical \*/  
int identicalTrees(struct node\* a, struct node\* b)  
{  
 /\*1. both empty \*/  
 if (a==NULL && b==NULL)  
 return 1;  
  
 /\* 2. both non-empty -> compare them \*/  
 if (a!=NULL && b!=NULL)  
 {  
 return  
 (  
 a->data == b->data &&  
 identicalTrees(a->left, b->left) &&  
 identicalTrees(a->right, b->right)  
 );  
 }  
   
 /\* 3. one empty, one not -> false \*/  
 return 0;  
}   
  
/\* Driver program to test identicalTrees function\*/  
int main()  
{  
 struct node \*root1 = newNode(1);  
 struct node \*root2 = newNode(1);  
 root1->left = newNode(2);  
 root1->right = newNode(3);  
 root1->left->left = newNode(4);  
 root1->left->right = newNode(5);   
  
 root2->left = newNode(2);  
 root2->right = newNode(3);  
 root2->left->left = newNode(4);  
 root2->left->right = newNode(5);   
  
 if(identicalTrees(root1, root2))  
 printf("Both tree are identical.");  
 else  
 printf("Trees are not identical.");  
  
 getchar();  
 return 0;  
}

**Time Complexity:**  
 Complexity of the identicalTree() will be according to the tree with lesser number of nodes. Let number of nodes in two trees be m and n then complexity of sameTree() is O(m) where m

### Source

<http://www.geeksforgeeks.org/write-c-code-to-determine-if-two-trees-are-identical/>

Category: [Trees](http://www.geeksforgeeks.org/category/tree/) Tags: [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)