CSS

**CSS(Cascading style sheet)**

* CSS is the language we use to style and align our HTML elements.
* CSS was introduced in 1994 by Haykon wium lie.
* First version of CSS was introduced in 1996(CSS1)
* CSS2-1998
* Current version of CSS is CSS3-1999
* It is style sheet language which is used to describe the look and formatting of documents written in markup language.
* It is generally used with html to change the style of web pages and UI.
* Commenting in CSS:-- /\*-----\*/

**How to add CSS to HTML**
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**1.Inline style sheet :**

* We will use style attribute in the tagline itself

<p style : ” color: red”>Hello CSS</p>

**2.Internal style sheet** :

* We have to use <style > tag in the <head> section of HTML documnet

Example:

<style>

p{color : value}

</style>

**3.External style sheet** :

* We have to create external file with .css extension and we need to link that CSS file to HTML file using <link> tag

<link rel=”stylesheet” href=”./style.css”/>

**@import**

* @import rule is used to link one CSS within another CSS..

**Syntax**:- @import url(“cssfilepath”)

## Selectors

* Selectors are used to target the HTML elements
* A CSS selector selects the HTML element(s) you want to style.
* Syntax :

**Selector{**

**property: value;**

**property: value;**

**}**

### **Types of CSS Selectors**

1. Simple Selector
2. Combinator Selector
3. Attribute Selector
4. Pseudo class Selector
5. Pseudo Element Selector

**1.Simple Selectors**

1. Id selector (#)
2. Class selector (.)
3. Universal Selector (\*)
4. Element Selector (tag)
5. Grouping Selector(,)

**1.ID SELECTOR (#)**

* Unique id attribute within the page is selected
* Core attribute selector
* Selected by symbol “#” followed by id name
* SYNTAX: #id\_name{

css properties

}

**2. CLASS SELECTOR (.)**

* Core attribute selector ,with specific class.
* The character to access in css file “ . “
* Multiple class name can be called using comma

SYNTAX: . class \_ name{

/\* css properties\*/

}

**3. UNIVERSAL SELECTOR(\*)**

* Select all elements in html page.
* All the elements within a body tag.
* Symbol of selector: “ \* “

SYNTAX:

\*{

properties

}

**4. TYPE/ ELEMENT SELECTOR(tagname)**

* Selects particular element with specified tagname.
* Call by type of tag.

SYNTAX:

element name{

properties

}

**5. GROUPING SELECTOR(,)**

* We can group the multiple selectors and we can do styling

#heading,.para,button{

Properties

}

**NOTE: PRIORITY ORDER =====**

**{ “ ID > CLASS > TYPE/ELEMENT >UNIVERSAL “}**

#### Combinator Selectors

* We will combine and target the elements

Types of combinator selectors

1. Descendent selector(space)
2. Child selector(>)
3. Adjacent sibling selector(+)
4. General sibling selector(~)

**1.DESCENDENT SELECTOR (space)**

* A CSS selector can contain more than one simple selector. Between the simple selector we can use combinator
* Combines two selectors are such that elements are matched by second selector are selected if they have ancestor.
* (parent,parents’s parent, parent’s parents’s parent)
* Selector utilities a descendents combinator are called descendent selectors.

Syntax: Selector1\_Selector2{property declaration}

Div p{ prop:val;}

**2.Child selector(>)**

* The child selector selects all the elements that are the children of a specified element
* It is placed between 2 CSS selectors,matches only those elements matched by second selector and direct child.

Syntax:

selector 1 > selector 2 { properties }

Ex:

Div>p{prop : val}

**3. Adjacent sibling selector (+)**

* The adjacent sibling selector is used to select an element that is directly after another specific element.
* Sibling elements must have the same parent element, and "adjacent" means "immediately following".

Syntax :

former\_element + target\_element {style properties }

**4. General sibling selector(~)**

* The general sibling selector selects all elements that are next sibling of a specified element.
* The general sibling combinator (~) separates two selectors.

**Syntax :**

**former\_element ~ target\_element {**

**style properties**

**}**

##### Pseudo classes

A CSS pseudo-class is a keyword added to a selector that specify a special state of the selected element.

For Example: It can be used to

* Style an element when a user mouses over it
* Style visited and unvisited links differently
* Style an element when it gets focus
* Symbol for pseudo class selector is ‘:’

Selector:pseudo-class{

property:value;

}

In pseudo class selectors we have 2 types

1.structural pseudo class selectors

* Link: used to style the unvisited link
* Visited: used to style the visited link
* Active: used to style the active link
* Focus: used to style the text filed when we focus that
* Hover: used to style the element when mouse hover on the element

a:hover - style the element when mouse hover on the element

a:link - style the unvisited link

a:visited - style the unvisited link

a:active – style the active link

input:focus – style the focused text field

2.dynamic pseudo class selectors

* first-child
* last-child
* nth-child

The :first-child pseudo-class matches a specified element that is the first child of another element.

The :last-child pseudo-class matches a specified element that is the last child of another element.

The :nth-child(*n*) selector matches every element that is the *n*th child of its parent.

We can target only even children using nth-child() by passing even or 2n in parenthesis

We can target only odd children using nth-child() by passing odd or 2n+1 in parenthesis

Selector:nth-child(even){ Selector:nth-child(even){

Property Property

} }

*n* can be a number, a keyword (odd or even), or a formula (like *an* + *b*).

###### Pseudo Elements

A CSS pseudo-element is used to style specified parts of an element.

Symbol for pseudo element selector is ‘::’

For example, it can be used to:

* + Style the first letter, or line, of an element
  + Insert content before, or after, the content of an element

selector::pseudo-element{

property:value;

}

:: first-line : styles the first letter of the element

:: first-letter: styles the first line of the element

::before : adds the content before the actual content

::after: adds the content after the actual content

::marker: style the list style type

::selection : style the selected content on the webpage

|  |  |  |
| --- | --- | --- |
| Selector | Example | Example description |
| [::after](https://www.w3schools.com/cssref/sel_after.asp) | p::after | Insert something after the  content of each <p> element |
| [::before](https://www.w3schools.com/cssref/sel_before.asp) | p::before | Insert something before the content  of each <p> element |
| [::first-letter](https://www.w3schools.com/cssref/sel_firstletter.asp) | p::first-letter | Selects the first letter of each <p> element |
| [::first-line](https://www.w3schools.com/cssref/sel_firstline.asp) | p::first-line | Selects the first line of each <p> element |
| [::marker](https://www.w3schools.com/cssref/sel_marker.asp) | ::marker | Selects the markers of list items |
| [::selection](https://www.w3schools.com/cssref/sel_selection.asp) | p::selection | Selects the portion of an element that is selected by a user |

Attribute selector

* Attribute provides extra information to the tag.
* In this attribute selector we are targeting the elements based on attributes

Targeting using attribute name

Selector[attribute]{

property}:value

}

Targeting using attribute name and value

Selector[attribute=“value”]{

Property:value

}

## Text Properties in CSS

color : property is used to set the color of the text

* a color name - like "red"
* a HEX value - like "#ff0000"
* an RGB value - like "rgb (255,0,0)"
* An RGB color value represents red, green, blue.
* Each parameter (red, green, and blue) defines the intensity of the color between 0 and 255.
* For example, rgb(255, 0, 0) is displayed as red, because red is set to its highest value (255) and the others are set to 0.
* To display black, set all color parameters to 0, like this: rgb(0, 0, 0).
* To display white, set all color parameters to 255, like this: rgb(255, 255, 255).
* In rgba (red,green,blue,alpha).alpha means opacity of the color.
* The alpha value is a number between 0.0 means full transparent and 1.0 not transparent.
* Color:rgb(255,255,0)
* Color:rgba(160,200,100,0.4)

text-align : property is used to set the horizontal alignment of a text.

* A text can be left or right aligned, centered, or justified.

text-transform: property is used to specify uppercase and lowercase letters in a text.

* It can be used to turn everything into uppercase or lowercase letters, or capitalize the first letter of each word:

text-shadow: property adds shadow to text

* In its simplest use, you only specify the horizontal shadow (2px) and the vertical shadow (2px) (text-shadow: 2px 2px;)
* add a color (red) to the shadow ( text-shadow: 2px 2px red;)
* add a blur effect (5px) to the shadow( text-shadow: 2px 2px 5px red)

letter-spacing: property is used to specify the space between the characters in a text.

word-spacing: property is used to specify the space between the words in a text.

text-indention: property is used to specify the indentation of the first line of a text

text-decoration :

* text-decoration-line : property is used to add a decoration line to text.(overline,underline,line-through)
* text-decoration-color: property is used to set the color of the decoration line(red).
* text-decoration-style: property is used to set the style of the decoration line(solid,dashed,double,dotted,wavy).
* text-decoration-thickness: property is used to set the thickness of the decoration line(2px).
* text-decoration: It is a shorthand property for all these four properties

text-decoration-line (required)

text-decoration-color (optional)

text-decoration-style (optional)

text-decoration-thickness (optional)

line-height**:-** The line-height property specifies the height of a line. we pass values in px, deg, decimal.

box-shadow**:-** The CSS box-shadow property is used to apply one or more shadows to an element.

This property will accept five values. h-shadow v-shadow blur-radius spread-radius color of the shadow.

\*Default shadow color is text-color. we can pass negative values too.

### **Background Property: -**

background-color: property sets the background color of an element.

* background-image : url (“image.jpg”)
  + property sets one or more background images for an element.
  + By default, a background-image is placed at the top-left corner of an element, and repeated both vertically and horizontally.
* background-repeat : no-repeat/repeat-x/Y
* property sets if/how a background image will be repeated.
* By default, a background-image is repeated both vertically and horizontally.
* background-size : cover/100%
* property specifies the size of the background images.
* background-Position : right/left/center
* property sets the starting position of a background image.
* background-attachment : scroll/fixed
* property sets whether a background image scrolls with the rest of the page, or is fixed.

###### Gradient

CSS gradients is used to display smooth transitions between two or more specified colors.

1. **Linear-gradient(direction,color-stop1,color-stop2);**
2. **Radial-gradient(shape size at position, start-color,…,last-color);**

##### Height and Width Property:-

The height and width properties are used to set the height and width of an element.

The height and width properties may have the following values:

* auto - This is default.
* length - The height/width.
* % - The height/width in percent of the containing block
* initial – Automatically set the height/width to its default value
* inherit - The height/width will be inherited from its parent

**max-width:px, max-height:px, min-width:px, min-height:px, width:px, height:px**

###### Font Properties

CSS fonts control how text appears on a webpage.

Font-size: large/smaller/medium/small/x-small/xx-small/x-large/xx-large/px/deg.

Font-weight: bold/bolder/lighter/normal/100 to 900

Font-style: italic/normal/oblique

Font-family: font styles

**Box Model:-**
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• The CSS box model is essentially a box that wraps around every HTML element. It consists of: margins, borders, padding, and the actual content. The image illustrates the box model:

• Content - The content of the box, where text and images appear

• Padding - Clears an area around the content. The padding is transparent no negative values.

• Border - A border that goes around the padding and content

• Margin - Clears an area outside the border. The margin is transparent.negative values will be accepted.

• Margin-style

• Margin-top

• Margin-bottom

• Margin-left

• Margin-right

• Padding-style

• Padding-left

• Padding-right

• Padding-top

• Padding-bottom

• Border-style

• Border-color: Color of the border. Default color will be text color(this property is optional)

• Border-width: Thickness of border. Default thickness will be 2px(this property is optional)

• Border-style: dotted/double/groove/dashed/solid(this property is mandatory )

• Border-radius: Convert sharp edges to curve shape.

Ex:-border-radius:px/deg.

###### Position Property:-

The position property specifies the type of positioning method used for an element.

You must specify at least one of top, right, bottom or left for positioning to work.

* Static:-Default value for position property
* Relative:-Moves the element from its current position
* Fixed:-It will be fixed in particular place. which means it always stays in the same place even if the page is scrolled
* Absolute:-  Is positioned relative to the nearest positioned ancestor.if no ancestor then it uses document body.
* Sticky:- It is positioned based on the user's scroll. Toggles between relative and fixed.
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Display properties:-

**Inline :-** Displays an element as an inline element (like <span>). Any height and width properties will have no effect

**Block** **:-** Displays an element as a block element (like <p>). It starts on a new line, and takes up the whole width

**Inline-block :**-Displays an element as an inline-level block container. The element itself is formatted as an inline element, but you can apply height and width values

**Flex :**-Displays an element as a block-level flex container

Flex-box properties

**Display :-** flex

**Flex-direction:-** specifies the display-direction of flex items in the flex container. Values are row/column/row-reverse/colomn-reverse

**Flex-wrap:-** specifies whether the flex items should wrap or not. values are wrap/no-wrap/wrap-reverse

**Justify-content:-** property is used to align the flex items in horizontally. values are flex-start/flex-end/center/space-around/space-between/baseline

**Align-items:**- property is used to align the flex items in vertically. values are flex-start/flex-end/center

![](data:image/png;base64,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)

CSS Grid Layout

The Grid Layout Module offers a grid-based layout system, with rows and columns.

The Grid Layout Module allows developers to easily create complex web layouts.

**Grid Container**

The rows and columns of a grid is defined with the grid-template-rows and the grid-template-columns properties (or the shorthand grid or grid-template properties).

grid-template-columns: property defines the number of columns in your grid layout, and it can define the width of each column.

grid-template-rows: property defines the height of each row.

**Grid Items**

grid-column: property defines on which column(s) to place an item.

You define where the item will start, and where the item will end.

 grid-row:  property defines on which row to place an item.

You define where the item will start, and where the item will end.

grid-area: property can be used as a shorthand property for the grid-row-start, grid-column-start, grid-row-end and the grid-column-end properties.

**Transition:**

* Transition allows you to change property value smoothly, over a given duration.
* **Transition-property**: The CSS property you want to add an effect
* **Transition-duration:** The duration of the effect
* **Transition-timing-function:** speed curve of the transition effect.
* ease - specifies a transition effect with a slow start, then fast, then end slowly (this is default)
* linear - specifies a transition effect with the same speed from start to end
* ease-in - specifies a transition effect with a slow start
* ease-out - specifies a transition effect with a slow end
* ease-in-out - specifies a transition effect with a slow start and end
* **Transition-delay** : The transition-delay property specifies a delay (in seconds) for the transition effect.
* **Transition(shorthand property)**
* transition: width 2s linear 1s

### 2D and 3D Transforms

Transforms allow you to move, rotate, scale, skew, element.

* The transform property applies a 2D or 3D transformation to an element. This property allows you to rotate, scale, move, skew, etc., elements.
* It is used to change behavior of an element

2D transform :

translate()

rotate()

scaleX()

scaleY()

scale()

skewX()

skewY()

skew()

3D transform :

rotateX()

rotateY()

rotateZ()

**1.translate()-**moves an element from its current position.

**2.rotate()-**rotate an element clockwise/counter-clockwise according to degree.

Using negative values will rotate the element counter-clockwise.

**3.scale()-** increases/decreases the size of an element.

**4.scaleX()-**increases or decreases the width of an element.

**5.scaleY()-** increases or decreases the height of an element.

**6.skew()-**skews an element along the X and Y-axis by the given angles.

**7.skewX()-**skews an element along the X-axis by the given angle.[degree 0-360]

**8.skewY()-**skews an element along the Y-axis by the given angle.

**9.matrix()-** 6 parameters mathematical function

* **matrix(scaleX(),skewY (),skewX(),scaleY(),translateX(),translateY())**
* **transform: matrix (1, -0.3, 0, 1, 0, 0);**

**3D Transforms:-**

* rotateX()- rotates an element around its X-axis.rotateY()-rotates an element around its Y-axis.
* rotateZ()-rotates an element around its Z-axis.

### Animations

* CSS allows animation of HTML elements without using JavaScript
* An animation lets an element gradually change from one style to another.
* You can change as many CSS properties you want, as many times as you want.
* To use CSS animation, you must first specify some keyframes for the animation.
* Keyframes hold what styles the element will have at certain times.
* **@keyframes:-**
* When you specify CSS styles inside the @keyframes rule, the animation will gradually change from the current style to the new style at certain times.

To get an animation to work, you must bind the animation to an element.

* EXAMPLE :
* @keyframes example {  
    from {background-color: red;}  
    to {background-color: yellow;}  
  }  
    
  /\* The element to apply the animation to \*/  
  div {  
    width: 100px;  
    height: 100px;  
    background-color: red;  
    animation-name: example;  
    animation-duration: 4s;  
  }

**animation-name** :Name of the animation

**animation-duration:** This property defines how long an animation should take to complete, If the animation-duration property is not specified, no animation will occur, because the default value is 0s (0 seconds)

**animation-delay** : Property specifies a delay for the start of an animation.

**animation-iteration-count** : property specifies the number of times an animation should run.

**animation-direction** : property specifies whether an animation should be played forwards, backwards or in alternate cycles.

normal - The animation is played as normal (forwards). This is default

reverse - The animation is played in reverse direction (backwards)

alternate - The animation is played forwards first, then backwards

alternate-reverse - The animation is played backwards first, then forwards

**animation-timing-function:**  property specifies the speed curve of the animation

###### Media queries

* Media query is a CSS technique introduced in CSS3.
* It uses the @media rule to include a block of CSS properties only if a certain condition is true.
* In this example, the only keyword is used to target only screens.
* Example
* If the browser window is 600px or smaller, the background color will be lightblue:
* @media only screen and (max-width: 600px) {  
    body {  
      background-color: lightblue;  
    }  
  }

JAVASCRIPT

**INTRODUCTION TO JAVASCRIPT**

* JavaScript is the most popular programming language which is used to create interactive webpages
* JavaScript is the client-server side scripting language which is used to create dynamic web pages
* JavaScript was invented by Brendan Eich in 1995, and became an ECMA standard in 1997.
* ECMA-262 is the official name of the standard. ECMAScript is the official name of the language.
* Current version of JS is ES6 (introduced after 2015)

**Characteristic of JavaScript**

* **Client-side scripting language**: The code is readable analyzable and executable by browser itself
* **Interpreted Language**: JavaScript is an interpreted language, meaning it is executed line by line at runtime.
* **Dynamically types Language**: JavaScript is dynamically-typed, which means you don't need to specify the data type of a variable when declaring it. The type is determined at runtime.
* **Weakly Typed Language**: Semicolon is not mandatory at all the time
* **Synchronous in nature**: It will execute line by line; we can make it as asynchronous using promise and async await

**Advantages of JS**

* Easy to learn and implement
* Reduces server load
* Efficient performance
* Regular updates
* Platform independent
* It has more frameworks and libraries

**Environmental Setup**

* We can run JavaScript code in two environments.
  + Browser
  + Node.js
* Browser understand the js through JS engine and every browser consists of JavaScript engine which helps to run JS code

|  |  |
| --- | --- |
| **Browser** | **JS engine** |
| Chrome | V8 |
| Mozilla Firefox | Spider monkey |
| Microsoft Edge | Chakra |
| Safari | JavaScript Core Webkit |

**How to include JS into HTML**

We can insert JS code to HTML in two ways

1.Internal JS: In the HTML file we use <script></script> tags and we will write JS code

2.External JS : We will create new file with .js extension and we can link this to html file using <script src=’app.js’></script>

**Output Methods**

* console.log(“hello”)

It will print the output in console window

* document.write(“Hello”)

It will print the output in user interface

* document.writeln(“Hello”)

It will print the output in user interface

**Tokens**

Building blocks of every programming language

1. Keywords: Predefined words whose task is already predefined

Ex: for, if, while, var, let, const

1. Identifiers: The name given for the variables, arrays, objects etc.
2. Literals: The values written by developer

Variable in JS

* Variable is a named memory allocation to store the data
* In JavaScript We have 3 keywords to declare variables (var, let, const)
* Syntax To declare variable:

var/let/const identifier;

var/let/const identifier=value;

EX: let age = 27

Here let is keyword, age is identifier and 27 is literal

**Difference between var, let and const**

|  |  |  |  |
| --- | --- | --- | --- |
|  | var | let | const |
| Declaration | var a | let b | const c = 40 |
| Initialization | a = 30 | b = 45 | NP |
| Re-initialization | a = 700 | b = 90 | NP |
| Re-declaration | var a; | NP | NP |
| Scope | global | script | script |

**Hoisting**

* Hoisting is JavaScript's default behavior of moving all declarations to the top of the current scope (to the top of the current script or the current function).
* In JavaScript, a variable can be declared after it has been used.

Example:

console.log(myVar); // Outputs: undefined

var myVar = 42;

**The let and const Keywords**

* Variables defined with let and const are hoisted to the top of the block, but not *initialized*.
* Meaning: The block of code is aware of the variable, but it cannot be used until it has been declared.
* Using a let variable before it is declared will result in a Reference Error.
* The variable is in a "temporal dead zone" from the start of the block until it is declared:
* A **temporal dead zone (TDZ)** is the area of a block where a variable is inaccessible until the moment the computer completely initializes it with a value.

**Datatypes in JS**

Datatype defines the type of data to be stored in a particular memory allocation

**JavaScript has 2 types of Datatypes**

**1.primitive**

* string: We can declare the string in js in 3 ways

Example: const emp = ‘suman’,

var str =” hello”

let str = `Hello everyone`

* number: Integer and floating-point numbers

Ex: let num = 80

var salary = 90008.67

* boolean: True or false

Ex: var isDeveloper = true

* bigint: large amount of data
  + to create bigInt variable suffix number with ‘n’

Ex: var hike = 8798798n

* undefined: It represents the value of an uninitialized values

Ex: let project;

* null: It is empty variable and for future use

Ex: let company = null

* symbol: It will create function
  + Ex: let work = symbol

**2.Non primitive**

A function

An object

An array

**The typeOf() operator**

* This is used to check the which type of data is stored in the variable

Ex: typeOf(age)

**JavaScript Template Strings**

* Also known as String Templates, Template Strings and Template Literals
* **Template Strings** use back-ticks (``) rather than the quotes ("") to define a string

Ex: let text = `Hello World!`;

* **Template Strings** allow both single and double quotes inside a string:
  + let text = `He's often called "Johnny"`;
* **Template Strings** allow multiline strings:
  + let text =  
    `The quick  
    brown fox  
    jumps over  
    the lazy dog`;
* Template String provide an easy way to interpolate variables and expressions into strings.

The method is called string interpolation.

The syntax is: ${var\_name}

Variable Substitutions

**Template Strings** allow variables in strings:

let firstName = "John";  
let lastName = "Doe";  
let text = `Welcome ${firstName}, ${lastName}! `;

let res = ` ${50+67} `;

**Operators in JS**

* Predefined symbols used to perform particular task
* Types of operators
* Arithmetic Operators: +, -, \*, /, %, ++, --
* Assignment Operators: +=, -=, \*=, /=, %=, =
* Comparison Operators: >, <, !=, >=,<=,==,===
* Logical Operators: &&, ||, !
* Ternary Operators:

The ternary operator is a simplified conditional operator like if / else.

Syntax: condition? <expression if true>: <expression if false>

**Conditional Statements**

* Conditional statements are used to perform different actions based on different conditions.
* Use if to specify a block of code to be executed, if a specified condition is true
* Use else to specify a block of code to be executed, if the same condition is false
* Use else if to specify a new condition to test, if the first condition is false
* Use switch to specify many alternative blocks of code to be executed

**Loops in JS**

Loops can execute a block of code a number of times

[**while loop**](https://www.tutorialspoint.com/cprogramming/c_while_loop.htm) **:** Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body

[**Do while loop**](https://www.tutorialspoint.com/cprogramming/c_while_loop.htm): It is more like a while statement, except that it tests the condition at the end of the loop body.

[**For loop**](https://www.tutorialspoint.com/cprogramming/c_while_loop.htm) **:** Executes a sequence of statements multiple times and abbreviates the code that manages the loop variable

**Functions In JS**

* A JavaScript function is a block of code designed to perform a particular task.
* A JavaScript function is executed when "something" invokes it (calls it).
* With functions you can reuse code
* You can write code that can be used many times.
* You can use the same code with different arguments, to produce different results.
* **Syntax :**

function myFunction(p1, p2) {  
  return p1 \* p2;  
}

* A JavaScript function is defined with the function keyword, followed by a **name**, followed by parentheses **()**.
* Function names can contain letters, digits, underscores, and dollar signs (same rules as variables).
* The parentheses may include parameter names separated by commas:  
  **(*parameter1, parameter2, ...*)**
* The code to be executed, by the function, is placed inside curly brackets: **{}**

**Types of Functions in JS**

1. Anonymous function
2. Named function
3. Function with expression
4. Nested function
5. Immediate invoking function
6. Arrow function
7. Higher order function
8. Callback function
9. Generator function

**1.Anonymous function:**

A function without name is known as Anonymous function

Syntax:

function(parameters) {

// function body

}

**2. Named Function**

A function with name is called as named function

Syntax :

function functionName(parameters) {

// function body

}

**3 . Function with expression**

It is the way to execute the anonymous function

Passing whole anonymous function as a value to a variable is known as function with expression.

The function which is passed as a value is known as first class function

EX : let x=function(){

//block of code

}

x();

**4.Nested function**

* A function which is declared inside another function is known as nested function.
* Nested functions are unidirectional i.e., We can access parent function properties in child function but vice-versa is not possible.
* The ability of js engine to search a variable in the outer scope when it is not available in the local scope is known as lexical scoping or scope chaining.
* Whenever the child function needs a property from parent function the closure will be formed and it consists of only required data.
* A closure is a feature of JavaScript that allows inner functions to access the outer scope of a function. Closure helps in binding a function to its outer boundary and is created automatically whenever a function is created. A block is also treated as a scope since ES6. Since JavaScript is event-driven so closures are useful as it helps to maintain the state between events.

function parent(){

let a=10;

function child(){

let b=20;

console.log(a+b);

}

Child();

}

Parent();

**JavaScript currying:**

Calling a child function along with parent by using one more parenthesis is known as java script currying

Example:

Function parent(){

let a=10;

function child(){

let b=20;

console.log(a+b);

}

return child;

}

parent()(); ==🡺JavaScript currying

**5.Immediate invoking function(IIF)**

* A function which is called immediately as soon as the function declaration is known as IIF
* We can invoke anonymous function by using IIF

Example:

(function(){

console.log(“Hello”);

})();

**6.Arrow function**

* It was introduced in ES6 version of JS.
* The main purpose of using arrow function is to reduce the syntax.
* If function has only one statement then block is optional.
* It is mandatory to use block if function consists of multiple lines of code or if we use return keyword in function.
* Example:

Let x=(a,b)=>console.log(a+b);

Let y=(a,b)=>{return a + b };

**7.Higher order function(HOF)**

* A function which accepts a function as a parameter is known as HOF
* It is used to perform multiple operations with different values.
* Example:

Function hof(a , b , task ){

Let res=task(a,b);

return res;

};

Let add=hof(10,20,function(x , y){

return x + y;

}

Let mul = hof(10,20,function(x , y){

return x\*y;

}

Console.log(add());

Console.log(mul());

**8.Callback function**

* A function which is passed as an argument to another function is known as callback function.
* The function is invoked in the outer function to complete an action
* Example

function first(){

Console.log(“first”);

}

function second(){

Console.log(“third”);

}

function third(callback){

Console.log(“second”);

Callback()

}

first();

third(second);

1. **Generator function**

* A generator-function is defined like a normal function, but whenever it needs to generate a value, it does so with the yield keyword rather than return.
* Example:

Function\* gen(){

Yield 1;

Yield 2;

…….

………

}

Let res=gen();

Console.log(res.next().value);

Console.log(res.next().value);

Console.log(res.next().value);

**JAVASCRIPT ARRAYS**

ARRAYS:- Array is collection of different elements. Array is heterogenous in nature.

* In JavaScript we can create array in 2 ways.

1.By array literal

2.By using an Array constructor (using new keyword)

**1) JavaScript array literal: -**

* The syntax of creating array using array literal is:

var arrayname = [value1, value2......valueN];

* As you can see, values are contained inside [ ] and separated by , (comma).
* The .length property returns the length of an array.

**2) JavaScript array constructor (new keyword):-**

Here, you need to create instance of array by passing arguments in constructor so that we don't have to provide value explicitly.

var emp=new Array("Jai","Vijay","Smith");

**Java script Array methods**

* push() : It will insert an element of an array at the end

flipkart.push("laptop","tv");

* unshift() : It will insert an element of an array at the first

flipkart.unshift("Shirts","jacket")

* pop() : It will remove elements of array from the end

flipkart.pop();

* shift() : It will remove elements of array from the start

flipkart.shift();

* indexOf() :It will return a index of particular element

console.log(flipkart.indexOf("glossery"));

* Includes() : It will check whether the particular element is present in array or not.

console.log(flipkart.includes("footwares"))

* At() : It will return the element which is present in particular index.

console.log(flipkart.at(3))

* Slice() : It will give slice of an array and it will not affect the original array.

let newArr=flipkart.slice(1,4);

console.log(newArr);

console.log(flipkart);

* Splice() : It is used to add or remove elements from an array

flipkart.splice(2,0,"bluetooth","kurtha")

console.log("after splicing");

console.log(flipkart);

* Join() : It is used to join all elements of an array into a string.

console.log(flipkart.join());

console.log(flipkart.join(""));

* Concat() : It is used to join/concat two or more arrays.

console.log(flipkart.concat(amazon));

* toString() : It converts all the elements in an array into a single string and returns that string.

console.log(flipkart.toString());

* Split() : It is used to split a string into an array.

let str="Hello";

console.log(str.split(""));

* Reverse() : It is used to reverse an array.

console.log(flipkart.reverse());

* Array.from() : It will convert string into an array

**filter(), map(), reduce()**

filter, map and reduce are all array methods in JavaScript. Each one will iterate over an array and perform a transformation or computation. Each will return a new array based on the result of the function.

1. **filter():**

The filter() method in JavaScript is used to create a new array with all elements that pass a test specified by a provided function. It does not modify the original array.

Example:

let newArray = array. filter(callback(element, index, array){

thisArg;

}

callback: This is the function that is used to test each element in the array. It takes three arguments:

element: The current element being processed in the array.

index (optional): The index of the current element being processed.

array (optional): The array filter was called upon.

thisArg (optional): Value to use as this when executing callback.

**2.map():**

The map() method in JavaScript is used to create a new array by applying a function to every element in an existing array. It does not modify the original array. Instead, it returns a new array with the modified elements.

EX:

const numbers = [1, 2, 3, 4, 5];

const doubledNumbers = numbers. Map(number => number \* 2);

console.log(doubledNumbers); // Output: [2, 4, 6, 8, 10]

**3.reduce():**

The **reduce()** method in JavaScript is used to apply a function to an accumulator and each element in an array, in order to reduce it to a single value. It iterates over each element in the array and accumulates a value based on the provided function.

**Ex :**

const numbers = [1, 2, 3, 4, 5];

const sum = numbers.reduce(function(accumulator, currentValue) {

return accumulator + currentValue;

}, 0);

console.log(sum); // Output: 15

**Objects in JavaScript**

* Object is nothing but the thing which has existence in the world.
* A JavaScript object is an entity having state and behavior (properties and method). For example: car, pen, bike, chair, glass, keyboard, monitor etc.
* In java script object is used to store the data in key value pairs.
* JavaScript is an object-based language. Everything is an object in JavaScript.
* Objects are mutable.
* We can access, update, add and delete the properties from an object.

**Creating Objects in JavaScript:**

There are 3 ways to create objects.

1.By object literal.

2.By creating instance of Object directly (using new keyword).

3.By using constructor function

**1.By object literal.**

The syntax of creating object using object literal is given below:

VariableName object=

{

property1:value1,

property2:value2,

propertyN:valueN

}

As you can see, property and value is separated by : (colon).

Example of creating object in JavaScript.

let emp={

id:102,

name:"Kumar",

salary:40000

}

**2. By creating instance of Object directly (using new keyword).**

The syntax of creating object directly is given below:

var objectname=new Object();

Here, **new keyword** is used to create object.

Example of creating object directly.

var emp=new Object();

emp.id=101;

emp.name="Ravi";

emp.salary=50000;

**3.By using constructor function**

* Here, you need to create function with arguments. Each argument value can be assigned in the current object by using this keyword.
* The **this keyword** refers to the current object.

In JavaScript, there are two main ways to access and manipulate object properties: dot notation and bracket notation.

**1. Dot notation**

Dot notation is the most common way to access object properties. It uses a period (.) to access the value of a property by its key.

Here’s an example:

const person = {

name: 'John',

age: 30,

address: {

street: '123 Main St',

city: 'New York'

}

};

console.log(person.name); // John

console.log(person.address.city); // New York

**2.Bracket notation**:

Use square brackets [] to access the value of a property by its key.

**Here’s an example:**

console.log(person['name']); // John console.log(person['address']['city']); // New York

# OBJECT METHODS

* Objects can also have methods.
* Methods are actions that can be performed on objects***.***

***OBJECT METHODS:***

**1.keys:** It will return array of keys

console.log(Object.keys(mobile)); //array of keys

**2.Values**: It will return array of values

console.log(Object.values(mobile));  //array of values

**3.Entries:** It will return array of keys and values

 console.log(Object.entries(mobile));  //array of keys and values

**4.Assign:** It is used to merge two objects

Object.assign(mobile,mobile1)

console.log(mobile);

let resObj=Object.assign({},mobile,mobile1);

console.log(resObj);

console.log(mobile);

console.log(mobile1);

**5.Seal:** We can only update the properties

Object.seal(mobile);

// console.log(mobile.brand); //access

// mobile.brand="redmi"        //updation

// console.log(mobile.brand);

// mobile.battery="5000mah"  //not able to add prop

// console.log(mobile);

// delete mobile.cost;        //not able to delete

// console.log(mobile);

**6.isSealed**: It is used to check whether the particular object is sealed or not

// console.log(Object.isSealed(mobile));

**7.Freeze:** We cannot do any modifications in an object

// Object.freeze(mobile);

// console.log(mobile.color);  //access

// mobile.color="grey";        //cannot update

// console.log(mobile.color);

// mobile.battery="6000mah";  //cannot add

// console.log(mobile);

// delete mobile.camera;   //cannot delete

// console.log(mobile);

**8.Isfrozen:** It is used to check whether the particular object is frozen or not

// console.log(Object.isFrozen(mobile));

**9.hasOwn:** It is used to check whether the particular property is present in an object or not.

// console.log(mobile.hasOwn("cost"));   //true

let obj={

    firstName:"Mahesh",

    lastName:"Babu",

    eid:123,

    sal:25000,

    address:{

        city:"bng",

        pin:560021

    },

    fullname:function(){

        console.log(`${this.firstName} ${this.lastName}`);

    }

}

obj.fullname();