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Below document contains the information regarding the core Java, Multi-threading – framework , collection framework and executor framework and basic understanding of web-services in Java.—Amit.

Starting with Core-Java

JDK = JRE+JVM

JVM (Java virtual machine) 🡪 Converts Java language code to byte code which can be run on any machine and platform.

JVM is platform independent.

What is JVM?

It is the specification where working of Java machine is specified. But implementation provider is independent to choose the algorithm. Its implementation is provided by sun and other companies.

An Implementation: JVM implementation is known as JRE

Whenever you write java command on the command prompt to run the java class, an instance of JVM is created.

What it does?

The JVM performs following operation:

Loads code, verifies code, executes code provides runtime information.

It also provides the information for the:

Memory area, class file format, register set, Garbage collected heap, Fatal error reporting etc.

JRE (Java runtime environment) 🡪 It provides the runtime environment for the Java application.

JDK (Java development Kit) =JRE+JVM

Variables : There are basically 3 types of variables in Java,

* Local variable
* Instance variable
* Static variable

Local variable: The variable that is declared inside the function(method) are called local variable.

Instance variable : The instance variable are the variable which are called inside the class , but outside the method is called the instance variable.

Static variable:

The variable which is declared as static is called static variable, they are not local variable.

Data types in Java:

* Primitive data types
* Non- primitive data types

Non-primitive data types : String, Array are the non – primitive data type.

Primitive data types: int, byte , Boolean, short, float, double etc are the primitive data types

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Default Value** | **Default size** |
| boolean | false | 1 bit |
| char | '\u0000' | 2 byte |
| byte | 0 | 1 byte |
| short | 0 | 2 byte |
| int | 0 | 4 byte |
| long | 0L | 8 byte |
| float | 0.0f | 4 byte |
| double | 0.0d | 8 byte |

Java uses Unicode system.

**Operators in Java:**

Unary operator

Arithmetic operator

Bitwise operator

Shift operator

Relational operator

Logical operator

Ternary operator

Assignment operator

Java Operator Precedence

|  |  |  |
| --- | --- | --- |
| **Operator Type** | **Category** | **Precedence** |
| Unary | postfix | *expr*++ *expr*-- |
| prefix | ++*expr* --*expr* +*expr* -*expr* ~ ! |
| Arithmetic | multiplicative | \* / % |
| additive | + - |
| Shift | shift | << >> >>> |
| Relational | comparison | < > <= >= instanceof |
| equality | == != |
| Bitwise | bitwise AND | & |
| bitwise exclusive OR | ^ |
| bitwise inclusive OR | | |
| Logical | logical AND | && |
| logical OR | || |
| Ternary | ternary | ? : |
| Assignment | assignment | = += -= \*= /= %= &= ^= |= <<= >>= >>>= |

Java if statements:

* if statement
* if-else statement
* nested if statement
* if-else-if ladder

Are the types of if statements.

Switch statements: Switch statements execute one statements from the multiple conditions.

There are different types of loops as well like while, for, do..While

Break statement: The break statement is specifly is used to break the flow of the program at the specified program, like inner loop.

Continue statement: Continue statement continues the flow of the program and skips remaining code at specified condition. In case of inner loop it continues only the inner loop.

Java have single line comments and multiline comments.

**Java Object oriented programming language:**

* Object
* Class
* Inheritance
* Polymorphism
* Abstraction
* Encapsulation

Object: Any entity that has the state and the behavior is the object.

Class: Collection of the objects is called the class, it is the logical entity.

Inheritance: when the child class is having all the properties and the behaviors of the parent class it is called inheritance.

Polymorphism: When one task is performed by different ways, it is called polymorphism, In Java we use method overloading and method overriding as a part of polymorphism.

Abstraction: Hiding internal details and showing functionality is known as abstraction, in Java we use interface and abstract class to achieve abstraction.

Encapsulation: Biding/Wrapping a code and data together into a single unit is known as encapsulation. In Java Java-bean is the example of encapsulation.

Advantages: Oops make development faster and easier, provides data hiding capabilities, able to simulate the real world event more effectively.

Difference between object oriented programming and Object based programming:

Object based programming language follows all the features of OOPs except Inheritance. JavaScript and VBScript are examples of object based programming languages.

Java Naming convention:

|  |  |
| --- | --- |
| **`** | **Convention** |
| class name | should start with uppercase letter and be a noun e.g. String, Color, Button, System, Thread etc. |
| interface name | should start with uppercase letter and be an adjective e.g. Runnable, Remote, ActionListener etc. |
| method name | should start with lowercase letter and be a verb e.g. actionPerformed(), main(), print(), println() etc. |
| variable name | should start with lowercase letter e.g. firstName, orderNumber etc. |
| package name | should be in lowercase letter e.g. java, lang, sql, util etc. |
| constants name | should be in uppercase letter. e.g. RED, YELLOW, MAX\_PRIORITY etc. |

## CamelCase in java naming conventions

Java follows camelcase syntax for naming the class, interface, method and variable.

Object and class in Java:

Object is the physical as well logical entity, whereas the class is the logical entity.

The Object has the state, behavior, identity. It is the logical entity as well as physical entity.

* **state:** represents data (value) of an object.
* **behavior:** represents the behavior (functionality) of an object such as deposit, withdraw etc.
* **identity:** Object identity is typically implemented via a unique ID. The value of the ID is not visible to the external user. But, it is used internally by the JVM to identify each object uniquely.

Class is the template from which object can be prepared.

A variable which is created inside the class but outside the method, is known as instance variable. Instance variable doesn't get memory at compile time. It gets memory at run time when object(instance) is created. That is why, it is known as instance variable.

What are the different ways to create an object in Java?

There are many ways to create an object in java. They are:

* By new keyword
* By newInstance() method
* By clone() method
* By deserialization
* By factory method etc.

We will learn these ways to create object later.

## Anonymous object

Anonymous simply means nameless. An object which has no reference is known as anonymous object. It can be used at the time of object creation only.

**Constructor in Java:**

Constructor in Java is basically called at the time of object creation.

Rules for creating Java constructor:

* The constructor name should be same as the name of the class.
* Constructor should not have return type.

Types of constructor:

The constructor are basically are of 2 types:

* Parameterized constructor
* Non-parameterized constructor.

If there is no constructor in the class, Compiler will automatically creates the default constructor, default constructor will assign the values of the null and 0 to the integer.

Parameterized constructor is basically used to assigned the different values to the objects.

Constructor overloading in Java:

Constructor overloading is basically done when the number of parameters are different while defining the constructor.

## Difference between constructor and method in java

There are many differences between constructors and methods. They are given below.

|  |  |
| --- | --- |
| **Java Constructor** | **Java Method** |
| Constructor is used to initialize the state of an object. | Method is used to expose behaviour of an object. |
| Constructor must not have return type. | Method must have return type. |
| Constructor is invoked implicitly. | Method is invoked explicitly. |
| The java compiler provides a default constructor if you don't have any constructor. | Method is not provided by compiler in any case. |
| Constructor name must be same as the class name. | Method name may or may not be same as class name. |

There is no copy constructor in java. But, we can copy the values of one object to another like copy constructor in C++.

There are many ways to copy the values of one object into another in java. They are:

* By constructor
* By assigning the values of one object into another
* By clone() method of Object class

### **Q) Does constructor return any value?**

**Ans:**yes, that is current class instance (You cannot use return type yet it returns a value).

**Java Static Keyword:**

In Java, Static keyword can be applied to variable, method, block and class.

Java static variable: If you declare any variable as static, it is known as static variable.

The static variable can be used to refer the common property of all objects (that is not unique for each object).

The static variable gets memory only once in class area at the time of class loading.

Advantages of static variable:

It makes your program memory efficient.

Java static property is shared to all objects.

**Java static method:**

If you apply static keyword to the method , It is known as static method.

A static method belongs to the class rather than object of a class.

A static method can be invoked without the need for creating an instance of a class.

Static method can access static data member and can change the value of it.

**Restrictions of Java static method:**

The static method cannot use non- static data member or call non- static method directly.

This and super cannot be used in the static context.

Why main method is static?

Because object is not required to call static method if it were non-static method.JVM create object first then call main() method that will lead the problem of extra memory allocation.

**Java static block:**

It is used to initialize the static data member.

It is executed before main method at the time of classloading.

One of the way is static block but in previous version of JDK not in JDK 1.7

**THIS Keyword in Java:**

There is lot of Usage of this Keyword , basic use of This Keyword is reference variable that refers to the current object.

#### It is better approach to use meaningful names for variables. So we use same name for instance variables and parameters in real time, and always use this keyword.

#### Rule: Call to this() must be the first statement in constructor.

**Inheritance of Java:**

Java supports single inheritance in the form of IS a relationship. In Java we child class can have all the properties of parent class.

Use of inheritance is basically used for:

Method overloading (so runtime polymorphism can be achieved).

For code reusability.

Java does not support multiple inheritance.

In Java extends keyword is used for inheritance.

This is –a relationship which is used for extending.

Aggregation in Java: If a class have an entity reference it is known as aggregation.

It also show the AS-A relationship in the class.

Aggregation is best used in case of the code –reusability.

The inheritance is maintained when we have is a relationship.

**Method overloading:**

When we have multiple methods with the same name it is known as method overloading. If we have the same operation, it increase the readability of the program.

There are 2 ways to perform the method overloading:

1.)By changing the datatype.

2.)By changing number of arguments.

In Java, method overloading is not possible by just changing the return type of the method only.

Given below is the type of promotion that is possible.
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#### One type is not de-promoted implicitly for example double cannot be depromoted to any type implicitly.

**Method overriding in Java:**

If the child class have the same method as the parent class it is known as method overriding,

Usage of Java method overriding:

1. Method overriding is used to provide specific implementation of a method that is already provided by its super class.
2. Method overriding is used for runtime polymorphism.

Rules to be followed while doing method overriding:

1. Method must have the same name as it is in the parent class.
2. It must have same number of parameters.
3. Must be the IS- A relationship(inheritance).

Static method can’t be overridden , because static method is bound to class whreas the instance method is bound to the object. Static method belong to class area whereas the static method belongs to heap area.

# **Covariant Return Type**

The covariant return type specifies that the return type may vary in the same direction as the subclass.

Before Java5, it was not possible to override any method by changing the return type. But now, since Java5, it is possible to override method by changing the return type if subclass overrides any method whose return type is Non-Primitive but it changes its return type to subclass type. Let's take a simple example:

#### Note: If you are beginner to java, skip this topic and return to it after OOPs concepts.

### **Simple example of Covariant Return Type**

1. **class** A{
2. A get(){**return** **this**;}
3. }
5. **class** B1 **extends** A{
6. B1 get(){**return** **this**;}
7. **void** message(){System.out.println("welcome to covariant return type");}
9. **public** **static** **void** main(String args[]){
10. **new** B1().get().message();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=B1)

Output:welcome to covariant return type

As you can see in the above example, the return type of the get() method of A class is A but the return type of the get() method of B class is B. Both methods have different return type but it is method overriding. This is known as covariant return type.

Super keyword in Java:

The super keyword in Java is a reference variable which is used to refer immediate parent class object.

Usage of Super keyword:

Super can be used to refer immediate parent class instance method.

Super can be used to invoke immediate parent class method.

Super can be used to invoke immediate parent class constructor.

#### Note: super() is added in each class constructor automatically by compiler if there is no super() or this().

Instance initialize block:

Instance initialize block is used to initialize the instance data member It run each time when object of the class is created.

The initialization of the instance variable can be directly but there can be performed extra operations while initializing the instance variable in the instance initializer block.

There are three places in java where you can perform operations:

1. method
2. constructor
3. block

#### **Note: The java compiler copies the code of instance initializer block in every constructor.**

Rules for instance initializer block:

|  |
| --- |
| There are mainly three rules for the instance initializer block. They are as follows: |

1. The instance initializer block is created when instance of the class is created.
2. The instance initializer block is invoked after the parent class constructor is invoked (i.e. after super() constructor call).
3. The instance initializer block comes in the order in which they appear.

Final Keyword in Java:

The Final keyword in Java is used to restrict the user. The Java final keyword can be used to restrict the user. The Java final keyword can be used in many context. Final can be:

Variable

Method

Class.

Java Final variable :If you make any variable as final you can change the value of the variable.

Stop method overriding

Stop inheritance.

If we don’t give the value to the final variable at the time of initialization we can initialize such variable only in the constructor.

In the case of static final variable if the variable is not initialized we can give the value of the same in static block.

If we declare any parameter that is the method as final we can’t change the value of the same.

Java Final method: If you make any method as final it is not possible to override the same.

Final method is inherited, but we can’t override the same.

We can’t declare the constructor as final. As constructor is never inherited.

Java final class :If you make any class as final , It is not possible to inherit the same.

Polymorphism in Java:

Polymorphism means to do the single action in different ways. In Java there are 2 types of polymorphism compile time polymorphism and run – time polymorphism.

We can perform polymorphism either by method overloading or method overriding.

If we overload the static method in Java, it is an example of compile time polymorphism.

Runtime Polymorphism:

It is also known as Dynamic method dispatch is a process in which call to overridden method is resolved at the runtime rather than compile time.

In this process an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

Up-casting :

When reference variable of parent class refers to the Object of child class, it is known as up-casting.

Method overridden is only possible in case of the methods, it is not a possible to override the data members.

So runtime polymorphism is not possible in case of data members.

**Static binding And Dynamic Binding:**

Connecting a method call to the method body is called binding ,There are 2 types of binding.

1.) Static binding

2.) Dynamic binding.

Static binding:

When type of object is determined at the compile time it is known as static binding. If there is any private, final or static method in a class , there is a static binding.

Dynamic binding:

When type of the object is determined at the runtime it is known as dynamic binding.(Upcasting).

Java instanceOf:

The Java instanceOf operator is basically used to check whether the object is an instance of specified type(class or subclass or interface).

The instanceOf in Java is also known as type comparison operator because it compares the instance with type. It returns either true or false. If we apply the instanceOf operator with any variable that has null value it returns false.

Down-casting is not possible in Java.

Abstract class in Java:

The class that is declared with the abstract keyword is known as abstract class in Java. It can have abstract and non-abstract methods(method with body).

Abstraction is the process of hiding the implementation details and showing only functionality to the user.

In other words it hide the internal details and only shows important things.

It focus on what object does instead of how it does it.

Abstract class in less ( 0 to 100%) abstract.

While interface is (100 % )Abstract..

Abstract class :The class can be declared abstract. Once the class is declared abstract it can be either be extended and all of its method implemented.

It can’t be instantiated.

A **factory method** is the method that returns the instance of the class. We will learn about the factory method later.

An abstract class can have data member, abstract method, method body, constructor and even main() method.

**Rule: If there is any abstract method in the class, then the class must be abstract.**

If we are extending any abstract class that have abstract method , you must either provide the implementation of the method or make the class abstract.

### **Another real scenario of abstract class**

The abstract class can also be used to provide some implementation of the interface. In such case, the end user may not be forced to override all the methods of the interface.

1. **interface** A{
2. **void** a();
3. **void** b();
4. **void** c();
5. **void** d();
6. }
8. **abstract** **class** B **implements** A{
9. **public** **void** c(){System.out.println("I am C");}
10. }
12. **class** M **extends** B{
13. **public** **void** a(){System.out.println("I am a");}
14. **public** **void** b(){System.out.println("I am b");}
15. **public** **void** d(){System.out.println("I am d");}
16. }
18. **class** Test5{
19. **public** **static** **void** main(String args[]){
20. A a=**new** M();
21. a.a();
22. a.b();
23. a.c();
24. a.d();
25. }}

Output:I am a

I am b

I am c

I am d

Interface in Java:

An interface is a blueprint of class. It has static constants and abstract methods. It has a static constants and abstract methods. Interface is basically used to achieve multiple inheritance. It cannot be instantiated, it represents IS-A relationship.

Why use Java Interface?

It is used to achieve abstraction

It is used to achieve loose coupling.

It is used to support multiple inheritance.

Since Java8 , we can have static and default methods in interface.

For interface, Java compiler adds public and abstract keywords before the methods and adds public, static and final keyword for the data members.
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Since Java 8, we can have method body in interface. But we need to make it default method.

Since Java 8, we can have static method in interface.

An interface that have no member is known as marker or tagged interface. For example: Serializable, Cloneable, Remote etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.

Note: An interface can have another interface i.e. known as nested interface.

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods.  Since Java 8, it can have **default and static methods** also. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 5) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 6) **Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

Simply, abstract class achieves partial abstraction (0 to 100%) whereas interface achieves fully abstraction (100%).

A **java package** is a group of similar types of classes, interfaces and sub-packages.

Package in java can be categorized in two form, built-in package and user-defined package.

There are many built-in packages such as java, lang, awt, javax, swing, net, io, util, sql etc.

Here, we will have the detailed learning of creating and using user-defined packages.

## Advantage of Java Package

1) Java package is used to categorize the classes and interfaces so that they can be easily maintained.

2) Java package provides access protection.

3) Java package removes naming collision.

If you use package.\* then all the classes and interfaces of this package will be accessible but not subpackages.

The import keyword is used to make the classes and interface of another package accessible to the current package.

#### Rule: There can be only one public class in a java source file and it must be saved by the public class name.

# **Java Static Import**

The static import feature of Java 5 facilitate the java programmer to access any static member of a class directly. There is no need to qualify it by the class name.

## Advantage of static import:

* Less coding is required if you have access any static member of a class oftenly.

## Disadvantage of static import:

* If you overuse the static import feature, it makes the program unreadable and unmaintainable.

### **What is the difference between import and static import?**

The import allows the java programmer to access classes of a package without package qualification whereas the static import feature allows to access the static members of a class without the class qualification. The import provides accessibility to classes and interface whereas static import provides accessibility to static members of the class.

Access modifiers in Java:

Let's understand the access modifiers by a simple table.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

If you are overriding any method, overridden method (i.e. declared in subclass) must not be more restrictive.

**Encapsulation in Java:**

Encapsulation is the process of wrapping of data data and code into single unit.

We can create a fully encapsulated class in java by making all the data members of the class private. Now we can use setter and getter methods to set and get the data in it.

The **Java Bean** class is the example of fully encapsulated class.

### **Advantage of Encapsulation in java**

By providing only setter or getter method, you can make the class **read-only or write-only**.

It provides you the **control over the data**. Suppose you want to set the value of id i.e. greater than 100 only, you can write the logic inside the setter method.

**Object class in Java:**

The Object class is the parent class in Java.

Following are the methods.

### **Methods of Object class**

|  |
| --- |
| The Object class provides many methods. They are as follows: |

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final Class getClass() | returns the Class class object of this object. The Class class  can further be used to get the metadata of this class. |
| public int hashCode() | returns the hashcode number for this object. |
| public boolean equals(Object obj) | compares the given object to this object. |
| protected Object clone() throws CloneNotSupportedException | creates and returns the exact copy (clone) of this object. |
| public String toString() | returns the string representation of this object. |
| public final void notify() | wakes up single thread, waiting on this object's monitor. |
| public final void notifyAll() | wakes up all the threads, waiting on this object's monitor. |
| public final void wait(long timeout)throws InterruptedException | causes the current thread to wait for the specified  milliseconds, until another thread notifies (invokes notify() or  notifyAll() method). |
| public final void wait(long timeout,int nanos)throws InterruptedException | causes the current thread to wait for the specified  milliseconds and nanoseconds, until another thread  notifies (invokes notify() or notifyAll() method). |
| public final void wait()throws InterruptedException | causes the current thread to wait, until another thread  notifies (invokes notify() or notifyAll() method). |
| protected void finalize()throws Throwable | is invoked by the garbage collector before object is being  garbage collected. |

# **Object Cloning in Java**

The **object cloning** is a way to create exact copy of an object. For this purpose, clone() method of Object class is used to clone an object.

The **java.lang.Cloneable interface** must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates **CloneNotSupportedException**.

The **clone() method** is defined in the Object class. Syntax of the clone() method is as follows:

1. **protected** Object clone() **throws** CloneNotSupportedException

### **Why use clone() method ?**

The **clone() method** saves the extra processing task for creating the exact copy of an object. If we perform it by using the new keyword, it will take a lot of processing to be performed that is why we use object cloning.

### **Advantage of Object cloning**

Less processing task.

If we create another object by new keyword and assign the values of another object to this one, it will require a lot of processing on this object. So to save the extra processing task we use clone() method.

**Wrapper class in Java:**

Wrapper class in Java provides the mechanism to convert primitive into object and object into primitive.

|  |  |
| --- | --- |
| **Primitive Type** | **Wrapper class** |
| boolean | Boolean |
| char | Character |
| byte | Byte |
| short | Short |
| int | Integer |
| long | Long |
| float | Float |
| double | Double |

**Call by Value and call by reference in Java:**

There is only call by value in java, not call by reference. If we call a method passing a value, it is known as call by value. The changes being done in the called method, is not affected in the calling method.

**Java StrictFP:**

Java strictfp keyword ensures that you will get the same result on every platform if you perform operations in the floating-point variable. The precision may differ from platform to platform that is why java programming language have provided the strictfp keyword, so that you get same result on every platform.

To create the document API, you need to use the javadoc tool followed by java file name. There is no need to compile the javafile.

On the command prompt, you need to write:

Example: javadoc M.java

Java Command line argument:

The java command-line argument is an argument i.e. passed at the time of running the java program.

# **Difference between object and class**

There are many differences between object and class. A list of differences between object and class are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **Object** | **Class** |
| 1) | Object is an **instance** of a class. | Class is a **blueprint or template**from which objects are created. |
| 2) | Object is a **real world entity** such as pen, laptop, mobile, bed, keyboard, mouse, chair etc. | Class is a **group of similar objects**. |
| 3) | Object is a **physical** entity. | Class is a **logical** entity. |
| 4) | Object is created through **new keyword** mainly e.g. Student s1=new Student(); | Class is declared using **class keyword** e.g. class Student{} |
| 5) | Object is created **many times** as per requirement. | Class is declared **once**. |
| 6) | Object **allocates memory when it is created**. | Class **doesn't allocated memory when it is created**. |
| 7) | There are **many ways to create object** in java such as new keyword, newInstance() method, clone() method, factory method and deserialization. | There is only **one way to define class** in java using class keyword. |

# **Difference between method overloading and method overriding in java**

There are many differences between method overloading and method overriding in java. A list of differences between method overloading and method overriding are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method Overloading** | **Method Overriding** |
| 1) | Method overloading is used to increase the readability of the program. | Method overriding is used to provide the  specific implementation of the method that is  already provided by its super class. |
| 2) | Method overloading is performed within class. | Method overriding occurs in two  classes that have IS-A (inheritance) relationship. |
| 3) | In case of method overloading, parameter must be different. | In case of method overriding, parameter must be same. |
| 4) | Method overloading is the example of compile time polymorphism. | Method overriding is the example of run  time polymorphism. |
| 5) | In java, method overloading can't be performed by changing return type of the method only. Return type can be same or different in method overloading. But you must have to change the parameter. | Return type must be same or covariant  in method overriding. |

**Java String:**

String is basically an object that represents sequence of char values. An array of characters works same as Java String.

Java .lang.String class implements serializable, comparable and charSequence interfaces.

Java String class provides a lot of methods to perform operations on String like,

|  |  |  |
| --- | --- | --- |
| 1 | [char charAt(int index)](https://www.javatpoint.com/java-string-charat) | returns char value for the particular index |
| 2 | [int length()](https://www.javatpoint.com/java-string-length) | returns string length |
| 3 | [static String format(String format, Object... args)](https://www.javatpoint.com/java-string-format) | returns formatted string |
| 4 | [static String format(Locale l, String format, Object... args)](https://www.javatpoint.com/java-string-format) | returns formatted string with given locale |
| 5 | [String substring(int beginIndex)](https://www.javatpoint.com/java-string-substring) | returns substring for given begin index |
| 6 | [String substring(int beginIndex, int endIndex)](https://www.javatpoint.com/java-string-substring) | returns substring for given begin index and end index |
| 7 | [boolean contains(CharSequence s)](https://www.javatpoint.com/java-string-contains) | returns true or false after matching the sequence of char value |
| 8 | [static String join(CharSequence delimiter, CharSequence... elements)](https://www.javatpoint.com/java-string-join) | returns a joined string |
| 9 | [static String join(CharSequence delimiter, Iterable<? extends CharSequence> elements)](https://www.javatpoint.com/java-string-join) | returns a joined string |
| 10 | [boolean equals(Object another)](https://www.javatpoint.com/java-string-equals) | checks the equality of string with object |
| 11 | [boolean isEmpty()](https://www.javatpoint.com/java-string-isempty) | checks if string is empty |
| 12 | [String concat(String str)](https://www.javatpoint.com/java-string-concat) | concatinates specified string |
| 13 | [String replace(char old, char new)](https://www.javatpoint.com/java-string-replace) | replaces all occurrences of specified char value |
| 14 | [String replace(CharSequence old, CharSequence new)](https://www.javatpoint.com/java-string-replace) | replaces all occurrences of specified CharSequence |
| 15 | [static String equalsIgnoreCase(String another)](https://www.javatpoint.com/java-string-equalsignorecase) | compares another string. It doesn't check case. |
| 16 | [String[] split(String regex)](https://www.javatpoint.com/java-string-split) | returns splitted string matching regex |
| 17 | [String[] split(String regex, int limit)](https://www.javatpoint.com/java-string-split) | returns splitted string matching regex and limit |
| 18 | [String intern()](https://www.javatpoint.com/java-string-intern) | returns interned string |
| 19 | [int indexOf(int ch)](https://www.javatpoint.com/java-string-indexof) | returns specified char value index |
| 20 | [int indexOf(int ch, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | returns specified char value index starting with given index |
| 21 | [int indexOf(String substring)](https://www.javatpoint.com/java-string-indexof) | returns specified substring index |
| 22 | [int indexOf(String substring, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | returns specified substring index starting with given index |
| 23 | [String toLowerCase()](https://www.javatpoint.com/java-string-tolowercase) | returns string in lowercase. |
| 24 | [String toLowerCase(Locale l)](https://www.javatpoint.com/java-string-tolowercase) | returns string in lowercase using specified locale. |
| 25 | [String toUpperCase()](https://www.javatpoint.com/java-string-touppercase) | returns string in uppercase. |
| 26 | [String toUpperCase(Locale l)](https://www.javatpoint.com/java-string-touppercase) | returns string in uppercase using specified locale. |
| 27 | [String trim()](https://www.javatpoint.com/java-string-trim) | removes beginning and ending spaces of this string. |
| 28 | [static String valueOf(int value)](https://www.javatpoint.com/java-string-valueof) | converts given type into string. It is overloaded. |
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## CharSequence Interface

The CharSequence interface is used to represent sequence of characters. It is implemented by String, StringBuffer and StringBuilder classes. It means, we can create string in java by using these 3 classes.

![charsequence](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXkAAADuCAIAAABTdeAlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABLnSURBVHhe7d0/UBPpH8fx8KssuU6r42bgRhwL7QAb6Aw22DjXiQ2cFVA4wowzHDPOqHMFSSXQECs5G9McYGUakS4pHMkJBd2lO0o6ft/d58myuwkhIbtP9s/7NXNnnt3s3+x+8n02ydJ3dnaWAYCQ/U//CwBhImsAmEDWADCBrAFgAlkDwASyBoAJZA0AE8gaACaQNQBMIGsAmEDWADCBrAFgAlkDwASyBoAJZA0AE8gaACaQNQBMIGsAmEDWADCBrAFgAlnTgaP8vb6+vtkd3QTQPrKmiZ1ZiZRz9/JHekRIVIbVkWVIJLLGyz7tJ7/lDs8ch48+DIUYNxJsQ/OZ8wVuZyZDDzegB/QRDsv2jOyRMXfQeBzmxmT8zLZuBiGEWQKRRF1z7ij/ckPO+xdzg3rAhVydnoYaxNMB84y1p5IhztTSWzr8vifpdmtIP6Wp1l0s1/KsUVbTWWp9iapls5/uHXTh/J3JXcvwTmrxTN7mnJFGOnPQRomhniHqpY9/EqsuOm+psedlUsPkFruUalFLeUutZgt0xqpZuQaop3vn7Z1f6/k3rLB/8Q2zk6bTaDVnpBBZ4/CfhY3U+eJ5ij3RhWdQs9OtYRH2k2yN82mcvT0TPYvGNVbz8i7RuzzvNK3nf+n2Nq6Ao/WckUL0oTp2+1dXH2volpxA3374+xWaPdanoY+WXddnZmZj0tfVOPrxTSaYyuqmZfDX25nM3vdDeWiPHXv0wDW77DM7HtrVev7axdvbZAXq2pozUoWsiQQrb+p1hCROPW7sqzkqgRyTGzLCPtvtsZ4k6FTr+V+qxQp0OWckEFnjsN+yu37f9VwOHZqXM659g3NfVN5svHRdYm3sWZ2dfbn8+nXbwpt/2GuOWCFrHIMPHlmnefHqn5ZYOeP5rowqVDqi1sIdea17aN3XCV3OocXk1DBwIWvO6bBx1xSdsTsO7Xxm3oqaibrSkZ2akdz58HfzFVIXQDxjd/70VFKNl0h2ilZHpq71/C+lJm9aCXY5ZyQQWeMifZjtmczevPdrwnavqK3vhtiFxnlhtDN7aR/Kmrd7YdKe3MiM5Z7pi6r2tV5ZId+XXnRTj/1Tj9yZVZdEXOxT3knPxie0nv+l7Mk3XN9zliXoRpdzRgLpah/n/D0f53NaNaLlB7nqAyVFBlvNVpML9xSiyYfCvvXxzsA10prUvz7eqWXSxidcPH81ouX2Cs8GtDlnpFCf/KePBCSA1A72FSMuwSJq6EMBMIGsAWACWQPABK7XADCBugaACWQNABPIGgAmkDUATCBrAJhA1gAwgawBYAJZA8AEsgaACWQNABPIGgAmkDUATCBrAJhA1gAwgawx5/Xr1/pRCE5PT7e2tnQjBLLyx8fHugF0jqwxQc7S0dHRpaUl3Q7B2trawsKCJI5uB+2ff/4ZHh6WTTg5OdGDgE6QNaErFAp3797d39/X7RBIxLx586ZWq0ni6EFB+/nnn2UpUt1I4oS3FCQYWRMiKQEePnz45MkTVQtcu3ZNDQ+cnPwSNPJAEiek0mZgYEA9kAU9ffpU0rNUKqkhQDvImrDs7u5KCVAsFnU7k7l+/bp+FChV1KjH4ZU2TtYolUplYmIi1F4hEoasCYWc/+/evVO1RticokYJqbTxZY1YXFxcXl7WDeAyZE0opLv0/v37crk8Pj6uB4XDXdQoIZU2vqz5+PHjq1evwusVInnImhDduXNnZGRE4kYeSDOMPpSvqFFCLW2knBHr6+tqINAm/mZLiCQFhoeHDw4OJGUKhcKnT5+k2NHjAlKpVNSFZ3kgvbbV1VU1XNKtv79fPQ7K06dPHz9+LOkpj0dHR2dnZ6enp9Uo4FJkTYjk5JRehnP+h6pUKq2srHz+/Fm3Q1atVicmJqSTGNIFbyQPfaiwSKFRLBaTevX05s2bc3NzT5480W3gMmRNWKTKeP78eeAdmehYXFyU7pv0DXUbaImsCcXu7q7UNb///rtuJ9Tm5ubCwgK/k0I7yJpQLC0tra6uJv4jYelJSe1GTwrtIGtCUS6Xp6amdCPRpCd1enoa0peVkSRkDbolPSmp4+hJoTWyBt2SntR///3X+CMGwI2sAWAC3+UDYAJ1DQATyBoAJpA1AEwga4IxMTHBd0yAFsiaABSLxZOTk8T/IgHoBlkTgJWVFe6G6XZ8fPzTTz9Vq1XdBsia7uVyuevXr6fkFwltGhgYWF1d5XdScCNruqJu9/vq1Svd7p1SqTQxMaEbETA9Pd3f3x/qn/pEvJA1XZFzaWRkRN1OGD6bm5v5fJ6eFBSy5upqtZqcS2/fvtVteEnXUio+elJQyJqrk96T9BS44W4Lqif1xx9/6DZSjKy5okqlsrW19fz5c93GBaQntb6+LrtLt5FWZM0VqdsJU9RcyulJhfEnqxAjZM1VlEql/f19vrzXJtXT5DOplCNrrmJhYeHt27f8hdn20ZMCWdOxYrEo/+fLex2RukZ9u4+eVGpxr6yEMPx3L4FOUdcAMIGsAWACWQPABLIGgAlcG0bPnJ6e8r2B9KCuQc+srKzoR0gBsgY9UygU9vf3dQNJR9Zcrlgs3r17VzcQnM3NTb7dlx5cr7mcBM3y8jJfFA6DZI36caZuI7nImkusra399ddffB83JCcnJ8PDwx8/fhwZGdGDkFBkTStS3v/yyy87Ozvc5TM8u7u7CwsL5XKZz6SSjes1reRyOW4nHLb79+/LTpa40W0kFHXNhWq1mpT3BwcHsbghVqx/e6l6Uu/fvx8fH9eDkDjUNRfidsLG9Pf3R/AzqZ3Zvr7ZHd1A18ia5iqVSrFY5HbCxkhPSoqaQHpSVkbcyx/pVvwc5e8lMuPImuakPzI3N0dRY5KUNoH8AZzs+tnZl7lB3UJUkDVN7Nu4nXBMufo+UiJIhWMNsMlQq2iwOZWP7zkXVUTOhMKpOtqZv7hoWmn4lmsNHJrfy2xMegZpF61bTJyhwZ07dz5+/KgbMfH582fpg+hGum3PZDIz2/bDw9yYHOOqoR67GmO5w/Ph7oae2DUfz+OGaVvPv/W0uuF/Tv2xtxFv1DV+3E44YWa217PWv4MPHlmnrW78ejuz9/3QemiZ2dadrsG5FzOZbz985cNR/uXGWO6ZPaV6zt6Hv+vPuWT+l0yrl5udarLYuo1iIq7ekDV+kjLlclk3kEauEDq3Nz+kezJ9fZMbemCbuph2cO7LYe6b1aOKew+KrAH8xm4N6Ucuvo5MRxefu5nWjhtrqu3b80POxZ44ImuAzMakLhrsHs+jB74ssLpHGy+vVlZcbdom/amhW/b1oPgiaxBpJycn+lGYZrZffLe7OUPzt+uXUNysnsyjD+cdoU76Mx1Pa6WT3euynuh8TmWvmroYFFP8RiEhEvn3oZ4+fXp6erq5uanboTjK3xv6/uIs1qdxLFDXILpWV1f39/d3d3d1G3FG1iTE+Ph48m6yc+3aNfU7KTM9KYSKPhSibmlpqVarhdyTQuioa/TthLnrbWQtLy/Tk0oA6hpuJxwDkjUPHz4sl8v8Gja+0l7XFAqFa9euETQRNzIyMj09zb37Yi3VdQ23E44RebFUBfrbb7/pQYiVVNc1a2tr3E44LtRnUlLa1Go1PQixkt66Rt1OuFwuDwwM6EGIvKWlpePj4/fv3+s24iO9dY26nXBigqZUKk1MTOhGckkfqlKpbG1t6TbiI6VZU61W5XjldsKxIz2pg4MDLtnEUUqzRkpxCRo+QAWMSWPWSBHO7YQBw9KYNXfu3Pn333/5i66ASem9NgzAJLIGgAlkDQATyBoAJpA1iLfT09PR0dFCoaDbiCqyBvGmfiel7qelByGSyBrE3s2bN+fm5p48eaLbiKRUZE2lUrlx4wZ33kuwxcXFk5MTelJRloqsWVlZef78OV/eSzbVkzo+PtZtREzys2Z3d1eOP36RkHj0pCIu+fev4XbCqTI6Ovr48WPeWiIo4XXN1taWdJ0ImvSgJxVZSa5ruJ1wOr1+/frTp0/J+8t8cZfkuobbCafT4uKi/F9efdVERCS2rqnVanfv3v369Su3E04h6UPxukdNYrNG/S2h1dVV1QTQW8nMGvU3Eg4ODrjLJxARyf/MG0AUpOJ7w2mQkr/ZgvgiawCYQNYAMIGsAWACWYNUyGazr1+/1g30QnKyhtvToIXNzc18Pl+tVnUbxiUna3jXQgvXr19/9eoVd5zooYRkTa1Wk3ct7jiLFqanp/v7+3lP6pWEZM2bN2/kSOJbwmhN9aQqlYpuw6AkZI0cOltbW1Ih6zZwAacnxdU985KQNdxOGO1T9S89KfNinzWlUqlarXLPR7RPelLr6+v0pAyL/W8vuZ0wrqBQKOTz+a9fv1IOGxPvrCkWi9KBKpfLug0gquKdNTdu3OB2wkAsxPt6DbcTBuIi3nVNtVq9efOmbgCIMO7LB8CEhHxvGEDEkTUATCBrEoL7DSPi4pc12Wy2UCjoBhCQYrE4PDzM76TCE7OskQOiVqtNT0/rNhCQqampkZGRlZUV3UbQYpY1cigsLy/rBhCo1dVVKZn39/d1G4GKU9asra0NDAzw0yeEpL+/f3NzkztOhCQ2WSMvP0UNwnb//n3pSS0tLek2ghObrMnlcnIc8IsEhE16UltbW6VSSbcRkHhkTa1We/PmDXfegwH0pEISj6zhdsIwSSro8fHxhYUF3UYQYpA1lUqlWCxS1MAk6UnJUUdPKkAx+O3l8fFxtVqVtxrdRjOyl4S8G+s2uqY+/B4ZGVFNdInfeQMwITafQwGINbIGgAlkDQATyBoAJpA1AEwgawCYQNYAMIGsAWACWQPABLIGgAlkDQATyBoAJpA1AEwgawCYQNYAMIGsAWBCPLLmKH+vr69vdkc3kyeSG7gzK+uk6DVrHBJjUdvnvvW5fPXsZ9zLH+lm5IWfNWqf1Xn3nX3sxv2ojeAGelfJ1vFK7MxObmRmts9s69mmQ3omofs82ULOGnndh+YzuUN1fJ6dbWcmrxLEg3NfZOLeHt7NRXMDD7/vZTJj52t1mBvbmOzsLXCnuJHJzEy51qhxSI8kdJ9H9yAPSKhZc5R/aR2eL+YG9YBMdv3sy3kr9uKygYNz73Jjmb35PxPwRss+j6tQs0ZF/a0h3fSwK12pyTMZSX+beguwS1F56JSkViGqGk5JWn+OmonS8AbiGucIuqiN6wY68z9nz00Naljze/estfMMqU/rbIXNtfj6IpwnBLXvk7nPhW99mnEtvvnznA20uZ5TX7rzhDbXOlCq4AvJ9oy1CFdh6WOPr18BUKT0tKbxTqUGOk9seI5vvJ5xfaxaC+9iAhLRDfSMtXmH2LPzjG+YxG571vyCId6ZOk9o2ITA2EttMdvG9Wy+Mr592vAc33jf5qq1uGiszTvEnp1nfLMn+Nen9eJdA0Sr2amWe7x54V6vya5b2783P9RxkI7l3l1WFsteq5fOg3MvZDkbRb0Iu8w+n0P2mbWjv/3wvUcFISYbaF/V9fQ7AqAvFTvdF9Vp2HjpeetuYzM7lc59bs/Otfj187hRevVytC/sz6Fkn+idoqraNg+Odl6i27+6njJ0q8UrP/jrbTk4vx/qZqCiu4HqbLRZR33Ql3WPfnzzz7NxNQKONy2F+9ze22OPHrjWTqVdXQ9fjnaFnTUW69CoV3FycHT2XhQE9UI17+IHIZob6KmW5dSUNWu4/tAF+7qJOtcd9vnV4r0+QCnb5/be9gShT49fjnaYyBrF+kjPPjR8ZV0I7Or3/BOAnT/n93zvCWGI9AZm161VC/xTEdflBIdTxRuQrn1+aWz0+uVozVzWWAYfPJLjIqTezDnVtR77plN+ckNeAzO7PMIbaFfUQb/LReFNMxX73O7OXSo6NUwzZrNGVXqhfx/MWsrYo3fWV6MUc1+Qiu4G2jW/LsMbe/L2F/U6kp2akXl8+Lv3R3ca9rma2rO37crKEZ2X40JhZo31Wb67typt6UGO5Z45L5K9g5wr/YGx3gRcV+lsQV6qqIvRBh7lH1s1f33V1HrV+x07s6pr3xn72qSshetSibVDQr5yktZ9rve204WTyb+NuWud3rwcnQgza6QzvX3b9eqoL5Z76k7780t9RSu4vWJX1b7LdPIqBB43kd1Au+L2nBj+VbOvJdSfMZnZ1ldZO6IvlrguSA59fxF2DZnafS4b7trZL2/JnF9YPTRHT16Ojuj9liRypDVcJrNfVs+REmOJ38AIYp93zfD1GhNUJ9nH7tMnROI3MILY5wHQmZMk9tuN5/3GflNq+olgLCV+AyOIfd61PvnP2mVJ47/0JodElHqu3Uv8BkYQ+7wrSc0aANGSwOs1ACKIrAFgAlkDwASyBoAJZA0AE8gaACaQNQBMIGsAmEDWADCBrAFgAlkDwASyBoAJZA0AE8gaACaQNQBMIGsAmEDWADCBrAFgAlkDwASyBoAJZA0AE8gaACaQNQBMIGsAmEDWAAhfJvN/rSMw+dh6N+YAAAAASUVORK5CYII=)

The java String is immutable i.e. it cannot be changed. Whenever we change any string, a new instance is created. For mutable string, you can use StringBuffer and StringBuilder classes.

### **String Literal**

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the string constant pool first. If the string already exists in the pool, a reference to the pooled instance is returned. If string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//will not create new instance

#### Note: String objects are stored in a special memory area known as string constant pool.

To make Java more memory efficient (because no new objects are created if it exists already in string constant pool).

String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, JVM will create a new string object in normal(non pool) heap memory and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in heap(non pool).

# **Immutable String in Java**

In java, **string objects are immutable**. Immutable simply means unmodifiable or unchangeable.

Because java uses the concept of string literal.Suppose there are 5 reference variables,all referes to one object "sachin".If one reference variable changes the value of the object, it will be affected to all the reference variables. That is why string objects are immutable in java.

# **Difference between String and StringBuffer**

There are many differences between String and StringBuffer. A list of differences between String and StringBuffer are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | String class is immutable. | StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when you concat too many strings because every time it creates new instance. | StringBuffer is fast and consumes less  memory when you cancat strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the  equals() method of Object class. |

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is *synchronized* i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is *non-synchronized* i.e.  not thread safe. It means two threads can call  the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is *less efficient* than StringBuilder. | StringBuilder is *more efficient* than StringBuffer. |

The class is immutable as:

* The instance variable of the class is final i.e. we cannot change the value of it after creating an object.
* The class is final so we cannot create the subclass.
* There is no setter methods i.e. we have no option to change the value of the instance variable.

These points makes this class as immutable.

If you want to represents any object as a String it can be done by toString () method.

If you print any object, java compiler internally invokes the toString() method on the object. So overriding the toString() method, returns the desired output, it can be the state of an object etc. depends on your implementation.

#### StringTokenizer class is deprecated now. It is recommended to use split() method of String class or regex (Regular Expression).

### **1) How many objects will be created in the following code?**

String s1="javatpoint";

String s2="javatpoint";

**Answer:** Only one.

### **2) What is the difference between equals() method and == operator?**

The equals() method matches content of the strings whereas == operator matches object or reference of the strings.

### **3) Is String class final?**

**Answer:** Yes.

### [**4) How to reverse String in java?**](https://www.javatpoint.com/how-to-reverse-string-in-java)

Input:

this is javatpoint

Output:

tnioptavaj si siht

### [**5) How to check Palindrome String in java?**](https://www.javatpoint.com/how-to-check-palindrome-string-in-java)

Input:

nitin

Output:

true

Input:

jatin

Output:

false

### [**6) Write a java program to capitalize each word in string?**](https://www.javatpoint.com/java-program-to-capitalize-each-word-in-string)

Input:

this is javatpoint

Output:

This Is Javatpoint

### [**7) Write a java program to reverse each word in string?**](https://www.javatpoint.com/java-program-to-reverse-each-word-in-string)

Input:

this is javatpoint

Output:

siht si tnioptavaj

### [**8) Write a java program to tOGGLE each word in string?**](https://www.javatpoint.com/java-program-to-toggle-each-word-in-string)

Input:

this is javatpoint

Output:

tHIS iS jAVATPOINT

### [**9) Write a java program reverse tOGGLE each word in string?**](https://www.javatpoint.com/java-program-to-reverse-toggle-each-word-in-string)

Input:

this is javatpoint

Output:

sIHT sI tNIOPTAVAJ

[**10) What is the difference between String and StringBuffer in java?**](https://www.javatpoint.com/difference-between-string-and-stringbuffer)

[**11) What is the difference between StringBuffer and StringBuilder in java?**](https://www.javatpoint.com/difference-between-stringbuffer-and-stringbuilder)

[**12) What does intern() method in java?**](https://www.javatpoint.com/java-string-intern)

[**13) How to convert String to int in java?**](https://www.javatpoint.com/java-string-to-int)

[**14) How to convert int to String in java?**](https://www.javatpoint.com/java-int-to-string)

[**15) How to convert String to Date in java?**](https://www.javatpoint.com/java-string-to-date)

[**16) How to Optimize Java String Creation?**](https://www.javatpoint.com/how-to-optimize-java-string-creation)

[**17) Java Program to check whether two Strings are anagram or not**](https://www.javatpoint.com/java-program-to-check-whether-two-strings-are-anagram-or-not)

[**18) Java program to find the percentage of uppercase, lowercase, digits and special characters in a String**](https://www.javatpoint.com/java-program-to-find-percentage-of-uppercase-lowercase-digits-and-special-characters)

[**19) How to convert String to Integer and Integer to String in Java**](https://www.javatpoint.com/how-to-convert-string-to-integer-and-integer-to-string-in-java)

[**20) Java Program to find duplicate characters in a String**](https://www.javatpoint.com/java-program-to-find-duplicate-characters-in-a-string)

[**21) Java Program to prove that strings are immutable in java**](https://www.javatpoint.com/java-program-to-prove-that-strings-are-immutable-in-java)

[**22) Java Program to remove all white spaces from a String**](https://www.javatpoint.com/java-program-to-remove-all-white-spaces-from-a-string)

[**23) Java Program to check whether one String is a rotation of another**](https://www.javatpoint.com/java-program-to-check-whether-one-string-is-a-rotation-of-another)

### [**24) Java Program to count the number of words in a String**](https://www.javatpoint.com/java-program-to-count-the-number-of-words-in-a-string)

### [**25) Java Program to reverse a given String with preserving the position of space**](https://www.javatpoint.com/java-program-to-reverse-a-string-preserving-the-position-of-space)

### [**26) How to swap two String variables without third variable**](https://www.javatpoint.com/how-to-swap-two-string-variables-without-using-third-variable-in-java)

### [**27) How to remove a particular character from a String**](https://www.javatpoint.com/how-to-remove-a-particular-character-from-a-string)

Revise of the string function.

## Java String Methods

[String charAt()](https://www.javatpoint.com/java-string-charat)

[String compareTo()](https://www.javatpoint.com/java-string-compareto)

[String concat()](https://www.javatpoint.com/java-string-concat)

[String contains()](https://www.javatpoint.com/java-string-contains)

[String endsWith()](https://www.javatpoint.com/java-string-endswith)

[String equals()](https://www.javatpoint.com/java-string-equals)

[equalsIgnoreCase()](https://www.javatpoint.com/java-string-equalsignorecase)

[String format()](https://www.javatpoint.com/java-string-format)

[String getBytes()](https://www.javatpoint.com/java-string-getbytes)

[String getChars()](https://www.javatpoint.com/java-string-getchars)

[String indexOf()](https://www.javatpoint.com/java-string-indexof)

[String intern()](https://www.javatpoint.com/java-string-intern)

[String isEmpty()](https://www.javatpoint.com/java-string-isempty)

[String join()](https://www.javatpoint.com/java-string-join)

[String lastIndexOf()](https://www.javatpoint.com/java-string-lastindexof)

[String length()](https://www.javatpoint.com/java-string-length)

[String replace()](https://www.javatpoint.com/java-string-replace)

[String replaceAll()](https://www.javatpoint.com/java-string-replaceall)

[String split()](https://www.javatpoint.com/java-string-split)

[String startsWith()](https://www.javatpoint.com/java-string-startswith)

[String substring()](https://www.javatpoint.com/java-string-substring)

[String toCharArray()](https://www.javatpoint.com/java-string-tochararray)

[String toLowerCase()](https://www.javatpoint.com/java-string-tolowercase)

[String toUpperCase()](https://www.javatpoint.com/java-string-touppercase)

[String trim()](https://www.javatpoint.com/java-string-trim)

[String valueOf()](https://www.javatpoint.com/java-string-valueof)

# **Java Regex**

The **Java Regex** or Regular Expression is an API to *define pattern for searching or manipulating strings*.

It is widely used to define constraint on strings such as password and email validation. After learning java regex tutorial, you will be able to test your own regular expressions by the Java Regex Tester Tool.

Java Regex API provides 1 interface and 3 classes in **java.util.regex** package.

#### **java.util.regex package**

It provides following classes and interface for regular expressions. The Matcher and Pattern classes are widely used in java regular expression.

1. MatchResult interface
2. Matcher class
3. Pattern class
4. PatternSyntaxException class

## Matcher class

It implements **MatchResult** interface. It is a *regex engine* i.e. used to perform match operations on a character sequence.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | boolean matches() | test whether the regular expression matches the pattern. |
| 2 | boolean find() | finds the next expression that matches the pattern. |
| 3 | boolean find(int start) | finds the next expression that matches the pattern from the given start number. |
| 4 | String group() | returns the matched subsequence. |
| 5 | int start() | returns the starting index of the matched subsequence. |
| 6 | int end() | returns the ending index of the matched subsequence. |
| 7 | int groupCount() | returns the total number of the matched subsequence. |

## Pattern class

It is the *compiled version of a regular expression*. It is used to define a pattern for the regex engine.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | static Pattern compile(String regex) | compiles the given regex and return the instance of pattern. |
| 2 | Matcher matcher(CharSequence input) | creates a matcher that matches the given input with pattern. |
| 3 | static boolean matches(String regex, CharSequence input) | It works as the combination of compile and matcher methods. It compiles the regular expression and matches the given input with the pattern. |
| 4 | String[] split(CharSequence input) | splits the given input string around matches of given pattern. |
| 5 | String pattern() | returns the regex pattern. |

## Exception handling in Java:

## Exception handling in Java is basically used to maintain the flow of the program even though it is failing in the program.

## hierarchy of exception handling

## In Java there are mainly 2 types of exception.

## 1.) Checked exceptions.

## 2.) Unchecked exception

## Checked exceptions:

## The classes that extend Throwable class except RuntimeException and error are known as checked exceptions. This are basically checked at compile time .

## Unchecked Execptions:

## The classes that extend RunTimeException are known as unchecked exception. This exception is not checked at compile time, But checked runtime.

## They are basically of 3 types: Arithmetic Exception, NULL pointer exception, ArrayIndexOutOfBound Exception.

## Error is irrecoverable.

### **Common scenarios where exceptions may occur**

There are given some scenarios where unchecked exceptions can occur. They are as follows:

### **1) Scenario where ArithmeticException occurs**

If we divide any number by zero, there occurs an ArithmeticException.

1. **int** a=50/0;//ArithmeticException

### **2) Scenario where NullPointerException occurs**

If we have null value in any variable, performing any operation by the variable occurs an NullPointerException.

1. String s=**null**;
2. System.out.println(s.length());//NullPointerException

### **3) Scenario where NumberFormatException occurs**

The wrong formatting of any value, may occur NumberFormatException. Suppose I have a string variable that have characters, converting this variable into digit will occur NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

### **4) Scenario where ArrayIndexOutOfBoundsException occurs**

If you are inserting any value in the wrong index, it would result ArrayIndexOutOfBoundsException as shown below:

1. **int** a[]=**new** **int**[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

## Java Exception Handling Keywords

There are 5 keywords used in java exception handling.

1. try
2. catch
3. finally
4. throw
5. throws

## Java Try catch:

## Java try catch block is used basically to enclose the code that might throw an exception. It must be used within method.

## Java try block must be followed by either catch or finally block.

## Java catch block

Java catch block is used to handle the Exception. It must be used after the try block only.

You can use multiple catch block with a single try.

1. **try**{
2. //code that may throw exception
3. }**finally**{}

The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:

* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if exception is handled by the application programmer, normal flow of the application is maintained i.e. rest of the code is executed.

#### Rule: At a time only one Exception is occured and at a time only one catch block is executed.

#### Rule: All catch blocks must be ordered from most specific to most general i.e. catch for ArithmeticException must come before catch for Exception .

# **Java Nested try block**

The try block within a try block is known as nested try block in java.

### **Why use nested try block**

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

# **Java finally block**

**Java finally block** is a block that is used to execute important code such as closing connection, stream etc.

Java finally block is always executed whether exception is handled or not.

Java finally block follows try or catch block.

#### Note: If you don't handle exception, before terminating the program, JVM executes finally block(if any).

## Why use java finally

* Finally block in java can be used to put "cleanup" code such as closing a file, closing connection etc.

#### Rule: For each try block there can be zero or more catch blocks, but only one finally block.

#### Note: The finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).

## Java throw Keyword:

## Java throw keyword is explicitly used to throw the exception, It can be checked, unchecked or custom exception.

# **Java Exception propagation**

|  |
| --- |
| An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method,If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack.This is called exception propagation. |

#### Rule: By default Unchecked Exceptions are forwarded in calling chain (propagated).

#### Rule: By default, Checked Exceptions are not forwarded in calling chain (propagated).

## Java Throws keyword:

## The Java throws keyword is used to declare the exception. It gives information to the programmer that there may occur the exception so it is better for the programmer to provide the default the handling for the same.

## Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers fault that he is not performing check up before the code being used.

## It help to propagate the checked exceptions.

## We can re-throw the exception in catch block.

# **Difference between throw and throws in Java**

There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **throw** | **throws** |
| 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | Throws is followed by class. |
| 4) | Throw is used within the method. | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | You can declare multiple  exceptions e.g. public void method()throws IOException,SQLException. |

# **Difference between final, finally and finalize**

There are many differences between final, finally and finalize. A list of differences between final, finally and finalize are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **final** | **finally** | **finalize** |
| 1) | Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform  clean up processing just before  object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

There are many rules if we talk about methodoverriding with exception handling. The Rules are as follows:

* **If the superclass method does not declare an exception**
  + If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception.
* **If the superclass method declares an exception**
  + If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

#### 1) Rule: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception.

#### 2) Rule: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but can declare unchecked exception.

### **If the superclass method declares an exception**

#### 1) Rule: If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

If you are creating your own Exception that is known as custom exception or user-defined exception. Java custom exceptions are used to customize the exception according to user need.

By the help of custom exception, you can have your own exception and message.

Let's see a simple example of java custom exception.

1. **class** InvalidAgeException **extends** Exception{
2. InvalidAgeException(String s){
3. **super**(s);
4. }
5. }
6. **class** TestCustomException1{
8. **static** **void** validate(**int** age)**throws** InvalidAgeException{
9. **if**(age<18)
10. **throw** **new** InvalidAgeException("not valid");
11. **else**
12. System.out.println("welcome to vote");
13. }
15. **public** **static** **void** main(String args[]){
16. **try**{
17. validate(13);
18. }**catch**(Exception m){System.out.println("Exception occured: "+m);}
20. System.out.println("rest of the code...");
21. }
22. }

Output:Exception occured: InvalidAgeException:not valid

rest of the code...

# **ava Anonymous inner class**

A class that have no name is known as anonymous inner class in java. It should be used if you have to override method of class or interface. Java Anonymous inner class can be created by two ways:

1. Class (may be abstract or concrete).
2. Interface

### **Java anonymous inner class example using class**

1. **abstract** **class** Person{
2. **abstract** **void** eat();
3. }
4. **class** TestAnonymousInner{
5. **public** **static** **void** main(String args[]){
6. Person p=**new** Person(){
7. **void** eat(){System.out.println("nice fruits");}
8. };
9. p.eat();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner)

Output:

nice fruits

## Internal working of given code

1. Person p=**new** Person(){
2. **void** eat(){System.out.println("nice fruits");}
3. };
4. A class is created but its name is decided by the compiler which extends the Person class and provides the implementation of the eat() method.
5. An object of Anonymous class is created that is referred by p reference variable of Person type.

## Internal class generated by the compiler

1. **import** java.io.PrintStream;
2. **static** **class** TestAnonymousInner$1 **extends** Person
3. {
4. TestAnonymousInner$1(){}
5. **void** eat()
6. {
7. System.out.println("nice fruits");
8. }
9. }

## Java anonymous inner class example using interface

1. **interface** Eatable{
2. **void** eat();
3. }
4. **class** TestAnnonymousInner1{
5. **public** **static** **void** main(String args[]){
6. Eatable e=**new** Eatable(){
7. **public** **void** eat(){System.out.println("nice fruits");}
8. };
9. e.eat();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner1)

Output:

nice fruits

### **Internal working of given code**

It performs two main tasks behind this code:

1. Eatable p=**new** Eatable(){
2. **void** eat(){System.out.println("nice fruits");}
3. };
4. A class is created but its name is decided by the compiler which implements the Eatable interface and provides the implementation of the eat() method.
5. An object of Anonymous class is created that is referred by p reference variable of Eatable type.

### **Internal class generated by the compiler**

1. **import** java.io.PrintStream;
2. **static** **class** TestAnonymousInner1$1 **implements** Eatable
3. {
4. TestAnonymousInner1$1(){}
5. **void** eat(){System.out.println("nice fruits");}
6. }

# **Java Local inner class**

A class i.e. created inside a method is called local inner class in java. If you want to invoke the methods of local inner class, you must instantiate this class inside the method.

#### Rule: Local variable can't be private, public or protected.

## Rules for Java Local Inner class

#### 1) Local inner class cannot be invoked from outside the method.

#### 2) Local inner class cannot access non-final local variable till JDK 1.7. Since JDK 1.8, it is possible to access the non-final local variable in local inner class.

# **Java static nested class**

A static class i.e. created inside a class is called static nested class in java. It cannot access non-static data members and methods. It can be accessed by outer class name.

* It can access static data members of outer class including private.
* Static nested class cannot access non-static (instance) data member or method.

## Java static nested class example with static method

If you have the static member inside static nested class, you don't need to create instance of static nested class.

# **Java Nested Interface**

An interface i.e. declared within another interface or class is known as nested interface. The nested interfaces are used to group related interfaces so that they can be easy to maintain. The nested interface must be referred by the outer interface or class. It can't be accessed directly.

### **Points to remember for nested interfaces**

There are given some points that should be remembered by the java programmer.

* Nested interface must be public if it is declared inside the interface but it can have any access modifier if declared within the class.
* Nested interfaces are declared static implicitly.

### **Can we define a class inside the interface?**

Yes, If we define a class inside the interface, java compiler creates a static nested class. Let's see how can we define a class within the interface:

## Multithreading in Java:

## Muliti- threading is executing multiple threads simultaneously.

## Thread is the light weight sub-process, a smallest unit of processing. Multi-processing and multi-threading both are used to achieve multi-tasking.

## Each thread can have different path for execution, as they are independent.

## The thread are preferred over process because they share the memory area, they don’t allocate different memory.

## Advantages:

## It does not block the user because thread are independent and you can perform multiple operations at same time.

## Threads are in independent so it does not affect other thread if exception occur in the single thread.

## Multitasking can be achieved by 2 ways.

## Process based multitasking.

## Thread based multitasking.

## Process based multitasking:

## Each process have its own memory.

## They are heavy weight.

## Switching from one processes to another is high, as cost of communication between the processes is high.

## Thread-based multitasking:

## Thread shares same address space.

## They are light weight process.

## The switching from one thread is not costly as the cost of communication between the processes is low.

## At a one time only one thread is executed.

## Life cycle of thread:

## The thread can have basically 5 stages.

## New

## Runnable

## Running

## Non-Running(blocked)

## Terminated.

## New: The Thread is in new state if you create an instance of thread class but before the invocation of the start method.

## Runnable:

## When the thread is in the runnable state after the invocation of start method , but the thread scheduler has not selected it to be the running thread.

## Running: When the thread is in the running thread and scheduler has selected the thread for the execution.

## Non-Running :When the thread is alive, but currently not eligible to run.

## Terminated: when the thread is terminated and run method is exits.

## Creation of thread:

## In Java we can create thread by 2 ways,

## By implementing the runnable interface.

## By extending the Thread class.

## Thread class:

## Thread class provide constructors and method to create and perform operations on a thread. Thread class extends object class and implements Runnable interface.

## Commonly used constructors of thread class:

## Thread()

## Thread(String name)

## Thread(Runnable r)

## Thread(Runnable r, String name)

## Commonly used methods

1. **public void run():**is used to perform action for a thread.
2. **public void start():**starts the execution of the thread.JVM calls the run() method on the thread.
3. **public void sleep(long miliseconds):**Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds.
4. **public void join():**waits for a thread to die.
5. **public void join(long miliseconds):**waits for a thread to die for the specified miliseconds.
6. **public int getPriority():**returns the priority of the thread.
7. **public int setPriority(int priority):**changes the priority of the thread.
8. **public String getName():**returns the name of the thread.
9. **public void setName(String name):**changes the name of the thread.
10. **public Thread currentThread():**returns the reference of currently executing thread.
11. **public int getId():**returns the id of the thread.
12. **public Thread.State getState():**returns the state of the thread.
13. **public boolean isAlive():**tests if the thread is alive.
14. **public void yield():**causes the currently executing thread object to temporarily pause and allow other threads to execute.
15. **public void suspend():**is used to suspend the thread(depricated).
16. **public void resume():**is used to resume the suspended thread(depricated).
17. **public void stop():**is used to stop the thread(depricated).
18. **public boolean isDaemon():**tests if the thread is a daemon thread.
19. **public void setDaemon(boolean b):**marks the thread as daemon or user thread.
20. **public void interrupt():**interrupts the thread.
21. **public boolean isInterrupted():**tests if the thread has been interrupted.
22. **public static boolean interrupted():**tests if the current thread has been interrupted.

## Runnable interface:

## The runnable interface should be implemented by any class whose instance are intended to be executed by a thread. Runnable interface have only one method named run().

## Public void run(): is used to perform action for a thread.

## Starting a thread:

## Start() method of thread class is used to start a newly created start. It performs following tasks:

## A new thread starts( with new callstack)

## The thread moves from new state to the runnable state.

## When the thread gets a chance to execute, its target run() method will run.

## If you are not extending the Thread class, your class object would not be treated as a thread object. So you need to explicitly create Thread class object. We are passing the object of your class that implements Runnable so that your class run() method may execute.

## Thread scheduler:

## Thread scheduler in Java is a part of the JVM that decides which thread would run.

## There is no guarantee that which runnable thread will be chosen to run by the thread scheduler.

## Only one thread at a time will run in a single process. The thread scheduler mainly uses preemptive or time slicing to schedule the threads.

## Sleep method in Java:

## The sleep method of thread class is used to sleep a thread for the specified amount of time.

## Public static void sleep(long millisec) throws interrupted exception.

## Public static void sleep(long millisec,int nanos) throws interrupted exception.

## Starting thread twice:

## We can’t start thread once started. If the thread is already running ,we can’t start the thread already running.

## It gives IllegalThreadException.

## If we call run() method directly instead of start() method, The process doesn’t get the new stack, instead all the variables and method get into the stack of the currently running thread.

## As when the new thread is started with the start method, Each thread starts in a separate call stack.

Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack.

## Join():

## The join method waits for the thread to die,It causes currently running thread to stop executing until the thread it joins with completes it task.

## In other words , we will able to sequential arrange the running of thread with the help of join method.

|  |
| --- |
| public void join()throws InterruptedException |
| public void join(long milliseconds)throws InterruptedException |

|  |
| --- |
| public String getName() |
| public void setName(String name) |
| public long getId() |

### **The currentThread() method:**

|  |
| --- |
| The currentThread() method returns a reference to the currently executing thread object. |

## By default each thread have name like thread -0 , thread- 1 we can change the name of the thread by setName() method

## And we can get the name of the method by getName().

## Public String getName()

## Public void setName(String name)

## Public static Thread currentThread():

## This method references current thread.

## Priority of the Thread:There are 3 types of priority assigned to the thread.

## 1.)Min\_priority

## 2.)Norm\_priority

## 3.)Max\_priority.

## Normally each thread have the norm\_prioroty.

## The min\_priority is 1 and max\_priority is 10.

## Demon thread in Java:

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.

## JVM terminates Deomon thread if there is no other thread running.

 java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

#### Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.

## Java Thread pool:

## Java thread pool represents the a group of worker threads that are the use many times and waiting for the job.

## In case of thread pool, a group of fixed size threads are created. A thread from the thread pool is pulled out and assigned a job by the service provider. After completion of the job, thread is contained in the thread pool again.

## Advantages :

## Better performance It saves time because there is no need to create new thread.

#### **Example of Java Thread Pool**

Let's see a simple example of java thread pool using ExecutorService and Executors.

*File: WorkerThread.java*

1. **import** java.util.concurrent.ExecutorService;
2. **import** java.util.concurrent.Executors;
3. **class** WorkerThread **implements** Runnable {
4. **private** String message;
5. **public** WorkerThread(String s){
6. **this**.message=s;
7. }
8. **public** **void** run() {
9. System.out.println(Thread.currentThread().getName()+" (Start) message = "+message);
10. processmessage();//call processmessage method that sleeps the thread for 2 seconds
11. System.out.println(Thread.currentThread().getName()+" (End)");//prints thread name
12. }
13. **private** **void** processmessage() {
14. **try** {  Thread.sleep(2000);  } **catch** (InterruptedException e) { e.printStackTrace(); }
15. }
16. }

*File: JavaThreadPoolExample.java*

1. **public** **class** TestThreadPool {
2. **public** **static** **void** main(String[] args) {
3. ExecutorService executor = Executors.newFixedThreadPool(5);//creating a pool of 5 threads
4. **for** (**int** i = 0; i < 10; i++) {
5. Runnable worker = **new** WorkerThread("" + i);
6. executor.execute(worker);//calling execute method of ExecutorService
7. }
8. executor.shutdown();
9. **while** (!executor.isTerminated()) {   }
11. System.out.println("Finished all threads");
12. }
13. }

Java provides a convenient way to group multiple threads in a single object. In such way, we can suspend, resume or interrupt group of threads by a single method call.

Java thread group is implemented by java.lang.ThreadGroup class.

## Constructors of ThreadGroup class

There are only two constructors of ThreadGroup class.

|  |  |  |
| --- | --- | --- |
| **No.** | **Constructor** | **Description** |
| 1) | ThreadGroup(String name) | creates a thread group with given name. |
| 2) | ThreadGroup(ThreadGroup parent, String name) | creates a thread group with given parent group and name. |

## Important methods of ThreadGroup class

There are many methods in ThreadGroup class. A list of important methods are given below.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | int activeCount() | returns no. of threads running in current group. |
| 2) | int activeGroupCount() | returns a no. of active group in this thread group. |
| 3) | void destroy() | destroys this thread group and all its sub groups. |
| 4) | String getName() | returns the name of this group. |
| 5) | ThreadGroup getParent() | returns the parent of this group. |
| 6) | void interrupt() | interrupts all threads of this group. |
| 7) | void list() | prints information of this group to standard console. |

Let's see a code to group multiple threads.

1. ThreadGroup tg1 = **new** ThreadGroup("Group A");
2. Thread t1 = **new** Thread(tg1,**new** MyRunnable(),"one");
3. Thread t2 = **new** Thread(tg1,**new** MyRunnable(),"two");
4. Thread t3 = **new** Thread(tg1,**new** MyRunnable(),"three");

Now all 3 threads belong to one group. Here, tg1 is the thread group name, MyRunnable is the class that implements Runnable interface and "one", "two" and "three" are the thread names.

Now we can interrupt all threads by a single line of code only.

1. Thread.currentThread().getThreadGroup().interrupt();

## ThreadGroup Example

*File: ThreadGroupDemo.java*

1. **public** **class** ThreadGroupDemo **implements** Runnable{
2. **public** **void** run() {
3. System.out.println(Thread.currentThread().getName());
4. }
5. **public** **static** **void** main(String[] args) {
6. ThreadGroupDemo runnable = **new** ThreadGroupDemo();
7. ThreadGroup tg1 = **new** ThreadGroup("Parent ThreadGroup");
9. Thread t1 = **new** Thread(tg1, runnable,"one");
10. t1.start();
11. Thread t2 = **new** Thread(tg1, runnable,"two");
12. t2.start();
13. Thread t3 = **new** Thread(tg1, runnable,"three");
14. t3.start();
16. System.out.println("Thread Group Name: "+tg1.getName());
17. tg1.list();
19. }
20. }

The shutdown hook can be used to perform cleanup resource or save the state when JVM shuts down normally or abruptly. Performing clean resource means closing log file, sending some alerts or something else. So if you want to execute some code before JVM shuts down, use shutdown hook.

### **When does the JVM shut down?**

The JVM shuts down when:

* user presses ctrl+c on the command prompt
* System.exit(int) method is invoked
* user logoff
* user shutdown etc.

#### **The addShutdownHook(Thread hook) method**

The addShutdownHook() method of Runtime class is used to register the thread with the Virtual Machine. Syntax:

1. **public** **void** addShutdownHook(Thread hook){}

The object of Runtime class can be obtained by calling the static factory method getRuntime(). For example:

Runtime r = Runtime.getRuntime();

#### **Factory method**

The method that returns the instance of a class is known as factory method.

### **Simple example of Shutdown Hook**

1. **class** MyThread **extends** Thread{
2. **public** **void** run(){
3. System.out.println("shut down hook task completed..");
4. }
5. }
7. **public** **class** TestShutdown1{
8. **public** **static** **void** main(String[] args)**throws** Exception {
10. Runtime r=Runtime.getRuntime();
11. r.addShutdownHook(**new** MyThread());
13. System.out.println("Now main sleeping... press ctrl+c to exit");
14. **try**{Thread.sleep(3000);}**catch** (Exception e) {}
15. }
16. }

#### Note: The shutdown sequence can be stopped by invoking the halt(int) method of Runtime class.

### **Same example of Shutdown Hook by annonymous class:**

1. **public** **class** TestShutdown2{
2. **public** **static** **void** main(String[] args)**throws** Exception {
4. Runtime r=Runtime.getRuntime();
6. r.addShutdownHook(**new** Thread(){
7. **public** **void** run(){
8. System.out.println("shut down hook task completed..");
9. }
10. }
11. );
13. System.out.println("Now main sleeping... press ctrl+c to exit");
14. **try**{Thread.sleep(3000);}**catch** (Exception e) {}
15. }
16. }

# **How to perform single task by multiple threads?**

|  |
| --- |
| If you have to perform single task by many threads, have only one run() method.For example: |

***Program of performing single task by multiple threads***

1. **class** TestMultitasking1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("task one");
4. }
5. **public** **static** **void** main(String args[]){
6. TestMultitasking1 t1=**new** TestMultitasking1();
7. TestMultitasking1 t2=**new** TestMultitasking1();
8. TestMultitasking1 t3=**new** TestMultitasking1();
10. t1.start();
11. t2.start();
12. t3.start();
13. }
14. }

***Program of performing single task by multiple threads***

1. **class** TestMultitasking2 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("task one");
4. }
6. **public** **static** **void** main(String args[]){
7. Thread t1 =**new** Thread(**new** TestMultitasking2());//passing annonymous object of TestMultitasking2 class
8. Thread t2 =**new** Thread(**new** TestMultitasking2());
10. t1.start();
11. t2.start();
13. }
14. }

### **How to perform multiple tasks by multiple threads (multitasking in multithreading)?**

|  |
| --- |
| If you have to perform multiple tasks by multiple threads,have multiple run() methods.For example: |

***Program of performing two tasks by two threads***

1. **class** Simple1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("task one");
4. }
5. }
7. **class** Simple2 **extends** Thread{
8. **public** **void** run(){
9. System.out.println("task two");
10. }
11. }
13. **class** TestMultitasking3{
14. **public** **static** **void** main(String args[]){
15. Simple1 t1=**new** Simple1();
16. Simple2 t2=**new** Simple2();
18. t1.start();
19. t2.start();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking3)

Output:task one

task two

### **Same example as above by annonymous class that extends Thread class:**

***Program of performing two tasks by two threads***

1. **class** TestMultitasking4{
2. **public** **static** **void** main(String args[]){
3. Thread t1=**new** Thread(){
4. **public** **void** run(){
5. System.out.println("task one");
6. }
7. };
8. Thread t2=**new** Thread(){
9. **public** **void** run(){
10. System.out.println("task two");
11. }
12. };

15. t1.start();
16. t2.start();
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking4)

Output:task one

task two

### **Same example as above by annonymous class that implements Runnable interface:**

***Program of performing two tasks by two threads***

1. **class** TestMultitasking5{
2. **public** **static** **void** main(String args[]){
3. Runnable r1=**new** Runnable(){
4. **public** **void** run(){
5. System.out.println("task one");
6. }
7. };
9. Runnable r2=**new** Runnable(){
10. **public** **void** run(){
11. System.out.println("task two");
12. }
13. };
15. Thread t1=**new** Thread(r1);
16. Thread t2=**new** Thread(r2);
18. t1.start();
19. t2.start();
20. }
21. }

# **Java Garbage Collection**

In java, garbage means unreferenced objects.

Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

### **Advantage of Garbage Collection**

* It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.
* It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

## How can an object be unreferenced?

There are many ways:

* By nulling the reference
* By assigning a reference to another
* By annonymous object etc.

### **1) By nulling a reference:**

1. Employee e=**new** Employee();
2. e=**null**;

### **2) By assigning a reference to another:**

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

### **3) By annonymous object:**

1. **new** Employee();

## finalize() method

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

1. **protected** **void** finalize(){}

#### Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).

## gc() method

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

1. **public** **static** **void** gc(){}

#### Note: Garbage collection is performed by a daemon thread called Garbage Collector(GC). This thread calls the finalize() method before object is garbage collected.

### **Simple Example of garbage collection in java**

1. **public** **class** TestGarbage1{
2. **public** **void** finalize(){System.out.println("object is garbage collected");}
3. **public** **static** **void** main(String args[]){
4. TestGarbage1 s1=**new** TestGarbage1();
5. TestGarbage1 s2=**new** TestGarbage1();
6. s1=**null**;
7. s2=**null**;
8. System.gc();
9. }
10. }

#### Note: Neither finalization nor garbage collection is guaranteed.

**Java Runtime** class is used to interact with java runtime environment. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory etc. There is only one instance of java.lang.Runtime class is available for one java application.

The **Runtime.getRuntime()** method returns the singleton instance of Runtime class.

## Important methods of Java Runtime class

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public static Runtime getRuntime() | returns the instance of Runtime class. |
| 2) | public void exit(int status) | terminates the current virtual machine. |
| 3) | public void addShutdownHook(Thread hook) | registers new hook thread. |
| 4) | public Process exec(String command)throws IOException | executes given command in a separate process. |
| 5) | public int availableProcessors() | returns no. of available processors. |
| 6) | public long freeMemory() | returns amount of free memory in JVM. |
| 7) | public long totalMemory() | returns amount of total memory in JVM. |

## Java Runtime exec() method

1. **public** **class** Runtime1{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("notepad");//will open a new notepad
4. }
5. }

## How to shutdown system in Java

You can use shutdown -s command to shutdown system. For windows OS, you need to provide full path of shutdown command e.g. c:\\Windows\\System32\\shutdown.

Here you can use -s switch to shutdown system, -r switch to restart system and -t switch to specify time delay.

1. **public** **class** Runtime2{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("shutdown -s -t 0");
4. }
5. }

## How to shutdown windows system in Java

1. **public** **class** Runtime2{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("c:\\Windows\\System32\\shutdown -s -t 0");
4. }
5. }

## How to restart system in Java

1. **public** **class** Runtime3{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("shutdown -r -t 0");
4. }
5. }

## Java Runtime availableProcessors()

1. **public** **class** Runtime4{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. System.out.println(Runtime.getRuntime().availableProcessors());
4. }
5. }

## Java Runtime freeMemory() and totalMemory() method

In the given program, after creating 10000 instance, free memory will be less than the previous free memory. But after gc() call, you will get more free memory.

1. **public** **class** MemoryTest{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime r=Runtime.getRuntime();
4. System.out.println("Total Memory: "+r.totalMemory());
5. System.out.println("Free Memory: "+r.freeMemory());
7. **for**(**int** i=0;i<10000;i++){
8. **new** MemoryTest();
9. }
10. System.out.println("After creating 10000 instance, Free Memory: "+r.freeMemory());
11. System.gc();
12. System.out.println("After gc(), Free Memory: "+r.freeMemory());
13. }
14. }

# **Synchronization in Java**

Synchronization in java is the capability to control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

### **Why use Synchronization**

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

### **Types of Synchronization**

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

### **Thread Synchronization**

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. static synchronization.
2. Cooperation (Inter-thread communication in java)

### **Mutual Exclusive**

Mutual Exclusive helps keep threads from interfering with one another while sharing data. This can be done by three ways in java:

1. by synchronized method
2. by synchronized block
3. by static synchronization

### **Concept of Lock in Java**

Synchronization is built around an internal entity known as the lock or monitor. Every object has an lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

### **Understanding the problem without Synchronization**

In this example, there is no synchronization, so output is inconsistent. Let's see the example:

1. Class Table{
3. **void** printTable(**int** n){//method not synchronized
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **class** TestSynchronization1{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

Output: 5
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### **Java synchronized method**

If you declare any method as synchronized, it is known as synchronized method.

Synchronized method is used to lock an object for any shared resource.

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

1. //example of java synchronized method
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **public** **class** TestSynchronization2{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

Output: 5
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### **Example of synchronized method by using annonymous class**

In this program, we have created the two threads by annonymous class, so less coding is required.

1. //Program of synchronized method by using annonymous class
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **public** **class** TestSynchronization3{
15. **public** **static** **void** main(String args[]){
16. **final** Table obj = **new** Table();//only one object
18. Thread t1=**new** Thread(){
19. **public** **void** run(){
20. obj.printTable(5);
21. }
22. };
23. Thread t2=**new** Thread(){
24. **public** **void** run(){
25. obj.printTable(100);
26. }
27. };
29. t1.start();
30. t2.start();
31. }
32. }

Output: 5
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# **Static synchronization**

If you make any static method as synchronized, the lock will be on the class not on object.
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### **Problem without static synchronization**

Suppose there are two objects of a shared class(e.g. Table) named object1 and object2.In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock.But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock.I want no interference between t1 and t3 or t2 and t4.Static synchronization solves this problem.

### **Example of static synchronization**

In this example we are applying synchronized keyword on the static method to perform static synchronization.

1. **class** Table{
3. **synchronized** **static** **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **class** MyThread1 **extends** Thread{
14. **public** **void** run(){
15. Table.printTable(1);
16. }
17. }
19. **class** MyThread2 **extends** Thread{
20. **public** **void** run(){
21. Table.printTable(10);
22. }
23. }
25. **class** MyThread3 **extends** Thread{
26. **public** **void** run(){
27. Table.printTable(100);
28. }
29. }



34. **class** MyThread4 **extends** Thread{
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. }
40. **public** **class** TestSynchronization4{
41. **public** **static** **void** main(String t[]){
42. MyThread1 t1=**new** MyThread1();
43. MyThread2 t2=**new** MyThread2();
44. MyThread3 t3=**new** MyThread3();
45. MyThread4 t4=**new** MyThread4();
46. t1.start();
47. t2.start();
48. t3.start();
49. t4.start();
50. }
51. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization4)
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### **Same example of static synchronization by annonymous class**

In this example, we are using annonymous class to create the threads.

1. **class** Table{
3. **synchronized** **static**  **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **public** **class** TestSynchronization5 {
14. **public** **static** **void** main(String[] args) {
16. Thread t1=**new** Thread(){
17. **public** **void** run(){
18. Table.printTable(1);
19. }
20. };
22. Thread t2=**new** Thread(){
23. **public** **void** run(){
24. Table.printTable(10);
25. }
26. };
28. Thread t3=**new** Thread(){
29. **public** **void** run(){
30. Table.printTable(100);
31. }
32. };
34. Thread t4=**new** Thread(){
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. };
39. t1.start();
40. t2.start();
41. t3.start();
42. t4.start();
44. }
45. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization5)
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### **Synchronized block on a class lock:**

The block synchronizes on the lock of the object denoted by the reference .class name .class. A static synchronized method printTable(int n) in class Table is equivalent to the following declaration:

1. **static** **void** printTable(**int** n) {
2. **synchronized** (Table.**class**) {       // Synchronized block on class A
3. // ...
4. }
5. }

# **Deadlock in java**

Deadlock in java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.
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### **Example of Deadlock in java**

1. **public** **class** TestDeadlockExample1 {
2. **public** **static** **void** main(String[] args) {
3. **final** String resource1 = "ratan jaiswal";
4. **final** String resource2 = "vimal jaiswal";
5. // t1 tries to lock resource1 then resource2
6. Thread t1 = **new** Thread() {
7. **public** **void** run() {
8. **synchronized** (resource1) {
9. System.out.println("Thread 1: locked resource 1");
11. **try** { Thread.sleep(100);} **catch** (Exception e) {}
13. **synchronized** (resource2) {
14. System.out.println("Thread 1: locked resource 2");
15. }
16. }
17. }
18. };
20. // t2 tries to lock resource2 then resource1
21. Thread t2 = **new** Thread() {
22. **public** **void** run() {
23. **synchronized** (resource2) {
24. System.out.println("Thread 2: locked resource 2");
26. **try** { Thread.sleep(100);} **catch** (Exception e) {}
28. **synchronized** (resource1) {
29. System.out.println("Thread 2: locked resource 1");
30. }
31. }
32. }
33. };

36. t1.start();
37. t2.start();
38. }
39. }

# **Inter-thread communication in Java**

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.It is implemented by following methods of **Object class**:

* wait()
* notify()
* notifyAll()

### **1) wait() method**

Causes current thread to release the lock and wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final void wait()throws InterruptedException | waits until object is notified. |
| public final void wait(long timeout)throws InterruptedException | waits for the specified amount of time. |

### **2) notify() method**

Wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation. Syntax:

public final void notify()

### **3) notifyAll() method**

Wakes up all threads that are waiting on this object's monitor. Syntax:

public final void notifyAll()

### **Understanding the process of inter-thread communication**
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The point to point explanation of the above diagram is as follows:

1. Threads enter to acquire lock.
2. Lock is acquired by on thread.
3. Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.
4. If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).
5. Now thread is available to acquire lock.
6. After completion of the task, thread releases the lock and exits the monitor state of the object.

### **Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?**

It is because they are related to lock and object has a lock.

### **Difference between wait and sleep?**

Let's see the important differences between wait and sleep methods.

|  |  |
| --- | --- |
| **wait()** | **sleep()** |
| wait() method releases the lock | sleep() method doesn't release the lock. |
| is the method of Object class | is the method of Thread class |
| is the non-static method | is the static method |
| is the non-static method | is the static method |
| should be notified by notify() or notifyAll() methods | after the specified amount of time, sleep is completed. |

### **Example of inter thread communication in java**

Let's see the simple example of inter thread communication.

1. **class** Customer{
2. **int** amount=10000;
4. **synchronized** **void** withdraw(**int** amount){
5. System.out.println("going to withdraw...");
7. **if**(**this**.amount<amount){
8. System.out.println("Less balance; waiting for deposit...");
9. **try**{wait();}**catch**(Exception e){}
10. }
11. **this**.amount-=amount;
12. System.out.println("withdraw completed...");
13. }
15. **synchronized** **void** deposit(**int** amount){
16. System.out.println("going to deposit...");
17. **this**.amount+=amount;
18. System.out.println("deposit completed... ");
19. notify();
20. }
21. }
23. **class** Test{
24. **public** **static** **void** main(String args[]){
25. **final** Customer c=**new** Customer();
26. **new** Thread(){
27. **public** **void** run(){c.withdraw(15000);}
28. }.start();
29. **new** Thread(){
30. **public** **void** run(){c.deposit(10000);}
31. }.start();
33. }}

# **Interrupting a Thread:**

|  |
| --- |
| If any thread is in sleeping or waiting state (i.e. sleep() or wait() is invoked), calling the interrupt() method on the thread, breaks out the sleeping or waiting state throwing InterruptedException. If the thread is not in the sleeping or waiting state, calling the interrupt() method performs normal behaviour and doesn't interrupt the thread but sets the interrupt flag to true. Let's first see the methods provided by the Thread class for thread interruption. |

## The 3 methods provided by the Thread class for interrupting a thread

|  |
| --- |
| * **public void interrupt()** * **public static boolean interrupted()** * **public boolean isInterrupted()** |

## Example of interrupting a thread that stops working

|  |
| --- |
| In this example, after interrupting the thread, we are propagating it, so it will stop working. If we don't want to stop the thread, we can handle it where sleep() or wait() method is invoked. Let's first see the example where we are propagating the exception. |

1. **class** TestInterruptingThread1 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. **throw** **new** RuntimeException("Thread interrupted..."+e);
8. }
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread1 t1=**new** TestInterruptingThread1();
14. t1.start();
15. **try**{
16. t1.interrupt();
17. }**catch**(Exception e){System.out.println("Exception handled "+e);}
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread1)

[download this example](https://www.javatpoint.com/src/multi/interrupt1.zip)

Output:Exception in thread-0

java.lang.RuntimeException: Thread interrupted...

java.lang.InterruptedException: sleep interrupted

at A.run(A.java:7)

## Example of interrupting a thread that doesn't stop working

|  |
| --- |
| In this example, after interrupting the thread, we handle the exception, so it will break out the sleeping but will not stop working. |

1. **class** TestInterruptingThread2 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. System.out.println("Exception handled "+e);
8. }
9. System.out.println("thread is running...");
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread2 t1=**new** TestInterruptingThread2();
14. t1.start();
16. t1.interrupt();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread2)

[download this example](https://www.javatpoint.com/src/multi/interrupt2.zip)

Output:Exception handled

java.lang.InterruptedException: sleep interrupted

thread is running...

## Example of interrupting thread that behaves normally

|  |
| --- |
| If thread is not in sleeping or waiting state, calling the interrupt() method sets the interrupted flag to true that can be used to stop the thread by the java programmer later. |

1. **class** TestInterruptingThread3 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=5;i++)
5. System.out.println(i);
6. }
8. **public** **static** **void** main(String args[]){
9. TestInterruptingThread3 t1=**new** TestInterruptingThread3();
10. t1.start();
12. t1.interrupt();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread3)

Output:1

2

3

4

5

## What about isInterrupted and interrupted method?

|  |
| --- |
| The isInterrupted() method returns the interrupted flag either true or false. The static interrupted() method returns the interrupted flag afterthat it sets the flag to false if it is true. |

1. **public** **class** TestInterruptingThread4 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=2;i++){
5. **if**(Thread.interrupted()){
6. System.out.println("code for interrupted thread");
7. }
8. **else**{
9. System.out.println("code for normal thread");
10. }
12. }//end of for loop
13. }
15. **public** **static** **void** main(String args[]){
17. TestInterruptingThread4 t1=**new** TestInterruptingThread4();
18. TestInterruptingThread4 t2=**new** TestInterruptingThread4();
20. t1.start();
21. t1.interrupt();
23. t2.start();
25. }
26. }

According to Sun Microsystems, **Java monitors are reentrant** means java thread can reuse the same monitor for different synchronized methods if method is called from the method.

#### **Advantage of Reentrant Monitor**

It eliminates the possibility of single thread deadlocking

Let's understand the java reentrant monitor by the example given below:

1. **class** Reentrant {
2. **public** **synchronized** **void** m() {
3. n();
4. System.out.println("this is m() method");
5. }
6. **public** **synchronized** **void** n() {
7. System.out.println("this is n() method");
8. }
9. }

In this class, m and n are the synchronized methods. The m() method internally calls the n() method.

Now let's call the m() method on a thread. In the class given below, we are creating thread using annonymous class.

1. **public** **class** ReentrantExample{
2. **public** **static** **void** main(String args[]){
3. **final** ReentrantExample re=**new** ReentrantExample();
5. Thread t1=**new** Thread(){
6. **public** **void** run(){
7. re.m();//calling method of Reentrant class
8. }
9. };
10. t1.start();
11. }}

|  |  |
| --- | --- |
| [**BlockingDeque**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingDeque.html)<E> | A [**Deque**](https://docs.oracle.com/javase/7/docs/api/java/util/Deque.html) that additionally supports blocking operations that wait for the deque to become non-empty when retrieving an element, and wait for space to become available in the deque when storing an element. |
| [**BlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html)<E> | A [**Queue**](https://docs.oracle.com/javase/7/docs/api/java/util/Queue.html) that additionally supports operations that wait for the queue to become non-empty when retrieving an element, and wait for space to become available in the queue when storing an element. |
| [**Callable**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Callable.html)<V> | A task that returns a result and may throw an exception. |
| [**CompletionService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CompletionService.html)<V> | A service that decouples the production of new asynchronous tasks from the consumption of the results of completed tasks. |
| [**ConcurrentMap**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentMap.html)<K,V> | A [**Map**](https://docs.oracle.com/javase/7/docs/api/java/util/Map.html) providing additional atomic putIfAbsent, remove, and replace methods. |
| [**ConcurrentNavigableMap**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentNavigableMap.html)<K,V> | A [**ConcurrentMap**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentMap.html) supporting [**NavigableMap**](https://docs.oracle.com/javase/7/docs/api/java/util/NavigableMap.html) operations, and recursively so for its navigable sub-maps. |
| [**Delayed**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Delayed.html) | A mix-in style interface for marking objects that should be acted upon after a given delay. |
| [**Executor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executor.html) | An object that executes submitted [**Runnable**](https://docs.oracle.com/javase/7/docs/api/java/lang/Runnable.html) tasks. |
| [**ExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html) | An [**Executor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executor.html) that provides methods to manage termination and methods that can produce a [**Future**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Future.html) for tracking progress of one or more asynchronous tasks. |
| [**ForkJoinPool.ForkJoinWorkerThreadFactory**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinPool.ForkJoinWorkerThreadFactory.html) | Factory for creating new [**ForkJoinWorkerThread**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinWorkerThread.html)s. |
| [**ForkJoinPool.ManagedBlocker**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinPool.ManagedBlocker.html) | Interface for extending managed parallelism for tasks running in [**ForkJoinPool**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinPool.html)s. |
| [**Future**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Future.html)<V> | A Future represents the result of an asynchronous computation. |
| [**RejectedExecutionHandler**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/RejectedExecutionHandler.html) | A handler for tasks that cannot be executed by a [**ThreadPoolExecutor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.html). |
| [**RunnableFuture**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/RunnableFuture.html)<V> | A [**Future**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Future.html) that is [**Runnable**](https://docs.oracle.com/javase/7/docs/api/java/lang/Runnable.html). |
| [**RunnableScheduledFuture**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/RunnableScheduledFuture.html)<V> | A [**ScheduledFuture**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ScheduledFuture.html) that is [**Runnable**](https://docs.oracle.com/javase/7/docs/api/java/lang/Runnable.html). |
| [**ScheduledExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ScheduledExecutorService.html) | An [**ExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html) that can schedule commands to run after a given delay, or to execute periodically. |
| [**ScheduledFuture**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ScheduledFuture.html)<V> | A delayed result-bearing action that can be cancelled. |
| [**ThreadFactory**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadFactory.html) | An object that creates new threads on demand. |
| [**TransferQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/TransferQueue.html)<E> | A [**BlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) in which producers may wait for consumers to receive elements. |

|  |  |
| --- | --- |
| **Class Summary** | |
| **Class** | **Description** |
| [**AbstractExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/AbstractExecutorService.html) | Provides default implementations of [**ExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html) execution methods. |
| [**ArrayBlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ArrayBlockingQueue.html)<E> | A bounded [**blocking queue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) backed by an array. |
| [**ConcurrentHashMap**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentHashMap.html)<K,V> | A hash table supporting full concurrency of retrievals and adjustable expected concurrency for updates. |
| [**ConcurrentLinkedDeque**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentLinkedDeque.html)<E> | An unbounded concurrent [**deque**](https://docs.oracle.com/javase/7/docs/api/java/util/Deque.html) based on linked nodes. |
| [**ConcurrentLinkedQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentLinkedQueue.html)<E> | An unbounded thread-safe [**queue**](https://docs.oracle.com/javase/7/docs/api/java/util/Queue.html) based on linked nodes. |
| [**ConcurrentSkipListMap**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentSkipListMap.html)<K,V> | A scalable concurrent [**ConcurrentNavigableMap**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentNavigableMap.html) implementation. |
| [**ConcurrentSkipListSet**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentSkipListSet.html)<E> | A scalable concurrent [**NavigableSet**](https://docs.oracle.com/javase/7/docs/api/java/util/NavigableSet.html) implementation based on a [**ConcurrentSkipListMap**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentSkipListMap.html). |
| [**CopyOnWriteArrayList**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CopyOnWriteArrayList.html)<E> | A thread-safe variant of [**ArrayList**](https://docs.oracle.com/javase/7/docs/api/java/util/ArrayList.html) in which all mutative operations (add, set, and so on) are implemented by making a fresh copy of the underlying array. |
| [**CopyOnWriteArraySet**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CopyOnWriteArraySet.html)<E> | A [**Set**](https://docs.oracle.com/javase/7/docs/api/java/util/Set.html) that uses an internal [**CopyOnWriteArrayList**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CopyOnWriteArrayList.html) for all of its operations. |
| [**CountDownLatch**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CountDownLatch.html) | A synchronization aid that allows one or more threads to wait until a set of operations being performed in other threads completes. |
| [**CyclicBarrier**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CyclicBarrier.html) | A synchronization aid that allows a set of threads to all wait for each other to reach a common barrier point. |
| [**DelayQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/DelayQueue.html)<E extends [**Delayed**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Delayed.html)> | An unbounded [**blocking queue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) of Delayed elements, in which an element can only be taken when its delay has expired. |
| [**Exchanger**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Exchanger.html)<V> | A synchronization point at which threads can pair and swap elements within pairs. |
| [**ExecutorCompletionService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorCompletionService.html)<V> | A [**CompletionService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CompletionService.html) that uses a supplied [**Executor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executor.html) to execute tasks. |
| [**Executors**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executors.html) | Factory and utility methods for [**Executor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executor.html), [**ExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html), [**ScheduledExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ScheduledExecutorService.html), [**ThreadFactory**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadFactory.html), and [**Callable**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Callable.html) classes defined in this package. |
| [**ForkJoinPool**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinPool.html) | An [**ExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html) for running [**ForkJoinTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinTask.html)s. |
| [**ForkJoinTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinTask.html)<V> | Abstract base class for tasks that run within a [**ForkJoinPool**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinPool.html). |
| [**ForkJoinWorkerThread**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinWorkerThread.html) | A thread managed by a [**ForkJoinPool**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinPool.html), which executes [**ForkJoinTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinTask.html)s. |
| [**FutureTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/FutureTask.html)<V> | A cancellable asynchronous computation. |
| [**LinkedBlockingDeque**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedBlockingDeque.html)<E> | An optionally-bounded [**blocking deque**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingDeque.html) based on linked nodes. |
| [**LinkedBlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedBlockingQueue.html)<E> | An optionally-bounded [**blocking queue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) based on linked nodes. |
| [**LinkedTransferQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedTransferQueue.html)<E> | An unbounded [**TransferQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/TransferQueue.html) based on linked nodes. |
| [**Phaser**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Phaser.html) | A reusable synchronization barrier, similar in functionality to [**CyclicBarrier**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CyclicBarrier.html) and [**CountDownLatch**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CountDownLatch.html) but supporting more flexible usage. |
| [**PriorityBlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/PriorityBlockingQueue.html)<E> | An unbounded [**blocking queue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) that uses the same ordering rules as class [**PriorityQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/PriorityQueue.html) and supplies blocking retrieval operations. |
| [**RecursiveAction**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/RecursiveAction.html) | A recursive resultless [**ForkJoinTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinTask.html). |
| [**RecursiveTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/RecursiveTask.html)<V> | A recursive result-bearing [**ForkJoinTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinTask.html). |
| [**ScheduledThreadPoolExecutor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ScheduledThreadPoolExecutor.html) | A [**ThreadPoolExecutor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.html) that can additionally schedule commands to run after a given delay, or to execute periodically. |
| [**Semaphore**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Semaphore.html) | A counting semaphore. |
| [**SynchronousQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/SynchronousQueue.html)<E> | A [**blocking queue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) in which each insert operation must wait for a corresponding remove operation by another thread, and vice versa. |
| [**ThreadLocalRandom**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadLocalRandom.html) | A random number generator isolated to the current thread. |
| [**ThreadPoolExecutor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.html) | An [**ExecutorService**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html) that executes each submitted task using one of possibly several pooled threads, normally configured using [**Executors**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executors.html) factory methods. |
| [**ThreadPoolExecutor.AbortPolicy**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.AbortPolicy.html) | A handler for rejected tasks that throws a RejectedExecutionException. |
| [**ThreadPoolExecutor.CallerRunsPolicy**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.CallerRunsPolicy.html) | A handler for rejected tasks that runs the rejected task directly in the calling thread of the execute method, unless the executor has been shut down, in which case the task is discarded. |
| [**ThreadPoolExecutor.DiscardOldestPolicy**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.DiscardOldestPolicy.html) | A handler for rejected tasks that discards the oldest unhandled request and then retries execute, unless the executor is shut down, in which case the task is discarded. |
| [**ThreadPoolExecutor.DiscardPolicy**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.DiscardPolicy.html) | A handler for rejected tasks that silently discards the rejected task. |

|  |  |
| --- | --- |
| **Enum Summary** | |
| **Enum** | **Description** |
| [**TimeUnit**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/TimeUnit.html) | A TimeUnit represents time durations at a given unit of granularity and provides utility methods to convert across units, and to perform timing and delay operations in these units. |

|  |  |
| --- | --- |
| **Exception Summary** | |
| **Exception** | **Description** |
| [**BrokenBarrierException**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BrokenBarrierException.html) | Exception thrown when a thread tries to wait upon a barrier that is in a broken state, or which enters the broken state while the thread is waiting. |
| [**CancellationException**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CancellationException.html) | Exception indicating that the result of a value-producing task, such as a [**FutureTask**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/FutureTask.html), cannot be retrieved because the task was cancelled. |
| [**ExecutionException**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutionException.html) | Exception thrown when attempting to retrieve the result of a task that aborted by throwing an exception. |
| [**RejectedExecutionException**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/RejectedExecutionException.html) | Exception thrown by an [**Executor**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executor.html) when a task cannot be accepted for execution. |
| [**TimeoutException**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/TimeoutException.html) | Exception thrown when a blocking operation times out. |

## Package java.util.concurrent Description

Utility classes commonly useful in concurrent programming. This package includes a few small standardized extensible frameworks, as well as some classes that provide useful functionality and are otherwise tedious or difficult to implement. Here are brief descriptions of the main components. See also the [java.util.concurrent.locks](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/locks/package-summary.html) and [java.util.concurrent.atomic](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/atomic/package-summary.html) packages.

## Executors

**Interfaces.** [Executor](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executor.html) is a simple standardized interface for defining custom thread-like subsystems, including thread pools, asynchronous IO, and lightweight task frameworks. Depending on which concrete Executor class is being used, tasks may execute in a newly created thread, an existing task-execution thread, or the thread calling [execute](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executor.html#execute(java.lang.Runnable)), and may execute sequentially or concurrently. [ExecutorService](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html) provides a more complete asynchronous task execution framework. An ExecutorService manages queuing and scheduling of tasks, and allows controlled shutdown. The [ScheduledExecutorService](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ScheduledExecutorService.html) subinterface and associated interfaces add support for delayed and periodic task execution. ExecutorServices provide methods arranging asynchronous execution of any function expressed as [Callable](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Callable.html), the result-bearing analog of [Runnable](https://docs.oracle.com/javase/7/docs/api/java/lang/Runnable.html). A [Future](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Future.html) returns the results of a function, allows determination of whether execution has completed, and provides a means to cancel execution. A [RunnableFuture](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/RunnableFuture.html) is a Future that possesses a run method that upon execution, sets its results.

**Implementations.** Classes [ThreadPoolExecutor](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ThreadPoolExecutor.html) and [ScheduledThreadPoolExecutor](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ScheduledThreadPoolExecutor.html) provide tunable, flexible thread pools. The [Executors](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executors.html) class provides factory methods for the most common kinds and configurations of Executors, as well as a few utility methods for using them. Other utilities based on Executors include the concrete class [FutureTask](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/FutureTask.html) providing a common extensible implementation of Futures, and [ExecutorCompletionService](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorCompletionService.html), that assists in coordinating the processing of groups of asynchronous tasks.

Class [ForkJoinPool](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinPool.html) provides an Executor primarily designed for processing instances of [ForkJoinTask](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ForkJoinTask.html) and its subclasses. These classes employ a work-stealing scheduler that attains high throughput for tasks conforming to restrictions that often hold in computation-intensive parallel processing.

## Queues

The [ConcurrentLinkedQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentLinkedQueue.html) class supplies an efficient scalable thread-safe non-blocking FIFO queue.

Five implementations in java.util.concurrent support the extended [BlockingQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) interface, that defines blocking versions of put and take: [LinkedBlockingQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedBlockingQueue.html), [ArrayBlockingQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ArrayBlockingQueue.html), [SynchronousQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/SynchronousQueue.html), [PriorityBlockingQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/PriorityBlockingQueue.html), and[DelayQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/DelayQueue.html). The different classes cover the most common usage contexts for producer-consumer, messaging, parallel tasking, and related concurrent designs.

Extended interface [TransferQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/TransferQueue.html), and implementation [LinkedTransferQueue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedTransferQueue.html) introduce a synchronous transfer method (along with related features) in which a producer may optionally block awaiting its consumer.

The [BlockingDeque](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingDeque.html) interface extends BlockingQueue to support both FIFO and LIFO (stack-based) operations. Class [LinkedBlockingDeque](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedBlockingDeque.html) provides an implementation.

## Timing

The [TimeUnit](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/TimeUnit.html) class provides multiple granularities (including nanoseconds) for specifying and controlling time-out based operations. Most classes in the package contain operations based on time-outs in addition to indefinite waits. In all cases that time-outs are used, the time-out specifies the minimum time that the method should wait before indicating that it timed-out. Implementations make a "best effort" to detect time-outs as soon as possible after they occur. However, an indefinite amount of time may elapse between a time-out being detected and a thread actually executing again after that time-out. All methods that accept timeout parameters treat values less than or equal to zero to mean not to wait at all. To wait "forever", you can use a value of Long.MAX\_VALUE.

## Synchronizers

Five classes aid common special-purpose synchronization idioms.

* [Semaphore](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Semaphore.html) is a classic concurrency tool.
* [CountDownLatch](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CountDownLatch.html) is a very simple yet very common utility for blocking until a given number of signals, events, or conditions hold.
* A [CyclicBarrier](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CyclicBarrier.html) is a resettable multiway synchronization point useful in some styles of parallel programming.
* A [Phaser](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Phaser.html) provides a more flexible form of barrier that may be used to control phased computation among multiple threads.
* An [Exchanger](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Exchanger.html) allows two threads to exchange objects at a rendezvous point, and is useful in several pipeline designs.

## Concurrent Collections

Besides Queues, this package supplies Collection implementations designed for use in multithreaded contexts: [ConcurrentHashMap](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentHashMap.html), [ConcurrentSkipListMap](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentSkipListMap.html), [ConcurrentSkipListSet](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentSkipListSet.html), [CopyOnWriteArrayList](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CopyOnWriteArrayList.html), and [CopyOnWriteArraySet](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CopyOnWriteArraySet.html). When many threads are expected to access a given collection, a ConcurrentHashMap is normally preferable to a synchronized HashMap, and a ConcurrentSkipListMap is normally preferable to a synchronized TreeMap. A CopyOnWriteArrayList is preferable to a synchronized ArrayList when the expected number of reads and traversals greatly outnumber the number of updates to a list.

The "Concurrent" prefix used with some classes in this package is a shorthand indicating several differences from similar "synchronized" classes. For example java.util.Hashtable and Collections.synchronizedMap(new HashMap()) are synchronized. But [ConcurrentHashMap](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentHashMap.html) is "concurrent". A concurrent collection is thread-safe, but not governed by a single exclusion lock. In the particular case of ConcurrentHashMap, it safely permits any number of concurrent reads as well as a tunable number of concurrent writes. "Synchronized" classes can be useful when you need to prevent all access to a collection via a single lock, at the expense of poorer scalability. In other cases in which multiple threads are expected to access a common collection, "concurrent" versions are normally preferable. And unsynchronized collections are preferable when either collections are unshared, or are accessible only when holding other locks.

Most concurrent Collection implementations (including most Queues) also differ from the usual java.util conventions in that their Iterators provide weakly consistent rather than fast-fail traversal. A weakly consistent iterator is thread-safe, but does not necessarily freeze the collection while iterating, so it may (or may not) reflect any updates since the iterator was created.

## Memory Consistency Properties

Chapter 17 of The Java™ Language Specification defines the *happens-before* relation on memory operations such as reads and writes of shared variables. The results of a write by one thread are guaranteed to be visible to a read by another thread only if the write operation *happens-before* the read operation. The synchronized and volatile constructs, as well as the Thread.start() and Thread.join() methods, can form *happens-before* relationships. In particular:

* Each action in a thread *happens-before* every action in that thread that comes later in the program's order.
* An unlock (synchronized block or method exit) of a monitor *happens-before* every subsequent lock (synchronized block or method entry) of that same monitor. And because the *happens-before* relation is transitive, all actions of a thread prior to unlocking *happen-before* all actions subsequent to any thread locking that monitor.
* A write to a volatile field *happens-before* every subsequent read of that same field. Writes and reads of volatile fields have similar memory consistency effects as entering and exiting monitors, but do not entail mutual exclusion locking.
* A call to start on a thread *happens-before* any action in the started thread.
* All actions in a thread *happen-before* any other thread successfully returns from a join on that thread.

The methods of all classes in java.util.concurrent and its subpackages extend these guarantees to higher-level synchronization. In particular:

* Actions in a thread prior to placing an object into any concurrent collection *happen-before* actions subsequent to the access or removal of that element from the collection in another thread.
* Actions in a thread prior to the submission of a Runnable to an Executor *happen-before* its execution begins. Similarly for Callables submitted to an ExecutorService.
* Actions taken by the asynchronous computation represented by a Future *happen-before* actions subsequent to the retrieval of the result via Future.get() in another thread.
* Actions prior to "releasing" synchronizer methods such as Lock.unlock, Semaphore.release, and CountDownLatch.countDown *happen-before* actions subsequent to a successful "acquiring" method such as Lock.lock, Semaphore.acquire, Condition.await, and CountDownLatch.await on the same synchronizer object in another thread.
* For each pair of threads that successfully exchange objects via an Exchanger, actions prior to the exchange() in each thread *happen-before* those subsequent to the corresponding exchange() in another thread.
* Actions prior to calling CyclicBarrier.await and Phaser.awaitAdvance (as well as its variants) *happen-before* actions performed by the barrier action, and actions performed by the barrier action *happen-before* actions subsequent to a successful return from the corresponding await in other threads.

# **Java I/O Tutorial**

**Java I/O** (Input and Output) is used to process the input and produce the output.

Java uses the concept of stream to make I/O operation fast. The java.io package contains all the classes required for input and output operations.

We can perform **file handling in java** by Java I/O API.

## Stream

A stream is a sequence of data.In Java a stream is composed of bytes. It's called a stream because it is like a stream of water that continues to flow.

In java, 3 streams are created for us automatically. All these streams are attached with console.

**1) System.out:**standard output stream

**2) System.in:**standard input stream

**3) System.err:**standard error stream

Let's see the code to print **output and error** message to the console.

1. System.out.println("simple message");
2. System.err.println("error message");

Let's see the code to get **input** from console.

1. **int** i=System.in.read();//returns ASCII code of 1st character
2. System.out.println((**char**)i);//will print the character

## OutputStream vs InputStream

The explanation of OutputStream and InputStream classes are given below:

### **OutputStream**

Java application uses an output stream to write data to a destination, it may be a file, an array, peripheral device or socket.

### **InputStream**

Java application uses an input stream to read data from a source, it may be a file, an array, peripheral device or socket.

Let's understand working of Java OutputStream and InputStream by the figure given below.
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## OutputStream class

OutputStream class is an abstract class. It is the super class of all classes representing an output stream of bytes. An output stream accepts output bytes and sends them to some sink.

### **Useful methods of OutputStream**

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public void write(int)throws IOException | is used to write a byte to the current output stream. |
| 2) public void write(byte[])throws IOException | is used to write an array of byte to the current output stream. |
| 3) public void flush()throws IOException | flushes the current output stream. |
| 4) public void close()throws IOException | is used to close the current output stream. |

### **OutputStream Hierarchy**
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## InputStream class

InputStream class is an abstract class. It is the super class of all classes representing an input stream of bytes.

### **Useful methods of InputStream**

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public abstract int read()throws IOException | reads the next byte of data from the input stream. It returns -1 at the end of file. |
| 2) public int available()throws IOException | returns an estimate of the number of bytes that can be read from the current input stream. |
| 3) public void close()throws IOException | is used to close the current input stream. |

### **InputStream Hierarchy**
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# **Java FileOutputStream Class**

Java FileOutputStream is an output stream used for writing data to a file.

If you have to write primitive values into a file, use FileOutputStream class. You can write byte-oriented as well as character-oriented data through FileOutputStream class. But, for character-oriented data, it is preferred to use FileWriter than FileOutStream.

## FileOutputStream class declaration

Let's see the declaration for Java.io.FileOutputStream class:

1. **public** **class** FileOutputStream **extends** OutputStream

## FileOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| protected void finalize() | It is sued to clean up the connection with the file output stream. |
| void write(byte[] ary) | It is used to write **ary.length** bytes from the byte array to the file output stream. |
| void write(byte[] ary, int off, int len) | It is used to write **len** bytes from the byte array starting at offset **off** to the file output stream. |
| void write(int b) | It is used to write the specified byte to the file output stream. |
| FileChannel getChannel() | It is used to return the file channel object associated with the file output stream. |
| FileDescriptor getFD() | It is used to return the file descriptor associated with the stream. |
| void close() | It is used to closes the file output stream. |

## Java FileOutputStream Example 1: write byte

1. **import** java.io.FileOutputStream;
2. **public** **class** FileOutputStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
6. fout.write(65);
7. fout.close();
8. System.out.println("success...");
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }

Output:

Success...

The content of a text file **testout.txt** is set with the data **A**.

testout.txt

A

## Java FileOutputStream example 2: write string

1. **import** java.io.FileOutputStream;
2. **public** **class** FileOutputStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
6. String s="Welcome to javaTpoint.";
7. **byte** b[]=s.getBytes();//converting string into byte array
8. fout.write(b);
9. fout.close();
10. System.out.println("success...");
11. }**catch**(Exception e){System.out.println(e);}
12. }
13. }

Output:

Success...

The content of a text file **testout.txt** is set with the data **Welcome to javaTpoint.**

testout.txt

Welcome to javaTpoint.

# **Java FileInputStream Class**

Java FileInputStream class obtains input bytes from a file. It is used for reading byte-oriented data (streams of raw bytes) such as image data, audio, video etc. You can also read character-stream data. But, for reading streams of characters, it is recommended to use FileReader class.

## Java FileInputStream class declaration

Let's see the declaration for java.io.FileInputStream class:

1. **public** **class** FileInputStream **extends** InputStream

## Java FileInputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It is used to return the estimated number of bytes that can be read from the input stream. |
| int read() | It is used to read the byte of data from the input stream. |
| int read(byte[] b) | It is used to read up to **b.length** bytes of data from the input stream. |
| int read(byte[] b, int off, int len) | It is used to read up to **len** bytes of data from the input stream. |
| long skip(long x) | It is used to skip over and discards x bytes of data from the input stream. |
| FileChannel getChannel() | It is used to return the unique FileChannel object associated with the file input stream. |
| FileDescriptor getFD() | It is used to return the FileDescriptor object. |
| protected void finalize() | It is used to ensure that the close method is call when there is no more reference to the file input stream. |
| void close() | It is used to closes the stream. |

## Java FileInputStream example 1: read single character

1. **import** java.io.FileInputStream;
2. **public** **class** DataStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileInputStream fin=**new** FileInputStream("D:\\testout.txt");
6. **int** i=fin.read();
7. System.out.print((**char**)i);
9. fin.close();
10. }**catch**(Exception e){System.out.println(e);}
11. }
12. }

**Note:** Before running the code, a text file named as **"testout.txt"**is required to be created. In this file, we are having following content:

Welcome to javatpoint.

After executing the above program, you will get a single character from the file which is 87 (in byte form). To see the text, you need to convert it into character.

Output:

W

## Java FileInputStream example 2: read all characters

1. **package** com.javatpoint;
3. **import** java.io.FileInputStream;
4. **public** **class** DataStreamExample {
5. **public** **static** **void** main(String args[]){
6. **try**{
7. FileInputStream fin=**new** FileInputStream("D:\\testout.txt");
8. **int** i=0;
9. **while**((i=fin.read())!=-1){
10. System.out.print((**char**)i);
11. }
12. fin.close();
13. }**catch**(Exception e){System.out.println(e);}
14. }
15. }

Output:

Welcome to javaTpoint

# **Java BufferedOutputStream Class**

Java BufferedOutputStream class is used for buffering an output stream. It internally uses buffer to store data. It adds more efficiency than to write data directly into a stream. So, it makes the performance fast.

For adding the buffer in an OutputStream, use the BufferedOutputStream class. Let's see the syntax for adding the buffer in an OutputStream:

1. OutputStream os= **new** BufferedOutputStream(**new** FileOutputStream("D:\\IO Package\\testout.txt"));

## Java BufferedOutputStream class declaration

Let's see the declaration for Java.io.BufferedOutputStream class:

1. **public** **class** BufferedOutputStream **extends** FilterOutputStream

## Java BufferedOutputStream class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedOutputStream(OutputStream os) | It creates the new buffered output stream which is used for writing the data to the specified output stream. |
| BufferedOutputStream(OutputStream os, int size) | It creates the new buffered output stream which is used for writing the data to the specified output stream with a specified buffer size. |

## Java BufferedOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(int b) | It writes the specified byte to the buffered output stream. |
| void write(byte[] b, int off, int len) | It write the bytes from the specified byte-input stream into a specified byte array, starting with the given offset |
| void flush() | It flushes the buffered output stream. |

## Example of BufferedOutputStream class:

In this example, we are writing the textual information in the BufferedOutputStream object which is connected to the FileOutputStream object. The flush() flushes the data of one stream and send it into another. It is required if you have connected the one stream with another.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** BufferedOutputStreamExample{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
6. BufferedOutputStream bout=**new** BufferedOutputStream(fout);
7. String s="Welcome to javaTpoint.";
8. **byte** b[]=s.getBytes();
9. bout.write(b);
10. bout.flush();
11. bout.close();
12. fout.close();
13. System.out.println("success");
14. }
15. }

Output:

Success

testout.txt

Welcome to javaTpoint.

# **Java BufferedInputStream Class**

Java BufferedInputStream class is used to read information from stream. It internally uses buffer mechanism to make the performance fast.

The important points about BufferedInputStream are:

* When the bytes from the stream are skipped or read, the internal buffer automatically refilled from the contained input stream, many bytes at a time.
* When a BufferedInputStream is created, an internal buffer array is created.

## Java BufferedInputStream class declaration

Let's see the declaration for Java.io.BufferedInputStream class:

1. **public** **class** BufferedInputStream **extends** FilterInputStream

## Java BufferedInputStream class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedInputStream(InputStream IS) | It creates the BufferedInputStream and saves it argument, the input stream IS, for later use. |
| BufferedInputStream(InputStream IS, int size) | It creates the BufferedInputStream with a specified buffer size and saves it argument, the input stream IS, for later use. |

## Java BufferedInputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It returns an estimate number of bytes that can be read from the input stream without blocking by the next invocation method for the input stream. |
| int read() | It read the next byte of data from the input stream. |
| int read(byte[] b, int off, int ln) | It read the bytes from the specified byte-input stream into a specified byte array, starting with the given offset. |
| void close() | It closes the input stream and releases any of the system resources associated with the stream. |
| void reset() | It repositions the stream at a position the mark method was last called on this input stream. |
| void mark(int readlimit) | It sees the general contract of the mark method for the input stream. |
| long skip(long x) | It skips over and discards x bytes of data from the input stream. |
| boolean markSupported() | It tests for the input stream to support the mark and reset methods. |

### **Example of Java BufferedInputStream**

Let's see the simple example to read data of file using BufferedInputStream:

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **public** **class** BufferedInputStreamExample{
5. **public** **static** **void** main(String args[]){
6. **try**{
7. FileInputStream fin=**new** FileInputStream("D:\\testout.txt");
8. BufferedInputStream bin=**new** BufferedInputStream(fin);
9. **int** i;
10. **while**((i=bin.read())!=-1){
11. System.out.print((**char**)i);
12. }
13. bin.close();
14. fin.close();
15. }**catch**(Exception e){System.out.println(e);}
16. }
17. }

Here, we are assuming that you have following data in **"testout.txt"** file:

javaTpoint

Output:

javaTpoint

# **Java SequenceInputStream Class**

Java SequenceInputStream class is used to read data from multiple streams. It reads data sequentially (one by one).

## Java SequenceInputStream Class declaration

Let's see the declaration for Java.io.SequenceInputStream class:

1. **public** **class** SequenceInputStream **extends** InputStream

## Constructors of SequenceInputStream class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| SequenceInputStream(InputStream s1, InputStream s2) | creates a new input stream by reading the data of two input stream in order, first s1 and then s2. |
| SequenceInputStream(Enumeration e) | creates a new input stream by reading the data of an enumeration whose type is InputStream. |

## Methods of SequenceInputStream class

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to read the next byte of data from the input stream. |
| int read(byte[] ary, int off, int len) | It is used to read len bytes of data from the input stream into the array of bytes. |
| int available() | It is used to return the maximum number of byte that can be read from an input stream. |
| void close() | It is used to close the input stream. |

## Java SequenceInputStream Example

In this example, we are printing the data of two files testin.txt and testout.txt.

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **class** InputStreamExample {
5. **public** **static** **void** main(String args[])**throws** Exception{
6. FileInputStream input1=**new** FileInputStream("D:\\testin.txt");
7. FileInputStream input2=**new** FileInputStream("D:\\testout.txt");
8. SequenceInputStream inst=**new** SequenceInputStream(input1, input2);
9. **int** j;
10. **while**((j=inst.read())!=-1){
11. System.out.print((**char**)j);
12. }
13. inst.close();
14. input1.close();
15. input2.close();
16. }
17. }

Here, we are assuming that you have two files: testin.txt and testout.txt which have following information:

testin.txt:

Welcome to Java IO Programming.

testout.txt:

It is the example of Java SequenceInputStream class.

After executing the program, you will get following output:

Output:

Welcome to Java IO Programming. It is the example of Java SequenceInputStream class.

## Example that reads the data from two files and writes into another file

In this example, we are writing the data of two files **testin1.txt** and **testin2.txt** into another file named **testout.txt.**

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **class** Input1{
5. **public** **static** **void** main(String args[])**throws** Exception{
6. FileInputStream fin1=**new** FileInputStream("D:\\testin1.txt");
7. FileInputStream fin2=**new** FileInputStream("D:\\testin2.txt");
8. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
9. SequenceInputStream sis=**new** SequenceInputStream(fin1,fin2);
10. **int** i;
11. **while**((i=sis.read())!=-1)
12. {
13. fout.write(i);
14. }
15. sis.close();
16. fout.close();
17. fin1.close();
18. fin2.close();
19. System.out.println("Success..");
20. }
21. }

Output:

Succeess...

testout.txt:

1. Welcome to Java IO Programming. It is the example of Java SequenceInputStream **class**.

## SequenceInputStream example that reads data using enumeration

If we need to read the data from more than two files, we need to use Enumeration. Enumeration object can be obtained by calling elements() method of the Vector class. Let's see the simple example where we are reading the data from 4 files: a.txt, b.txt, c.txt and d.txt.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **import** java.util.\*;
4. **class** Input2{
5. **public** **static** **void** main(String args[])**throws** IOException{
6. //creating the FileInputStream objects for all the files
7. FileInputStream fin=**new** FileInputStream("D:\\a.txt");
8. FileInputStream fin2=**new** FileInputStream("D:\\b.txt");
9. FileInputStream fin3=**new** FileInputStream("D:\\c.txt");
10. FileInputStream fin4=**new** FileInputStream("D:\\d.txt");
11. //creating Vector object to all the stream
12. Vector v=**new** Vector();
13. v.add(fin);
14. v.add(fin2);
15. v.add(fin3);
16. v.add(fin4);
17. //creating enumeration object by calling the elements method
18. Enumeration e=v.elements();
19. //passing the enumeration object in the constructor
20. SequenceInputStream bin=**new** SequenceInputStream(e);
21. **int** i=0;
22. **while**((i=bin.read())!=-1){
23. System.out.print((**char**)i);
24. }
25. bin.close();
26. fin.close();
27. fin2.close();
28. }
29. }

The a.txt, b.txt, c.txt and d.txt have following information:

a.txt:

Welcome

b.txt:

to

c.txt:

java

d.txt:

programming

Output:

Welcometojavaprogramming

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Serialization in Java**  1. [Serialization](https://www.javatpoint.com/serialization-in-java#serialization) 2. [Serializable Interface](https://www.javatpoint.com/serialization-in-java#serializable) 3. [Example of Serialization](https://www.javatpoint.com/serialization-in-java#serializationex) 4. [Deserialization](https://www.javatpoint.com/serialization-in-java#deserialization) 5. [Example of Deserialization](https://www.javatpoint.com/serialization-in-java#deserializationex) 6. [Serialization with Inheritance](https://www.javatpoint.com/serialization-in-java#serializationinheritance) 7. [Externalizable interface](https://www.javatpoint.com/serialization-in-java#serializationextern) 8. [Serialization and static datamember](https://www.javatpoint.com/serialization-in-java#serializationstatic)   **Serialization in java** is a mechanism of writing the state of an object into a byte stream.  It is mainly used in Hibernate, RMI, JPA, EJB and JMS technologies.  The reverse operation of serialization is called deserialization. **Advantage of Java Serialization** It is mainly used to travel object's state on the network (known as marshaling).  java serialization java.io.Serializable interface Serializable is a marker interface (has no data member and method). It is used to "mark" java classes so that objects of these classes may get certain capability. The Cloneable and Remote are also marker interfaces.  It must be implemented by the class whose object you want to persist.  The String class and all the wrapper classes implements java.io.Serializable interface by default.  Let's see the example given below:   1. **import** java.io.Serializable; 2. **public** **class** Student **implements** Serializable{ 3. **int** id; 4. String name; 5. **public** Student(**int** id, String name) { 6. **this**.id = id; 7. **this**.name = name; 8. } 9. }   In the above example, Student class implements Serializable interface. Now its objects can be converted into stream. **ObjectOutputStream class** The ObjectOutputStream class is used to write primitive data types and Java objects to an OutputStream. Only objects that support the java.io.Serializable interface can be written to streams. **Constructor**  |  | | --- | | 1) public ObjectOutputStream(OutputStream out) throws IOException {}creates an ObjectOutputStream that writes to the specified OutputStream. |  **Important Methods**  |  |  | | --- | --- | | **Method** | **Description** | | 1) public final void writeObject(Object obj) throws IOException {} | writes the specified object to the ObjectOutputStream. | | 2) public void flush() throws IOException {} | flushes the current output stream. | | 3) public void close() throws IOException {} | closes the current output stream. |  Example of Java Serialization In this example, we are going to serialize the object of Student class. The writeObject() method of ObjectOutputStream class provides the functionality to serialize the object. We are saving the state of the object in the file named f.txt.   1. **import** java.io.\*; 2. **class** Persist{ 3. **public** **static** **void** main(String args[])**throws** Exception{ 4. Student s1 =**new** Student(211,"ravi"); 6. FileOutputStream fout=**new** FileOutputStream("f.txt"); 7. ObjectOutputStream out=**new** ObjectOutputStream(fout); 9. out.writeObject(s1); 10. out.flush(); 11. System.out.println("success"); 12. } 13. }   success  [download this example of serialization](https://www.javatpoint.com/src/serialization/serialization.zip) Deserialization in java Deserialization is the process of reconstructing the object from the serialized state.It is the reverse operation of serialization. **ObjectInputStream class** An ObjectInputStream deserializes objects and primitive data written using an ObjectOutputStream. **Constructor**  |  |  | | --- | --- | | **1) public ObjectInputStream(InputStream in) throws IOException {}** | creates an ObjectInputStream that reads from the specified InputStream. |  **Important Methods**  |  |  | | --- | --- | | **Method** | **Description** | | 1) public final Object readObject() throws IOException, ClassNotFoundException{} | reads an object from the input stream. | | 2) public void close() throws IOException {} | closes ObjectInputStream. |  **Example of Java Deserialization**  1. **import** java.io.\*; 2. **class** Depersist{ 3. **public** **static** **void** main(String args[])**throws** Exception{ 5. ObjectInputStream in=**new** ObjectInputStream(**new** FileInputStream("f.txt")); 6. Student s=(Student)in.readObject(); 7. System.out.println(s.id+" "+s.name); 9. in.close(); 10. } 11. }   211 ravi  [download this example of deserialization](https://www.javatpoint.com/src/serialization/deserialization.zip) Java Serialization with Inheritance (IS-A Relationship) If a class implements serializable then all its sub classes will also be serializable. Let's see the example given below:   1. **import** java.io.Serializable; 2. **class** Person **implements** Serializable{ 3. **int** id; 4. String name; 5. Person(**int** id, String name) { 6. **this**.id = id; 7. **this**.name = name; 8. } 9. } 10. **class** Student **extends** Person{ 11. String course; 12. **int** fee; 13. **public** Student(**int** id, String name, String course, **int** fee) { 14. **super**(id,name); 15. **this**.course=course; 16. **this**.fee=fee; 17. } 18. }   Now you can serialize the Student class object that extends the Person class which is Serializable.Parent class properties are inherited to subclasses so if parent class is Serializable, subclass would also be. Java Serialization with Aggregation (HAS-A Relationship) If a class has a reference of another class, all the references must be Serializable otherwise serialization process will not be performed. In such case, *NotSerializableException* is thrown at runtime.   1. **class** Address{ 2. String addressLine,city,state; 3. **public** Address(String addressLine, String city, String state) { 4. **this**.addressLine=addressLine; 5. **this**.city=city; 6. **this**.state=state; 7. } 8. } 9. **import** java.io.Serializable; 10. **public** **class** Student **implements** Serializable{ 11. **int** id; 12. String name; 13. Address address;//HAS-A 14. **public** Student(**int** id, String name) { 15. **this**.id = id; 16. **this**.name = name; 17. } 18. }   Since Address is not Serializable, you can not serialize the instance of Student class. Note: All the objects within an object must be Serializable.Java Serialization with static data member If there is any static data member in a class, it will not be serialized because static is the part of class not object.   1. **class** Employee **implements** Serializable{ 2. **int** id; 3. String name; 4. **static** String company="SSS IT Pvt Ltd";//it won't be serialized 5. **public** Student(**int** id, String name) { 6. **this**.id = id; 7. **this**.name = name; 8. } 9. }  Java Serialization with array or collection Rule: In case of array or collection, all the objects of array or collection must be serializable. If any object is not serialiizable, serialization will be failed. Externalizable in java The Externalizable interface provides the facility of writing the state of an object into a byte stream in compress format. It is not a marker interface.  The Externalizable interface provides two methods:   * **public void writeExternal(ObjectOutput out) throws IOException** * **public void readExternal(ObjectInput in) throws IOException** |

## Java Transient Keyword

If you don't want to serialize any data member of a class, you can mark it as transient.

Visit next page for more details.

# **Java Transient Keyword**

**Java transient** keyword is used in serialization. If you define any data member as transient, it will not be serialized.

Let's take an example, I have declared a class as Student, it has three data members id, name and age. If you serialize the object, all the values will be serialized but I don't want to serialize one value, e.g. age then we can declare the age data member as transient.

### **Example of Java Transient Keyword**

In this example, we have created the two classes Student and PersistExample. The age data member of the Student class is declared as transient, its value will not be serialized.

If you deserialize the object, you will get the default value for transient variable.

Let's create a class with transient variable.

1. **import** java.io.Serializable;
2. **public** **class** Student **implements** Serializable{
3. **int** id;
4. String name;
5. **transient** **int** age;//Now it will not be serialized
6. **public** Student(**int** id, String name,**int** age) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.age=age;
10. }
11. }

Now write the code to serialize the object.

1. **import** java.io.\*;
2. **class** PersistExample{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Student s1 =**new** Student(211,"ravi",22);//creating object
5. //writing object into file
6. FileOutputStream f=**new** FileOutputStream("f.txt");
7. ObjectOutputStream out=**new** ObjectOutputStream(f);
8. out.writeObject(s1);
9. out.flush();
11. out.close();
12. f.close();
13. System.out.println("success");
14. }
15. }

Output:

success

Now write the code for deserialization.

1. **import** java.io.\*;
2. **class** DePersist{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. ObjectInputStream in=**new** ObjectInputStream(**new** FileInputStream("f.txt"));
5. Student s=(Student)in.readObject();
6. System.out.println(s.id+" "+s.name+" "+s.age);
7. in.close();
8. }
9. }

211 ravi 0

As you can see, printing age of the student returns 0 because value of age was not serialized.

# **Java Networking**

Java Networking is a concept of connecting two or more computing devices together so that we can share resources.

Java socket programming provides facility to share data between different computing devices.

### **Advantage of Java Networking**

1. sharing resources
2. centralize software management

Do You Know ?

* How to perform connection-oriented Socket Programming in networking ?
* How to display the data of any online web page ?
* How to get the IP address of any host name e.g. www.google.com ?
* How to perform connection-less socket programming in networking ?

## Java Networking Terminology

The widely used java networking terminologies are given below:

1. IP Address
2. Protocol
3. Port Number
4. MAC Address
5. Connection-oriented and connection-less protocol
6. Socket

### **1) IP Address**

IP address is a unique number assigned to a node of a network e.g. 192.168.0.1 . It is composed of octets that range from 0 to 255.

It is a logical address that can be changed.

### **2) Protocol**

A protocol is a set of rules basically that is followed for communication. For example:

* TCP
* FTP
* Telnet
* SMTP
* POP etc.

### **3) Port Number**

The port number is used to uniquely identify different applications. It acts as a communication endpoint between applications.

The port number is associated with the IP address for communication between two applications.

### **4) MAC Address**

MAC (Media Access Control) Address is a unique identifier of NIC (Network Interface Controller). A network node can have multiple NIC but each with unique MAC.

### **5) Connection-oriented and connection-less protocol**

In connection-oriented protocol, acknowledgement is sent by the receiver. So it is reliable but slow. The example of connection-oriented protocol is TCP.

But, in connection-less protocol, acknowledgement is not sent by the receiver. So it is not reliable but fast. The example of connection-less protocol is UDP.

### **6) Socket**

A socket is an endpoint between two way communication.

Visit next page for java socket programming.

# **Java Socket Programming**

Java Socket programming is used for communication between the applications running on different JRE.

Java Socket programming can be connection-oriented or connection-less.

Socket and ServerSocket classes are used for connection-oriented socket programming and DatagramSocket and DatagramPacket classes are used for connection-less socket programming.

The client in socket programming must know two information:

1. IP Address of Server, and
2. Port number.

## Socket class

A socket is simply an endpoint for communications between the machines. The Socket class can be used to create a socket.

### **Important methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public InputStream getInputStream() | returns the InputStream attached with this socket. |
| 2) public OutputStream getOutputStream() | returns the OutputStream attached with this socket. |
| 3) public synchronized void close() | closes this socket |

## ServerSocket class

The ServerSocket class can be used to create a server socket. This object is used to establish communication with the clients.

### **Important methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public Socket accept() | returns the socket and establish a connection between server and client. |
| 2) public synchronized void close() | closes the server socket. |

## Example of Java Socket Programming

Let's see a simple of java socket programming in which client sends a text and server receives it.

*File: MyServer.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyServer {
4. **public** **static** **void** main(String[] args){
5. **try**{
6. ServerSocket ss=**new** ServerSocket(6666);
7. Socket s=ss.accept();//establishes connection
8. DataInputStream dis=**new** DataInputStream(s.getInputStream());
9. String  str=(String)dis.readUTF();
10. System.out.println("message= "+str);
11. ss.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

*File: MyClient.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyClient {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Socket s=**new** Socket("localhost",6666);
7. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
8. dout.writeUTF("Hello Server");
9. dout.flush();
10. dout.close();
11. s.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

[download this example](https://www.javatpoint.com/src/networking/socket.zip)

To execute this program open two command prompts and execute each program at each command prompt as displayed in the below figure.

After running the client application, a message will be displayed on the server console.
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## Example of Java Socket Programming (Read-Write both side)

In this example, client will write first to the server then server will receive and print the text. Then server will write to the client and client will receive and print the text. The step goes on.

*File: MyServer.java*

1. **import** java.net.\*;
2. **import** java.io.\*;
3. **class** MyServer{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. ServerSocket ss=**new** ServerSocket(3333);
6. Socket s=ss.accept();
7. DataInputStream din=**new** DataInputStream(s.getInputStream());
8. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
9. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
11. String str="",str2="";
12. **while**(!str.equals("stop")){
13. str=din.readUTF();
14. System.out.println("client says: "+str);
15. str2=br.readLine();
16. dout.writeUTF(str2);
17. dout.flush();
18. }
19. din.close();
20. s.close();
21. ss.close();
22. }}

*File: MyClient.java*

1. **import** java.net.\*;
2. **import** java.io.\*;
3. **class** MyClient{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. Socket s=**new** Socket("localhost",3333);
6. DataInputStream din=**new** DataInputStream(s.getInputStream());
7. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
8. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
10. String str="",str2="";
11. **while**(!str.equals("stop")){
12. str=br.readLine();
13. dout.writeUTF(str);
14. dout.flush();
15. str2=din.readUTF();
16. System.out.println("Server says: "+str2);
17. }
19. dout.close();
20. s.close();
21. }}

# **Java URL**

The **Java URL** class represents an URL. URL is an acronym for Uniform Resource Locator. It points to a resource on the World Wide Web. For example:

1. http://www.javatpoint.com/java-tutorial

A URL contains many information:

1. **Protocol:** In this case, http is the protocol.
2. **Server name or IP Address:** In this case, www.javatpoint.com is the server name.
3. **Port Number:** It is an optional attribute. If we write http//ww.javatpoint.com:80/sonoojaiswal/ , 80 is the port number. If port number is not mentioned in the URL, it returns -1.
4. **File Name or directory name:** In this case, index.jsp is the file name.

## Commonly used methods of Java URL class

The java.net.URL class provides many methods. The important methods of URL class are given below.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public String getProtocol() | it returns the protocol of the URL. |
| public String getHost() | it returns the host name of the URL. |
| public String getPort() | it returns the Port Number of the URL. |
| public String getFile() | it returns the file name of the URL. |
| public URLConnection openConnection() | it returns the instance of URLConnection i.e. associated with this URL. |

## Example of Java URL class

1. //URLDemo.java
2. **import** java.io.\*;
3. **import** java.net.\*;
4. **public** **class** URLDemo{
5. **public** **static** **void** main(String[] args){
6. **try**{
7. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
9. System.out.println("Protocol: "+url.getProtocol());
10. System.out.println("Host Name: "+url.getHost());
11. System.out.println("Port Number: "+url.getPort());
12. System.out.println("File Name: "+url.getFile());
14. }**catch**(Exception e){System.out.println(e);}
15. }
16. }

# **Java URLConnection class**

The **Java URLConnection** class represents a communication link between the URL and the application. This class can be used to read and write data to the specified resource referred by the URL.

## How to get the object of URLConnection class

The openConnection() method of URL class returns the object of URLConnection class. Syntax:

1. **public** URLConnection openConnection()**throws** IOException{}

## Displaying source code of a webpage by URLConnecton class

The URLConnection class provides many methods, we can display all the data of a webpage by using the getInputStream() method. The getInputStream() method returns all the data of the specified URL in the stream that can be read and displayed.

### **Example of Java URLConnecton class**

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** URLConnectionExample {
4. **public** **static** **void** main(String[] args){
5. **try**{
6. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
7. URLConnection urlcon=url.openConnection();
8. InputStream stream=urlcon.getInputStream();
9. **int** i;
10. **while**((i=stream.read())!=-1){
11. System.out.print((**char**)i);
12. }
13. }**catch**(Exception e){System.out.println(e);}
14. }
15. }

# **Java HttpURLConnection class**

The **Java HttpURLConnection** class is http specific URLConnection. It works for HTTP protocol only.

By the help of HttpURLConnection class, you can information of any HTTP URL such as header information, status code, response code etc.

The java.net.HttpURLConnection is subclass of URLConnection class.

## How to get the object of HttpURLConnection class

The openConnection() method of URL class returns the object of URLConnection class. Syntax:

1. **public** URLConnection openConnection()**throws** IOException{}

You can typecast it to HttpURLConnection type as given below.

1. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
2. HttpURLConnection huc=(HttpURLConnection)url.openConnection();

## Java HttpURLConnecton Example

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** HttpURLConnectionDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
7. HttpURLConnection huc=(HttpURLConnection)url.openConnection();
8. **for**(**int** i=1;i<=8;i++){
9. System.out.println(huc.getHeaderFieldKey(i)+" = "+huc.getHeaderField(i));
10. }
11. huc.disconnect();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

# **Java InetAddress class**

**Java InetAddress** class represents an IP address. The java.net.InetAddress class provides methods to get the IP of any host name for example www.javatpoint.com, www.google.com, www.facebook.com etc.

## Commonly used methods of InetAddress class

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static InetAddress getByName(String host) throws UnknownHostException | it returns the instance of InetAddress containing LocalHost IP and name. |
| public static InetAddress getLocalHost() throws UnknownHostException | it returns the instance of InetAdddress containing local host name and address. |
| public String getHostName() | it returns the host name of the IP address. |
| public String getHostAddress() | it returns the IP address in string format. |

## Example of Java InetAddress class

Let's see a simple example of InetAddress class to get ip address of www.javatpoint.com website.

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** InetDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. InetAddress ip=InetAddress.getByName("www.javatpoint.com");
8. System.out.println("Host Name: "+ip.getHostName());
9. System.out.println("IP Address: "+ip.getHostAddress());
10. }**catch**(Exception e){System.out.println(e);}
11. }
12. }

# **Java DatagramSocket and DatagramPacket**

Java DatagramSocket and DatagramPacket classes are used for connection-less socket programming.

## Java DatagramSocket class

**Java DatagramSocket** class represents a connection-less socket for sending and receiving datagram packets.

A datagram is basically an information but there is no guarantee of its content, arrival or arrival time.

## Commonly used Constructors of DatagramSocket class

* **DatagramSocket() throws SocketEeption:**it creates a datagram socket and binds it with the available Port Number on the localhost machine.
* **DatagramSocket(int port) throws SocketEeption:**it creates a datagram socket and binds it with the given Port Number.
* **DatagramSocket(int port, InetAddress address) throws SocketEeption:**it creates a datagram socket and binds it with the specified port number and host address.

## Java DatagramPacket class

**Java DatagramPacket** is a message that can be sent or received. If you send multiple packet, it may arrive in any order. Additionally, packet delivery is not guaranteed.

## Commonly used Constructors of DatagramPacket class

* **DatagramPacket(byte[] barr, int length):**it creates a datagram packet. This constructor is used to receive the packets.
* **DatagramPacket(byte[] barr, int length, InetAddress address, int port):**it creates a datagram packet. This constructor is used to send the packets.

### **Example of Sending DatagramPacket by DatagramSocket**

1. //DSender.java
2. **import** java.net.\*;
3. **public** **class** DSender{
4. **public** **static** **void** main(String[] args) **throws** Exception {
5. DatagramSocket ds = **new** DatagramSocket();
6. String str = "Welcome java";
7. InetAddress ip = InetAddress.getByName("127.0.0.1");
9. DatagramPacket dp = **new** DatagramPacket(str.getBytes(), str.length(), ip, 3000);
10. ds.send(dp);
11. ds.close();
12. }
13. }

### **Example of Receiving DatagramPacket by DatagramSocket**

1. //DReceiver.java
2. **import** java.net.\*;
3. **public** **class** DReceiver{
4. **public** **static** **void** main(String[] args) **throws** Exception {
5. DatagramSocket ds = **new** DatagramSocket(3000);
6. **byte**[] buf = **new** **byte**[1024];
7. DatagramPacket dp = **new** DatagramPacket(buf, 1024);
8. ds.receive(dp);
9. String str = **new** String(dp.getData(), 0, dp.getLength());
10. System.out.println(str);
11. ds.close();
12. }
13. }

# **Collections in Java**

1. [Java Collection Framework](https://www.javatpoint.com/collections-in-java)
2. [Hierarchy of Collection Framework](https://www.javatpoint.com/collections-in-java#collectionhierarchy)
3. [Collection interface](https://www.javatpoint.com/collections-in-java#collectionmethods)
4. [Iterator interface](https://www.javatpoint.com/collections-in-java#collectioniterator)

**Collections in java** is a framework that provides an architecture to store and manipulate the group of objects.

All the operations that you perform on a data such as searching, sorting, insertion, manipulation, deletion etc. can be performed by Java Collections.

Java Collection simply means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque etc.) and classes (ArrayList, Vector, LinkedList, PriorityQueue, HashSet, LinkedHashSet, TreeSet etc).

#### **What is Collection in java**

Collection represents a single unit of objects i.e. a group.

#### **What is framework in java**

* provides readymade architecture.
* represents set of classes and interface.
* is optional.

#### **What is Collection framework**

Collection framework represents a unified architecture for storing and manipulating group of objects. It has:

1. Interfaces and its implementations i.e. classes
2. Algorithm

Do You Know ?

* What are the two ways to iterate the elements of a collection ?
* What is the difference between ArrayList and LinkedList classes in collection framework?
* What is the difference between ArrayList and Vector classes in collection framework?
* What is the difference between HashSet and HashMap classes in collection framework?
* What is the difference between HashMap and Hashtable class?
* What is the difference between Iterator and Enumeration interface in collection framework?
* How can we sort the elements of an object. What is the difference between Comparable and Comparator interfaces?
* What does the hashcode() method ?
* What is the difference between java collection and java collections ?

### **Hierarchy of Collection Framework**

Let us see the hierarchy of collection framework.The **java.util** package contains all the classes and interfaces for Collection framework.
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### **Methods of Collection interface**

There are many methods declared in the Collection interface. They are as follows:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(Object element) | is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection c) | is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | is used to delete an element from this collection. |
| 4 | public boolean removeAll(Collection c) | is used to delete all the elements of specified collection from the invoking collection. |
| 5 | public boolean retainAll(Collection c) | is used to delete all the elements of invoking collection except the specified collection. |
| 6 | public int size() | return the total number of elements in the collection. |
| 7 | public void clear() | removes the total no of element from the collection. |
| 8 | public boolean contains(Object element) | is used to search an element. |
| 9 | public boolean containsAll(Collection c) | is used to search the specified collection in this collection. |
| 10 | public Iterator iterator() | returns an iterator. |
| 11 | public Object[] toArray() | converts collection into array. |
| 12 | public boolean isEmpty() | checks if collection is empty. |
| 13 | public boolean equals(Object element) | matches two collection. |
| 14 | public int hashCode() | returns the hashcode number for collection. |

### **Iterator interface**

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in forward direction only. |

#### **Methods of Iterator interface**

There are only three methods in the Iterator interface. They are:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean hasNext() | It returns true if iterator has more elements. |
| 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. |
| 3 | public void remove() | It removes the last elements returned by the iterator. It is rarely used. |

What we are going to learn in Java Collections Framework

1. [ArrayList class](https://www.javatpoint.com/java-arraylist)
2. [LinkedList class](https://www.javatpoint.com/java-linkedlist)
3. [List interface](https://www.javatpoint.com/java-list)
4. [HashSet class](https://www.javatpoint.com/java-hashset)
5. [LinkedHashSet class](https://www.javatpoint.com/java-linkedhashset)
6. [TreeSet class](https://www.javatpoint.com/java-treeset)
7. [PriorityQueue class](https://www.javatpoint.com/java-priorityqueue)
8. [Map interface](https://www.javatpoint.com/java-map)
9. [HashMap class](https://www.javatpoint.com/java-hashmap)
10. [LinkedHashMap class](https://www.javatpoint.com/java-linkedhashmap)
11. [TreeMap class](https://www.javatpoint.com/TreeMap-class-in-collection-framework)
12. [Hashtable class](https://www.javatpoint.com/Hashtable-class-in-collection-framework)
13. [Sorting](https://www.javatpoint.com/Sorting-in-collection-framework)
14. [Comparable interface](https://www.javatpoint.com/Comparable-interface-in-collection-framework)
15. [Comparator interface](https://www.javatpoint.com/Comparator-interface-in-collection-framework)
16. [Properties class in Java](https://www.javatpoint.com/properties-class-in-java)

# **Java ArrayList class**
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Java ArrayList class uses a dynamic array for storing the elements. It inherits AbstractList class and implements List interface.

The important points about Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non synchronized.
* Java ArrayList allows random access because array works at the index basis.
* In Java ArrayList class, manipulation is slow because a lot of shifting needs to be occurred if any element is removed from the array list.

### **Hierarchy of ArrayList class**

As shown in above diagram, Java ArrayList class extends AbstractList class which implements List interface. The List interface extends Collection and Iterable interfaces in hierarchical order.

### **ArrayList class declaration**

Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

### **Constructors of Java ArrayList**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ArrayList() | It is used to build an empty array list. |
| ArrayList(Collection c) | It is used to build an array list that is initialized with the elements of the collection c. |
| ArrayList(int capacity) | It is used to build an array list that has the specified initial capacity. |

### **Methods of Java ArrayList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(Collection c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| void clear() | It is used to remove all of the elements from this list. |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| Object[] toArray() | It is used to return an array containing all of the elements in this list in the correct order. |
| Object[] toArray(Object[] a) | It is used to return an array containing all of the elements in this list in the correct order. |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean addAll(int index, Collection c) | It is used to insert all of the elements in the specified collection into this list, starting at the specified position. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| void trimToSize() | It is used to trim the capacity of this ArrayList instance to be the list's current size. |

### **Java Non-generic Vs Generic Collection**

Java collection framework was non-generic before JDK 1.5. Since 1.5, it is generic.

Java new generic collection allows you to have only one type of object in collection. Now it is type safe so typecasting is not required at run time.

Let's see the old non-generic example of creating java collection.

1. ArrayList al=**new** ArrayList();//creating old non-generic arraylist

Let's see the new generic example of creating java collection.

1. ArrayList<String> al=**new** ArrayList<String>();//creating new generic arraylist

In generic collection, we specify the type in angular braces. Now ArrayList is forced to have only specified type of objects in it. If you try to add another type of object, it gives *compile time error*.

For more information of java generics, click here [Java Generics Tutorial](https://www.javatpoint.com/generics-in-java).

### **Java ArrayList Example**

1. **import** java.util.\*;
2. **class** TestCollection1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection1)

Ravi

Vijay

Ravi

Ajay

### **Two ways to iterate the elements of collection in java**

There are two ways to traverse collection elements:

1. By Iterator interface.
2. By for-each loop.

In the above example, we have seen traversing ArrayList by Iterator. Let's see the example to traverse ArrayList elements using for-each loop.

### **Iterating Collection through for-each loop**

1. **import** java.util.\*;
2. **class** TestCollection2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. **for**(String obj:al)
10. System.out.println(obj);
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection2)

Ravi

Vijay

Ravi

Ajay

### **User-defined class objects in Java ArrayList**

Let's see an example where we are storing Student class object in array list.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }
11. **import** java.util.\*;
12. **public** **class** TestCollection3{
13. **public** **static** **void** main(String args[]){
14. //Creating user-defined class objects
15. Student s1=**new** Student(101,"Sonoo",23);
16. Student s2=**new** Student(102,"Ravi",21);
17. Student s2=**new** Student(103,"Hanumat",25);
18. //creating arraylist
19. ArrayList<Student> al=**new** ArrayList<Student>();
20. al.add(s1);//adding Student class object
21. al.add(s2);
22. al.add(s3);
23. //Getting Iterator
24. Iterator itr=al.iterator();
25. //traversing elements of ArrayList object
26. **while**(itr.hasNext()){
27. Student st=(Student)itr.next();
28. System.out.println(st.rollno+" "+st.name+" "+st.age);
29. }
30. }
31. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection3)

101 Sonoo 23

102 Ravi 21

103 Hanumat 25

### **Example of addAll(Collection c) method**

1. **import** java.util.\*;
2. **class** TestCollection4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Sonoo");
10. al2.add("Hanumat");
11. al.addAll(al2);//adding second list in first list
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection4)

Ravi

Vijay

Ajay

Sonoo

Hanumat

### **Example of removeAll() method**

1. **import** java.util.\*;
2. **class** TestCollection5{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.removeAll(al2);
12. System.out.println("iterating the elements after removing the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection5)

iterating the elements after removing the elements of al2...

Vijay

Ajay

### **Example of retainAll() method**

1. **import** java.util.\*;
2. **class** TestCollection6{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.retainAll(al2);
12. System.out.println("iterating the elements after retaining the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection6)

iterating the elements after retaining the elements of al2...

Ravi

### **Java ArrayList Example: Book**

Let's see an ArrayList example where we are adding books to list and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

# **Java LinkedList class**
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Java LinkedList class uses doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to be occurred.
* Java LinkedList class can be used as list, stack or queue.

### **Hierarchy of LinkedList class**

As shown in above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

### **Doubly Linked List**

In case of doubly linked list, we can add or remove elements from both side.

![java LinkedList class using doubly linked list](data:image/png;base64,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)

### **LinkedList class declaration**

Let's see the declaration for java.util.LinkedList class.

1. **public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

### **Constructors of Java LinkedList**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection c) | It is used to construct a list containing the elements of the specified collection, in the order they are returned by the collection's iterator. |

### **Methods of Java LinkedList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| void addFirst(Object o) | It is used to insert the given element at the beginning of a list. |
| void addLast(Object o) | It is used to append the given element to the end of a list. |
| int size() | It is used to return the number of elements in a list |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean contains(Object o) | It is used to return true if the list contains a specified element. |
| boolean remove(Object o) | It is used to remove the first occurence of the specified element in a list. |
| Object getFirst() | It is used to return the first element in a list. |
| Object getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element, or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element, or -1 if the list does not contain any element. |

### **Java LinkedList Example**

1. **import** java.util.\*;
2. **public** **class** TestCollection7{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> al=**new** LinkedList<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection7)

Output:Ravi

Vijay

Ravi

Ajay

### **Java LinkedList Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** LinkedList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

# **Difference between ArrayList and LinkedList**

ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

But there are many differences between ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

### **Example of ArrayList and LinkedList in Java**

Let's see a simple example where we are using ArrayList and LinkedList both.

1. **import** java.util.\*;
2. **class** TestArrayLinked{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Ravi");//adding object in arraylist
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. List<String> al2=**new** LinkedList<String>();//creating linkedlist

# al2.add(**Java List Interface**

List Interface is the subinterface of Collection.It contains methods to insert and delete elements in index basis.It is a factory of ListIterator interface.

### **List Interface declaration**

1. **public** **interface** List<E> **extends** Collection<E>

### **Methods of Java List Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index,Object element) | It is used to insert element into the invoking list at the index passed in the index. |
| boolean addAll(int index,Collection c) | It is used to insert all elements of c into the invoking list at the index passed in the index. |
| object get(int index) | It is used to return the object stored at the specified index within the invoking collection. |
| object set(int index,Object element) | It is used to assign element to the location specified by index within the invoking list. |
| object remove(int index) | It is used to remove the element at position index from the invoking list and return the deleted element. |
| ListIterator listIterator() | It is used to return an iterator to the start of the invoking list. |
| ListIterator listIterator(int index) | It is used to return an iterator to the invoking list that begins at the specified index. |

### **Java List Example**

1. **import** java.util.\*;
2. **public** **class** ListExample{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("Element at 2nd position: "+al.get(2));
10. **for**(String s:al){
11. System.out.println(s);
12. }
13. }
14. }

Output:

Element at 2nd position: Vijay

Amit

Sachin

Vijay

Kumar

## Java ListIterator Interface

ListIterator Interface is used to traverse the element in backward and forward direction.

### **ListIterator Interface declaration**

1. **public** **interface** ListIterator<E> **extends** Iterator<E>

### **Methods of Java ListIterator Interface:**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean hasNext() | This method return true if the list iterator has more elements when traversing the list in the forward direction. |
| Object next() | This method return the next element in the list and advances the cursor position. |
| boolean hasPrevious() | This method return true if this list iterator has more elements when traversing the list in the reverse direction. |
| Object previous() | This method return the previous element in the list and moves the cursor position backwards. |

### **Example of ListIterator Interface**

1. **import** java.util.\*;
2. **public** **class** TestCollection8{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("element at 2nd position: "+al.get(2));
10. ListIterator<String> itr=al.listIterator();
11. System.out.println("traversing elements in forward direction...");
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. System.out.println("traversing elements in backward direction...");
16. **while**(itr.hasPrevious()){
17. System.out.println(itr.previous());
18. }
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection8)

Output:

element at 2nd position: Vijay

traversing elements in forward direction...

Amit

Sachin

Vijay

Kumar

traversing elements in backward direction...

Kumar

Vijay

Sachin

Amit

### **Example of ListIterator Interface: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }
32. "James");//adding object in linkedlist
33. al2.add("Serena");
34. al2.add("Swati");
35. al2.add("Junaid");
37. System.out.println("arraylist: "+al);
38. System.out.println("linkedlist: "+al2);
39. }
40. }

# **Java HashSet class**
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Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The important points about Java HashSet class are:

* HashSet stores the elements by using a mechanism called **hashing.**
* HashSet contains unique elements only.

## Difference between List and Set

List can contain duplicate elements whereas Set contains unique elements only.

### **Hierarchy of HashSet class**

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### **HashSet class declaration**

Let's see the declaration for java.util.HashSet class.

1. **public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>, Cloneable, Serializable

### **Constructors of Java HashSet class:**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| HashSet(int capacity) | It is used to initialize the capacity of the hash set to the given integer value capacity. The capacity grows automatically as elements are added to the HashSet. |

### **Methods of Java HashSet class:**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the elements from this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean add(Object o) | It is used to adds the specified element to this set if it is not already present. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| Object clone() | It is used to return a shallow copy of this HashSet instance: the elements themselves are not cloned. |
| Iterator iterator() | It is used to return an iterator over the elements in this set. |
| int size() | It is used to return the number of elements in this set. |

### **Java HashSet Example**

1. **import** java.util.\*;
2. **class** TestCollection9{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection9)
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### **Java HashSet Example: Book**

Let's see a HashSet example where we are adding books to set and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashSetExample {
15. **public** **static** **void** main(String[] args) {
16. HashSet<Book> set=**new** HashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to HashSet
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing HashSet
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

# **Java LinkedHashSet class**
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Java LinkedHashSet class is a Hash table and Linked list implementation of the set interface. It inherits HashSet class and implements Set interface.

The important points about Java LinkedHashSet class are:

* Contains unique elements only like HashSet.
* Provides all optional set operations, and permits null elements.
* Maintains insertion order.

## Hierarchy of LinkedHashSet class

The LinkedHashSet class extends HashSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### **LinkedHashSet class declaration**

Let's see the declaration for java.util.LinkedHashSet class.

1. **public** **class** LinkedHashSet<E> **extends** HashSet<E> **implements** Set<E>, Cloneable, Serializable

### **Constructors of Java LinkedHashSet class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| LinkedHashSet(int capacity) | It is used initialize the capacity of the linkedhashset to the given integer value capacity. |
| LinkedHashSet(int capacity, float fillRatio) | It is used to initialize both the capacity and the fill ratio (also called load capacity) of the hash set from its argument. |

### **Example of LinkedHashSet class:**

1. **import** java.util.\*;
2. **class** TestCollection10{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> al=**new** LinkedHashSet<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection10)

Ravi

Vijay

Ajay

### **Java LinkedHashSet Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedHashSetExample {
15. **public** **static** **void** main(String[] args) {
16. LinkedHashSet<Book> hs=**new** LinkedHashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to hash table
22. hs.add(b1);
23. hs.add(b2);
24. hs.add(b3);
25. //Traversing hash table
26. **for**(Book b:hs){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

# **Java TreeSet class**
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Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements NavigableSet interface. The objects of TreeSet class are stored in ascending order.

The important points about Java TreeSet class are:

* Contains unique elements only like HashSet.
* Access and retrieval times are quiet fast.
* Maintains ascending order.

### **Hierarchy of TreeSet class**

As shown in above diagram, Java TreeSet class implements NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.

### **TreeSet class declaration**

Let's see the declaration for java.util.TreeSet class.

1. **public** **class** TreeSet<E> **extends** AbstractSet<E> **implements** NavigableSet<E>, Cloneable, Serializable

### **Constructors of Java TreeSet class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeSet() | It is used to construct an empty tree set that will be sorted in an ascending order according to the natural order of the tree set. |
| TreeSet(Collection c) | It is used to build a new tree set that contains the elements of the collection c. |
| TreeSet(Comparator comp) | It is used to construct an empty tree set that will be sorted according to given comparator. |
| TreeSet(SortedSet ss) | It is used to build a TreeSet that contains the elements of the given SortedSet. |

### **Methods of Java TreeSet class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean addAll(Collection c) | It is used to add all of the elements in the specified collection to this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| void add(Object o) | It is used to add the specified element to this set if it is not already present. |
| void clear() | It is used to remove all of the elements from this set. |
| Object clone() | It is used to return a shallow copy of this TreeSet instance. |
| Object first() | It is used to return the first (lowest) element currently in this sorted set. |
| Object last() | It is used to return the last (highest) element currently in this sorted set. |
| int size() | It is used to return the number of elements in this set. |

### **Java TreeSet Example**

1. **import** java.util.\*;
2. **class** TestCollection11{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> al=**new** TreeSet<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection11)

Output:

Ajay

Ravi

Vijay

### **Java TreeSet Example: Book**

Let's see a TreeSet example where we are adding books to set and printing all the books. The elements in TreeSet must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in TreeSet, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** TreeSetExample {
24. **public** **static** **void** main(String[] args) {
25. Set<Book> set=**new** TreeSet<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to TreeSet
31. set.add(b1);
32. set.add(b2);
33. set.add(b3);
34. //Traversing TreeSet
35. **for**(Book b:set){
36. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
37. }
38. }
39. }

# **Java Queue Interface**

Java Queue interface orders the element in FIFO(First In First Out) manner. In FIFO, first element is removed first and last element is removed at last.

### **Queue Interface declaration**

1. **public** **interface** Queue<E> **extends** Collection<E>

### **Methods of Java Queue Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |

## PriorityQueue class

The PriorityQueue class provides the facility of using queue. But it does not orders the elements in FIFO manner. It inherits AbstractQueue class.

### **PriorityQueue class declaration**

Let's see the declaration for java.util.PriorityQueue class.

1. **public** **class** PriorityQueue<E> **extends** AbstractQueue<E> **implements** Serializable

### **Java PriorityQueue Example**

1. **import** java.util.\*;
2. **class** TestCollection12{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit");
6. queue.add("Vijay");
7. queue.add("Karan");
8. queue.add("Jai");
9. queue.add("Rahul");
10. System.out.println("head:"+queue.element());
11. System.out.println("head:"+queue.peek());
12. System.out.println("iterating the queue elements:");
13. Iterator itr=queue.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. queue.remove();
18. queue.poll();
19. System.out.println("after removing two elements:");
20. Iterator<String> itr2=queue.iterator();
21. **while**(itr2.hasNext()){
22. System.out.println(itr2.next());
23. }
24. }
25. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection12)

Output:head:Amit

head:Amit

iterating the queue elements:

Amit

Jai

Karan

Vijay

Rahul

after removing two elements:

Karan

Rahul

Vijay

### **Java PriorityQueue Example: Book**

Let's see a PriorityQueue example where we are adding books to queue and printing all the books. The elements in PriorityQueue must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in PriorityQueue, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** LinkedListExample {
24. **public** **static** **void** main(String[] args) {
25. Queue<Book> queue=**new** PriorityQueue<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to the queue
31. queue.add(b1);
32. queue.add(b2);
33. queue.add(b3);
34. System.out.println("Traversing the queue elements:");
35. //Traversing queue elements
36. **for**(Book b:queue){
37. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
38. }
39. queue.remove();
40. System.out.println("After removing one book record:");
41. **for**(Book b:queue){
42. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
43. }
44. }
45. }

# **Java Deque Interface**

Java Deque Interface is a linear collection that supports element insertion and removal at both ends. Deque is an acronym for **"double ended queue".**

## Deque Interface declaration

1. **public** **interface** Deque<E> **extends** Queue<E>

### **Methods of Java Deque Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this deque and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this deque. |
| Object remove() | It is used to retrieves and removes the head of this deque. |
| Object poll() | It is used to retrieves and removes the head of this deque, or returns null if this deque is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this deque. |
| Object peek() | It is used to retrieves, but does not remove, the head of this deque, or returns null if this deque is empty. |

![java arraydeque hierarchy](data:image/png;base64,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)

## ArrayDeque class

The ArrayDeque class provides the facility of using deque and resizable-array. It inherits AbstractCollection class and implements the Deque interface.

The important points about ArrayDeque class are:

* Unlike Queue, we can add or remove elements from both sides.
* Null elements are not allowed in the ArrayDeque.
* ArrayDeque is not thread safe, in the absence of external synchronization.
* ArrayDeque has no capacity restrictions.
* ArrayDeque is faster than LinkedList and Stack.

### **ArrayDeque Hierarchy**

The hierarchy of ArrayDeque class is given in the figure displayed at the right side of the page.

### **ArrayDeque class declaration**

Let's see the declaration for java.util.ArrayDeque class.

1. **public** **class** ArrayDeque<E> **extends** AbstractCollection<E> **implements** Deque<E>, Cloneable, Serializable

## Java ArrayDeque Example

1. **import** java.util.\*;
2. **public** **class** ArrayDequeExample {
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Ravi");
7. deque.add("Vijay");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

## Java ArrayDeque Example: offerFirst() and pollLast()

1. **import** java.util.\*;
2. **public** **class** DequeExample {
3. **public** **static** **void** main(String[] args) {
4. Deque<String> deque=**new** ArrayDeque<String>();
5. deque.offer("arvind");
6. deque.offer("vimal");
7. deque.add("mukul");
8. deque.offerFirst("jai");
9. System.out.println("After offerFirst Traversal...");
10. **for**(String s:deque){
11. System.out.println(s);
12. }
13. //deque.poll();
14. //deque.pollFirst();//it is same as poll()
15. deque.pollLast();
16. System.out.println("After pollLast() Traversal...");
17. **for**(String s:deque){
18. System.out.println(s);
19. }
20. }
21. }

Output:

After offerFirst Traversal...

jai

arvind

vimal

mukul

After pollLast() Traversal...

jai

arvind

vimal

## Java ArrayDeque Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayDequeExample {
15. **public** **static** **void** main(String[] args) {
16. Deque<Book> set=**new** ArrayDeque<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to Deque
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing ArrayDeque
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

# **Java Map Interface**

A map contains values on the basis of key i.e. key and value pair. Each key and value pair is known as an entry. Map contains only unique keys.

Map is useful if you have to search, update or delete elements on the basis of key.

### **Useful methods of Map interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object put(Object key, Object value) | It is used to insert an entry in this map. |
| void putAll(Map map) | It is used to insert the specified map in this map. |
| Object remove(Object key) | It is used to delete an entry for the specified key. |
| Object get(Object key) | It is used to return the value for the specified key. |
| boolean containsKey(Object key) | It is used to search the specified key from this map. |
| Set keySet() | It is used to return the Set view containing all the keys. |
| Set entrySet() | It is used to return the Set view containing all the keys and values. |

## Map.Entry Interface

Entry is the sub interface of Map. So we will be accessed it by Map.Entry name. It provides methods to get key and value.

### **Methods of Map.Entry interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object getKey() | It is used to obtain key. |
| Object getValue() | It is used to obtain value. |

### **Java Map Example: Generic (New Style)**

1. **import** java.util.\*;
2. **class** MapInterfaceExample{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. **for**(Map.Entry m:map.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

Output:

102 Rahul

100 Amit

101 Vijay

### **Java Map Example: Non-Generic (Old Style)**

1. //Non-generic
2. **import** java.util.\*;
3. **public** **class** MapExample1 {
4. **public** **static** **void** main(String[] args) {
5. Map map=**new** HashMap();
6. //Adding elements to map
7. map.put(1,"Amit");
8. map.put(5,"Rahul");
9. map.put(2,"Jai");
10. map.put(6,"Amit");
11. //Traversing Map
12. Set set=map.entrySet();//Converting to Set so that we can traverse
13. Iterator itr=set.iterator();
14. **while**(itr.hasNext()){
15. //Converting to Map.Entry so that we can get key and value separately
16. Map.Entry entry=(Map.Entry)itr.next();
17. System.out.println(entry.getKey()+" "+entry.getValue());
18. }
19. }
20. }

## Class HashMap<K,V>

* [java.lang.Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html)
  + [java.util.AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<K,V>
    - java.util.HashMap<K,V>
* **Type Parameters:**

K - the type of keys maintained by this map

V - the type of mapped values

**All Implemented Interfaces:**

[Serializable](https://docs.oracle.com/javase/8/docs/api/java/io/Serializable.html), [Cloneable](https://docs.oracle.com/javase/8/docs/api/java/lang/Cloneable.html), [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<K,V>

**Direct Known Subclasses:**

[LinkedHashMap](https://docs.oracle.com/javase/8/docs/api/java/util/LinkedHashMap.html), [PrinterStateReasons](https://docs.oracle.com/javase/8/docs/api/javax/print/attribute/standard/PrinterStateReasons.html)

public class **HashMap<K,V>**

extends [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<K,V>

implements [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<K,V>, [Cloneable](https://docs.oracle.com/javase/8/docs/api/java/lang/Cloneable.html), [Serializable](https://docs.oracle.com/javase/8/docs/api/java/io/Serializable.html)

Hash table based implementation of the Map interface. This implementation provides all of the optional map operations, and permits null values and the null key. (The HashMap class is roughly equivalent to Hashtable, except that it is unsynchronized and permits nulls.) This class makes no guarantees as to the order of the map; in particular, it does not guarantee that the order will remain constant over time.

This implementation provides constant-time performance for the basic operations (get and put), assuming the hash function disperses the elements properly among the buckets. Iteration over collection views requires time proportional to the "capacity" of the HashMap instance (the number of buckets) plus its size (the number of key-value mappings). Thus, it's very important not to set the initial capacity too high (or the load factor too low) if iteration performance is important.

An instance of HashMap has two parameters that affect its performance: *initial capacity* and *load factor*. The *capacity* is the number of buckets in the hash table, and the initial capacity is simply the capacity at the time the hash table is created. The *load factor* is a measure of how full the hash table is allowed to get before its capacity is automatically increased. When the number of entries in the hash table exceeds the product of the load factor and the current capacity, the hash table is *rehashed* (that is, internal data structures are rebuilt) so that the hash table has approximately twice the number of buckets.

As a general rule, the default load factor (.75) offers a good tradeoff between time and space costs. Higher values decrease the space overhead but increase the lookup cost (reflected in most of the operations of the HashMap class, including get and put). The expected number of entries in the map and its load factor should be taken into account when setting its initial capacity, so as to minimize the number of rehash operations. If the initial capacity is greater than the maximum number of entries divided by the load factor, no rehash operations will ever occur.

If many mappings are to be stored in a HashMap instance, creating it with a sufficiently large capacity will allow the mappings to be stored more efficiently than letting it perform automatic rehashing as needed to grow the table. Note that using many keys with the same hashCode() is a sure way to slow down performance of any hash table. To ameliorate impact, when keys are [Comparable](https://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html), this class may use comparison order among keys to help break ties.

**Note that this implementation is not synchronized.** If multiple threads access a hash map concurrently, and at least one of the threads modifies the map structurally, it *must* be synchronized externally. (A structural modification is any operation that adds or deletes one or more mappings; merely changing the value associated with a key that an instance already contains is not a structural modification.) This is typically accomplished by synchronizing on some object that naturally encapsulates the map. If no such object exists, the map should be "wrapped" using the [Collections.synchronizedMap](https://docs.oracle.com/javase/8/docs/api/java/util/Collections.html#synchronizedMap-java.util.Map-) method. This is best done at creation time, to prevent accidental unsynchronized access to the map:

Map m = Collections.synchronizedMap(new HashMap(...));

The iterators returned by all of this class's "collection view methods" are *fail-fast*: if the map is structurally modified at any time after the iterator is created, in any way except through the iterator's own remove method, the iterator will throw a [ConcurrentModificationException](https://docs.oracle.com/javase/8/docs/api/java/util/ConcurrentModificationException.html). Thus, in the face of concurrent modification, the iterator fails quickly and cleanly, rather than risking arbitrary, non-deterministic behavior at an undetermined time in the future.

Note that the fail-fast behavior of an iterator cannot be guaranteed as it is, generally speaking, impossible to make any hard guarantees in the presence of unsynchronized concurrent modification. Fail-fast iterators throw ConcurrentModificationException on a best-effort basis. Therefore, it would be wrong to write a program that depended on this exception for its correctness: *the fail-fast behavior of iterators should be used only to detect bugs.*

This class is a member of the [Java Collections Framework](https://docs.oracle.com/javase/8/docs/technotes/guides/collections/index.html).

**Since:**

1.2

**See Also:**

[Object.hashCode()](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#hashCode--), [Collection](https://docs.oracle.com/javase/8/docs/api/java/util/Collection.html), [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html), [TreeMap](https://docs.oracle.com/javase/8/docs/api/java/util/TreeMap.html), [Hashtable](https://docs.oracle.com/javase/8/docs/api/java/util/Hashtable.html), [Serialized Form](https://docs.oracle.com/javase/8/docs/api/serialized-form.html#java.util.HashMap)

### *Nested Class Summary*

### Nested classes/interfaces inherited from class java.util.[AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)

[AbstractMap.SimpleEntry](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.SimpleEntry.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.SimpleEntry.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.SimpleEntry.html)>, [AbstractMap.SimpleImmutableEntry](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.SimpleImmutableEntry.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.SimpleImmutableEntry.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.SimpleImmutableEntry.html)>

### Nested classes/interfaces inherited from interface java.util.[Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)

[Map.Entry](https://docs.oracle.com/javase/8/docs/api/java/util/Map.Entry.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/Map.Entry.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/Map.Entry.html)>

### *Constructor Summary*

|  |
| --- |
| **Constructors** |
| **Constructor and Description** |
| [**HashMap**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#HashMap--)()  Constructs an empty HashMap with the default initial capacity (16) and the default load factor (0.75). |
| [**HashMap**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#HashMap-int-)(int initialCapacity)  Constructs an empty HashMap with the specified initial capacity and the default load factor (0.75). |
| [**HashMap**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#HashMap-int-float-)(int initialCapacity, float loadFactor)  Constructs an empty HashMap with the specified initial capacity and load factor. |
| [**HashMap**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#HashMap-java.util.Map-)([**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<? extends [**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> m)  Constructs a new HashMap with the same mappings as the specified Map. |

### *Method Summary*

|  |  |
| --- | --- |
| **All Methods**[**Instance Methods**](javascript:show(2);)[**Concrete Methods**](javascript:show(8);) | |
| **Modifier and Type** | **Method and Description** |
| void | [**clear**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#clear--)()  Removes all of the mappings from this map. |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**clone**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#clone--)()  Returns a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**compute**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#compute-K-java.util.function.BiFunction-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**BiFunction**](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> remappingFunction)  Attempts to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**computeIfAbsent**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#computeIfAbsent-K-java.util.function.Function-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**Function**](https://docs.oracle.com/javase/8/docs/api/java/util/function/Function.html)<? super [**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> mappingFunction)  If the specified key is not already associated with a value (or is mapped to null), attempts to compute its value using the given mapping function and enters it into this map unless null. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**computeIfPresent**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#computeIfPresent-K-java.util.function.BiFunction-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**BiFunction**](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> remappingFunction)  If the value for the specified key is present and non-null, attempts to compute a new mapping given the key and its current mapped value. |
| boolean | [**containsKey**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#containsKey-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key)  Returns true if this map contains a mapping for the specified key. |
| boolean | [**containsValue**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#containsValue-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) value)  Returns true if this map maps one or more keys to the specified value. |
| [**Set**](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html)<[**Map.Entry**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.Entry.html)<[**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>> | [**entrySet**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#entrySet--)()  Returns a [**Set**](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html) view of the mappings contained in this map. |
| void | [**forEach**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#forEach-java.util.function.BiConsumer-)([**BiConsumer**](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiConsumer.html)<? super [**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> action)  Performs the given action for each entry in this map until all entries have been processed or the action throws an exception. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**get**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#get-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key)  Returns the value to which the specified key is mapped, or null if this map contains no mapping for the key. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**getOrDefault**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#getOrDefault-java.lang.Object-V-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key, [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) defaultValue)  Returns the value to which the specified key is mapped, or defaultValue if this map contains no mapping for the key. |
| boolean | [**isEmpty**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#isEmpty--)()  Returns true if this map contains no key-value mappings. |
| [**Set**](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html)<[**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> | [**keySet**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#keySet--)()  Returns a [**Set**](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html) view of the keys contained in this map. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**merge**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#merge-K-V-java.util.function.BiFunction-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value, [**BiFunction**](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> remappingFunction)  If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**put**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#put-K-V-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value)  Associates the specified value with the specified key in this map. |
| void | [**putAll**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#putAll-java.util.Map-)([**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<? extends [**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> m)  Copies all of the mappings from the specified map to this map. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**putIfAbsent**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#putIfAbsent-K-V-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value)  If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returnsnull, else returns the current value. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**remove**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#remove-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key)  Removes the mapping for the specified key from this map if present. |
| boolean | [**remove**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#remove-java.lang.Object-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) value)  Removes the entry for the specified key only if it is currently mapped to the specified value. |
| [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) | [**replace**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#replace-K-V-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value)  Replaces the entry for the specified key only if it is currently mapped to some value. |
| boolean | [**replace**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#replace-K-V-V-)([**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key, [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) oldValue, [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) newValue)  Replaces the entry for the specified key only if currently mapped to the specified value. |
| void | [**replaceAll**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#replaceAll-java.util.function.BiFunction-)([**BiFunction**](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [**K**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> function)  Replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| int | [**size**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#size--)()  Returns the number of key-value mappings in this map. |
| [**Collection**](https://docs.oracle.com/javase/8/docs/api/java/util/Collection.html)<[**V**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> | [**values**](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#values--)()  Returns a [**Collection**](https://docs.oracle.com/javase/8/docs/api/java/util/Collection.html) view of the values contained in this map. |

### Methods inherited from class java.util.[AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)

[equals](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#equals-java.lang.Object-), [hashCode](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#hashCode--), [toString](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#toString--)

### Methods inherited from class java.lang.[Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html)

[finalize](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#finalize--), [getClass](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#getClass--), [notify](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#notify--), [notifyAll](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#notifyAll--), [wait](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#wait--), [wait](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#wait-long-), [wait](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html#wait-long-int-)

### Methods inherited from interface java.util.[Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)

[equals](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#equals-java.lang.Object-), [hashCode](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#hashCode--)

### *Constructor Detail*

#### HashMap

* + - public HashMap(int initialCapacity,

float loadFactor)

Constructs an empty HashMap with the specified initial capacity and load factor.

**Parameters:**

initialCapacity - the initial capacity

loadFactor - the load factor

**Throws:**

[IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - if the initial capacity is negative or the load factor is nonpositive

#### HashMap

public HashMap(int initialCapacity)

Constructs an empty HashMap with the specified initial capacity and the default load factor (0.75).

**Parameters:**

initialCapacity - the initial capacity.

**Throws:**

[IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - if the initial capacity is negative.

#### HashMap

public HashMap()

Constructs an empty HashMap with the default initial capacity (16) and the default load factor (0.75).

#### HashMap

public HashMap([Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<? extends [K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> m)

Constructs a new HashMap with the same mappings as the specified Map. The HashMap is created with default load factor (0.75) and an initial capacity sufficient to hold the mappings in the specified Map.

**Parameters:**

m - the map whose mappings are to be placed in this map

**Throws:**

[NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - if the specified map is null

### *Method Detail*

#### size

public int size()

Returns the number of key-value mappings in this map.

**Specified by:**

[size](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#size--) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[size](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#size--) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Returns:**

the number of key-value mappings in this map

#### isEmpty

public boolean isEmpty()

Returns true if this map contains no key-value mappings.

**Specified by:**

[isEmpty](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#isEmpty--) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[isEmpty](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#isEmpty--) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Returns:**

true if this map contains no key-value mappings

#### get

public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) get([Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key)

Returns the value to which the specified key is mapped, or null if this map contains no mapping for the key.

More formally, if this map contains a mapping from a key k to a value v such that (key==null ? k==null : key.equals(k)), then this method returns v; otherwise it returns null. (There can be at most one such mapping.)

A return value of null does not *necessarily* indicate that the map contains no mapping for the key; it's also possible that the map explicitly maps the key to null. The [containsKey](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#containsKey-java.lang.Object-) operation may be used to distinguish these two cases.

**Specified by:**

[get](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#get-java.lang.Object-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[get](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#get-java.lang.Object-) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - the key whose associated value is to be returned

**Returns:**

the value to which the specified key is mapped, or null if this map contains no mapping for the key

**See Also:**

[put(Object, Object)](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html#put-K-V-)

#### containsKey

public boolean containsKey([Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key)

Returns true if this map contains a mapping for the specified key.

**Specified by:**

[containsKey](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#containsKey-java.lang.Object-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[containsKey](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#containsKey-java.lang.Object-) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - The key whose presence in this map is to be tested

**Returns:**

true if this map contains a mapping for the specified key.

#### put

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) put([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,

[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value)

Associates the specified value with the specified key in this map. If the map previously contained a mapping for the key, the old value is replaced.

**Specified by:**

[put](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#put-K-V-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[put](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#put-K-V-) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is to be associated

value - value to be associated with the specified key

**Returns:**

the previous value associated with key, or null if there was no mapping for key. (A null return can also indicate that the map previously associated null with key.)

#### putAll

public void putAll([Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<? extends [K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> m)

Copies all of the mappings from the specified map to this map. These mappings will replace any mappings that this map had for any of the keys currently in the specified map.

**Specified by:**

[putAll](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#putAll-java.util.Map-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[putAll](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#putAll-java.util.Map-) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

m - mappings to be stored in this map

**Throws:**

[NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - if the specified map is null

#### remove

public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) remove([Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key)

Removes the mapping for the specified key from this map if present.

**Specified by:**

[remove](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#remove-java.lang.Object-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[remove](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#remove-java.lang.Object-) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key whose mapping is to be removed from the map

**Returns:**

the previous value associated with key, or null if there was no mapping for key. (A null return can also indicate that the map previously associated null with key.)

#### clear

public void clear()

Removes all of the mappings from this map. The map will be empty after this call returns.

**Specified by:**

[clear](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#clear--) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[clear](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#clear--) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

#### containsValue

public boolean containsValue([Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) value)

Returns true if this map maps one or more keys to the specified value.

**Specified by:**

[containsValue](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#containsValue-java.lang.Object-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[containsValue](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#containsValue-java.lang.Object-) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

value - value whose presence in this map is to be tested

**Returns:**

true if this map maps one or more keys to the specified value

#### keySet

public [Set](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> keySet()

Returns a [Set](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html) view of the keys contained in this map. The set is backed by the map, so changes to the map are reflected in the set, and vice-versa. If the map is modified while an iteration over the set is in progress (except through the iterator's own remove operation), the results of the iteration are undefined. The set supports element removal, which removes the corresponding mapping from the map, via the Iterator.remove, Set.remove, removeAll, retainAll, and clear operations. It does not support the add or addAlloperations.

**Specified by:**

[keySet](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#keySet--) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[keySet](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#keySet--) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Returns:**

a set view of the keys contained in this map

#### values

public [Collection](https://docs.oracle.com/javase/8/docs/api/java/util/Collection.html)<[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> values()

Returns a [Collection](https://docs.oracle.com/javase/8/docs/api/java/util/Collection.html) view of the values contained in this map. The collection is backed by the map, so changes to the map are reflected in the collection, and vice-versa. If the map is modified while an iteration over the collection is in progress (except through the iterator's own remove operation), the results of the iteration are undefined. The collection supports element removal, which removes the corresponding mapping from the map, via the Iterator.remove, Collection.remove, removeAll, retainAll and clear operations. It does not support the add or addAll operations.

**Specified by:**

[values](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#values--) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Overrides:**

[values](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#values--) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Returns:**

a view of the values contained in this map

#### entrySet

public [Set](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html)<[Map.Entry](https://docs.oracle.com/javase/8/docs/api/java/util/Map.Entry.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>> entrySet()

Returns a [Set](https://docs.oracle.com/javase/8/docs/api/java/util/Set.html) view of the mappings contained in this map. The set is backed by the map, so changes to the map are reflected in the set, and vice-versa. If the map is modified while an iteration over the set is in progress (except through the iterator's own remove operation, or through the setValue operation on a map entry returned by the iterator) the results of the iteration are undefined. The set supports element removal, which removes the corresponding mapping from the map, via the Iterator.remove, Set.remove, removeAll, retainAll and clear operations. It does not support the add or addAll operations.

**Specified by:**

[entrySet](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#entrySet--) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Specified by:**

[entrySet](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#entrySet--) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Returns:**

a set view of the mappings contained in this map

#### getOrDefault

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) getOrDefault([Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key,

[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) defaultValue)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#getOrDefault-java.lang.Object-V-)

Returns the value to which the specified key is mapped, or defaultValue if this map contains no mapping for the key.

**Specified by:**

[getOrDefault](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#getOrDefault-java.lang.Object-V-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - the key whose associated value is to be returned

defaultValue - the default mapping of the key

**Returns:**

the value to which the specified key is mapped, or defaultValue if this map contains no mapping for the key

#### putIfAbsent

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) putIfAbsent([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,

[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#putIfAbsent-K-V-)

If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current value.

**Specified by:**

[putIfAbsent](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#putIfAbsent-K-V-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is to be associated

value - value to be associated with the specified key

**Returns:**

the previous value associated with the specified key, or null if there was no mapping for the key. (A null return can also indicate that the map previously associated null with the key, if the implementation supports null values.)

#### remove

* + - public boolean remove([Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) key,

[Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) value)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#remove-java.lang.Object-java.lang.Object-)

Removes the entry for the specified key only if it is currently mapped to the specified value.

**Specified by:**

[remove](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#remove-java.lang.Object-java.lang.Object-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is associated

value - value expected to be associated with the specified key

**Returns:**

true if the value was removed

#### replace

* + - public boolean replace([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,
    - [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) oldValue,

[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) newValue)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#replace-K-V-V-)

Replaces the entry for the specified key only if currently mapped to the specified value.

**Specified by:**

[replace](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#replace-K-V-V-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is associated

oldValue - value expected to be associated with the specified key

newValue - value to be associated with the specified key

**Returns:**

true if the value was replaced

#### replace

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) replace([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,

[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#replace-K-V-)

Replaces the entry for the specified key only if it is currently mapped to some value.

**Specified by:**

[replace](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#replace-K-V-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is associated

value - value to be associated with the specified key

**Returns:**

the previous value associated with the specified key, or null if there was no mapping for the key. (A null return can also indicate that the map previously associated null with the key, if the implementation supports null values.)

#### computeIfAbsent

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) computeIfAbsent([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,

[Function](https://docs.oracle.com/javase/8/docs/api/java/util/function/Function.html)<? super [K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> mappingFunction)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#computeIfAbsent-K-java.util.function.Function-)

If the specified key is not already associated with a value (or is mapped to null), attempts to compute its value using the given mapping function and enters it into this map unless null.

If the function returns null no mapping is recorded. If the function itself throws an (unchecked) exception, the exception is rethrown, and no mapping is recorded. The most common usage is to construct a new object serving as an initial mapped value or memoized result, as in:

map.computeIfAbsent(key, k -> new Value(f(k)));

Or to implement a multi-value map, Map<K,Collection<V>>, supporting multiple values per key:

map.computeIfAbsent(key, k -> new HashSet<V>()).add(v);

**Specified by:**

[computeIfAbsent](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#computeIfAbsent-K-java.util.function.Function-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is to be associated

mappingFunction - the function to compute a value

**Returns:**

the current (existing or computed) value associated with the specified key, or null if the computed value is null

#### computeIfPresent

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) computeIfPresent([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,

[BiFunction](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> remappingFunction)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#computeIfPresent-K-java.util.function.BiFunction-)

If the value for the specified key is present and non-null, attempts to compute a new mapping given the key and its current mapped value.

If the function returns null, the mapping is removed. If the function itself throws an (unchecked) exception, the exception is rethrown, and the current mapping is left unchanged.

**Specified by:**

[computeIfPresent](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#computeIfPresent-K-java.util.function.BiFunction-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is to be associated

remappingFunction - the function to compute a value

**Returns:**

the new value associated with the specified key, or null if none

#### compute

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) compute([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,

[BiFunction](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> remappingFunction)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#compute-K-java.util.function.BiFunction-)

Attempts to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). For example, to either create or append a Stringmsg to a value mapping:

map.compute(key, (k, v) -> (v == null) ? msg : v.concat(msg))

(Method [merge()](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#merge-K-V-java.util.function.BiFunction-) is often simpler to use for such purposes.)

If the function returns null, the mapping is removed (or remains absent if initially absent). If the function itself throws an (unchecked) exception, the exception is rethrown, and the current mapping is left unchanged.

**Specified by:**

[compute](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#compute-K-java.util.function.BiFunction-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the specified value is to be associated

remappingFunction - the function to compute a value

**Returns:**

the new value associated with the specified key, or null if none

#### merge

* + - public [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) merge([K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) key,
    - [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) value,

[BiFunction](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> remappingFunction)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#merge-K-V-java.util.function.BiFunction-)

If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. Otherwise, replaces the associated value with the results of the given remapping function, or removes if the result is null. This method may be of use when combining multiple mapped values for a key. For example, to either create or append a String msg to a value mapping:

map.merge(key, msg, String::concat)

If the function returns null the mapping is removed. If the function itself throws an (unchecked) exception, the exception is rethrown, and the current mapping is left unchanged.

**Specified by:**

[merge](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#merge-K-V-java.util.function.BiFunction-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

key - key with which the resulting value is to be associated

value - the non-null value to be merged with the existing value associated with the key or, if no existing value or a null value is associated with the key, to be associated with the key

remappingFunction - the function to recompute a value if present

**Returns:**

the new value associated with the specified key, or null if no value is associated with the key

#### forEach

public void forEach([BiConsumer](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiConsumer.html)<? super [K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> action)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#forEach-java.util.function.BiConsumer-)

Performs the given action for each entry in this map until all entries have been processed or the action throws an exception. Unless otherwise specified by the implementing class, actions are performed in the order of entry set iteration (if an iteration order is specified.) Exceptions thrown by the action are relayed to the caller.

**Specified by:**

[forEach](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#forEach-java.util.function.BiConsumer-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

action - The action to be performed for each entry

#### replaceAll

public void replaceAll([BiFunction](https://docs.oracle.com/javase/8/docs/api/java/util/function/BiFunction.html)<? super [K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? super [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),? extends [V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)> function)

**Description copied from interface:**[**Map**](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#replaceAll-java.util.function.BiFunction-)

Replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. Exceptions thrown by the function are relayed to the caller.

**Specified by:**

[replaceAll](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html#replaceAll-java.util.function.BiFunction-) in interface [Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Parameters:**

function - the function to apply to each entry

#### clone

public [Object](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) clone()

Returns a shallow copy of this HashMap instance: the keys and values themselves are not cloned.

**Overrides:**

[clone](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html#clone--) in class [AbstractMap](https://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html)<[K](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html),[V](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html)>

**Returns:**

a shallow copy of this map

**See Also:**

[Cloneable](https://docs.oracle.com/javase/8/docs/api/java/lang/Cloneable.html)

# **Java HashMap class**
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Java HashMap class implements the map interface by using a hashtable. It inherits AbstractMap class and implements Map interface.

The important points about Java HashMap class are:

* A HashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains no order.

### **Hierarchy of HashMap class**

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### **HashMap class declaration**

Let's see the declaration for java.util.HashMap class.

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

### **HashMap class Parameters**

Let's see the Parameters for java.util.HashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java HashMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashMap() | It is used to construct a default HashMap. |
| HashMap(Map m) | It is used to initializes the hash map by using the elements of the given Map object m. |
| HashMap(int capacity) | It is used to initializes the capacity of the hash map to the given integer value, capacity. |
| HashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and fill ratio of the hash map by using its arguments. |

### **Methods of Java HashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| boolean isEmpty() | It is used to return true if this map contains no key-value mappings. |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| Object put(Object key, Object value) | It is used to associate the specified value with the specified key in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### **Java HashMap Example**

1. **import** java.util.\*;
2. **class** TestCollection13{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(101,"Vijay");
7. hm.put(102,"Rahul");
8. **for**(Map.Entry m:hm.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection13)

Output:102 Rahul

100 Amit

101 Vijay

### **Java HashMap Example: remove()**

1. **import** java.util.\*;
2. **public** **class** HashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash map
5. HashMap<Integer, String> map = **new** HashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {102=Operating System, 103=Data Communication and Networking, 101=Let us C}

Values after remove: {103=Data Communication and Networking, 101=Let us C}

### **Difference between HashSet and HashMap**

HashSet contains only values whereas HashMap contains entry(key and value).

### **Java HashMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** HashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

# **Java LinkedHashMap class**

![Java LinkedHashMap class hierarchy](data:image/png;base64,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)

Java LinkedHashMap class is Hash table and Linked list implementation of the Map interface, with predictable iteration order. It inherits HashMap class and implements the Map interface.

The important points about Java LinkedHashMap class are:

* A LinkedHashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It is same as HashMap instead maintains insertion order.

### **LinkedHashMap class declaration**

Let's see the declaration for java.util.LinkedHashMap class.

1. **public** **class** LinkedHashMap<K,V> **extends** HashMap<K,V> **implements** Map<K,V>

### **LinkedHashMap class Parameters**

Let's see the Parameters for java.util.LinkedHashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java LinkedHashMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedHashMap() | It is used to construct a default LinkedHashMap. |
| LinkedHashMap(int capacity) | It is used to initialize a LinkedHashMap with the given capacity. |
| LinkedHashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and the fillRatio. |
| LinkedHashMap(Map m) | It is used to initialize the LinkedHashMap with the elements from the given Map class m. |

### **Methods of Java LinkedHashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map maps one or more keys to the specified value. |

### **Java LinkedHashMap Example**

1. **import** java.util.\*;
2. **class** TestCollection14{
3. **public** **static** **void** main(String args[]){
5. LinkedHashMap<Integer,String> hm=**new** LinkedHashMap<Integer,String>();
7. hm.put(100,"Amit");
8. hm.put(101,"Vijay");
9. hm.put(102,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection14)

Output:100 Amit

101 Vijay

102 Rahul

### **Java LinkedHashMap Example:remove()**

1. **import** java.util.\*;
2. **public** **class** LinkedHashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate linked hash map
5. Map<Integer, String> map = **new** LinkedHashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Let us C, 102=Operating System, 103=Data Communication and Networking}

Values after remove: {101=Let us C, 103=Data Communication and Networking}

### **Java LinkedHashMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** LinkedHashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

# **Java TreeMap class**
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Java TreeMap class implements the Map interface by using a tree. It provides an efficient means of storing key/value pairs in sorted order.

The important points about Java TreeMap class are:

* A TreeMap contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* It contains only unique elements.
* It cannot have null key but can have multiple null values.
* It is same as HashMap instead maintains ascending order.

### **TreeMap class declaration**

Let's see the declaration for java.util.TreeMap class.

1. **public** **class** TreeMap<K,V> **extends** AbstractMap<K,V> **implements** NavigableMap<K,V>, Cloneable, Serializable

### **TreeMap class Parameters**

Let's see the Parameters for java.util.TreeMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java TreeMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeMap() | It is used to construct an empty tree map that will be sorted using the natural order of its key. |
| TreeMap(Comparator comp) | It is used to construct an empty tree-based map that will be sorted using the comparator comp. |
| TreeMap(Map m) | It is used to initialize a tree map with the entries from **m**, which will be sorted using the natural order of the keys. |
| TreeMap(SortedMap sm) | It is used to initialize a tree map with the entries from the SortedMap **sm**, which will be sorted in the same order as **sm.** |

### **Methods of Java TreeMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| Object firstKey() | It is used to return the first (lowest) key currently in this sorted map. |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| Object lastKey() | It is used to return the last (highest) key currently in this sorted map. |
| Object remove(Object key) | It is used to remove the mapping for this key from this TreeMap if present. |
| void putAll(Map map) | It is used to copy all of the mappings from the specified map to this map. |
| Set entrySet() | It is used to return a set view of the mappings contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### **Java TreeMap Example:**

1. **import** java.util.\*;
2. **class** TestCollection15{
3. **public** **static** **void** main(String args[]){
4. TreeMap<Integer,String> hm=**new** TreeMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(102,"Ravi");
7. hm.put(101,"Vijay");
8. hm.put(103,"Rahul");
9. **for**(Map.Entry m:hm.entrySet()){
10. System.out.println(m.getKey()+" "+m.getValue());
11. }
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection15)

Output:100 Amit

101 Vijay

102 Ravi

103 Rahul

### **Java TreeMap Example: remove()**

1. **import** java.util.\*;
2. **public** **class** TreeMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate tree map
5. Map<Integer, String> map = **new** TreeMap<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Data Communication and Networking, 102=Let us C, 103=Operating System}

Values after remove: {101=Data Communication and Networking, 103=Operating System}

### **What is difference between HashMap and TreeMap?**

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap can not contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

### **Java TreeMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** TreeMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

# **Java Hashtable class**

Java Hashtable class implements a hashtable, which maps keys to values. It inherits Dictionary class and implements the Map interface.

The important points about Java Hashtable class are:

* A Hashtable is an array of list. Each list is known as a bucket. The position of bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.
* It contains only unique elements.
* It may have not have any null key or value.
* It is synchronized.

### **Hashtable class declaration**

Let's see the declaration for java.util.Hashtable class.

1. **public** **class** Hashtable<K,V> **extends** Dictionary<K,V> **implements** Map<K,V>, Cloneable, Serializable

### **Hashtable class Parameters**

Let's see the Parameters for java.util.Hashtable class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java Hashtable class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Hashtable() | It is the default constructor of hash table it instantiates the Hashtable class. |
| Hashtable(int size) | It is used to accept an integer parameter and creates a hash table that has an initial size specified by integer value size. |
| Hashtable(int size, float fillRatio) | It is used to create a hash table that has an initial size specified by size and a fill ratio specified by fillRatio. |

### **Methods of Java Hashtable class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to reset the hash table. |
| boolean contains(Object value) | This method return true if some value equal to the value exist within the hash table, else return false. |
| boolean containsValue(Object value) | This method return true if some value equal to the value exists within the hash table, else return false. |
| boolean containsKey(Object key) | This method return true if some key equal to the key exists within the hash table, else return false. |
| boolean isEmpty() | This method return true if the hash table is empty; returns false if it contains at least one key. |
| void rehash() | It is used to increase the size of the hash table and rehashes all of its keys. |
| Object get(Object key) | This method return the object that contains the value associated with the key. |
| Object remove(Object key) | It is used to remove the key and its value. This method return the value associated with the key. |
| int size() | This method return the number of entries in the hash table. |

### **Java Hashtable Example**

1. **import** java.util.\*;
2. **class** TestCollection16{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> hm=**new** Hashtable<Integer,String>();
6. hm.put(100,"Amit");
7. hm.put(102,"Ravi");
8. hm.put(101,"Vijay");
9. hm.put(103,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection16)

Output:

103 Rahul

102 Ravi

101 Vijay

100 Amit

### **Java Hashtable Example: remove()**

1. **import** java.util.\*;
2. **public** **class** HashtableExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash table
5. Hashtable<Integer, String> map = **new** Hashtable<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {103=Operating System, 102=Let us C, 101=Data Communication and Networking}

Values after remove: {103=Operating System, 101=Data Communication and Networking}

### **Java Hashtable Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashtableExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** Hashtable<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
26. //Traversing map
27. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
28. **int** key=entry.getKey();
29. Book b=entry.getValue();
30. System.out.println(key+" Details:");
31. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
32. }
33. }
34. }

# **Difference between HashMap and Hashtable**

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

# **Java EnumSet class**

Java EnumSet class is the specialized Set implementation for use with enum types. It inherits AbstractSet class and implements the Set interface.

### **EnumSet class hierarchy**

The hierarchy of EnumSet class is given in the figure given below.
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## EnumSet class declaration

Let's see the declaration for java.util.EnumSet class.

1. **public** **abstract** **class** EnumSet<E **extends** Enum<E>> **extends** AbstractSet<E> **implements** Cloneable, Serializable

### **Methods of Java EnumSet class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <E extends Enum<E>> EnumSet<E> allOf(Class<E> elementType) | It is used to create an enum set containing all of the elements in the specified element type. |
| static <E extends Enum<E>> EnumSet<E> copyOf(Collection<E> c) | It is used to create an enum set initialized from the specified collection. |
| static <E extends Enum<E>> EnumSet<E> noneOf(Class<E> elementType) | It is used to create an empty enum set with the specified element type. |
| static <E extends Enum<E>> EnumSet<E> of(E e) | It is used to create an enum set initially containing the specified element. |
| static <E extends Enum<E>> EnumSet<E> range(E from, E to) | It is used to create an enum set initially containing the specified elements. |
| EnumSet<E> clone() | It is used to return a copy of this set. |

## Java EnumSet Example

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set = EnumSet.of(days.TUESDAY, days.WEDNESDAY);
8. // Traversing elements
9. Iterator<days> iter = set.iterator();
10. **while** (iter.hasNext())
11. System.out.println(iter.next());
12. }
13. }

Output:

TUESDAY

WEDNESDAY

## Java EnumSet Example: allOf() and noneOf()

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set1 = EnumSet.allOf(days.**class**);
8. System.out.println("Week Days:"+set1);
9. Set<days> set2 = EnumSet.noneOf(days.**class**);
10. System.out.println("Week Days:"+set2);
11. }
12. }

# **Java EnumMap class**

Java EnumMap class is the specialized Map implementation for enum keys. It inherits Enum and AbstractMap classes.

### **EnumMap class hierarchy**

The hierarchy of EnumMap class is given in the figure given below.
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## EnumMap class declaration

Let's see the declaration for java.util.EnumMap class.

1. **public** **class** EnumMap<K **extends** Enum<K>,V> **extends** AbstractMap<K,V> **implements** Serializable, Cloneable

## EnumMap class Parameters

Let's see the Parameters for java.util.EnumMap class.

* **K:** It is the type of keys maintained by this map.
* **V:** It is the type of mapped values.

### **Constructors of Java EnumMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| EnumMap(Class<K> keyType) | It is used to create an empty enum map with the specified key type. |
| EnumMap(EnumMap<K,? extends V> m) | It is used to create an enum map with the same key type as the specified enum map. |
| EnumMap(Map<K,? extends V> m) | It is used to create an enum map initialized from the specified map. |

### **Methods of Java EnumMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | This method return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | This method return true if this map maps one or more keys to the specified value. |
| boolean equals(Object o) | It is used to compare the specified object with this map for equality. |
| V get(Object key) | This method returns the value to which the specified key is mapped. |
| V put(K key, V value) | It is used to associate the specified value with the specified key in this map. |
| V remove(Object key) | It is used to remove the mapping for this key. |
| Collection<V> values() | It is used to return a Collection view of the values contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |

## Java EnumMap Example

1. **import** java.util.\*;
2. **public** **class** EnumMapExample {
3. // create an enum
4. **public** **enum** Days {
5. Monday, Tuesday, Wednesday, Thursday
6. };
7. **public** **static** **void** main(String[] args) {
8. //create and populate enum map
9. EnumMap<Days, String> map = **new** EnumMap<Days, String>(Days.**class**);
10. map.put(Days.Monday, "1");
11. map.put(Days.Tuesday, "2");
12. map.put(Days.Wednesday, "3");
13. map.put(Days.Thursday, "4");
14. // print the map
15. **for**(Map.Entry m:map.entrySet()){
16. System.out.println(m.getKey()+" "+m.getValue());
17. }
18. }
19. }

Output:

Monday 1

Tuesday 2

Wednesday 3

Thursday 4

## Java EnumMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** EnumMapExample {
15. // Creating enum
16. **public** **enum** Key{
17. One, Two, Three
18. };
19. **public** **static** **void** main(String[] args) {
20. EnumMap<Key, Book> map = **new** EnumMap<Key, Book>(Key.**class**);
21. // Creating Books
22. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
23. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
24. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
25. // Adding Books to Map
26. map.put(Key.One, b1);
27. map.put(Key.Two, b2);
28. map.put(Key.Three, b3);
29. // Traversing EnumMap
30. **for**(Map.Entry<Key, Book> entry:map.entrySet()){
31. Book b=entry.getValue();
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

# **Java Collections class**

Java collection class is used exclusively with static methods that operate on or return collections. It inherits Object class.

The important points about Java Collections class are:

* Java Collection class supports the **polymorphic algorithms** that operate on collections.
* Java Collection class throws a **NullPointerException** if the collections or class objects provided to them are null.

## Collections class declaration

Let's see the declaration for Java.util.Collections class.

1. **public** **class** Collections **extends** Object

### **Methods of Java Collections class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <T> boolean addAll(Collection<? super T> c, T... elements) | It is used to add all of the specified elements to the specified collection. |
| static <T> Queue<T> asLifoQueue(Deque<T> deque) | It is used to return a view of a Deque as a Last-In-First-Out (LIFO) Queue. |
| static <T> int binarySearch(List<? extends T> list, T key, Comparator<? super T< c) | It is used to search the specified list for the specified object using the binary search algorithm. |
| static <E> List<E> checkedList(List<E> list, Class<E> type) | It is used to return a dynamically typesafe view of the specified list. |
| static <E> Set<E> checkedSet(Set<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified set. |
| static <E> SortedSet<E>checkedSortedSet(SortedSet<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified sorted set |
| static void reverse(List<?> list) | It is used to reverse the order of the elements in the specified list. |
| static <T> T max(Collection<? extends T> coll, Comparator<? super T> comp) | It is used to return the maximum element of the given collection, according to the order induced by the specified comparator. |
| static <T extends Object & Comparable<? super T>>T min(Collection<? extends T> coll) | It is used to return the minimum element of the given collection, according to the natural ordering of its elements. |
| static boolean replaceAll(List list, T oldVal, T newVal) | It is used to replace all occurrences of one specified value in a list with another. |

## Java Collections Example

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<String> list = **new** ArrayList<String>();
5. list.add("C");
6. list.add("Core Java");
7. list.add("Advance Java");
8. System.out.println("Initial collection value:"+list);
9. Collections.addAll(list, "Servlet","JSP");
10. System.out.println("After adding elements collection value:"+list);
11. String[] strArr = {"C#", ".Net"};
12. Collections.addAll(list, strArr);
13. System.out.println("After adding array collection value:"+list);
14. }
15. }

Output:

Initial collection value:[C, Core Java, Advance Java]

After adding elements collection value:[C, Core Java, Advance Java, Servlet, JSP]

After adding array collection value:[C, Core Java, Advance Java, Servlet, JSP, C#, .Net]

## Java Collections Example: max()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of maximum element from the collection: "+Collections.max(list));
12. }
13. }

Output:

Value of maximum element from the collection: 67

## Java Collections Example: min()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of minimum element from the collection: "+Collections.min(list));
12. }
13. }

# **Sorting in Collection**

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

|  |
| --- |
| **Collections** class provides static methods for sorting the elements of collection.If collection elements are of Set type, we can use TreeSet.But We cannot sort the elements of List.Collections class provides methods for sorting the elements of List type elements. |

### **Method of Collections class for sorting List elements**

|  |
| --- |
| **public void sort(List list):** is used to sort the elements of List.List elements must be of Comparable type. |

#### Note: String class and Wrapper classes implements the Comparable interface.So if you store the objects of string or wrapper classes, it will be Comparable.

### **Example of Sorting the elements of List that contains string objects**

1. **import** java.util.\*;
2. **class** TestSort1{
3. **public** **static** **void** main(String args[]){
5. ArrayList<String> al=**new** ArrayList<String>();
6. al.add("Viru");
7. al.add("Saurav");
8. al.add("Mukesh");
9. al.add("Tahir");
11. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort1)

Output:Mukesh

Saurav

Tahir

Viru

### **Example of Sorting the elements of List that contains Wrapper class objects**

1. **import** java.util.\*;
2. **class** TestSort2{
3. **public** **static** **void** main(String args[]){
5. ArrayList al=**new** ArrayList();
6. al.add(Integer.valueOf(201));
7. al.add(Integer.valueOf(101));
8. al.add(230);//internally will be converted into objects as Integer.valueOf(230)
10. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

# **Java Comparable interface**

Java Comparable interface is used to order the objects of user-defined class.This interface is found in java.lang package and contains only one method named compareTo(Object). It provide single sorting sequence only i.e. you can sort the elements on based on single data member only. For example it may be rollno, name, age or anything else.

### **compareTo(Object obj) method**

**public int compareTo(Object obj):** is used to compare the current object with the specified object.

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

### **Collections class**

**Collections** class provides static methods for sorting the elements of collections. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But We cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements.

### **Method of Collections class for sorting List elements**

**public void sort(List list):** is used to sort the elements of List. List elements must be of Comparable type.

#### Note: String class and Wrapper classes implements Comparable interface by default. So if you store the objects of string or wrapper classes in list, set or map, it will be Comparable by default.

## Java Comparable Example

Let's see the example of Comparable interface that sorts the list elements on the basis of age.

*File: Student.java*

1. **class** Student **implements** Comparable<Student>{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
11. **public** **int** compareTo(Student st){
12. **if**(age==st.age)
13. **return** 0;
14. **else** **if**(age>st.age)
15. **return** 1;
16. **else**
17. **return** -1;
18. }
19. }

*File: TestSort3.java*

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** TestSort3{
4. **public** **static** **void** main(String args[]){
5. ArrayList<Student> al=**new** ArrayList<Student>();
6. al.add(**new** Student(101,"Vijay",23));
7. al.add(**new** Student(106,"Ajay",27));
8. al.add(**new** Student(105,"Jai",21));
10. Collections.sort(al);
11. **for**(Student st:al){
12. System.out.println(st.rollno+" "+st.name+" "+st.age);
13. }
14. }
15. }

# **Java Comparator interface**

**Java Comparator interface** is used to order the objects of user-defined class.

This interface is found in java.util package and contains 2 methods compare(Object obj1,Object obj2) and equals(Object element).

It provides multiple sorting sequence i.e. you can sort the elements on the basis of any data member, for example rollno, name, age or anything else.

#### **compare() method**

**public int compare(Object obj1,Object obj2):** compares the first object with second object.

## Collections class

**Collections** class provides static methods for sorting the elements of collection. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements also.

#### **Method of Collections class for sorting List elements**

**public void sort(List list, Comparator c):** is used to sort the elements of List by the given Comparator.

## Java Comparator Example (Non-generic Old Style)

Let's see the example of sorting the elements of List on the basis of age and name. In this example, we have created 4 java classes:

1. Student.java
2. AgeComparator.java
3. NameComparator.java
4. Simple.java

**Student.java**

This class contains three fields rollno, name and age and a parameterized constructor.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

This class defines comparison logic based on the age. If age of first object is greater than the second, we are returning positive value, it can be any one such as 1, 2 , 10 etc. If age of first object is less than the second object, we are returning negative value, it can be any negative value and if age of both objects are equal, we are returning 0.

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **if**(s1.age==s2.age)
8. **return** 0;
9. **else** **if**(s1.age>s2.age)
10. **return** 1;
11. **else**
12. **return** -1;
13. }
14. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **return** s1.name.compareTo(s2.name);
8. }
9. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
4. **class** Simple{
5. **public** **static** **void** main(String args[]){
7. ArrayList al=**new** ArrayList();
8. al.add(**new** Student(101,"Vijay",23));
9. al.add(**new** Student(106,"Ajay",27));
10. al.add(**new** Student(105,"Jai",21));
12. System.out.println("Sorting by Name...");
14. Collections.sort(al,**new** NameComparator());
15. Iterator itr=al.iterator();
16. **while**(itr.hasNext()){
17. Student st=(Student)itr.next();
18. System.out.println(st.rollno+" "+st.name+" "+st.age);
19. }
21. System.out.println("sorting by age...");
23. Collections.sort(al,**new** AgeComparator());
24. Iterator itr2=al.iterator();
25. **while**(itr2.hasNext()){
26. Student st=(Student)itr2.next();
27. System.out.println(st.rollno+" "+st.name+" "+st.age);
28. }

31. }
32. }

Sorting by Name...

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age...

105 Jai 21

101 Vijay 23

106 Ajay 27

## Java Comparator Example (Generic)

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **if**(s1.age==s2.age)
5. **return** 0;
6. **else** **if**(s1.age>s2.age)
7. **return** 1;
8. **else**
9. **return** -1;
10. }
11. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **return** s1.name.compareTo(s2.name);
5. }
6. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **class** Simple{
4. **public** **static** **void** main(String args[]){
6. ArrayList<Student> al=**new** ArrayList<Student>();
7. al.add(**new** Student(101,"Vijay",23));
8. al.add(**new** Student(106,"Ajay",27));
9. al.add(**new** Student(105,"Jai",21));
11. System.out.println("Sorting by Name...");
13. Collections.sort(al,**new** NameComparator());
14. **for**(Student st: al){
15. System.out.println(st.rollno+" "+st.name+" "+st.age);
16. }
18. System.out.println("sorting by age...");
20. Collections.sort(al,**new** AgeComparator());
21. **for**(Student st: al){
22. System.out.println(st.rollno+" "+st.name+" "+st.age);
23. }
25. }
26. }

# **Difference between Comparable and Comparator**

Comparable and Comparator both are interfaces and can be used to sort collection elements.

But there are many differences between Comparable and Comparator interfaces that are given below.

|  |  |
| --- | --- |
| **Comparable** | **Comparator** |
| 1) Comparable provides **single sorting sequence**. In other words, we can sort the collection on the basis of single element such as id or name or price etc. | Comparator provides **multiple sorting sequence**. In other words, we can sort the collection on the basis of multiple elements such as id, name and price etc. |
| 2) Comparable **affects the original class** i.e. actual class is modified. | Comparator **doesn't affect the original class** i.e. actual class is not modified. |
| 3) Comparable provides **compareTo() method** to sort elements. | Comparator provides **compare() method** to sort elements. |
| 4) Comparable is found in **java.lang** package. | Comparator is found in **java.util** package. |
| 5) We can sort the list elements of Comparable type by **Collections.sort(List)** method. | We can sort the list elements of Comparator type by **Collections.sort(List,Comparator)** method. |

# **Properties class in Java**

The **properties** object contains key and value pair both as a string. The java.util.Properties class is the subclass of Hashtable.

It can be used to get property value based on the property key. The Properties class provides methods to get data from properties file and store data into properties file. Moreover, it can be used to get properties of system.

### **Advantage of properties file**

**Recompilation is not required, if information is changed from properties file:** If any information is changed from the properties file, you don't need to recompile the java class. It is used to store information which is to be changed frequently.

#### **Methods of Properties class**

The commonly used methods of Properties class are given below.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public void load(Reader r) | loads data from the Reader object. |
| public void load(InputStream is) | loads data from the InputStream object |
| public String getProperty(String key) | returns value based on the key. |
| public void setProperty(String key,String value) | sets the property in the properties object. |
| public void store(Writer w, String comment) | writers the properties in the writer object. |
| public void store(OutputStream os, String comment) | writes the properties in the OutputStream object. |
| storeToXML(OutputStream os, String comment) | writers the properties in the writer object for generating xml document. |
| public void storeToXML(Writer w, String comment, String encoding) | writers the properties in the writer object for generating xml document with specified encoding. |

### **Example of Properties class to get information from properties file**

To get information from the properties file, create the properties file first.

**db.properties**

1. user=system
2. password=oracle

Now, lets create the java class to read the data from the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
5. FileReader reader=**new** FileReader("db.properties");
7. Properties p=**new** Properties();
8. p.load(reader);
10. System.out.println(p.getProperty("user"));
11. System.out.println(p.getProperty("password"));
12. }
13. }

Output:system

oracle

Now if you change the value of the properties file, you don't need to compile the java class again. That means no maintenance problem.

### **Example of Properties class to get all the system properties**

By System.getProperties() method we can get all the properties of system. Let's create the class that gets information from the system properties.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=System.getProperties();
7. Set set=p.entrySet();
9. Iterator itr=set.iterator();
10. **while**(itr.hasNext()){
11. Map.Entry entry=(Map.Entry)itr.next();
12. System.out.println(entry.getKey()+" = "+entry.getValue());
13. }
15. }
16. }

Output:

java.runtime.name = Java(TM) SE Runtime Environment

sun.boot.library.path = C:\Program Files\Java\jdk1.7.0\_01\jre\bin

java.vm.version = 21.1-b02

java.vm.vendor = Oracle Corporation

java.vendor.url = http://java.oracle.com/

path.separator = ;

java.vm.name = Java HotSpot(TM) Client VM

file.encoding.pkg = sun.io

user.country = US

user.script =

sun.java.launcher = SUN\_STANDARD

...........

### **Example of Properties class to create properties file**

Now lets write the code to create the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=**new** Properties();
7. p.setProperty("name","Sonoo Jaiswal");
8. p.setProperty("email","sonoojaiswal@javatpoint.com");
10. p.store(**new** FileWriter("info.properties"),"Javatpoint Properties Example");
12. }
13. }

# **Difference between ArrayList and Vector**

ArrayList and Vector both implements List interface and maintains insertion order.

But there are many differences between ArrayList and Vector classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| 1) ArrayList is **not synchronized**. | Vector is **synchronized**. |
| 2) ArrayList **increments 50%** of current array size if number of element exceeds from its capacity. | Vector **increments 100%** means doubles the array size if total number of element exceeds than its capacity. |
| 3) ArrayList is **not a legacy** class, it is introduced in JDK 1.2. | Vector is a **legacy** class. |
| 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized i.e. in multithreading environment, it will hold the other threads in runnable or non-runnable state until current thread releases the lock of object. |
| 5) ArrayList uses **Iterator** interface to traverse the elements. | Vector uses **Enumeration** interface to traverse the elements. But it can use Iterator also. |

### **Example of Java ArrayList**

Let's see a simple example where we are using ArrayList to store and traverse the elements.

1. **import** java.util.\*;
2. **class** TestArrayList21{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Sonoo");//adding object in arraylist
7. al.add("Michael");
8. al.add("James");
9. al.add("Andy");
10. //traversing elements using Iterator
11. Iterator itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayList21)

Output:

Sonoo

Michael

James

Andy

### **Example of Java Vector**

Let's see a simple example of java Vector class that uses Enumeration interface.

1. **import** java.util.\*;
2. **class** TestVector1{
3. **public** **static** **void** main(String args[]){
4. Vector<String> v=**new** Vector<String>();//creating vector
5. v.add("umesh");//method of Collection
6. v.addElement("irfan");//method of Vector
7. v.addElement("kumar");
8. //traversing elements using Enumeration
9. Enumeration e=v.elements();
10. **while**(e.hasMoreElements()){
11. System.out.println(e.nextElement());
12. }
13. }
14. }

# **Java JDBC Tutorial**

Java JDBC is a java API to connect and execute query with the database. JDBC API uses jdbc drivers to connect with the database.

![JDBC (Java Database Connectivity) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdkAAADLCAYAAAAiLukmAAAEL3pUWHRteEdyYXBoTW9kZWwAAE1UxxKDNhD9Gs8kh3hMx0d6xzbFlBsYYTpYpn99RJzM5IDY3bdP0kqrdyKEds3LBpzwy/QFkHuDbjwR4gnHrX4vmyY54TJ1viD4j6Dssn75ItP20ECfsRPBIwPFafJnrjT5J/pxw9CAAKRGOR50gjkT9DGDoXqWecIFZDdlfaypgFfdHxShgH0Ljmy02hlnWeLMMijuJnkCy//NgqPgDOC37LvfPukj/8z+EJCVYw9/wLIs5wwmy7nsf+C4DeAHZWAuX+CIEtKJELIyecOkRSld0v6bck/e4C/sl8I8qzSdrLd0x5O7wdSAMlX71oFB9z/XQMlLH/s+lY1t7R2nCbAsETX6cBzrD+FPjSbGOBftRfONbtp0YS2ims1aJr9L5xVBppfkh+yq3YhuqEw9574PjU2wiLfczOGz2mal6oTz0fuZCCPuCjwYi15bjboCfH0LYu/tm4913ed0jItRwel7a1jRlRRladTQjIirD7KGmQ77YRUUiFatA62X+kOECcO13GESK6h4uZz0efu8luECKR/RNp2Xsil/3JjrKmPbWjtP9301PSHAWph8iOtrx6phqiprHfq7m0R5L0+TtjGV5IcWr0Y8/rH3UdrMJSIpIclakdW4Rvs8H19ajrxiNNc19emh0916dfygFMnbhnrniRM8bzTksoVvshfCu/BVKCrqWyEDnBrJshNtzEKC3WLi4e7Kd8svd1KKP734oQPPCHp04/zMOB2fbpT7KkXMU2SNkkcwKRRd9MYbRy3NU+gL7AG6/XW0+ywSN4abqtwCw2xxIM0X05/RuVzWF2pu/rmrCTW3E+pg3rI7Ltxok4wlN9KJ3LKzTvPSDkEdbAFDYUpOX4P46P/bLi7p2pHw8qTKReAfkcAJda28EVbcm8dxu6le47nQGRDFJEEZCz5vS8vXYMOgzpafarSOpnPsN1HZhwuCLRlFT3HefheHXl9hlQKofhB4yY13XeRUZUO07QEKkfTQ8+F9zX06joWsqy5l7bY+g7bC8OGJCfStxQopYngl8N2S3rNYDm14r2Vnc0Ino4NlTzZqIGrPcjhl0chJX83ceD0K0ligFvKzV2BL+p0VmrCnOMwfDVoGvjEvFMabpkjIa1jf3FdkECGf0p1KrFkqC9zn4qgyUhR+XGJa2qtrt8N0Ycalk3wTBH45xY6nI1zaB2oHOXpRKvJuYFp73WFw2NTqx/tUq/ha+0qxjBChfIYzuG5WocBtdpO232Eg7jvrl4xhl0GBVdgNYpIS8jVYMZWbpaik6MqHGI1PlqSGdnEcOSk9/Qc6cBl69mTbucCy+r2h0qOIaZrmDo43JCryMGXhhUgtmAkMlsV7Sgcjdh0fc2OmzNyxr3EQxrQTYdwTV8T1JkTy2ENkCCSE8n/a848QIf9fOSakvwHxJF+kAAAgAElEQVR4Xu2dBXgURxuAv93zJBf3EILE0BZrixWH4lCg4QeKS9FSXIpLcSjFrViwlFKKF21LobjHgSBx1/Pd/5mFS4NfkrvLybfPc8+FZHbmm3f2eG9kZynAAwkgASSABJAAEjAIAcoguRop05jjPdyUFATxgKrAsOBDAdgDC3YUX+DM44t9GIaxAUYjYYGRsAxrAzQ4sIxGKBA7xKvk2T4UzVMCA9kUTRVQQMuA5slomi7QqOXxrFqVwVJsLgCVyzIQDzw2TshCVEC7sFQjVQ+LQQJIAAkgATMnYPKSZQ/04IXbM8E0SwUxDATxBZK6ABDMaNQVgeaxIrGjUmJfjqJ5AgeaJ4QXLwHQdJGfi/7+5c+MRgkvXqqX70V+Zl79PatRZxXkPAOFPEsIjIYCHv8xxUIEy8ivswBRLAtRVfMgivoqTGPm1wOGjwSQABJAAnokYHKSDT8aUh1oTUuB2OEzRqVoptGoXAUi+zyhxIkR23k6CiXOILJxBvLO44v1iEK3rDRqOSgLMkAhywClLB3keclZSlkmrVLk2PF4gjQeX3JOKc/6l+UxZ6p9cfCBbrliKiSABJAAErBEAmUu2agjPXwYPtWS5ou6sBqmBV9ow9g5VxbZOvmLhRJHEIodzYa7Up4FSlkm5GbEKvIzHinUqgKKpnlnNOqC32g+/0xw630JZlMZDBQJIAEkgARKTcDokk243tEmJ1XckqWEHSiK7gAUZW/nUIG1c/G3s3X0A77QttSVMpUM1Mp8yM+Kg7z0h3n52XEUy7I5LGiOgEZ91M7x2RnfBpdlphIrxoEEkAASQAL6J2A0yYaf/Kolj7aZCjT1kcjGlS91DnCwdazADf1ay6EoSOekm5sRm62SpSsZRnNXrc7/oVrbX85aCwOsJxJAAkjAmggYVLLPLvWQ5GXCcIovmkzE6lLuE2epS6A18X1vXXPSoiH9+b+ZKnmGUqOWLxJA/vqAdicUCAgJIAEkgAQsg4BBJPvgWLdP+QKbSQyj7ujk+bHGyau2WChxsgxiBqgFmcfNTLwhz0i8xad5ot8ojWJJUNv91wxQFGaJBJAAEkACRiSgV8k+ONZ9AI8vmSEQ2To4+3zm7OhR3YhVsYyispLvQfrzK5kadUGGWp03v1rbX7dbRs2wFkgACSAB6yOgF8k+ONG9BY8S7bN3CxY6edW2F9t5WB9JPddYlpcEWYm3s3PTIhWsStkzuMOB83ouArNDAkgACSABAxMolWSTTn1tm8sTHiH3tHoHtpcIxA4GDtf6sie3BSVGH5MpFTmXJJKcjr4NwnBFsvVdBlhjJIAEzJRAiSX76K/RSxT56eO8A9vy7N2qmGn1zSfs7NRwSIo+oRHZuS+r2PjHKeYTOUaKBJAAErBeAsWWbPjxkM94AvEhe7eqnp6VWlgvuTKqeWLsaUVuelQ6qGVdcHFUGTUCFosEkAAS0JFAsSQbfWbAKh5f0t8nuJODyMZVxyIwmb4JyPNTISHqSA6jUWwNaLF1nL7zx/yQABJAAkhAPwR0lmzsucGnXX0bfebgUd1OP0VjLqUlkJV0Nz/t+eWLAc03f1HavPB8JIAEkAAS0D8BnSQbfXbIHXe/xjUd3KvqPwLMsVQEspLvQ/rzy7f8m22sXaqM8GQkgASQABLQO4EPSjb23DfJHpWauds5V9Z74ZihfgjkpsdC6pM/kyo3Xe+lnxwxFySABJAAEtAHgfdKNuqP/inlqnZ1s7H30UdZmIcBCRRkP4P4qN+TA1v+7GnAYjBrJIAEkAASKAaBd0o26o++8X41e3njAqdi0CzjpPL8FHhyb//T4NY7/Mo4FCweCSABJIAEAOCtko063f+qZ6WW9ezdghGSmRHITgmHlMfn/g1stb2+mYWO4SIBJIAELI7AG5KNPjtggMTOZ0O5Kl2EFldbK6nQ84hDSnle0uCAFlt3WUmVsZpIAAkgAZMk8IZkI072UgV8MorP46NjTbLFdAhKo5ZD7NX1yuAvQkU6JMckSAAJIAEkYCACr0j24YXhBxw8avZw8alnoOIwW2MRSH9+FbJTHuyr3HTt/4xVJpaDBJAAEkACrxIolGz00ZAqlER6zb/eN7YIyTIIxF5dX6Bisj6u2vpgjGXUCGuBBJAAEjAvAoWSjTk7+A+fKl1bSfAxdebVgu+JtiAnERKiD58KaL4Fd4SymFbFiiABJGBOBDjJsteHCiJTs2XBDSfyjBW8TCaH76auAB8vd5gxeTBX7LzFW2Dmgg2vhOBX3gvatKgPU8f1hwp+3oV/i4qJg5D+0+DOvehX0rdo+gl8O7wntG/TCGiafuVv6RlZsDfsFOzefwKuXL8PQQF+8NWXrWD0sBBwc3XSqepbdx6GwaPmcTHPmjIEeLxXkb2tDiRjEteIwd2hU7vPgc/nA4ml9+AZMGPSIGj42cc6lV2SRJEXlzLBbasIKGo2U5Lz8RwkgASQABIoOQFOsg+OdftUIvW5WPHjvvySZ1W8M98l2fjEFFj5wziQSMRchvn5Mjh09DwQua1bMQWqBFXkfq+V7NrlkwolxTAMJ8/RE5fCjEmDoXP7Jq9IecjoBZzkBn3dGZyc7CEzMwd+3LAPzpy/AlvXzoCggArvrQSJZdSEJeDl6QqXrtyFn9fNhIoVXt2og0j29TqwLAvXb4bDmEnLuC8APbu3MZpkH93arlDlJTYKbn/wevFaCFMjASSABJBAaQlwkn108dsFYhuPaV7+rUubn87n6ypZkiGR1OoN++D23WhYs2wS2NpK3ipZklaj0cCM+RtAIhYV9pC1cgwOrADjR/fmepLag/yN9KjtpbawYOYIEInevar66vX7MGX2Gli+YCzMW7IV+oS0hS87NX+lzm+TrDbBxm0H4Z9/78Da5ZNBqVIZpSebGHsK5PmpCyo1XvW9zo2DCZEAEkACSEAvBDjJRp8bcsytXP12jp419ZKpLpkUR7Lanmv/b+Zwkq1Tq8oHJevm6gjfjezNhULkOGnmT2/teZK/3w+PBbVaAzWrB7wxxKytC5H3nEWbISU1A5Yv+A5Wrt0DDx8/L5S+Nt37JBu6/wTs2n8cQrfM45IbY7g4M+kOpMdfPRrQbGNHXdoF0yABJIAEkID+CLyQ7JkBz3yrdi8nNuKip+JKlgztfj10Jnzdsx2EdGv93uHiA7+egWkTBhTOsxbtQUqlJVs8nZiUBn2HzYThg7pzvVci7r7DZsHOjXPgk7rVC1vkXZIlvXEi5ujYJ9xweIFMbhTJyvKS4Hn4weeBLX/21d9lgzkhASSABJCALgQ4ycacH/bIv86QF5OdRjqKK1lt+sb1a0HvkLaFkn194RMJv8MXjWHFD99BQOXyXG3e17vUtbq//n4OlqzaCXu3LeDmYYn0B42aB43qfwzfjewFFPViofbbylKr1dwwMRmWnjVlKDdXbKyFTySm2BubHwc021hJ17piOiSABJAAEtAPAbPpyb5LskUXPpHeYuyjZ/DdlBVQzse9cAFVaSWrLdvZyQHmff9N4Ypi0kP+5fBZ2LlxLrcYSivZ11dIk/NaNK3H9YKbNKrNDUkbS7LYk9XPBwVzQQJIAAmUhIDZzMlqpfTiNpgm75yTJRBOn7sCU+esgX3bFoJ/ZV/YufcYt4KYLDh623AxWZVMeqLa3ujrIB9EPIQefadARNTjtzI+uHtJ4QIoXYVuLMninGxJPhZ4DhJAAkhAPwSMtrr40JHzsGPPUe5WGRdnRyjucPHd+zEwdMwC2LR6OrdA6W238GiR/PPvbRg5fgns376Quy3nxq0IGD991TsXPpH0U2ev5WLTDjFr89LOpV68fBu2rpnB3fqjPbSrlsnK5CXzxnArk01Nsri6WD8fFMwFCSABJFASAkXuky13seLHXxvsPlnSu5z9wybYs3U+kA0mtJKtVTMIhg3sVjjU+vo9puQP2lt4SE9Sew/t+yRLylqxNhR2bZoLri7/Cb2in88bt/AoFEqYPncdqFTqQlEWBZmWnsUtuOreuQUM6tv5DcZkrvb7eeshbOciqFalsslJ9vGt7Qol3idbks8GnoMEkAASKDUBo+34FPckAfoMmQFD+nfl7i+9TnqX01bCqkXjoW7tqu+UbHE2oyg6J0sWFw3u16VwCJgIeuCIudCtc/PCzSjI7Tjk/tsz56/Cz+tnFW50UZTq2QtXYeaCjbB789w3Np4g6bSrjtu2asgtgJq/ZOsbm1G8rZWMNVwccXEJW6XtAR5FAVvqqwUzQAJIAAkggWIR+G/v4nNDTvkEdW4tkXoWK4PiJL524wHMXbwFjp78Gxo3qAWzpw6FZp/XfWVl7uuLhsjWh2SLRLL1oa7bKhbdvrBofKlpmdzOUdtDj0BUzJMPbqtIermTZqwGBwe7t26hqO1lk1tztMPJazYdMBnJFuTEQ2L0kZP+zbe0LU47YVokgASQABLQD4FCyUYcCwnki6W3/Ot9Y6OfrDGXsiYQc22dDGTZ1QM7HHxU1rFg+UgACSABayTwyvNkYy+M2O/oUf0rF59PrJGFRdU57fkVyEl5sLdy03W9LKpiWBkkgASQgBkReEWyJO6IU71UAfVG8nl8kRlVA0MtSkCtksHDaxuVwV/sxkbESwMJIAEkUIYE3pBs1LmBfSU2nlt8q34pKMO4sOhSEHgWflAlL0jpH9h8655SZIOnIgEkgASQQCkJvCFZkl/0mQGX3Cs2r+/gVqWU2ePpxiaQlXwfUp/8dTGw5bbGxi4by0MCSAAJIIFXCbxVsiRJ1B99n5Wv0bOc2NYdmZkJAW4LxQe/PA5stR33KTaTNsMwkQASsGwC75Tsyx5tkk9QJw8bB3yAi6lfBvlZTyAh+ig+bcfUGwrjQwJIwKoIvFeyhMTDCyMS3fw+95S6+FsVGHOqbE5aNKQ/u5hYqck6b3OKG2NFAkgACVg6gQ9KlgCIPT/spku5+rUcPf57bqqlgzGX+mUl34X0Z1dv+DffUNdcYsY4kQASQALWQkAnyRIYMeeGnHQpV7+xk2dN3KzCRK6OzITbBRkJVy74N9/c3kRCwjCQABJAAkigCAGdJcuJ9uygFTRfOMg7sKM9Logqu+tInpcM8dFHchmNamNgi60Tyy4SLBkJIAEkgATeR6BYkiUZRR7rVpcSSg9LXQJdvPxb42YHRr6+EmNPKfIyYlNVypxO1dodvGXk4rE4JIAEkAASKAaBYktWm/fjv8f8IM9LneQV0JZ2cH/xFB08DEcgO+UBJMacYARih1n+zTbON1xJmDMSQAJIAAnoi0CJJUsCiDneVsQKfY4KRNJG3oHtxEKJk77iwnxeElDIMiAx+phcrSr4y9+e6kDV3aRCOEgACSABJGAeBEolWW0VI473aELxRAekzgESJ+86UkM+Ls88sJY+SlluImQm3MrNzYjJ17Cyr6p98cvfpc8Vc0ACSAAJIAFjEtCLZLUBhx/r8TVPIJnJF9i4OJf7xMnRo6Yx62IRZWUm3YGM+CtZapUiFTSyucFtD+y2iIphJZAAEkACVkhAr5It7Nke7VGHFtlMYlTybo5eH6udvOqIRDbOVohXtyorCtIhM/GmIjPxtoAnFB9QK/OW4KIm3dhhKiSABJCAKRMwiGS1FWavDxWEJ2cN5wtEUwRiJ4lLuU8c7V2DTZmHUWPLSY2E9PgrWUpZlozVyBcG58F66qswjVGDwMKQABJAAkjAYAQMKtmiUUec6N6U5tlMAIpXX2TjzJc6B9jbOlYAka2rwSpnahnL81MhPysO8jJicxQFGWqGVV0GtWJplXZhf5parBgPEkACSAAJlJ6A0SRb2Lt9UE0Y8bRaS5oWdgCKag/Autk5VNTYOle2I9IViOxKXysTyUGlyOWkmp/xKC8/+zGPBSoFWOaYRqM4WtXd+QyuFDaRhsIwkAASQAIGImB0yb5ej0dn/uchU6pa8niSrsAyzWmBmC919hfaOVUWCSSOIJKYz1wuud1GJcuC3IxYRX7mQ6VaJVdTNO8sq5IdEvDVZ/zbHEoxUDtitkgACSABJGCCBMpcsq8ziTrVLZjR0C15IocGjFrRjNEoPAUiaa5Q4syIbD0cyAIqoeTFiy8w/jbKalUBKAsyQCnLAIUsHRR5SWlKeZZIpciV0jxREk8gOqeS5VyiafZMcNuwKBNscwwJCSABJIAEjETA5CT7tnpHnugRBABBDANBPKFNXQC2CsuoKwJL8YUSB4WNvS8AzXegeUJ48yXgfsfjCYF6+U7+zWiUoNEogX35Tv7NaFTc719/AaPOLsh5BkpZtggoVg0U/zFFQbhaJb9OA0QBS0VVab8/2khthsUgASSABJCAmRAwC8m+i+WTo72c8mlNEMWyFRkKfABYKcVSUoovcObzRb4sw9gAsGKGZWyA0dgARTswjFokEDvEq+TZPjTNVwDLZAPNK6ApugCAklM0XaBWK56xalUGS7G5AGwOTdEJLEs9tmV4UX4d9mSaSdtimEgACSABJFDGBMxasiVgJwCAHQDQDwBwe8ISAMRTkAASQAJIQHcC1ibZqQAwGwDmAMBC3TFhSiSABJAAEkACxSdgbZKVAwB5PJ/y5XvxieEZSAAJIAEkgAR0JGBNkiW92Fkv5aoAgLnYm9XxKsFkSAAJIAEkUCIC1iRZbS9WCwp7syW6ZPAkJIAEkAAS0JWAtUi2aC9WywZ7s7peJZgOCSABJIAESkTAWiRLhEpWE+cDgDsAkJ2XbAGArDYmc7R4IAEkgASQABLQOwFrkGxLAAgDgNEAQJ7NygIAqXcfAPgJAL4CgNN6J4sZIgEkgASQgNUTsAbJvt7IWslafeMjACSABJAAEjAsAZSsYfli7kgACSABJGDFBFCyVtz4WHUkgASQABIwLAGUrGH5Yu5IAAkgASRgxQRQslbc+Fh1JIAEkAASMCwBlKxh+WLuSAAJIAEkYMUEULJW3PhYdSSABJAAEjAsAZSsYfli7kgACSABJGDFBFCyVtz4WHUkgASQABIwLAGUrGH5Yu5IAAkgASRgxQRQslbc+Fh1JIAEkAASMCwBlKxh+WLuSAAJIAGLInCqY8eKIKB8GRq8KaB9WJb1Edk7+FCMxlejYexYRmPHE4lYtUzmCQA0yzA8lmVpiaPTU1lWZnmKohiKpjUAwAhsJMlquQIompfH49F5wOM/UWRnJ7DAxAMFCTQDCUKGftrst9/izBUiStZcWw7jRgJIAAkYkMDpHp1rMAxdm2U1lQVSaUtGqSqvUSm97b19njKM2kFkZ8/auLg4CaVSEEntgSfgA18kBr5YBHyxBGgeDyiaBurlO/k3o9EAyzDAvnxn1GpQK+SglstBrVCARqUCRU4OKHJzQZaRkanIy6Fomp+dkxBfnicQJtBCwVNFbu4ZmqZiKQ19s82hQ/cNiEAvWaNk9YIRM0ECSAAJmC+Bkz3aOLOsqClPKGpIUXQ7jVIZKHZwyLX39uY5lCtvJ3ZwAImzM/eiKONrg2VZIt0Xr+xsyHn2NC8nMUEjz86W8kXCKNCwx1UKxT8ahfpCh2PHMk2pJYxPq+xrj0/hKfs2wAiQABIoYwInundpKhAKWwFF92YZjbtDOV+Fa5VgRzt3T5B6enK9UFM/SK84NykR8pKTIS0yMivr+TMxTfOSgWVCGZXqj9Zhh/4s6zqgZMu6BbB8JIAEkICRCJzo1rmNUCwZqlar2tm5ucu8a9d2svfxAVs3dyNFYPhi8lJSICc+HhJu3cwqSE0RUXzBCbVctqntwcOnDF/6myWgZMuCOpaJBJAAEjASgeNd2lYW2UhHahhmkEtgoNKlsr+ra2AQ8EUiI0VQdsWQud60mGhIj4lJT4+NEfBoeiuryF/T8uCxR8aKCiVrLNJYDhJAAkjAiAROde/cQGBrt1wgElf0qFnTw/Ojj0Foa2vECEyrKGV+PiTduQ2Jd2+naBTKR4qCgnFtww5dNnSUKFlDE8b8kQASQAJGJHDqy06f82xtfxJLpX4VmzZzcPEPMGLp5lFUemwMPD5/PluRlxPHyBWjWoUdumioyFGyhiKL+SIBJIAEjEjgfMeOrqyTdK/U26e672f1PR3Llzdi6eZZVNbTJ/D08qXk3MSkOypZ2v++CDuVoe+aoGT1TRTzQwJIAAkYmcDZPj0nMIxmTnD7TjZuVaoYuXTzLy4lIhyijh6RCfiC6U137VmpzxqhZPVJE/NCAkgACRiZwLm+va55165TqcLnTZyNXLTFFffoz/OZiTduhLfYva+RviqHktUXScwHCSABJGBEAie6dKlAC3mRNUJCRM4VKxmxZMsuKuPhQ3hwMCyfkamqtDl8+Flpa4uSLS1BPB8JIAEkYGQCJ7t1rCa0tb9c/9ux0rLYgcnI1TV6cWSTi0s/rsxTyAs+bRd2OLw0AaBkS0MPz0UCSAAJGJnAkY4dbaRuTs8/GzXGychFW11x/675MTM3NatcxyNHCkpaeZRsScnheUgACSABIxM41bWrOy0WPGk8cZLYyEVbbXF/LV2sUKvzfNuFnUgtCQSUbEmo4TlIAAkggTIgcLrXV6n1Bg91FTs6lkHp1lmkLDMTrm/bnNIq9IBHSQigZEtCDc9BAkgACRiZwLl+fdZVbtGyr0f16ta7bZORmWuLS7l/N+/h2XPbm+3YPbq4IaBki0sM0yMBJIAEjEzgj24dAvhSx2sNxox1MHLRWNxLApdWrcxVyXI+ahN25HFxoKBki0ML0yIBJIAEyoDAuX59jga1b98et0gsA/gvi0yLjobIo7//0nL3vh7FiQIlWxxamBYJIAEkYGQCZ7p2dWHF/GeNJ06WGLloLO41An8tWaSgNJRHq7CwbF3hoGR1JYXpkAASQAJlQOBk984DPKpW/7FKl67SMigeiyxCIPzQwbyUBxEjvvj1t126gkHJ6koK0yEBJIAEyoDA+YH99ga2bdfTpXLlMigdiyxKIC02Bh6ePBnaZNuOPrqSQcnqSgrTIQEkgATKgMDpXiHRH/f5OkDq6VkGpWORRQnkJibAnT2hUS1D9wfrSgYlqyspTIcEkAASKAMCf/yvR/Znw0faC+3syqB0LLIoAUVuLlzdsD671d4DOt+ojJLFawgJIAEkYMIEzvTpmdFo3ATcQtFE2ujiimWZLXfv0/mJRyhZE2k4DAMJIAEk8DYCJ7t3YT8dMQokuMtTmV8gZPenK+vXwhe//KazO3VOWOa1018ALABYY731RxBzQgJIwGgEiGRr9e0HDuV8jVYmFvR2AllPnsDt0F0o2Q9cIChZ/AQhASRgNgSIZD1rfgTBHTqaTcyWGmjE74ch+f49lCxK1lIvcawXErA+AkSyUm9vqN23P1A0bX0ATKTGjEYDt3fvhJz4eJQsStZErkoMAwkggVITIJKt1rUbJIffh+rdirWjX6nLxgz+I3Av7AB41fwI7h8MQ8miZPGjgQSQgKUQIJJtOu17SLx9C2RZmVCpaXNLqZrZ1OPhubNg6+YGnjVqwoWF81GyKFmzuXYxUCSABD5AQCtZkizyyO/g6OcHZI4WD+MQSLxzB7KfP4Xg9i/mxFGyH+aOC58+zAhTIAEkYCIEikqWhER6Var8fAju2MlEIrTcMCKO/A5CW1uo3LxFYSVRsh9ub5TshxlhCiSABEyEwOuSJWEl3b0DD8+dg6pdu4KTXwUTidRywsh8/BjCDx/i5Pr6qAFK9sPtjJL9MCNMgQSQgIkQeJtkSWjK/DyIPHKEu+vfv1UbsHHWeRMiE6mZ6YWRn54OD0+fAormQVD7Dlwv9vUDJfvhdkPJfpgRpkACSMBECLxLstrw0mNjIf7Gde72Ht9PPuXmbPEoHoHMJ3Hw/MoVYFkWytWtB87veeIRSvbDbFGyH2aEKZAAEjARAh+SrDbMtOgoeH71KvBEQnCqUBE8qlUHgY2NidTC9MJQFRRwG0tkxsWBRqmEcp9+Cq4BgR8MFCX7QUSAkv0wI0yBBJCAiRDQVbLacPOSkyHxzm1IeXAf7Dw9Odk6VawEIik+812RmwNkvjX5wX3IS0oCj+o1wPOjj8DO3UPn1kbJfhgVSvbDjDAFEkACJkKguJItGnbGo0eQHhsDqZERIJDYgHvVaiD18uT2QeYJhSZSQ8OFQXqo2c+eQW5SIqSEh4NKJgO34GBw8Q8A50qVSlQwSvbD2FCyH2aEKZAAEjARAqWRbNEq5KUkA9ngnszhZj9/BjZOzuASGAhiB0ew8/DgXhRlvs9OYRkGSB1JT16elQ1pMVEgz8wEB19fcK4cAI5+5YvVY31X85dIskOHDiXisYrjxo0bbJ06dcz3SiphK23atMnq6lxCVGV+2v2TXT+iWYEPyzJOFEs7AsU6siw48/hCd5on9GNZxo5lNHbAsk4ssHZ8kTRRrcj1ooDKA4rKpGheHkXxchmN4qlGrUyhKMgAlsqigM1kaSqLVmqeB3c+eLfMK4oB6ERAX5J9vbC85CTITUziNlogYiIvp0qVgC8UgcTZGWxcXLgVy2InZxCa0NyusqAA5JkZUJCRAQXp6SDLyAC1Qs7NrZJhX/JlgfTUpV5e3M/6Pkos2ZUrV+o7FszPRAh89913gJI1kcZ4LYzwoyHVKYqpS/EFjSiK10CjVgTb2JdLBGBFPIENxRfaOdN8MfC4l4h7p3kvfn7x+xe/06jloFErgHn5Tv7NaF78jvtZLQe1Ii9Doy5gWWCVspxEDx5fGMkymkssq77IaqgbVTvsv2+alKw7KkNJ9m1U81NSID89jROXVmAatQoK0tK4OV2RvT1IvX2A1Wi4RVVkCFpgI+HeaT6fG4LmCQTcO1ntTPN43Lv2RXqb2hfZcJ9lNKBRqkCjUnLvjFoNKlkBqApkL97z87l8cxLiQZGTA4rcXLBxdQUeX1D4RYB8IbB1deO2PTTGgZI1BmUzKwMlaxoNFn00pIr6pVBp4DfUaBTBQrF9nsTOi5Y4+ErFdp5AXsYYsmNZBuR5SSDLTQJZ9vM8eTHU2B4AACAASURBVH6iRinPsaP5ogiW1fzDMKqLfFpzPajNwUjToGe9URhTsu+iTIRIBEdER+THvRcUFAqRXLPynGxula5GpeKkK8vM4GSslaqDb3nIfvb0P+nyeCBxcuLmSXkCIfCEAm7omqTXiltga8vJneRHBE9+JuIuywMlW5b0TbRslGzZNcyDk90b82nb4bRAVAsYjbfEzpuWOJSzIzKVEKHSZfsfRlEypFchy0t6Id/s53kFeQksRfHiNRr5TVDJ1wW3O/BP2ZG03pJNQbLWS//NmqNk8Wp4gwBK1rgXxYOT3aqJxS7jVIqC7kKJM+3oWdPOwa0a0DyBcQPRQ2mMRgXZKQ8gK/lOnlKWqeEJbA6yBdnLAjvsj9BD9piFDgRQsjpAMmISlKwRYZtLUShZw7dU+MkvvYRi11GsWjWQooXODh41hA7u1UAgspx7E1XyHMhODYfs5HtKDaPKoGn+Nh6Tu7pSy73JhidsvSWgZE2r7VGyptUeJhENStZwzRB+vHtfnkA6gQKNv717DQnpsYrt3A1XoInkLM9L1gpXTtH8aJUqb2m1tgd2m0h4FhUGSta0mhMla1rtYRLRoGT13wyxZwcOUasVKxzcqmmkrsEOto7l9V+ImeSYn/UEctMis7NTI2iKLxgX1OLnLWYSulmEiZI1rWZCyZpWe5hENChZ/TVDzF/DOoNSuUFs7+vsWamFkC988ykd+ivNvHJSKfMg+dFZpSwnIZ3P5w+r1HTjEfOqgWlGi5I1rXZByZpWe5hENCjZ0jcDWcwkErv/xhfY+HlUbCGwhiHhklIjQ8nJj8+pNKqCOE1eRmdcJFVSki/OQ8mWjp++z0bJ6puoBeSHki15I0Yd+Z8rbWu3mwK6mUfllkI7p4olz8zKzszLeMT1bIFizgry83v7ddiTaWUI9FJdlKxeMOotE5Ss3lBaTkYo2ZK1ZdQfvZexLD3Ko1ILkaNH9ZJlgmdBVvI9SH54Rgl8amVwy91TEEnxCKBki8fL0KlRsoYmbIb5o2SL12gPDvQQ8hzEca6+9R1cyn2CD+QsHr53pk5/fqUg/fmVjMAsWQXqqzCNnrK1+GxQsqbVxChZ02oPk4gGJat7Mzz8a2QLZX76qYq1BvBENi66n4gpdSIgz0+FuFvbGbHUrUXFxmsu6HSSlSdCyZrWBYCSNa32MIloULK6NcOjv7+dxzKaiZVq9RfpdgamKimBRze3FdAC8dKKDVfMLmke1nIeSta0Whola1rtYRLRoGQ/3AyP/x5zTmTr0czLv82HE2MKvRBIjDkJ8vzUs5U+/7GlXjK00ExQsqbVsFYlWZlMBpMnTwZvb2+YMgXXU7zrUkTJvv9DGn1mQKyrb8PKTl4fG/XTLJPJ4bupK8DHyx1mTB7MlT1v8RaYuWDDK3H4lfeCNi3qw9Rx/aGCn3fh36Ji4iCk/zS4cy/6lfQtmn4C3w7vCe3bNAKapgv/xrIsREbHwebth+DXI+fhydNEaNKoDgwb8CV82akZiERCo9afFJaRcBPSn1+OCWz5c6DRCzeTAlGyptVQKFnTag+TiAYl+/ZmeHi6h4NSzUv3q9mLJ5H+Jy9jNdq7JBufmAIrfxgHEomYCyU/XwaHjp6HrTsPw7oVU6BK0IvbiLSSXbt8EjT87MUXBIZh4Mr1+zB64lKYMWkwdG7fhPs9Eez+g3/AirV7YO60YdC8ST3g83kQ8/ApjJ+2Cvwr+cKCmSPA1lZirOoXllOQ8xye3t+vohT5LsGdf881egAmXiBK1rQaCCVrWu1hEtGgZN9sBiJYluccXbH2AHea5pdJO+kqWa0kV2/YB7fvRsOaZZM4Gb5NsiStRqOBGfM3gEQsKuwhP4h4CINGzoPFc0dzvdeiR0TUY/h66MxXpGxsIORpP49v/5yqgMxK1ZqF5Rm7fFMuDyVrWq1j9ZIlQ8ihoaGwe/duuHbtGpQvXx4GDhwIgwYNAltbW/j+++/B1dUVJk2aVPhw7Pz8fBg3bhw0aNAA+vXrBxkZGfDzzz9zeURHR0P16tVhyJAh0Lt3b5BIjP9Nv7SXGEr2TYKRp/pkV6o9yL4sn5JTHMlqe679v5nDSbZOrSoflKybqyN8N7I314tduXYPNzy8ZN6YN4aFlUoVXL56l+vN+niX3cMNVPJseHx7e1ZQ611Opb3mLel8lKxptaZVS5Z8g//pp58gIiIC5s+fz8k0NjYWJkyYAC1atIDRo0fD77//zgl0y5Yt3N/Jce/ePRg7dix3bsWKFTkRS6VSmDhxIidVIutvv/0Wpk6dCp07dzatFtchGpTsq5Bizw+76V6hWS2pi78O9AyXpLiSzczM4XqcX/dsByHdWr93uPjAr2dg2oQB4ObqBLm5+TBy/GJo+NlHMGxgN8NVSA8556RFQ2rcXzf8m2+oq4fsLCILlKxpNaNVSzYxMZHrtWqlqm2aRYsWQUJCAixevBiSk5O5Xi2RcP369bkkW7duhatXr8KKFSvg0aNHnIyJcGvUqMH93dwXWKFk//uQxl0cF2rj4NvLza9xmX9yiytZbfrG9WtB75C2hZJ9feETqViHLxrDih++g4DK5SE9Iwt6D54BX4e0484z9SMl7k+Q5yXu8muwrK+px2qM+FCyxqCsexlWLVktppSUFHjw4AHcvXsXrl+/DhcuXICuXbtykiWrLUlP1d7eHqZNmwZ5eXkwcuRIaNWqFTdUTA4yvBYfHw/379/nern//PMP/Pvvv1xv1xxXMaNkX1wZMWeH9hBKHEPLV/9KoPtHynAp9SXZogufyLUb++gZfDdlBZTzcecWUBXI5GYlWUL8yf19KrUyO8S/6eZDhmsB88gZJWta7WTVklWr1bBmzRquF0rmV8mradOmEBYWBmlpaZxkyfDv4cOHueHizZs3A+n9kp7rpk2boGrVqkDmZ+fMmQNHjhyBxo0bQ8OGDeHTTz/l8vT19UXJmtb1rnM0Mcd7uDE88fPA+t8a/z6Vd0RZXMlqe6QjBneHTu2avHNOlhR3+twVmDpnDezbthC8vdzg28nLoG6tKu8cLiZTLTweT2eexkgYdXmVSqJiPKz9wQIoWWNcbbqXYdGSJfOpZFHTunXrwMXF5Y1h3PDwcBg6dCg3FEzkqu2VLly4kBsm1kr26dOn3LDy9OnTud4qeZGhYrIw6vz58zBjxgxOwsHBwVweBQUF3PwsSlb3C9HUUkae6pNZqfYgx7Jc6HToyHnYsecobF07A1ycHaG4kr17PwaGjlkAm1ZPh5rVA94r2X/+vQ0jxy+B/dsXQlBABVi5NhTinrx94RPp/S5Yug3SM7Jh4awRhbcOlXUbKslCqFvbM4Lb7LLq/S1RsmV9Jb5avkVL9uzZs0CESRYukVXD2rnSjz76iJtnvXz5MsyaNYv7u4+PD0cmMzMTRowYAW5uboWSVSqVMHPmTO5Wh+fPn8MXX3xROFS8b98+OHnyJKxevZobUiZHXFwc9O/fn0uHw8WmdcHrEk3M2UHrXH0bDXf0fDHHXlYH6V3O/mET7Nk6H8gGE1rJ1qoZVNjDJJtRvH6frPbLIrmFh9xuo72H9l238Gh7sivWhsKuTXPB1cWREzK5hYfcC/v6LTxxTxKgz5AZMG5Ub/iyU/OywvPWcjOT7kD603/WBrTcNsqkAjNiMChZI8LWoSiLluyTJ084mQ4YMAB69uwJN2/e5Fb8LlmyBGrXrs3JkPx98ODBEBISws23kmFeImYyJ7t27VpwcHDgMB47dgy++uorrre6a9cubqiYHGQOd/jw4bB06VJo0qQJ1wMmPWMibjKsPHfuXBAKTWbEUYdLAsCa52Qfn+8vlsvlucENJ5TNzbBFWkgrsyH9u0KfkLZw/VYEjJ+2ElYtGg91a7+4/t4m2eJsRlF0TpZsRDG4XxfuVjXy+71hp2DZT7tg4cyRhZtR3A9/CNPmrOWkv2TumDLZjOJDF3HExaVMFUmyiGp2Qf2htJb4d5SsabWqRUuWoL5x4wb88MMPcOLECW6+lCxeIjLU/kfy559/clIli5Xq1avH3dvq6OgIGzZs4FYRV6hQgWsxMmRMZO3v7184VEx+T+Z1Dx06BMuWLeOGkZs1a8ZJmwj8ypUr3FC1k5N53cZnzZJ9eGHEWqlL4Ag3v0Ym8Um9duMBzF28BY6e/BsaN6gFs6cOhWaf1y28Z/tt2yoGBfhxWySOHhai87aKL+ZtPwc+/7/vFkS0ZMj5x/X74PCxPyEjM7vMt1XUpVFS4v6C7JTwpYEtt0zSJb2lpUHJmlaLWrxkTQu3eURjzZKNONlLFfDJKD6Pb16jD+ZxZRknSo1aDrHXNqiC2+y2ykZEyRrnOtO1FJSsrqSsKJ21SvbhheFTJfblFuKTdcz/Yk+IOQGy3MTJ/k3XLTH/2hSvBijZ4vEydGqUrKEJm2H+1irZ6NP9Mv1q9nEUSsxreN8MLzGDh6woyICn9/dkBrbc7mzwwkysAJSsaTUISta02sMkorFGyYYf/6qLnXOl3b5Vu9uaRCNgEKUm8PT+gYKCzEchVdr/crTUmZlRBihZ02oslKxptYdJRGONko09P+wv78COjSVST5NoAwyi9ARkuYmQEHXkT//mm17cBG8lB0rWtBoaJWta7WES0VijZCNOhKiD6o/jUbRp7WJkEheEmQZBHocX9e+Pqqpt91nVAiiUrGldsChZ02oPk4jG2iT74HSP8gLKLirgk5EvnnqOh8UQiL6yRgHy/MpBHcPiLaZSH6gISta0Whola1rtYRLRWKBkW5Hted8FN/zkVy1t7f1Ol68eYhL8MQj9EXhybx/IM582D+5w4Lz+ci3znN57PetDsjK5HCYuXwFbDv76SmUDK/hB91atYHjPEHAr5v3/+TIZ7Dt+App+Ug8q+/rqBHHv8ROw59hx2L5gHrg4Oup0jqklQsmaWouYQDwWKNlsABABwGwAWPQ64ieXJqwUiJ3Hevm3NgH6GII+CSTGngJ5fuqCSo1Xfa/PfMs4r/dez/qUrLe7O0wbMriwupk5ObD9t8Pw7527sHraFPBw0X2b6Eu3b8PYRUtg96KFEPhyk58PcUTJfogQ/t0sCVigZMkzCdcCANnOiAWAOUVl+/DCN2GOHh93d/bB536b5QX7nqDT469BdvLdsMpN139lQXV77/VsSMkShgqlEmatXQc2YjFMHzpE56cxoWR1uwIpkmzo0KHsypUrdTsDU5kdAQuULGmDVABwfdkYiiKyXR5zdtBlz8qt69g5Vza7tsKA308gN+MhJMf+cT2g5dZ6Fsbqndfzye5dlE2nla7jrh0ufr0nq2VIhPn96p/g5wXzwc/Li9vr+u+bN2HNnr1w/uo1LlnnZk1h7NdfQ/UAfyA90gHfzyhsgp/nz4P/tWsLGdnZsPXXQ7DryBGIjnvCpR3Wowf06dAeJGIxd97Wg79ClxbNYfvhw5CQksr9PHXwIPD1/O9OgPsxsbA6dA8c/fNPLs92jRvD2L59oHHt2twWpOR3q3eHcvll5ORAs0/qwahe/yv8Owks9ulTWLRlKxw+fwG83Fy5OAZ27cLFUZoDh4tLQ89Cz/3888+5PZ+t4FACwN6o0/06VKjZ20Uosbp9Cyy+iZWyDBg7bkLB+tC7NhZfWQDuej7ZvUs/Q0v24bNnnDSXjh8Pn9asAVrpLvruO6hXvRrk5ufD8u07IfLxY9gwawY42dtzaYoOFxORT/txNdjb2sGkQQNAIhLB1fv3YczCRTBt6GDo0rx5oZwHftkV5owcAXYSCSfTm+ERsOb7ady8MJHjiHkLYEyfXpxcSU879Ngx2Pn7Edi5cAF4ublxPW+GYWDWiOFcOYfPn4fVu/fAz/PnQgUfHy7OYbPnwoCuXTj55+Tnc+fY29py5YpK8ZAXlKwVfPKKW0Ur6ckSLGTYeHnM+WGR/nWGVCwuJ0xvHgRib2x+HNBsYyXziFbnKF/vyRZezye7d1EYWrLpWVnQf/oMmDpkEHxaowbMWb+BC3zW8G8Kh49fl+rr/74XHQMjFyyAtdOnQ43AAO7813vQpOe5fv9+TpZEhuQg88LfzJkHX3fqAB2aNIEtBw/C5dt3YNWUySC1fbGXTHRcHPSZMg1WTZkEQRUqcLGGtP2C6yG/fpBHmC7YtBmy8/Jg4bdjCoUaFx8PQ2fPhUXfjYXaVavo3DCvJ0TJlhid5Z5ogZItOoel/c/oB20LRp3ul4Y9Wcu8nklPNu5uaHpQqx3aqQJLqOh7r2dDz8kSgEUl2+DjjwsF+eDhQyBDt7ciI+H81asgFooKFzq9bU6WDDM/T07mzrkbHQ3/3LoNl+/cge/6fs0tuCKS/evGDVg+YQLYSF4M2xIpEqmLRaLCRVnkaWjhjx5B+MNHcDcqGs5dvQK3I6Pg3LYt3JeAH3eHcsPNfTt1gm4tW4CftzfQNF0o7YEzZkK3Vq1ekTDpjY9dtBha1q/P9W5LeqBkS0rOgs+zQMmS1ZjkE0pWFxfKVduEMWcHXcc5Wcu8oC10Tva917MxJEt6ikNmzYGVkydxvTwyHzty/gLwdHGFz+vWgc/r1OGGbaev/umdkiW39JAh2SPnL3DnNKxVCz77qCYnRDLfqpXsP7duwdLx416ZG124eQt3wZI0JJZv5s6DArkcmn/yKTSuUxucHRxg9MIfuJ4s+RJAYjl58R/Ycfh3OP7336/M/ZLzSE/39OXLb/0QrJk+FQZ361biDwhKtsToLPdEC5QsuTfnj3e1GK4uttxr2UJXF7/3ejaGZM/+ewUWb9sG2xfMBwc7Oxi7eAlUKlcOJvbvV/hMYiLe8UuWvVOypKc7/cefYNv8uRBc8cVsTYFMDuOXLXtFsq/3ZJUqFbfoytHeHiYPHMAN9Salp3MitpVIuHyiHsdB7ylTYPXUKZxkix45eXnw29lzsGzHDhjXty90bNqEk2zfTh2hRxv938aHkrXc/19KXDMLlOx7WTy6+O0CsY3HNLxPtsSXjMmeaKH3yb6Xt6Elq72Fh/QWx/frC1m5uZykRvXqCW0aNuRiI8PAZIFS6NFj75QsGQo+8fffsGb6NLC3s+POI/OgfadNhy8aNSrsyZLVxdsXzodyHh5cmsTUNBg0cyaM6BkCLT79lNs0o7q/P3wT8t9dWr+dOwc9J0zihotflyzJgyyCmrdhIwgEApjQvx8nbYlIDDO+GVr4JSE+JQWGzJoNEwf0h2affFLiaxwlW2J0lnuitUn2wYnuLWztK57xq4E7PlnaVW2hOz6VmWTfthkFkS5ZJaxSq2HBmNHc6t1Tly7BuMVLgfQ6D65ayQ0pX7l7D75dtIjr/RJhRjx6BMPmzIMVEydAk3p1ISktHeZt3Ajbfj0EY3r3gvljRsPB02e4VcxEdJMGDuDmUVfu3MWdS+TsKJVyMr948ya38MnL1RWu3X8AE5cvh6v37sMvK5dzw9BkoVSrBp9B7/btublcMgc8asFCmD1yOCdQslp5zA+LOHF3a9US1BoNVw6R/opJEwu/BJTk84GSLQk1Cz/H6iSLexdb7BWNexeXrGnfta3ix8FB3AKh/l06v7Kt4rOkJJi3YRMcOnsWnO3toXPzZtzK3/kbN8GI/4Vwt+OQOdi56zfAtkO/cT3GESEh8OvZs7Bk28+c9IjshvboBo+fx3NCJrf+kHnUc1evQsOPP4Y1e/dy98kO6dYNvv26NzfvSg5yD+yPu0Jh88GD3L9JuX06toeNB8Lgkxo1OGE/TUyEJdu2w5nLl+FJYiJXFul5t23UqHABFIlh1a5d3H2ypA5ksdOYPv+VUzKSACjZkpKz4POsTbKkKSOOh6iDGuBTeCzpssan8FhSa5pvXVCy5tt2BovcGiX78NzQP72COn2Oz5M12GVl9IwLchIgIeb4nwHNNuDzZI1OHwvUEkDJ4rXwBgFrlGzkiR6dbBwr7fWt1sMadgayiqv+6f0DBfnZcT2qtj1w3Coq/LKS+lj4ZE28DF1XlKyhCZth/tYoWdJM0Wf6Z/jV6OWE2yua4UX7WsiKgnR4cm9fRlCrn3V/TIz5V5urAUrWtBoSJWta7WES0VirZB/+OXyyxM5nkVfAFybRDhhEyQkkRB8HWX7SRP8m65aVPBfzPBMla1rthpI1rfYwiWisVbIEfsSpXqqAeiP5PD55/Cwe5khAo5JB7I2NquDWu4XmGH9pY0bJlpagfs9HyeqXp0XkZs2SfXh++Bo718CR7n6NLaItrbESKXF/Qk5q5OKAFpunWGP9UbKm1eomK9mkpCQYMmQIJCQkwK5du6Bq1aoGIbdv3z64dOkSLF68mMt/8uTJ0KBBA+jZs6deysvPz4f9+/dDkyZNoHLlypCeng4DBw6EKVOmQP369fVShr4zsWbJPjjQQ0hLeQXBDSfw9M21pPnJZHL4buoK2Ljt11eyCArwg6++bAWjh4WAm6vTe7P/59/bMG/JVgjdMg9cnB1LGopZnBd5cSkT3LaKgKJmM2YRsJ6DRMnqGWgpszNZyZ4/fx42b94MEokEPvroIxg9ejT38F19H0UlS8rS93H58mUg0tq5cycEBgbqO3uD5GfNkiVAY84NXOPq23iko0cNg/AtbqZayfp4ucOMyYMLT8/MzIGtuw7DpSt3Yf3KKeDhbnVrfN5AmZl4G9KeX/opsMW2McXlbCnpUbKm1ZImKVmFQgHff/89lC9fnnsREa5btw6cnN7/bb0kaFGyb1KzdskSIpGnvk6vVKu/s0D8YleZsjzeJVkSk0KhhOlz14GNjRhmTRlS+CzPsoy3rMpWyjIh7s7OtKDWu9zKKgZTKPfPIQMffTp8BD4f2RQaAwCurF/3uMnmbTo/z5jrSg4dOpRduXKlwaoQHh4OAwYMgFWrVoGLiws3vDpv3jxo1qxZYZlEjhcvXoRGjRoBieXJkyfQpUsXTs7lypXj0uma5l3DxWST6ytXrsDMmTPhn3/+gU6dOsHUqVOhZs2ahXHcv38f1qxZA8eOHYOMjAxo27YtfPvtt1xcZJh40KBBhWm3bt0KrVq1emO4+O7du7B06VI4ffo0eHl5Qd++fWHw4MEglUoL6/H3339Dw4YNYdOmTRAZGcnlM2vWLPD399d7O6BkAR6c7OHMo0VJQZ+NFegdcDEzfJ9kSVZkKHjyzJ8gdMt88CvvBaH7T8DNO5FcKZt3/AaTx/aFzxvWhgXLtsHuzXNh597jEB37BFb+MA4kRZ/RuWgzdw6RNRk1OnbqIiz9cRf8fekWtGj6CUwbPwCafV6X+5s2plo1gyDst7Nw604U/LZ3GTRuUKuYtdNf8sjLK9R8DeUS0C40R3+5ml9Of/yvR/Znw0faC19uum9+NbCciBW5uXB1w/rsVnsP6DxHYxTJ7tixA06ePMn1Xm1sbDhxkmP+/PkgEr1Y9UkESoTXoUMHToIkHZEykd7q1avBzc1N5zTvkiyR/YgRI2D27NnQuHFjLj/yIsPYnp6eEBsbC6NGjeKGsolcSQ98z5493Bzy9u3boUKFCvD6cPHrc7I3b97kypg4cSJ07twZMjMzYc6cOdzTIUh9bW1tuTKJrKdNmwZjx47lniAxY8YMkMlksGLFCi6NPg+U7Aua0X8O+1IksN9XvnpImYr2Q5KNffgM+gyZAasWj4fP6tXgJDt83CJYt2IydOvUHPIL5BAVE1c4J/vw0XP4dvJy2L5hFgQFVODqmpCYyuUxfcJAaN6kHuwNOwU/bdwPq5dMgDq1qsCNWxEwZtIymDKuP3Ru36RQsrfvRsOWNd+Dr48n8Pk8sLXV/5SLLtf2k7t71SpNQbeAJut/1yW9Jac53Ssk+uM+XwdIPT0tuZpmUbfcxAS4syc0qmXo/mBdAza4ZIlkiHTIoiDtPOzhw4e53qpWXFrJkt5f0UVRaWlpXA+QLJhq3749Jydd0rxLsj/99BM8ffr0FbkXBUV6pkSiJDZtrzM6OprriZLfkTq8T7J16tThviDw+XxO5OSdHHFxcZxUyZcL0nsn9SBfPLZt28b1dMlBevFk8RT5PVlQpc8DJfsfzbh/JuySSL37uFf4XJ+Ii5XXhySbnpEFvQfPgBmTBkHDzz7mJLtl529cz9bb68XIadGFTzRFw6BR8zgB9w5py/399LkrsOTHHbBz41zu332HzYThg7rDl52aF8b66+/nYO8vp2DLTzNAKORzi7GcnRxg3vfflOkwdfLjC6DIT9nh12BJ/2KBtdDE5wf22xvYrl1Pl0r6/X/BQnEZtFrpsTEQ/cfJ0GZbdvTRtSCDS5ZIifQOiVBr1Hix8CQxMZEbYiUrfvv168f9jojnzJkzrwhOo9HA3LlzucVSREC6pnmbZEmvkqw0JnPCEyZMeCcftVoNERERQHq9ZNiXLNi6c+cOF9uHJBscHMx9KejRo8crq5kLCgq4ni35O/mi8bZ6GHJBFUr21eaOPffNdbcKn9exdy2bhWslkeyps5dh7fLJIJW+GOUoKlkixpVr98C9B7GwZtkkEAj4MGXWT2BnZ8MNFV+7GQ4jxi2CPVsXQHDgi54uOe7ej+F6sxt/nArly3lykiXDxcMGdtP1/w+9p8tJjYS0ZxevVm664VO9Z26mGZ7s3nmAe7Xqq6t27vriIa14lBmB8EO/5qU8CB/xxa+/7dI1CINKlkhy4cKFsGjRorfGQ+ZEtQug3rVgSXuuVrJagRZdOfyuNKRQ7S08Wsm+73Ye0mslvW4iRdLjJEPKzs7OMGbMGJ16smS18dtu5yHDwCQOb2/vwi8Lr9cDJavrJaufdJGn+mRVqjXQQSC210+GxcjlQ5IlQ8H9v5nDCZMM7ZKe7N+Xb70y5/r6LTxXr9+HEeMXw44Ns8HO1gZ6D/4e5kwbxs29krSNWv+3irloqAGVy8MvuxZDQGVfTrKN69cq7A0Xo0p6SaqUZ8HjWzszg9vsdNZLhhaSyZmuXV1YMf9Z44mTy2bs3kI46qMafy1ZpKA0lEersLBsXfMzqGTJ4Q7T3AAAC5pJREFUMGn//v25W16I5IoepIdIhEaGh+vWrcv17shiIDIcTOZjyaFUKrnhV0dHx0I56ZKmJD1Z7ReC5ORk7h5b7bxoVFQUN1xM5odL25OtXbs2N2z8ti8UKFldL1n9pIs83EnKd/COrfhRX3eaZ9yNhD4kWTLUu3D5tsLhYV0km52dB4NHz4MvWjYAN1dHbv6VDBV7ebpykiVztvu2LQT/yr5vBaiNqawkq1Er4MndnSmS3ISK3h2PFOinlS0nl3P9eh8NbN+hvat/gOVUysxqkhYdDZFHf/+l5e59PYoTukElS2QSGhpauLCoaGDauVqyKQVZABQWFgYbNmx4ZZ5Wu4EFWRzUokULTk66pCnJnKy2t1mtWjUYNmxYYahk/rhXr146DRcXZ04We7LFuUwNk5aIlhHZpvtVDxHY2L9YwW6MQ5dbeFycHWDS2L7c3KgukiVxr1wbCmThEhkuJnO32luAnjxN5Hq2MycPgdYtPius4h9n/4Xla3bD9vWzwdHBrsx6svnZT+H5gzCFI8V38WyzK98YbWBuZfzRrUMAX+p4rcGYsWV/D5q5wdNTvJdWrcxVyXI+ahN25HFxsjSYZMnOSOPGjQMirXdtPEEW+fz888+cWP/991+ulzd+/Hiu5ysUCrneI+kNL1++HOzt7QtX5X4ozbskqx0OJguQyFDwhQsXuNtmyG00VapUAbIwitzaQxY5kdXG169fh0mTJsG1a9fgwIED3OKrq1evciuCyaIlcmsRWYFcdIhY19XFKNniXKaGTRt9ZkC0S7n6Ac7etQ1b0Mvci7sZha6SJSuGO4Z8B3n5MjgUupQbKiYHuXVt7aYDcOyPf2DBjBFQ66MgeBwXz83HkpXFg/t1AblcUSaSzYi/DukJVyMDW2yrYhT4ZlzI2X691we0bPW1e7Xq+r39wIyZGCv05Hv38h+eO7e9+Y5do4pbpsEkSwRFZEQE9q4tFIsOJ5OeJBEXGVYmuymR7ReJdMl8KJkXJQfpyeqSRtf7ZMm8K1kERbZIJPcKkvtiye1CZJUxOYhUe/fuzdWhXr163JcFMl9LbsUhXw6mT5/O9XJfn4d9/T5ZshiKDJtrh6BxuLi4l6nh08f9Pfa0wMalpXfAi9W5hjzeta0ikd9XXVvBoL6dX9lWUVfJaoeMs7JzC4eKtfUgC/p+P/4XrFq3l7tP9tO61WHsiP9B9y4tuFXwZTFcTJ6so5BlnK7UeFVrQ/K2pLxP9/oqtd7goa5iR51v07Sk6pdJXWSZmXB92+aUVqEHPEoSgMEkW9xgiHj27t3LSZRsWPG2Q5c0xS3XGtLj6mLdWvnx3+NmMxrZxEq1B+GD3nVDVuJUD29slfFFkh8qNFgxr8SZWOGJp7p2daclgieNJ0wSW2H1y6TKfy9dIlepc8u3CzuRWpIAULIloWZm56BkdW+wx5dGN5FnpZyrUKs/Lba16t38dIdWjJTyvGR4fHsH2Dp7Nfb77MeLxTgVk74kcKRjRxupm9Pzz0aN0f++tEj5FQKXf1qdlZeW6dPxSMkX46FkreCiQskWr5FZdjYdffrRE2efei6uvvXxtoni4Xtn6rRn/8rS46+lBrfe4aenLK02m5PdOlYT2tpfrv/tWKkhHrRitWBfVpxlGLj048o8hbzg03Zhh8NLw8NkJFuaSuC57yeAki3ZFRJ1+usfWIYZ51GxhdDR87/9rUuWm/WelZl0B1IenVVSNL0sqPXu6dZLQr81P9GlSwVaSEfWCOkpcq6o8371+g3CAnPLePgQ7h8MK2BlquA2hw8/K20VUbKlJWgG56NkS95Ij893cVSxbqEUUK08KrUQSJ1xaztdaeamx0Ly47MqoOhTmpzEXsGdf8/V9VxMpzuBc317XfOqU6dyxcZNcPhYd2xvTfnorwuZidevh7fYva9RKbMqPB0lqy+SJpwPSrb0jRN5okeQwMbtdx5PXMm9UnO+xA43a38XVVluIqQ8OqdmNIqHcmVyx6qtD8aUvgUwh/cROPN17/GsRjk3uH0nG7cqeDdUca+WlIhwiDp6RMYT0N8337l/RXHPf196lKw+aZpoXihZ/TXMw7+Gt9colZsk9t6uHhWbCwWiF48vxANApciB5MfnlPLcpFRKJBji32j9CeRiPALnO3Z0ZZ2ke6XePtV9P6vv6Vi+vPEKN9OSsp4+gaeXLyXnJibdUcnS/vdF2KkMfVcFJatvoiaYH0pW/40Sc27QQEalWC51DaalrsH2dk7/bbyv/9JMO8e8zMeQlxaVk50WodIwiuHV2v4SZtoRW3Z0x77s9LnI1vYnsVTqV7FpMwcX3IrxjQYnT9N5fOF8tiI3J46RK0a1CjtksJXuKFnL/rxxtUPJGq6R7x/7spdQ5DSR0SirOHrUENm7VwVrGEqW5SZBduoDyEm+r6B4/Ai1qmBx1bb79xmONOZcXAKnunduILC1W84TiSt61azp4fnRxyDU87OqixtTWaZX5udD0p3bkHTvToparnikKCgY1zbs0GVDx4SSNTRhE8gfJWv4Rog53sONEjuNZhjNIIrmuTm6VxfYu1cDodhytpolT8nJTgmH7JR7KpZhUik+f4tanbK6SstD6YYnjCWUlMDZLl0qg41wpIZhBrkEBKpc/P1dXAODgC8SlTRLszlPLZdDWkw0pMfGpKfHxAh4NL1Vpshf0+HgsUfGqgRK1liky7AclKxx4ZNFUnyJy3iNsqCHQOQgcPSsaWvvVhV4fPP7T408HSc75QFkJ9/NV8pzlHyRbZhSmbIMFzMZ95rSV2knurVvIxRLh6rVqna27u5y71p1HB18fMDWzXI2XslPTYHs5/GQcOtmVkFqiojiC06o5bJNbQ8ePqUvjsXJByVbHFpmmhYlW3YNF3GiR32abzuc5gnrsYzaSyL14kvsy9mSIWWxnSfQPEHZBfdayYxGBfK8JJCRV87zfFlOgobmC+I1asU1tTJvXbX2B6+YTLAYSKkJnOjepalAIG4NNNubZRg3B9/yCrfgYEdbdw+QenoCRdOlLsPQGZBNI3KTEiEvORnSoiKzsp89E1E0LwVYJpRRqf5oHXboT0PH8KH8UbIfImQBf0fJmkYjhv/RLYBS8epSfEEjiuY10qiVVfhCW7mNnTclcShnR6RL5EvRPIMHzDBqTqjyXCLU+LyCvARWrcwX83jCcAY0F1mN4iJDUderfxEWa/BgsIAyJ0AeDK+m2aZ8kagBS0E7jVIZKHZwyLX39uHZl/O1kzg4gMTZmXuVxQ5T5ElSsowM7iXPzobsZ0/zchLiGXlOjh1fJIwCDXtcpZJfoijFBUOsEC5NA6FkS0PPTM5FyZpuQ0Wd6hasZnh1aVrQiEfxGqrViioSqWcqUJSQ5onUApGDO48vBvKi+SLu/fWfyb81annhi1Er3vqzSpGdwmgUfNCwKllBkguPL4pgWc0/GrXiIp/H3ghqczDSdElhZMYmcLpH5xoMQ9fWsJrKIqm0JaNS+WmUSi/7cuWeMmqVg1hqz0qcXZyEUimIpPbAE/CBLxIDXywCvlgCNI/H9Yapl+/k34xGA6T3yb58Z9RqUCvkQOZO1QoFaFQqUOTkgCI3F+SZGZny3ByK5vOzc57Hl+eJhAk0X/BUlZt7BmgqltLQN9scOnTf2FyKW16hZIt7IqY3LwKbNm3i2hoP0ycQfjSkOsVjfViWdWRZygmAcaKAcqL4Ag8eT1wBWI0dwzJ2wLJOLMtI+SJpolqR60VRdC5QVCZN0XlA8fI0Gnkcq1Yls8BmAtCZFMVmUsBmMmo2vlqngw9MnwRGaIoETnXsWBEElC9DgzcFNLlOfWwcHbw1ao0fo2FsWUZjJxBLWGVBPtmxhWYZhseyLC1xdHoqy8osT1EUQ9G0BgAYoViSrFIqyOhNHs2j8yma90SRkxPPAhMPFCTQDCQIGfpps99+izNFFrrEhP/x6kIJ0yABJIAEkAASKAGB/wPoh+TZnbdVUgAAAABJRU5ErkJggg==)

### **Why use JDBC**

Before JDBC, ODBC API was the database API to connect and execute query with the database. But, ODBC API uses ODBC driver which is written in C language (i.e. platform dependent and unsecured). That is why Java has defined its own API (JDBC API) that uses JDBC drivers (written in Java language).

Do You Know

* How to connect Java application with Oracle and Mysql database using JDBC?
* What is the difference between Statement and PreparedStatement interface?
* How to print total numbers of tables and views of a database using JDBC ?
* How to store and retrieve images from Oracle database using JDBC?
* How to store and retrieve files from Oracle database using JDBC?

## What is API

API (Application programming interface) is a document that contains description of all the features of a product or software. It represents classes and interfaces that software programs can follow to communicate with each other. An API can be created for applications, libraries, operating systems, etc

## Topics in Java JDBC Tutorial

[2) JDBC Drivers](https://www.javatpoint.com/jdbc-driver)

In this JDBC tutorial, we will learn 4 types of JDBC drivers, their advantages and disadvantages.

[3) 5 Steps to connect to the database](https://www.javatpoint.com/steps-to-connect-to-the-database-in-java)

In this JDBC tutorial, we will see the 5 steps to connect to the database in java using JDBC.

[4) Connectivity with Oracle using JDBC](https://www.javatpoint.com/example-to-connect-to-the-oracle-database)

In this JDBC tutorial, we will connect a simple java program with the oracle database.

[5) Connectivity with MySQL using JDBC](https://www.javatpoint.com/example-to-connect-to-the-mysql-database)

In this JDBC tutorial, we will connect a simple java program with the mysql database.

[6) Connectivity with Access without DSN](https://www.javatpoint.com/connectivity-with-access-without-dsn)

Let's connect java application with access database with and without DSN.

[7) DriverManager class](https://www.javatpoint.com/DriverManager-class)

In this JDBC tutorial, we will learn what does the DriverManager class and what are its methods.

[8) Connection interface](https://www.javatpoint.com/Connection-interface)

In this JDBC tutorial, we will learn what is Connection interface and what are its methods.

[9) Statement interface](https://www.javatpoint.com/Statement-interface)

In this JDBC tutorial, we will learn what is Statement interface and what are its methods.

[10) ResultSet interface](https://www.javatpoint.com/ResultSet-interface)

In this JDBC tutorial, we will learn what is ResultSet interface and what are its methods. Moreover, we will learn how we can make the ResultSet scrollable.

[11) PreparedStatement Interface](https://www.javatpoint.com/PreparedStatement-interface)

In this JDBC tutorial, we will learn what is benefit of PreparedStatement over Statement interface. We will see examples to insert, update or delete records using the PreparedStatement interface.

[12) ResultSetMetaData interface](https://www.javatpoint.com/ResultSetMetaData-interface)

In this JDBC tutorial, we will learn how we can get the metadata of a table.

[13) DatabaseMetaData interface](https://www.javatpoint.com/DatabaseMetaData-interface)

In this JDBC tutorial, we will learn how we can get the metadata of a database.

[14) Storing image in Oracle](https://www.javatpoint.com/storing-image-in-oracle-database)

Let's learn how to store image in the oracle database using JDBC.

[15) Retrieving image from Oracle](https://www.javatpoint.com/retrieving-image-from-oracle-database)

Let's see the simple example to retrieve image from the oracle database using JDBC.

[16) Storing file in Oracle](https://www.javatpoint.com/storing-file-in-oracle-database)

Let's see the simple example to store file in the oracle database using JDBC.

[17) Retrieving file from Oracle](https://www.javatpoint.com/retrieving-file-from-oracle-database)

Let's see the simple example to retrieve file from the oracle database using JDBC.

[18) CallableStatement](https://www.javatpoint.com/CallableStatement-interface)

Let's see the code to call stored procedures and functions using CallableStatement.

[19) Transaction Management using JDBC](https://www.javatpoint.com/transaction-management-in-jdbc)

Let's see the simple example to use transaction management using JDBC.

[20) Batch Statement using JDBC](https://www.javatpoint.com/batch-processing-in-jdbc)

Let's see the code to execute batch of queries.

[21) JDBC RowSet](https://www.javatpoint.com/jdbc-rowset)

Let's see the working of new JDBC RowSet interface.

# **JDBC Driver**

1. [JDBC Drivers](https://www.javatpoint.com/jdbc-driver)
   1. [JDBC-ODBC bridge driver](https://www.javatpoint.com/jdbc-driver#driver1)
   2. [Native-API driver](https://www.javatpoint.com/jdbc-driver#driver2)
   3. [Network Protocol driver](https://www.javatpoint.com/jdbc-driver#driver3)
   4. [Thin driver](https://www.javatpoint.com/jdbc-driver#driver4)

|  |
| --- |
| JDBC Driver is a software component that enables java application to interact with the database.There are 4 types of JDBC drivers:   1. JDBC-ODBC bridge driver 2. Native-API driver (partially java driver) 3. Network Protocol driver (fully java driver) 4. Thin driver (fully java driver) |

### **1) JDBC-ODBC bridge driver**

|  |
| --- |
| The JDBC-ODBC bridge driver uses ODBC driver to connect to the database. The JDBC-ODBC bridge driver converts JDBC method calls into the ODBC function calls. This is now discouraged because of thin driver. |
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### **Advantages:**

* easy to use.
* can be easily connected to any database.

### **Disadvantages:**

* Performance degraded because JDBC method call is converted into the ODBC function calls.
* The ODBC driver needs to be installed on the client machine.

### **2) Native-API driver**

|  |
| --- |
| The Native API driver uses the client-side libraries of the database. The driver converts JDBC method calls into native calls of the database API. It is not written entirely in java. |
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### **Advantage:**

* performance upgraded than JDBC-ODBC bridge driver.

### **Disadvantage:**

* The Native driver needs to be installed on the each client machine.
* The Vendor client library needs to be installed on client machine.

### **3) Network Protocol driver**

The Network Protocol driver uses middleware (application server) that converts JDBC calls directly or indirectly into the vendor-specific database protocol. It is fully written in java.
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### **Advantage:**

* No client side library is required because of application server that can perform many tasks like auditing, load balancing, logging etc.

### **Disadvantages:**

* Network support is required on client machine.
* Requires database-specific coding to be done in the middle tier.
* Maintenance of Network Protocol driver becomes costly because it requires database-specific coding to be done in the middle tier.

### **4) Thin driver**

|  |
| --- |
| The thin driver converts JDBC calls directly into the vendor-specific database protocol. That is why it is known as thin driver. It is fully written in Java language. |
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### **Advantage:**

* Better performance than all other drivers.
* No software is required at client side or server side.

### **Disadvantage:**

* Drivers depends on the Database.

# **5 Steps to connect to the database in java**

1. [5 Steps to connect to the database in java](https://www.javatpoint.com/steps-to-connect-to-the-database-in-java)
   1. [Register the driver class](https://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step1)
   2. [Create the connection object](https://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step2)
   3. [Create the Statement object](https://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step3)
   4. [Execute the query](https://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step4)
   5. [Close the connection object](https://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step5)

|  |
| --- |
| There are 5 steps to connect any java application with the database in java using JDBC. They are as follows:   * Register the driver class * Creating connection * Creating statement * Executing queries * Closing connection |

### **1) Register the driver class**

|  |
| --- |
| The forName() method of Class class is used to register the driver class. This method is used to dynamically load the driver class. |

### **Syntax of forName() method**

1. **public** **static** **void** forName(String className)**throws** ClassNotFoundException

### **Example to register the OracleDriver class**

1. Class.forName("oracle.jdbc.driver.OracleDriver");

### **2) Create the connection object**

|  |
| --- |
| The getConnection() method of DriverManager class is used to establish connection with the database. |

### **Syntax of getConnection() method**

1. 1) **public** **static** Connection getConnection(String url)**throws** SQLException
2. 2) **public** **static** Connection getConnection(String url,String name,String password)
3. **throws** SQLException

### **Example to establish connection with the Oracle database**

1. Connection con=DriverManager.getConnection(
2. "jdbc:oracle:thin:@localhost:1521:xe","system","password");

### **3) Create the Statement object**

|  |
| --- |
| The createStatement() method of Connection interface is used to create statement. The object of statement is responsible to execute queries with the database. |

### **Syntax of createStatement() method**

1. **public** Statement createStatement()**throws** SQLException

### **Example to create the statement object**

1. Statement stmt=con.createStatement();

### **4) Execute the query**

|  |
| --- |
| The executeQuery() method of Statement interface is used to execute queries to the database. This method returns the object of ResultSet that can be used to get all the records of a table. |

### **Syntax of executeQuery() method**

1. **public** ResultSet executeQuery(String sql)**throws** SQLException

### **Example to execute query**

1. ResultSet rs=stmt.executeQuery("select \* from emp");
3. **while**(rs.next()){
4. System.out.println(rs.getInt(1)+" "+rs.getString(2));
5. }

### **5) Close the connection object**

|  |
| --- |
| By closing connection object statement and ResultSet will be closed automatically. The close() method of Connection interface is used to close the connection. |

### **Syntax of close() method**

1. **public** **void** close()**throws** SQLException

### **Example to close connection**

1. con.close();

# **Example to connect to the Oracle database in java**

|  |
| --- |
| For connecting java application with the oracle database, you need to follow 5 steps to perform database connectivity. In this example we are using Oracle10g as the database. So we need to know following information for the oracle database:   1. **Driver class:**The driver class for the oracle database is **oracle.jdbc.driver.OracleDriver**. 2. **Connection URL:**The connection URL for the oracle10G database is **jdbc:oracle:thin:@localhost:1521:xe** where jdbc is the API, oracle is the database, thin is the driver, localhost is the server name on which oracle is running, we may also use IP address, 1521 is the port number and XE is the Oracle service name. You may get all these information from the tnsnames.ora file. 3. **Username:**The default username for the oracle database is **system**. 4. **Password:**Password is given by the user at the time of installing the oracle database. |

|  |
| --- |
| Let's first create a table in oracle database. |

1. create table emp(id number(10),name varchar2(40),age number(3));

### **Example to Connect Java Application with Oracle database**

In this example, system is the username and oracle is the password of the Oracle database.

1. **import** java.sql.\*;
2. **class** OracleCon{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. //step1 load the driver class
6. Class.forName("oracle.jdbc.driver.OracleDriver");
8. //step2 create  the connection object
9. Connection con=DriverManager.getConnection(
10. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
12. //step3 create the statement object
13. Statement stmt=con.createStatement();
15. //step4 execute query
16. ResultSet rs=stmt.executeQuery("select \* from emp");
17. **while**(rs.next())
18. System.out.println(rs.getInt(1)+"  "+rs.getString(2)+"  "+rs.getString(3));
20. //step5 close the connection object
21. con.close();
23. }**catch**(Exception e){ System.out.println(e);}
25. }
26. }

[download this example](https://www.javatpoint.com/src/jdbc/OracleCon.zip)

The above example will fetch all the records of emp table.

To connect java application with the Oracle database ojdbc14.jar file is required to be loaded.

[download the jar file ojdbc14.jar](https://www.javatpoint.com/src/jdbc/ojdbc14.jar)

### **Two ways to load the jar file:**

1. paste the ojdbc14.jar file in jre/lib/ext folder
2. set classpath

### **1) paste the ojdbc14.jar file in JRE/lib/ext folder:**

|  |
| --- |
| Firstly, search the ojdbc14.jar file then go to JRE/lib/ext folder and paste the jar file here. |

### **2) set classpath:**

|  |
| --- |
| There are two ways to set the classpath:   * temporary * permanent |

### **How to set the temporary classpath:**

|  |
| --- |
| Firstly, search the ojdbc14.jar file then open command prompt and write: |

1. C:>set classpath=c:\folder\ojdbc14.jar;.;

### **How to set the permanent classpath:**

Go to environment variable then click on new tab. In variable name write **classpath** and in variable value paste the path to ojdbc14.jar by appending ojdbc14.jar;.; as C:\oraclexe\app\oracle\product\10.2.0\server\jdbc\lib\ojdbc14.jar;.;

To see the slides of seting parmanent path [click here](https://www.javatpoint.com/how-to-set-path-in-java)

# **Example to connect to the Oracle database in java**

|  |
| --- |
| For connecting java application with the oracle database, you need to follow 5 steps to perform database connectivity. In this example we are using Oracle10g as the database. So we need to know following information for the oracle database:   1. **Driver class:**The driver class for the oracle database is **oracle.jdbc.driver.OracleDriver**. 2. **Connection URL:**The connection URL for the oracle10G database is **jdbc:oracle:thin:@localhost:1521:xe** where jdbc is the API, oracle is the database, thin is the driver, localhost is the server name on which oracle is running, we may also use IP address, 1521 is the port number and XE is the Oracle service name. You may get all these information from the tnsnames.ora file. 3. **Username:**The default username for the oracle database is **system**. 4. **Password:**Password is given by the user at the time of installing the oracle database. |

|  |
| --- |
| Let's first create a table in oracle database. |

1. create table emp(id number(10),name varchar2(40),age number(3));

### **Example to Connect Java Application with Oracle database**

In this example, system is the username and oracle is the password of the Oracle database.

1. **import** java.sql.\*;
2. **class** OracleCon{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. //step1 load the driver class
6. Class.forName("oracle.jdbc.driver.OracleDriver");
8. //step2 create  the connection object
9. Connection con=DriverManager.getConnection(
10. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
12. //step3 create the statement object
13. Statement stmt=con.createStatement();
15. //step4 execute query
16. ResultSet rs=stmt.executeQuery("select \* from emp");
17. **while**(rs.next())
18. System.out.println(rs.getInt(1)+"  "+rs.getString(2)+"  "+rs.getString(3));
20. //step5 close the connection object
21. con.close();
23. }**catch**(Exception e){ System.out.println(e);}
25. }
26. }

[download this example](https://www.javatpoint.com/src/jdbc/OracleCon.zip)

The above example will fetch all the records of emp table.

To connect java application with the Oracle database ojdbc14.jar file is required to be loaded.

[download the jar file ojdbc14.jar](https://www.javatpoint.com/src/jdbc/ojdbc14.jar)

### **Two ways to load the jar file:**

1. paste the ojdbc14.jar file in jre/lib/ext folder
2. set classpath

### **1) paste the ojdbc14.jar file in JRE/lib/ext folder:**

|  |
| --- |
| Firstly, search the ojdbc14.jar file then go to JRE/lib/ext folder and paste the jar file here. |

### **2) set classpath:**

|  |
| --- |
| There are two ways to set the classpath:   * temporary * permanent |

### **How to set the temporary classpath:**

|  |
| --- |
| Firstly, search the ojdbc14.jar file then open command prompt and write: |

1. C:>set classpath=c:\folder\ojdbc14.jar;.;

### **How to set the permanent classpath:**

Go to environment variable then click on new tab. In variable name write **classpath** and in variable value paste the path to ojdbc14.jar by appending ojdbc14.jar;.; as C:\oraclexe\app\oracle\product\10.2.0\server\jdbc\lib\ojdbc14.jar;.;

To see the slides of seting parmanent path [click here](https://www.javatpoint.com/how-to-set-path-in-java)

# **Connectivity with Access without DSN**

There are two ways to connect java application with the access database.

1. Without DSN (Data Source Name)
2. With DSN

Java is mostly used with Oracle, mysql, or DB2 database. So you can learn this topic only for knowledge.

### **Example to Connect Java Application with access without DSN**

In this example, we are going to connect the java program with the access database. In such case, we have created the login table in the access database. There is only one column in the table named name. Let's get all the name of the login table.

1. **import** java.sql.\*;
2. **class** Test{
3. **public** **static** **void** main(String ar[]){
4. **try**{
5. String database="student.mdb";//Here database exists in the current directory
7. String url="jdbc:odbc:Driver={Microsoft Access Driver (\*.mdb)};
8. DBQ=" + database + ";DriverID=22;READONLY=**true**";
10. Class.forName("sun.jdbc.odbc.JdbcOdbcDriver");
11. Connection c=DriverManager.getConnection(url);
12. Statement st=c.createStatement();
13. ResultSet rs=st.executeQuery("select \* from login");
15. **while**(rs.next()){
16. System.out.println(rs.getString(1));
17. }
19. }**catch**(Exception ee){System.out.println(ee);}
21. }}

[download this example](https://www.javatpoint.com/src/jdbc/accesswithoutdsn.zip)

### **Example to Connect Java Application with access with DSN**

Connectivity with type1 driver is not considered good. To connect java application with type1 driver, create DSN first, here we are assuming your dsn name is mydsn.

1. **import** java.sql.\*;
2. **class** Test{
3. **public** **static** **void** main(String ar[]){
4. **try**{
5. String url="jdbc:odbc:mydsn";
6. Class.forName("sun.jdbc.odbc.JdbcOdbcDriver");
7. Connection c=DriverManager.getConnection(url);
8. Statement st=c.createStatement();
9. ResultSet rs=st.executeQuery("select \* from login");
11. **while**(rs.next()){
12. System.out.println(rs.getString(1));
13. }
15. }**catch**(Exception ee){System.out.println(ee);}
17. }}

# **DriverManager class**

The DriverManager class acts as an interface between user and drivers. It keeps track of the drivers that are available and handles establishing a connection between a database and the appropriate driver. The DriverManager class maintains a list of Driver classes that have registered themselves by calling the method DriverManager.registerDriver().

### **Commonly used methods of DriverManager class:**

|  |  |
| --- | --- |
| 1) public static void registerDriver(Driver driver): | is used to register the given driver with DriverManager. |
| 2) public static void deregisterDriver(Driver driver): | is used to deregister the given driver (drop the driver from the list) with DriverManager. |
| 3) public static Connection getConnection(String url): | is used to establish the connection with the specified url. |
| 4) public static Connection getConnection(String url,String userName,String password): | is used to establish the connection with the specified url, username and password. |

# **Connection interface**

A Connection is the session between java application and database. The Connection interface is a factory of Statement, PreparedStatement, and DatabaseMetaData i.e. object of Connection can be used to get the object of Statement and DatabaseMetaData. The Connection interface provide many methods for transaction management like commit(), rollback() etc.

#### By default, connection commits the changes after executing queries.

### **Commonly used methods of Connection interface:**

|  |
| --- |
| **1) public Statement createStatement():** creates a statement object that can be used to execute SQL queries. |
| **2) public Statement createStatement(int resultSetType,int resultSetConcurrency):** Creates a Statement object that will generate ResultSet objects with the given type and concurrency. |
| **3) public void setAutoCommit(boolean status):** is used to set the commit status.By default it is true. |
| **4) public void commit():** saves the changes made since the previous commit/rollback permanent. |
| **5) public void rollback():** Drops all changes made since the previous commit/rollback. |
| **6) public void close():** closes the connection and Releases a JDBC resources immediately. |

# **Statement interface**

The **Statement interface** provides methods to execute queries with the database. The statement interface is a factory of ResultSet i.e. it provides factory method to get the object of ResultSet.

### **Commonly used methods of Statement interface:**

The important methods of Statement interface are as follows:

|  |
| --- |
| **1) public ResultSet executeQuery(String sql):** is used to execute SELECT query. It returns the object of ResultSet. |
| **2) public int executeUpdate(String sql):** is used to execute specified query, it may be create, drop, insert, update, delete etc. |
| **3) public boolean execute(String sql):** is used to execute queries that may return multiple results. |
| **4) public int[] executeBatch():** is used to execute batch of commands. |

### **Example of Statement interface**

Let’s see the simple example of Statement interface to insert, update and delete the record.

1. **import** java.sql.\*;
2. **class** FetchRecord{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Class.forName("oracle.jdbc.driver.OracleDriver");
5. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
6. Statement stmt=con.createStatement();
8. //stmt.executeUpdate("insert into emp765 values(33,'Irfan',50000)");
9. //int result=stmt.executeUpdate("update emp765 set name='Vimal',salary=10000 where id=33");
10. **int** result=stmt.executeUpdate("delete from emp765 where id=33");
11. System.out.println(result+" records affected");
12. con.close();
13. }}

# **ResultSet interface**

The object of ResultSet maintains a cursor pointing to a row of a table. Initially, cursor points to before the first row.

#### By default, ResultSet object can be moved forward only and it is not updatable.

But we can make this object to move forward and backward direction by passing either TYPE\_SCROLL\_INSENSITIVE or TYPE\_SCROLL\_SENSITIVE in createStatement(int,int) method as well as we can make this object as updatable by:

1. Statement stmt = con.createStatement(ResultSet.TYPE\_SCROLL\_INSENSITIVE,
2. ResultSet.CONCUR\_UPDATABLE);

### **Commonly used methods of ResultSet interface**

|  |  |
| --- | --- |
| **1) public boolean next():** | is used to move the cursor to the one row next from the current position. |
| **2) public boolean previous():** | is used to move the cursor to the one row previous from the current position. |
| **3) public boolean first():** | is used to move the cursor to the first row in result set object. |
| **4) public boolean last():** | is used to move the cursor to the last row in result set object. |
| **5) public boolean absolute(int row):** | is used to move the cursor to the specified row number in the ResultSet object. |
| **6) public boolean relative(int row):** | is used to move the cursor to the relative row number in the ResultSet object, it may be positive or negative. |
| **7) public int getInt(int columnIndex):** | is used to return the data of specified column index of the current row as int. |
| **8) public int getInt(String columnName):** | is used to return the data of specified column name of the current row as int. |
| **9) public String getString(int columnIndex):** | is used to return the data of specified column index of the current row as String. |
| **10) public String getString(String columnName):** | is used to return the data of specified column name of the current row as String. |

### **Example of Scrollable ResultSet**

Let’s see the simple example of ResultSet interface to retrieve the data of 3rd row.

1. **import** java.sql.\*;
2. **class** FetchRecord{
3. **public** **static** **void** main(String args[])**throws** Exception{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
6. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
7. Statement stmt=con.createStatement(ResultSet.TYPE\_SCROLL\_SENSITIVE,ResultSet.CONCUR\_UPDATABLE);
8. ResultSet rs=stmt.executeQuery("select \* from emp765");
10. //getting the record of 3rd row
11. rs.absolute(3);
12. System.out.println(rs.getString(1)+" "+rs.getString(2)+" "+rs.getString(3));
14. con.close();
15. }}

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [**next>>**](https://www.javatpoint.com/ResultSetMetaData-interface)[**<<prev**](https://www.javatpoint.com/ResultSet-interface) **PreparedStatement interface** The PreparedStatement interface is a subinterface of Statement. It is used to execute parameterized query.  Let's see the example of parameterized query:   1. String sql="insert into emp values(?,?,?)";   As you can see, we are passing parameter (?) for the values. Its value will be set by calling the setter methods of PreparedStatement. **Why use PreparedStatement?** **Improves performance**: The performance of the application will be faster if you use PreparedStatement interface because query is compiled only once. **How to get the instance of PreparedStatement?** The prepareStatement() method of Connection interface is used to return the object of PreparedStatement. Syntax:   1. **public** PreparedStatement prepareStatement(String query)**throws** SQLException{}  **Methods of PreparedStatement interface** The important methods of PreparedStatement interface are given below:   |  |  | | --- | --- | | **Method** | **Description** | | public void setInt(int paramIndex, int value) | sets the integer value to the given parameter index. | | public void setString(int paramIndex, String value) | sets the String value to the given parameter index. | | public void setFloat(int paramIndex, float value) | sets the float value to the given parameter index. | | public void setDouble(int paramIndex, double value) | sets the double value to the given parameter index. | | public int executeUpdate() | executes the query. It is used for create, drop, insert, update, delete etc. | | public ResultSet executeQuery() | executes the select query. It returns an instance of ResultSet. |  **Example of PreparedStatement interface that inserts the record** First of all create table as given below:   1. create table emp(id number(10),name varchar2(50));   Now insert records in this table by the code given below:   1. **import** java.sql.\*; 2. **class** InsertPrepared{ 3. **public** **static** **void** main(String args[]){ 4. **try**{ 5. Class.forName("oracle.jdbc.driver.OracleDriver"); 7. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle"); 9. PreparedStatement stmt=con.prepareStatement("insert into Emp values(?,?)"); 10. stmt.setInt(1,101);//1 specifies the first parameter in the query 11. stmt.setString(2,"Ratan"); 13. **int** i=stmt.executeUpdate(); 14. System.out.println(i+" records inserted"); 16. con.close(); 18. }**catch**(Exception e){ System.out.println(e);} 20. } 21. }   [download this example](https://www.javatpoint.com/src/jdbc/InsertPrepared.zip) **Example of PreparedStatement interface that updates the record**  1. PreparedStatement stmt=con.prepareStatement("update emp set name=? where id=?"); 2. stmt.setString(1,"Sonoo");//1 specifies the first parameter in the query i.e. name 3. stmt.setInt(2,101); 5. **int** i=stmt.executeUpdate(); 6. System.out.println(i+" records updated");   [download this example](https://www.javatpoint.com/src/jdbc/UpdatePrepared.zip) **Example of PreparedStatement interface that deletes the record**  1. PreparedStatement stmt=con.prepareStatement("delete from emp where id=?"); 2. stmt.setInt(1,101); 4. **int** i=stmt.executeUpdate(); 5. System.out.println(i+" records deleted");   [download this example](https://www.javatpoint.com/src/jdbc/DeletePrepared.zip) **Example of PreparedStatement interface that retrieve the records of a table**  1. PreparedStatement stmt=con.prepareStatement("select \* from emp"); 2. ResultSet rs=stmt.executeQuery(); 3. **while**(rs.next()){ 4. System.out.println(rs.getInt(1)+" "+rs.getString(2)); 5. }   [download this example](https://www.javatpoint.com/src/jdbc/RetrievePrepared.zip) **Example of PreparedStatement to insert records until user press n**  1. **import** java.sql.\*; 2. **import** java.io.\*; 3. **class** RS{ 4. **public** **static** **void** main(String args[])**throws** Exception{ 5. Class.forName("oracle.jdbc.driver.OracleDriver"); 6. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle"); 8. PreparedStatement ps=con.prepareStatement("insert into emp130 values(?,?,?)"); 10. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in)); 12. **do**{ 13. System.out.println("enter id:"); 14. **int** id=Integer.parseInt(br.readLine()); 15. System.out.println("enter name:"); 16. String name=br.readLine(); 17. System.out.println("enter salary:"); 18. **float** salary=Float.parseFloat(br.readLine()); 20. ps.setInt(1,id); 21. ps.setString(2,name); 22. ps.setFloat(3,salary); 23. **int** i=ps.executeUpdate(); 24. System.out.println(i+" records affected"); 26. System.out.println("Do you want to continue: y/n"); 27. String s=br.readLine(); 28. **if**(s.startsWith("n")){ 29. **break**; 30. } 31. }**while**(**true**); 33. con.close(); 34. }} |

# **Java ResultSetMetaData Interface**

The metadata means data about data i.e. we can get further information from the data.

If you have to get metadata of a table like total number of column, column name, column type etc. , ResultSetMetaData interface is useful because it provides methods to get metadata from the ResultSet object.

## Commonly used methods of ResultSetMetaData interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| public int getColumnCount()throws SQLException | it returns the total number of columns in the ResultSet object. |
| public String getColumnName(int index)throws SQLException | it returns the column name of the specified column index. |
| public String getColumnTypeName(int index)throws SQLException | it returns the column type name for the specified index. |
| public String getTableName(int index)throws SQLException | it returns the table name for the specified column index. |

### **How to get the object of ResultSetMetaData:**

|  |
| --- |
| The getMetaData() method of ResultSet interface returns the object of ResultSetMetaData. Syntax: |

1. **public** ResultSetMetaData getMetaData()**throws** SQLException

### **Example of ResultSetMetaData interface :**

1. **import** java.sql.\*;
2. **class** Rsmd{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
6. Connection con=DriverManager.getConnection(
7. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. PreparedStatement ps=con.prepareStatement("select \* from emp");
10. ResultSet rs=ps.executeQuery();
11. ResultSetMetaData rsmd=rs.getMetaData();
13. System.out.println("Total columns: "+rsmd.getColumnCount());
14. System.out.println("Column Name of 1st column: "+rsmd.getColumnName(1));
15. System.out.println("Column Type Name of 1st column: "+rsmd.getColumnTypeName(1));
17. con.close();
18. }**catch**(Exception e){ System.out.println(e);}
19. }
20. }

# **Java DatabaseMetaData interface**

DatabaseMetaData interface provides methods to get meta data of a database such as database product name, database product version, driver name, name of total number of tables, name of total number of views etc.

## Commonly used methods of DatabaseMetaData interface

* **public String getDriverName()throws SQLException:**it returns the name of the JDBC driver.
* **public String getDriverVersion()throws SQLException:**it returns the version number of the JDBC driver.
* **public String getUserName()throws SQLException:**it returns the username of the database.
* **public String getDatabaseProductName()throws SQLException:**it returns the product name of the database.
* **public String getDatabaseProductVersion()throws SQLException:**it returns the product version of the database.
* **public ResultSet getTables(String catalog, String schemaPattern, String tableNamePattern, String[] types)throws SQLException:**it returns the description of the tables of the specified catalog. The table type can be TABLE, VIEW, ALIAS, SYSTEM TABLE, SYNONYM etc.

### **How to get the object of DatabaseMetaData:**

The getMetaData() method of Connection interface returns the object of DatabaseMetaData. Syntax:

1. **public** DatabaseMetaData getMetaData()**throws** SQLException

### **Simple Example of DatabaseMetaData interface :**

1. **import** java.sql.\*;
2. **class** Dbmd{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. DatabaseMetaData dbmd=con.getMetaData();
11. System.out.println("Driver Name: "+dbmd.getDriverName());
12. System.out.println("Driver Version: "+dbmd.getDriverVersion());
13. System.out.println("UserName: "+dbmd.getUserName());
14. System.out.println("Database Product Name: "+dbmd.getDatabaseProductName());
15. System.out.println("Database Product Version: "+dbmd.getDatabaseProductVersion());
17. con.close();
18. }**catch**(Exception e){ System.out.println(e);}
19. }
20. }

Output:Driver Name: Oracle JDBC Driver

Driver Version: 10.2.0.1.0XE

Database Product Name: Oracle

Database Product Version: Oracle Database 10g Express Edition

Release 10.2.0.1.0 -Production

[download this example](https://www.javatpoint.com/src/jdbc/Dbmd.java)

### **Example of DatabaseMetaData interface that prints total number of tables :**

1. **import** java.sql.\*;
2. **class** Dbmd2{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. DatabaseMetaData dbmd=con.getMetaData();
11. String table[]={"TABLE"};
12. ResultSet rs=dbmd.getTables(**null**,**null**,**null**,table);
14. **while**(rs.next()){
15. System.out.println(rs.getString(3));
16. }
18. con.close();
20. }**catch**(Exception e){ System.out.println(e);}
22. }
23. }

[download this example](https://www.javatpoint.com/src/jdbc/Dbmd2.java)

### **Example of DatabaseMetaData interface that prints total number of views :**

1. **import** java.sql.\*;
2. **class** Dbmd3{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. DatabaseMetaData dbmd=con.getMetaData();
11. String table[]={"VIEW"};
12. ResultSet rs=dbmd.getTables(**null**,**null**,**null**,table);
14. **while**(rs.next()){
15. System.out.println(rs.getString(3));
16. }
18. con.close();
20. }**catch**(Exception e){ System.out.println(e);}
22. }
23. }

[**next →**](https://www.javatpoint.com/retrieving-image-from-oracle-database)[**← prev**](https://www.javatpoint.com/DatabaseMetaData-interface)

# **Example to store image in Oracle database**

You can store images in the database in java by the help of **PreparedStatement** interface.

The **setBinaryStream()** method of PreparedStatement is used to set Binary information into the parameterIndex.

### **Signature of setBinaryStream method**

The syntax of setBinaryStream() method is given below:

1. 1) **public** **void** setBinaryStream(**int** paramIndex,InputStream stream)
2. **throws** SQLException
3. 2) **public** **void** setBinaryStream(**int** paramIndex,InputStream stream,**long** length)
4. **throws** SQLException

For storing image into the database, BLOB (Binary Large Object) datatype is used in the table. For example:

1. CREATE TABLE  "IMGTABLE"
2. (    "NAME" VARCHAR2(4000),
3. "PHOTO" BLOB
4. )
5. /

Let's write the jdbc code to store the image in the database. Here we are using d:\\d.jpg for the location of image. You can change it according to the image location.

## Java Example to store image in the database

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **public** **class** InsertImage {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. PreparedStatement ps=con.prepareStatement("insert into imgtable values(?,?)");
11. ps.setString(1,"sonoo");
13. FileInputStream fin=**new** FileInputStream("d:\\g.jpg");
14. ps.setBinaryStream(2,fin,fin.available());
15. **int** i=ps.executeUpdate();
16. System.out.println(i+" records affected");
18. con.close();
19. }**catch** (Exception e) {e.printStackTrace();}
20. }
21. }

If you see the table, record is stored in the database but image will not be shown. To do so, you need to retrieve the image from the database which we are covering in the next page.

# **Example to retrieve image from Oracle database**

By the help of **PreparedStatement** we can retrieve and store the image in the database.

The **getBlob()** method of PreparedStatement is used to get Binary information, it returns the instance of Blob. After calling the **getBytes()** method on the blob object, we can get the array of binary information that can be written into the image file.

### **Signature of getBlob() method of PreparedStatement**

1. **public** Blob getBlob()**throws** SQLException

### **Signature of getBytes() method of Blob interface**

1. **public**  **byte**[] getBytes(**long** pos, **int** length)**throws** SQLException

We are assuming that image is stored in the imgtable.

1. CREATE TABLE  "IMGTABLE"
2. (    "NAME" VARCHAR2(4000),
3. "PHOTO" BLOB
4. )
5. /

Now let's write the code to retrieve the image from the database and write it into the directory so that it can be displayed.

In AWT, it can be displayed by the Toolkit class. In servlet, jsp, or html it can be displayed by the img tag.

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **public** **class** RetrieveImage {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. PreparedStatement ps=con.prepareStatement("select \* from imgtable");
11. ResultSet rs=ps.executeQuery();
12. **if**(rs.next()){//now on 1st row
14. Blob b=rs.getBlob(2);//2 means 2nd column data
15. **byte** barr[]=b.getBytes(1,(**int**)b.length());//1 means first image
17. FileOutputStream fout=**new** FileOutputStream("d:\\sonoo.jpg");
18. fout.write(barr);
20. fout.close();
21. }//end of if
22. System.out.println("ok");
24. con.close();
25. }**catch** (Exception e) {e.printStackTrace();  }
26. }
27. }

Now if you see the d drive, sonoo.jpg image is created.

# **Example to store file in Oracle database:**

The setCharacterStream() method of PreparedStatement is used to set character information into the parameterIndex.

### **Syntax:**

|  |
| --- |
| 1) public void setBinaryStream(int paramIndex,InputStream stream)throws SQLException |
| 2) public void setBinaryStream(int paramIndex,InputStream stream,long length)throws SQLException |

For storing file into the database, CLOB (Character Large Object) datatype is used in the table. For example:

1. CREATE TABLE  "FILETABLE"
2. (    "ID" NUMBER,
3. "NAME" CLOB
4. )
5. /

## Java Example to store file in database

1. **import** java.io.\*;
2. **import** java.sql.\*;
4. **public** **class** StoreFile {
5. **public** **static** **void** main(String[] args) {
6. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection(
9. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
11. PreparedStatement ps=con.prepareStatement(
12. "insert into filetable values(?,?)");
14. File f=**new** File("d:\\myfile.txt");
15. FileReader fr=**new** FileReader(f);
17. ps.setInt(1,101);
18. ps.setCharacterStream(2,fr,(**int**)f.length());
19. **int** i=ps.executeUpdate();
20. System.out.println(i+" records affected");
22. con.close();
24. }**catch** (Exception e) {e.printStackTrace();}
25. }
26. }

# **Example to retrieve file from Oracle database:**

The getClob() method of PreparedStatement is used to get file information from the database.

### **Syntax of getClob method**

1. **public** Clob getClob(**int** columnIndex){}

Let's see the table structure of this example to retrieve the file.

1. CREATE TABLE  "FILETABLE"
2. (    "ID" NUMBER,
3. "NAME" CLOB
4. )
5. /

The example to retrieve the file from the Oracle database is given below.

1. **import** java.io.\*;
2. **import** java.sql.\*;
4. **public** **class** RetrieveFile {
5. **public** **static** **void** main(String[] args) {
6. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection(
9. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
11. PreparedStatement ps=con.prepareStatement("select \* from filetable");
12. ResultSet rs=ps.executeQuery();
13. rs.next();//now on 1st row
15. Clob c=rs.getClob(2);
16. Reader r=c.getCharacterStream();
18. FileWriter fw=**new** FileWriter("d:\\retrivefile.txt");
20. **int** i;
21. **while**((i=r.read())!=-1)
22. fw.write((**char**)i);
24. fw.close();
25. con.close();
27. System.out.println("success");
28. }**catch** (Exception e) {e.printStackTrace();  }
29. }
30. }

# **Java CallableStatement Interface**

CallableStatement interface is used to call the **stored procedures and functions**.

We can have business logic on the database by the use of stored procedures and functions that will make the performance better because these are precompiled.

Suppose you need the get the age of the employee based on the date of birth, you may create a function that receives date as the input and returns age of the employee as the output.

### **What is the difference between stored procedures and functions.**

The differences between stored procedures and functions are given below:

|  |  |
| --- | --- |
| **Stored Procedure** | **Function** |
| is used to perform business logic. | is used to perform calculation. |
| must not have the return type. | must have the return type. |
| may return 0 or more values. | may return only one values. |
| We can call functions from the procedure. | Procedure cannot be called from function. |
| Procedure supports input and output parameters. | Function supports only input parameter. |
| Exception handling using try/catch block can be used in stored procedures. | Exception handling using try/catch can't be used in user defined functions. |

### **How to get the instance of CallableStatement?**

The prepareCall() method of Connection interface returns the instance of CallableStatement. Syntax is given below:

1. **public** CallableStatement prepareCall("{ call procedurename(?,?...?)}");

The example to get the instance of CallableStatement is given below:

1. CallableStatement stmt=con.prepareCall("{call myprocedure(?,?)}");

It calls the procedure myprocedure that receives 2 arguments.

### **Full example to call the stored procedure using JDBC**

To call the stored procedure, you need to create it in the database. Here, we are assuming that stored procedure looks like this.

1. create or replace procedure "INSERTR"
2. (id IN NUMBER,
3. name IN VARCHAR2)
4. is
5. begin
6. insert into user420 values(id,name);
7. end;
8. /

The table structure is given below:

1. create table user420(id number(10), name varchar2(200));

In this example, we are going to call the stored procedure INSERTR that receives id and name as the parameter and inserts it into the table user420. Note that you need to create the user420 table as well to run this application.

1. **import** java.sql.\*;
2. **public** **class** Proc {
3. **public** **static** **void** main(String[] args) **throws** Exception{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
6. Connection con=DriverManager.getConnection(
7. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. CallableStatement stmt=con.prepareCall("{call insertR(?,?)}");
10. stmt.setInt(1,1011);
11. stmt.setString(2,"Amit");
12. stmt.execute();
14. System.out.println("success");
15. }
16. }

Now check the table in the database, value is inserted in the user420 table.

### **Example to call the function using JDBC**

In this example, we are calling the sum4 function that receives two input and returns the sum of the given number. Here, we have used the **registerOutParameter** method of CallableStatement interface, that registers the output parameter with its corresponding type. It provides information to the CallableStatement about the type of result being displayed.

The **Types** class defines many constants such as INTEGER, VARCHAR, FLOAT, DOUBLE, BLOB, CLOB etc.

Let's create the simple function in the database first.

1. create or replace function sum4
2. (n1 in number,n2 in number)
3. **return** number
4. is
5. temp number(8);
6. begin
7. temp :=n1+n2;
8. **return** temp;
9. end;
10. /

Now, let's write the simple program to call the function.

1. **import** java.sql.\*;
3. **public** **class** FuncSum {
4. **public** **static** **void** main(String[] args) **throws** Exception{
6. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. CallableStatement stmt=con.prepareCall("{?= call sum4(?,?)}");
11. stmt.setInt(2,10);
12. stmt.setInt(3,43);
13. stmt.registerOutParameter(1,Types.INTEGER);
14. stmt.execute();
16. System.out.println(stmt.getInt(1));
18. }
19. }

# **Transaction Management in JDBC**

Transaction represents **a single unit of work**.

The ACID properties describes the transaction management well. ACID stands for Atomicity, Consistency, isolation and durability.

**Atomicity** means either all successful or none.

**Consistency** ensures bringing the database from one consistent state to another consistent state.

**Isolation** ensures that transaction is isolated from other transaction.

**Durability** means once a transaction has been committed, it will remain so, even in the event of errors, power loss etc.

#### **Advantage of Transaction Mangaement**

**fast performance** It makes the performance fast because database is hit at the time of commit.
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In JDBC, **Connection interface** provides methods to manage transaction.

|  |  |
| --- | --- |
| **Method** | **Description** |
| void setAutoCommit(boolean status) | It is true bydefault means each transaction is committed bydefault. |
| void commit() | commits the transaction. |
| void rollback() | cancels the transaction. |

### **Simple example of transaction management in jdbc using Statement**

Let's see the simple example of transaction management using Statement.

1. **import** java.sql.\*;
2. **class** FetchRecords{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Class.forName("oracle.jdbc.driver.OracleDriver");
5. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
6. con.setAutoCommit(**false**);
8. Statement stmt=con.createStatement();
9. stmt.executeUpdate("insert into user420 values(190,'abhi',40000)");
10. stmt.executeUpdate("insert into user420 values(191,'umesh',50000)");
12. con.commit();
13. con.close();
14. }}

If you see the table emp400, you will see that 2 records has been added.

### **Example of transaction management in jdbc using PreparedStatement**

Let's see the simple example of transaction management using PreparedStatement.

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **class** TM{
4. **public** **static** **void** main(String args[]){
5. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. con.setAutoCommit(**false**);
11. PreparedStatement ps=con.prepareStatement("insert into user420 values(?,?,?)");
13. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
14. **while**(**true**){
16. System.out.println("enter id");
17. String s1=br.readLine();
18. **int** id=Integer.parseInt(s1);
20. System.out.println("enter name");
21. String name=br.readLine();
23. System.out.println("enter salary");
24. String s3=br.readLine();
25. **int** salary=Integer.parseInt(s3);
27. ps.setInt(1,id);
28. ps.setString(2,name);
29. ps.setInt(3,salary);
30. ps.executeUpdate();
32. System.out.println("commit/rollback");
33. String answer=br.readLine();
34. **if**(answer.equals("commit")){
35. con.commit();
36. }
37. **if**(answer.equals("rollback")){
38. con.rollback();
39. }

42. System.out.println("Want to add more records y/n");
43. String ans=br.readLine();
44. **if**(ans.equals("n")){
45. **break**;
46. }
48. }
49. con.commit();
50. System.out.println("record successfully saved");
52. con.close();//before closing connection commit() is called
53. }**catch**(Exception e){System.out.println(e);}
55. }}

It will ask to add more records until you press n. If you press n, transaction is committed.

# **Batch Processing in JDBC**

Instead of executing a single query, we can execute a batch (group) of queries. It makes the performance fast.

The java.sql.Statement and java.sql.PreparedStatement interfaces provide methods for batch processing.

#### **Advantage of Batch Processing**

Fast Performance

#### **Methods of Statement interface**

The required methods for batch processing are given below:

|  |  |
| --- | --- |
| **Method** | **Description** |
| void addBatch(String query) | It adds query into batch. |
| int[] executeBatch() | It executes the batch of queries. |

### **Example of batch processing in jdbc**

Let's see the simple example of batch processing in jdbc. It follows following steps:

* Load the driver class
* Create Connection
* Create Statement
* Add query in the batch
* Execute Batch
* Close Connection

1. **import** java.sql.\*;
2. **class** FetchRecords{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Class.forName("oracle.jdbc.driver.OracleDriver");
5. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
6. con.setAutoCommit(**false**);
8. Statement stmt=con.createStatement();
9. stmt.addBatch("insert into user420 values(190,'abhi',40000)");
10. stmt.addBatch("insert into user420 values(191,'umesh',50000)");
12. stmt.executeBatch();//executing the batch
14. con.commit();
15. con.close();
16. }}

If you see the table user420, two records has been added.

### **Example of batch processing using PreparedStatement**

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **class** BP{
4. **public** **static** **void** main(String args[]){
5. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. PreparedStatement ps=con.prepareStatement("insert into user420 values(?,?,?)");
12. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
13. **while**(**true**){
15. System.out.println("enter id");
16. String s1=br.readLine();
17. **int** id=Integer.parseInt(s1);
19. System.out.println("enter name");
20. String name=br.readLine();
22. System.out.println("enter salary");
23. String s3=br.readLine();
24. **int** salary=Integer.parseInt(s3);
26. ps.setInt(1,id);
27. ps.setString(2,name);
28. ps.setInt(3,salary);
30. ps.addBatch();
31. System.out.println("Want to add more records y/n");
32. String ans=br.readLine();
33. **if**(ans.equals("n")){
34. **break**;
35. }
37. }
38. ps.executeBatch();
40. System.out.println("record successfully saved");
42. con.close();
43. }**catch**(Exception e){System.out.println(e);}
45. }}

It will add the queries into the batch until user press n. Finally it executes the batch. Thus all the added queries will be fired.

# **JDBC RowSet**

The instance of **RowSet** is the java bean component because it has properties and java bean notification mechanism. It is introduced since JDK 5.

It is the wrapper of ResultSet. It holds tabular data like ResultSet but it is easy and flexible to use.

The implementation classes of RowSet interface are as follows:

* JdbcRowSet
* CachedRowSet
* WebRowSet
* JoinRowSet
* FilteredRowSet

Let's see how to create and execute RowSet.

1. JdbcRowSet rowSet = RowSetProvider.newFactory().createJdbcRowSet();
2. rowSet.setUrl("jdbc:oracle:thin:@localhost:1521:xe");
3. rowSet.setUsername("system");
4. rowSet.setPassword("oracle");
6. rowSet.setCommand("select \* from emp400");
7. rowSet.execute();

#### It is the new way to get the instance of JdbcRowSet since JDK 7.

#### **Advantage of RowSet**

The advantages of using RowSet are given below:

1. It is easy and flexible to use
2. It is Scrollable and Updatable bydefault

### **Simple example of JdbcRowSet**

Let's see the simple example of JdbcRowSet without event handling code.

1. **import** java.sql.Connection;
2. **import** java.sql.DriverManager;
3. **import** java.sql.ResultSet;
4. **import** java.sql.Statement;
5. **import** javax.sql.RowSetEvent;
6. **import** javax.sql.RowSetListener;
7. **import** javax.sql.rowset.JdbcRowSet;
8. **import** javax.sql.rowset.RowSetProvider;
10. **public** **class** RowSetExample {
11. **public** **static** **void** main(String[] args) **throws** Exception {
12. Class.forName("oracle.jdbc.driver.OracleDriver");
14. //Creating and Executing RowSet
15. JdbcRowSet rowSet = RowSetProvider.newFactory().createJdbcRowSet();
16. rowSet.setUrl("jdbc:oracle:thin:@localhost:1521:xe");
17. rowSet.setUsername("system");
18. rowSet.setPassword("oracle");
20. rowSet.setCommand("select \* from emp400");
21. rowSet.execute();
23. **while** (rowSet.next()) {
24. // Generating cursor Moved event
25. System.out.println("Id: " + rowSet.getString(1));
26. System.out.println("Name: " + rowSet.getString(2));
27. System.out.println("Salary: " + rowSet.getString(3));
28. }
30. }
31. }

The output is given below:

Id: 55

Name: Om Bhim

Salary: 70000

Id: 190

Name: abhi

Salary: 40000

Id: 191

Name: umesh

Salary: 50000

### **Full example of Jdbc RowSet with event handling**

To perform event handling with JdbcRowSet, you need to add the instance of **RowSetListener** in the addRowSetListener method of JdbcRowSet.

The RowSetListener interface provides 3 method that must be implemented. They are as follows:

1) public void cursorMoved(RowSetEvent event);

2) public void rowChanged(RowSetEvent event);

3) public void rowSetChanged(RowSetEvent event);

Let's write the code to retrieve the data and perform some additional tasks while cursor is moved, cursor is changed or rowset is changed. The event handling operation can't be performed using ResultSet so it is preferred now.

1. **import** java.sql.Connection;
2. **import** java.sql.DriverManager;
3. **import** java.sql.ResultSet;
4. **import** java.sql.Statement;
5. **import** javax.sql.RowSetEvent;
6. **import** javax.sql.RowSetListener;
7. **import** javax.sql.rowset.JdbcRowSet;
8. **import** javax.sql.rowset.RowSetProvider;
10. **public** **class** RowSetExample {
11. **public** **static** **void** main(String[] args) **throws** Exception {
12. Class.forName("oracle.jdbc.driver.OracleDriver");
14. //Creating and Executing RowSet
15. JdbcRowSet rowSet = RowSetProvider.newFactory().createJdbcRowSet();
16. rowSet.setUrl("jdbc:oracle:thin:@localhost:1521:xe");
17. rowSet.setUsername("system");
18. rowSet.setPassword("oracle");
20. rowSet.setCommand("select \* from emp400");
21. rowSet.execute();
23. //Adding Listener and moving RowSet
24. rowSet.addRowSetListener(**new** MyListener());
26. **while** (rowSet.next()) {
27. // Generating cursor Moved event
28. System.out.println("Id: " + rowSet.getString(1));
29. System.out.println("Name: " + rowSet.getString(2));
30. System.out.println("Salary: " + rowSet.getString(3));
31. }
33. }
34. }
36. **class** MyListener **implements** RowSetListener {
37. **public** **void** cursorMoved(RowSetEvent event) {
38. System.out.println("Cursor Moved...");
39. }
40. **public** **void** rowChanged(RowSetEvent event) {
41. System.out.println("Cursor Changed...");
42. }
43. **public** **void** rowSetChanged(RowSetEvent event) {
44. System.out.println("RowSet changed...");
45. }
46. }

The output is as follows:

Cursor Moved...

Id: 55

Name: Om Bhim

Salary: 70000

Cursor Moved...

Id: 190

Name: abhi

Salary: 40000

Cursor Moved...

Id: 191

Name: umesh

Salary: 50000

Cursor Moved...

# **Jdbc New Features**

The latest version of JDBC is 4.0 currently. Java has updated jdbc api to ease and simplify the coding to database interactivity.

Here, we are going to see the features included in Jdbc 3.0 and Jdbc 4.0.

## Jdbc 3.0 Features

The important features of JDBC API 3.0 are as follows:

* **Jdbc RowSet** We have done the great discussion on JdbcRowSet in the previous page.
* **Savepoint in transaction management** Now you are able to create, rollback and release the savepoint by Connection.setSavepoint(), Connection.rollback(Savepoint svpt) and Connection.releaseSavepoint(Savepoint svpt) methods.
* **Statement and ResultSet Caching for Connection Pooling** Now you are able to reuse the statement and result set because jdbc 3 provides you the facility of statement caching and result set caching.
* **Switching between Global and Local Transactions**
* **Retrieval of auto generated keys** Now you are able to get the auto generated keys by the method getGeneratedKeys().

## Jdbc 4.0 Features

The important features of JDBC API 4.0 are given below:

* **Automatic Loading of Driver class** You don't need to write Class.forName() now because it is loaded bydefault since jdbc4.
* **Subclasses of SQLException** Jdbc 4 provides new subclasses of SQLException class for better readability and handling.
* **New methods** There are many new methods introduced in Connection, PreparedStatement, CallableStatement, ResultSet etc.
* **Improved DataSource** Now data source implementation is improved.
* **Event Handling support in Statement for Connection Pooling** Now Connection Pooling can listen statement error and statement closing events.

# **Java 8 Features**

Oracle released a new version of Java as Java 8 in March 18, 2014. It was a revolutionary release of the Java for software development platform. It includes various upgrades to the Java programming, JVM, Tools and libraries.

## Java 8 Programming Language Enhancements

Java 8 provides following features for Java Programming:

* Lambda expressions,
* Method references,
* Functional interfaces,
* Stream API,
* Default methods,
* Base64 Encode Decode,
* Static methods in interface,
* Optional class,
* Collectors class,
* ForEach() method,
* Parallel array sorting,
* Nashorn JavaScript Engine,
* Parallel Array Sorting,
* Type and Repating Annotations,
* IO Enhancements,
* Concurrency Enhancements,
* JDBC Enhancements etc.

## Lambda Expressions

Lambda expression helps us to write our code in functional style. It provides a clear and concise way to implement SAM interface(Single Abstract Method) by using an expression. It is very useful in collection library in which it helps to iterate, filter and extract data.

For more information and examples: [click here](http://www.javatpoint.com/java-lambda-expressions)

## Method References

Java 8 Method reference is used to refer method of functional interface . It is compact and easy form of lambda expression. Each time when you are using lambda expression to just referring a method, you can replace your lambda expression with method reference.

For more information and examples: [click here](https://www.javatpoint.com/java-8-method-reference)

## Functional Interface

An Interface that contains only one abstract method is known as functional interface. It can have any number of default and static methods. It can also declare methods of object class.

Functional interfaces are also known as Single Abstract Method Interfaces (SAM Interfaces).

For more information and examples: [click here](http://www.javatpoint.com/java-8-functional-interfaces)

## Optional

Java introduced a new class Optional in Java 8. It is a public final class which is used to deal with NullPointerException in Java application. We must import java.util package to use this class. It provides methods to check the presence of value for particular variable.

For more information and examples: [click here](http://www.javatpoint.com/java-8-optional)

## forEach

Java provides a new method forEach() to iterate the elements. It is defined in Iterable and Stream interfaces.

It is a default method defined in the Iterable interface. Collection classes which extends Iterable interface can use forEach() method to iterate elements.

This method takes a single parameter which is a functional interface. So, you can pass lambda expression as an argument.

For more information and examples: [click here](https://www.javatpoint.com/java-8-features)

## Date/Time API

Java has introduced a new Date and Time API since Java 8. The java.time package contains Java 8 Date and Time classes.

For more information and examples: [click here](http://www.javatpoint.com/java-date)

## Default Methods

Java provides a facility to create default methods inside the interface. Methods which are defined inside the interface and tagged with default keyword are known as default methods. These methods are non-abstract methods and can have method body.

For more information and examples: [click here](http://www.javatpoint.com/java-default-methods)

## Nashorn JavaScript Engine

Nashorn is a JavaScript engine. It is used to execute JavaScript code dynamically at JVM (Java Virtual Machine). Java provides a command-line tool **jjs** which is used to execute JavaScript code.

You can execute JavaScript code by two ways:

1. Using jjs command-line tool, and
2. By embedding into Java source code.

For more information and examples: [click here](https://www.javatpoint.com/java-nashorn)

## StringJoiner

Java added a new final class StringJoiner in java.util package. It is used to construct a sequence of characters separated by a delimiter. Now, you can create string by passing delimiters like comma(,), hyphen(-) etc.

For more information and examples: [click here](https://www.javatpoint.com/java-stringjoiner)

## Collectors

Collectors is a final class that extends Object class. It provides reduction operations, such as accumulating elements into collections, summarizing elements according to various criteria etc.

For more information and examples: [click here](https://www.javatpoint.com/java-8-collectors)

## Stream API

Java 8 java.util.stream package consists of classes, interfaces and an enum to allow functional-style operations on the elements. It performs lazy computation. So, it executes only when it requires.

For more information and examples: [click here](http://www.javatpoint.com/java-8-stream)

## Stream Filter

Java stream provides a method filter() to filter stream elements on the basis of given predicate. Suppose, you want to get only even elements of your list, you can do this easily with the help of filter() method.

This method takes predicate as an argument and returns a stream of resulted elements.

For more information and examples: [click here](https://www.javatpoint.com/java-8-stream-filter)

## Java Base64 Encoding and Decoding

Java provides a class Base64 to deal with encryption and decryption. You need to import java.util.Base64 class in your source file to use its methods.

This class provides three different encoders and decoders to encrypt information at each level.

For more information and examples: [click here](https://www.javatpoint.com/java-base64-encode-decode)

## Java Parallel Array Sorting

Java provides a new additional feature in Arrays class which is used to sort array elements parallelly. The parallelSort() method has added to java.util.Arrays class that uses the JSR 166 Fork/Join parallelism common pool to provide sorting of arrays. It is an overloaded method.

For more information and examples: [click here](https://www.javatpoint.com/java-8-parallel-array-sorting)

## Java 8 Security Enhancements

1) The Java Secure Socket Extension(JSSE) provider enables the protocols Transport Layer Security (TLS) 1.1 and TLS 1.2 by default on the client side.

2) A improved method AccessController.doPrivileged has been added which enables code to assert a subset of its privileges, without preventing the full traversal of the stack to check for other permissions.

3) Advanced Encryption Standard (AES) and Password-Based Encryption (PBE) algorithms, such as PBEWithSHA256AndAES\_128 and PBEWithSHA512AndAES\_256 has been added to the SunJCE provider.

4) Java Secure Socket Extension (SunJSSE) has enabled Server Name Indication (SNI) extension for client applications by default in JDK 7 and JDK 8 supports the SNI extension for server applications. The SNI extension is a feature that extends the SSL/TLS protocols to indicate what server name the client is attempting to connect to during handshaking.

5) The SunJSSE is enhanced to support Authenticated Encryption with Associated Data (AEAD) algorithms. The Java Cryptography Extension (SunJCE) provider is enhanced to support AES/GCM/NoPadding cipher implementation as well as Galois/Counter Mode (GCM) algorithm parameters.

6) A new command flag -importpassword is added to the keytool utility. It is used to accept a password and store it securely as a secret key. Classes such as java.security.DomainLoadStoreParameter andjava.security.PKCS12Attribute is added to support DKS keystore type.

7) In JDK 8, the cryptographic algorithms have been enhanced with the SHA-224 variant of the SHA-2 family of message-digest implementations.

8) Enhanced support for NSA Suite B Cryptography which includes:

* OID registration for NSA Suite B cryptography algorithms
* Support for 2048-bit DSA key pair generation and additional signature algorithms for 2048-bit DSA keys such as SHA224withDSA and SHA256withDSA.
* Lifting of the keysize restriction from 1024 to 2048 for Diffie-Hellman (DH) algorithm.

9) SecureRandom class provides the generation of cryptographically strong random numbers which is used for private or public keys, ciphers and signed messages. The getInstanceStrong() method was introduced in JDK 8, which returns an instance of the strongest SecureRandom. It should be used when you need to create RSA private and public key. SecureRandom includes following other changes:

* Two new implementations has introduced for UNIX platforms, which provide blocking and non-blocking behavior.

10) A new PKIXRevocationChecker class is included which checks the revocation status of certificates with the PKIX algorithm. It supports best effort checking, end-entity certificate checking, and mechanism-specific options.

11) The Public Key Cryptography Standards 11 (PKCS) has been expanded to include 64-bit supports for Windows.

12) Two new rcache types are added to Kerberos 5. Type none means no rcache at all, and type dfl means the DFL style file-based rcache. Also, the acceptor requested subkey is now supported. They are configured using the sun.security.krb5.rcache and sun.security.krb5.acceptor.subkey system properties.

13) In JDK 8, Kerberos 5 protocol transition and constrained delegation are supported within the same realm.

14) Java 8 has disabled weak encryption by default. The DES-related Kerberos 5 encryption types are not supported by default. These encryption types can be enabled by adding allow\_weak\_crypto=true in the krb5.conf file.

15) You can set server name to null to denote an unbound server. It means a client can request for the service using any server name. After a context is established, the server can retrieve the name as a negotiated property with the key name SASL.BOUND\_SERVER\_NAME.

16) Java Native Interface (JNI) bridge to native Java Generic Security Service (JGSS) is now supported on Mac OS X. You can set system property sun.security.jgss.native to true to enable it.

17) A new system property, jdk.tls.ephemeralDHKeySize is defined to customize the ephemeral DH key sizes. The minimum acceptable DH key size is 1024 bits, except for exportable cipher suites or legacy mode (jdk.tls.ephemeralDHKeySize=legacy).

18) Java Secure Socket Extension (JSSE) provider honors the client's cipher suite preference by default. However, the behavior can be changed to respect the server's cipher suite preference by calling SSLParameters.setUseCipherSuitesOrder(true) over the server.

## Java 8 Tools Enhancements

1) A jjs command is introduced, which invokes the Nashorn engine either in interactive shell mode, or to interpret script files.

2) The java command is capable of launching JavaFX applications, provided that the JavaFX application is packaged correctly.

3) The java command man page (both nroff and HTML) has been completely reworked. The advanced options are now divided into Runtime, Compiler, Garbage Collection, and Serviceability, according to the area that they affect. Several previously missing options are now described. There is also a section for options that were deprecated or removed since the previous release.

4) New jdeps command-line tool allows the developer to analyze class files to determine package-level or class-level dependencies.

5) You can access diagnostic commands remotely, which were previously accessible only locally via the jcmd tool. Remote access is provided using the Java Management Extensions (JMX), so diagnostic commands are exposed to a platform MBean registered to the platform MBean server. The MBean is the com.sun.management.DiagnosticCommandMBean interface.

6) A new option -tsapolicyid is included in the jarsigner tool which enables you to request a signed time stamp from a Time Stamping Authority and attach it to a signed JAR file.

7) A new method java.lang.reflect.Executable.getParameters is included which allows you to access the names of the formal parameters of any method or constructor. However, .class files do not store formal parameter names by default. To store formal parameter names in a particular .class file, and thus enable the Reflection API to retrieve formal parameter names, compile the source file with the -parameters option of the javac compiler.

8) The type rules for binary comparisons in the Java Language Specification (JLS) Section 15.21 will now be correctly enforced by javac.

9) In this release, the apt tool and its associated API contained in the package com.sun.mirror have been removed.

## Javadoc Enhancements

In Java SE 8, the following new APIs were added to the Javadoc tool.

* A new DocTree API introduce a scanner which enables you to traverse source code that is represented by an abstract syntax tree. This extends the Compiler Tree API to provide structured access to the content of javadoc comments.
* The javax.tools package contains classes and interfaces that enable you to invoke the Javadoc tool directly from a Java application, without executing a new process.
* The "Method Summary" section of the generated documentation of a class or interface has been restructured. Method descriptions in this section are grouped by type. By default, all methods are listed. You can click a tab to view methods of a particular type (static, instance, abstract, concrete, or deprecated, if they exist in the class or interface).
* The javadoc tool now has support for checking the content of javadoc comments for issues that could lead to various problems, such as invalid HTML or accessibility issues, in the files that are generated by javadoc. The feature is enabled by default, and can also be controlled by the new -Xdoclint option.

## Pack200 Enhancements

The Java class file format has been updated because of JSR 292 which Supports Dynamically Typed Languages on the Java Platform.

The Pack200 engine has been updated to ensure that Java SE 8 class files are compressed effectively. Now, it can recognize constant pool entries and new bytecodes introduced by JSR 292. As a result, compressed files created with this version of the pack200 tool will not be compatible with older versions of the unpack200 tool.

## Java 8 I/O Enhancements

In Java 8, there are several improvements to the java.nio.charset.Charset and extended charset implementations. It includes the following:

* A New SelectorProvider which may improve performance or scalability for server. The /dev/poll SelectorProvider continues to be the default. To use the Solaris event port mechanism, run with the system property java.nio.channels.spi.Selector set to the value sun.nio.ch.EventPortSelectorProvider.
* The size of <JDK\_HOME>/jre/lib/charsets.jar file is decreased.
* Performance has been improvement for the java.lang.String(byte[], ∗) constructor and the java.lang.String.getBytes() method.

## Java 8 Networking Enhancements

1) A new class java.net.URLPermission has been added. It represents a permission for accessing a resource defined by a given URL.

2) A package jdk.net has been added which contains platform specific socket options and a mechanism for setting these options on all of the standard socket types. The socket options are defined in jdk.net.ExtendedSocketOptions.

3) In class HttpURLConnection, if a security manager is installed, and if a method is called which results in an attempt to open a connection, the caller must possess either a "connect"SocketPermission to the host/port combination of the destination URL or a URLPermission that permits this request.

If automatic redirection is enabled, and this request is redirected to another destination, the caller must also have permission to connect to the redirected host/URL.

## Java 8 Concurrency Enhancements

The java.util.concurrent package added two new interfaces and four new classes.

### **Java.util.concurrent Interfaces**

|  |  |
| --- | --- |
| **Interface** | **Description** |
| public static interface CompletableFuture.AsynchronousCompletionTask | It is a marker interface which is used to identify asynchronous tasks produced by async methods. It may be useful for monitoring, debugging, and tracking asynchronous activities. |
| public interface CompletionStage<T> | It creates a stage of a possibly asynchronous computation, that performs an action or computes a value when another CompletionStage completes. |

### **Java.util.concurrent Classes**

|  |  |
| --- | --- |
| **Class** | **Description** |
| public class CompletableFuture<T> extends Object implements Future<T>, CompletionStage<T> | It is aFuture that may be explicitly completed, and may be used as a CompletionStage, supporting dependent functions and actions that trigger upon its completion. |
| public static class ConcurrentHashMap.KeySetView<K,V> extends Object implements Set<K>, Serializable | It is a view of a ConcurrentHashMap as a Set of keys, in which additions may optionally be enabled by mapping to a common value. |
| public abstract class CountedCompleter<T> extends ForkJoinTask<T> | A ForkJoinTask with a completion action performed when triggered and there are no remaining pending actions. |
| public class CompletionException extends RuntimeException | It throws an exception when an error or other exception is encountered in the course of completing a result or task. |

#### **New Methods in java.util.concurrent.ConcurrentHashMap class**

ConcurrentHashMap class introduces several new methods in its latest release. It includes various forEach methods (forEach, forEachKey, forEachValue, and forEachEntry), search methods (search, searchKeys, searchValues, and searchEntries) and a large number of reduction methods (reduce, reduceToDouble, reduceToLong etc.). Other miscellaneous methods (mappingCount and newKeySet) have been added as well.

#### **New classes in java.util.concurrent.atomic**

Latest release introduces scalable, updatable, variable support through a small set of new classes DoubleAccumulator, DoubleAdder, LongAccumulator andLongAdder. It internally employ contention-reduction techniques that provide huge throughput improvements as compared to Atomic variables.

|  |  |
| --- | --- |
| **Class** | **Description** |
| public class DoubleAccumulator extends Number implements Serializable | It is used for one or more variables that together maintain a running double value updated using a supplied function. |
| public class DoubleAdder extends Number implements Serializable | It is used for one or more variables that together maintain an initially zero double sum. |
| public class LongAccumulator extends Number implements Serializable | It is used for one or more variables that together maintain a running long value updated using a supplied function. |
| public class LongAdder extends Number implements Serializable | It is used for one or more variables that together maintain an initially zero long sum. |

### **New methods in java.util.concurrent.ForkJoinPool Class**

This class has added two new methods getCommonPoolParallelism() and commonPool(), which return the targeted parallelism level of the common pool, or the common pool instance, respectively.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static ForkJoinPool commonPool() | It returns the common pool instance. |
| Public static int getCommonPoolParallelism() | It returns the targeted parallelism level of the common pool. |

### **New class java.util.concurrent.locks.StampedLock**

A new class StampedLock is added which is used to add capability-based lock with three modes for controlling read/write access (writing, reading, and optimistic reading). This class also supports methods that conditionally provide conversions across the three modes.

|  |  |
| --- | --- |
| **Class** | **Description** |
| public class StampedLock extends Object implements Serializable | This class represents a capability-based lock with three modes for controlling read/write access. |

## Java API for XML Processing (JAXP) 1.6 Enhancements

In Java 8, Java API is added for XML Processing (JAXP) 1.6. It requires the use of the service provider loader facility which is defined by java.util.ServiceLoader to load services from service configuration files.

The rationale for this is to allow for future modularization of the Java SE platform where service providers may be deployed by means other than JAR files and perhaps without the service configuration files.

## Java Virtual Machine Enhancements

The verification of invokespecial instructions has been tightened so that only an instance initialization method in the current class or its direct super class may be invoked.

## Java Mission Control 5.3 is included in Java 8

Java Mission Control (JMC) is an advanced set of tools that enables efficient and detailed data analysis and delivers advanced, unobtrusive Java monitoring and management. JMC provides sections for common analysis areas such as code performance, memory and latency.

Babel Language Packs in Japanese and Simplified Chinese are now included by default in the Java Mission Control that is included in the JDK 8.

## Java 8 Internationalization Enhancements

### **1) Unicode Enhancements**

The JDK 8 includes support for Unicode 6.2.0. It contains the following features.

* 733 new characters including Turkish Lira sign.
* 7 new scripts:
  + Meroitic Hieroglyphs
  + Meroitic Cursive
  + Sora Sompeng
  + Chakma
  + Sharada
  + Takri
  + Miao
* 11 new blocks: including 7 blocks for the new scripts listed above and 4 blocks for the following existing scripts:
* Arabic Extended-A
* Sundanese Supplement
* Meetei Mayek Extensions
* Arabic Mathematical Alphabetical Symbols

### **Adoption of Unicode CLDR Data and the java.locale.providers System Property**

The Unicode Consortium has released the Common Locale Data Repository (CLDR) project to "support the world's languages, with the largest and most extensive standard repository of locale data available." The CLDR is becoming the de-facto standard for locale data. The CLDR's XML-based locale data has been incorporated into the JDK 8 release, however it is disabled by default.

There are four distinct sources for locale data:

* CLDR represents the locale data provided by the Unicode CLDR project.
* HOST represents the current user's customization of the underlying operating system's settings. It works only with the user's default locale, and the customizable settings may vary depending on the OS, but primarily Date, Time, Number, and Currency formats are supported.
* SPI represents the locale sensitive services implemented in the installed SPI providers.
* JRE represents the locale data that is compatible with the prior JRE releases.

To select the desired locale data source, use the java.locale.providers system property. listing the data sources in the preferred order. For example: java.locale.providers=HOST,SPI,CLDR,JRE The default behavior is equivalent to the following setting: java.locale.providers=JRE,SPI

## Java 8 New Calendar and Locale APIs

The JDK 8 includes two new classes, several new methods, and a new return value for an existing static method.

Two new abstract classes for service providers are added to the java.util.spi package.

|  |  |
| --- | --- |
| **Class** | **Description** |
| public abstract class CalendarDataProvider extends LocaleServiceProvider | It is an abstract class for service providers that provide locale-dependent Calendar parameters. |
| public abstract class CalendarNameProvider extends LocaleServiceProvider | It is an abstract class for service providers that provide localized string representations (display names) of Calendar field values. |

A static method is now able to recognize Locale.UNICODE\_LOCALE\_EXTENSION for the numbering system.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static final DecimalFormatSymbols getInstance(Locale locale) | It is used to get the DecimalFormatSymbols instance for the specified locale. This method provides access to DecimalFormatSymbols instances for locales supported by the Java runtime itself as well as for those supported by installed DecimalFormatSymbolsProvider implementations. It throws NullPointerException if locale is null. |

Added New methods in calender API:

|  |  |
| --- | --- |
| **Method** | **Description** |
| public boolean isSupportedLocale(Locale locale) | It returns true if the given locale is supported by this locale service provider. The given locale may contain extensions that should be taken into account for the support determination. It is define in java.util.spi.LocaleServiceProvider class |
| public String getCalendarType() | It returns the calendar type of this Calendar. Calendar types are defined by the Unicode Locale Data Markup Language (LDML) specification. It is defined in java.util.Calendar class. |

New style specifiers are added for the Calendar.getDisplayName and Calendar.getDisplayNames methods to determine the format of the Calendar name.

|  |  |
| --- | --- |
| **Specifier** | **Description** |
| public static final int SHORT\_FORMAT | It is a style specifier for getDisplayName and getDisplayNames indicating a short name used for format. |
| public static final int LONG\_FORMAT | It is a style specifier for getDisplayName and getDisplayNames indicating a long name used for format. |
| public static final int SHORT\_STANDALONE | It is a style specifier for getDisplayName and getDisplayNames indicating a short name used independently, such as a month abbreviation as calendar headers. |
| public static final int LONG\_STANDALONE | It is a style specifier for getDisplayName and getDisplayNames indicating a long name used independently, such as a month name as calendar headers. |

Two new Locale methods for dealing with a locale's (optional) extensions.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public boolean hasExtensions() | It returns true if this Locale has any extensions. |
| public Locale stripExtensions() | It returns a copy of this Locale with no extensions. If this Locale has no extensions, this Locale is returned itself. |

Two new Locale.filter methods return a list of Locale instances that match the specified criteria, as defined in RFC 4647:

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static List<Locale> filter(List<Locale.LanguageRange> priorityList,Collection<Locale> locales) | It returns a list of matching Locale instances using the filtering mechanism defined in RFC 4647. This is equivalent to filter(List, Collection, FilteringMode) when mode is Locale.FilteringMode.AUTOSELECT\_FILTERING. |
| public static List<Locale> filter(List<Locale.LanguageRange> priorityList,Collection<Locale> locales, Locale.FilteringMode mode) | It returns a list of matching Locale instances using the filtering mechanism defined in RFC 4647. |

Two new Locale.filterTags methods return a list of language tags that match the specified criteria, as defined in RFC 4647.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static List<String> filterTags(List<Locale.LanguageRange> priorityList, Collection<String> tags) | It returns a list of matching languages tags using the basic filtering mechanism defined in RFC 4647. This is equivalent to filterTags(List, Collection, FilteringMode) when mode is Locale.FilteringMode.AUTOSELECT\_FILTERING. |
| public static List<String> filterTags(List<Locale.LanguageRange> priorityList, Collection<String> tags, Locale.FilteringMode mode) | It returns a list of matching languages tags using the basic filtering mechanism defined in RFC 4647. |

Two new lookup methods return the best-matching locale or language tag using the lookup mechanism defined in RFC 4647.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static Locale lookup(List<Locale.LanguageRange> priorityList, Collection<Locale> locales) | It returns a Locale instance for the best-matching language tag using the lookup mechanism defined in RFC 4647. |
| Public static String lookupTag(List<Locale.LanguageRange> priorityList,Collection<String> tags) | It returns the best-matching language tag using the lookup mechanism defined in RFC 4647. |

## Other Java 8 Version Enhancements

## Enhancements in JDK 8u5

1) The frequency in which the security prompts are shown for an application has been reduced.

## Enhancements in JDK 8u11

1) An option to suppress offers from sponsors when the JRE is installed or updated is available in the Advanced tab of the Java Control Panel.

2) The Entry-Point attribute can be included in the JAR file manifest to identify one or more classes as a valid entry point for your RIA(Rich Internet application).

## Enhancements in JDK 8u20

1) The javafxpackager tool has been renamed to javapackager. This tool has been enhanced with new arguments for self-contained application bundlers.

Follwing enhancements are related to the java tool:

* An experimental JIT compiler option related to Restricted Transactional Memory (RTM) has been added.
* Several options related to string deduplication have been added.
* Several options related to Advanced Encryption Standard (AES) intrinsics have been added.
* Combinations of garbage collection options have been deprecated.

2) Garbage Collection Tuning Guide has been added to the Java HotSpot Virtual Machine. It describes the garbage collectors included with the Java HotSpot VM and helps you to decide which garbage collector can best optimize the performance of your application, especially if it handles large amounts of data (multiple gigabytes), has many threads, and has high transaction rates.

## Enhancements in JDK 8u31

1) In this release, the SSLv3 protocol is removed from the Java Control Panel Advanced options.

## Enhancements in JDK 8u40

### **Java tool**

1) The -XX:+CheckEndorsedAndExtDirs has been added because the endorsed-standards override mechanism (JDK-8065675) and the extension mechanism (JDK-8065702) have been deprecated. The option helps identify any existing uses of these mechanisms and is supported in JDK 7u80 and JDK 8u40.

2) Java Flight Recorder (JFR) offers a variety of ways to unlock commercial features and enable JFR during the runtime of an application.

It includes java command line options such as jcmd diagnostic commands and Graphical User Interface (GUI) controls within Java Mission Control. This flexibility enables you to provide the appropriate options at startup, or interact with JFR later.

3) The option -XX:StartFlightRecording=parameter=value has a new parameter, dumponexit={true|false}, which specifies whether a dump file of JFR data should be generated when the JVM terminates in a controlled manner.

4) The options related to Restricted Transactional Memory (RTM) are no longer experimental. These options include -XX:RTMAbortRatio=abort\_ratio, -XX:RTMRetryCount=number\_of\_retries, -XX:+UseRTMDeopt, and -XX:+UseRTMLocking.

5) In Java 8, Application Class Data Sharing (AppCDS) has been introduced. AppCDS extends CDS (Class Data Sharing) to enable classes from the standard extensions directories and the application class path to be placed in the shared archive. This is a commercial feature and is no longer considered experimental.

6) New options -XX:+ResourceManagement and -XX:ResourceManagementSampleInterval=value have been added.

7) Additional information about large pages has been added. Large Pages, also known as huge pages, are memory pages that are significantly larger than the standard memory page size. Large pages optimize processor Translation-Lookaside Buffers. The Linux options -XX:+UseHugeTLBFS, -XX:+UseSHM, and -XX:+UseTransparentHugePages have been documented.

8) The option -XX:ObjectAlignmentInBytes=alignment has been documented.

### **JJS tool**

1) The option --optimistic-types=[true|false] has been added. It enables or disables optimistic type assumptions with deoptimizing recompilation.

2) The option --language=[es5] has been added to the jjs tool. It specifies the ECMAScript language version.

### **Javapackager tool**

1) New arguments are available for OS X bundlers. The mac.CFBundleVersion argument identifies the internal version number to be used.

2) The mac.dmg.simple argument indicates if DMG customization steps that depend on executing AppleScript code are skipped.

### **Jcmd tool**

Jcmd tool is used to dynamically interact with Java Flight Recorder (JFR). You can use it to unlock commercial features, enable/start/stop flight recordings, and obtain various status messages from the system.

### **Jstat tool**

The jstat tool has been updated with information about compressed class space which is a special part of metaspace.

### **Virtual machine**

The Scalable Native Memory Tracking HotSpot VM feature helps diagnose VM memory leaks and clarify users when memory leaks are not in the VM. Native Memory Tracker can be run without self-shutdown on large systems and without causing a significant performance impact beyond what is considered acceptable for small programs.

# **Java Lambda Expressions**

Lambda expression is a new and important feature of Java which was included in Java SE 8. It provides a clear and concise way to represent one method interface using an expression. It is very useful in collection library. It helps to iterate, filter and extract data from collection. Before lambda expression, anonymous inner class was the only option to implement the method.

In other words, we can say it is a replacement of java inner anonymous class. Java lambda expression is treated as a function, so compiler does not create .class file.

## Functional Interface

Lambda expression provides implementation of functional interface. An interface which has only one abstract method is called functional interface. Java provides an anotation @FunctionalInterface, which is used to declare an interface as functional interface.

## Why use Lambda Expression

1. To provide the implementation of Functional interface.
2. Less coding.

## Java Lambda Expression Syntax

1. (argument-list) -> {body}

Java lambda expression is consisted of three components.

**1) Argument-list:** It can be empty or non-empty as well.

**2) Arrow-token:** It is used to link arguments-list and body of expression.

**3) Body:** It contains expressions and statements for lambda expression.

Let's see a scenario. If we don't implement Java lambda expression. Here, we are implementing an interface method without using lambda expression.

## Java Example without Lambda Expression

1. **interface** Drawable{
2. **public** **void** draw();
3. }
4. **public** **class** LambdaExpressionExample {
5. **public** **static** **void** main(String[] args) {
6. **int** width=10;
8. //without lambda, Drawable implementation using anonymous class
9. Drawable d=**new** Drawable(){
10. **public** **void** draw(){System.out.println("Drawing "+width);}
11. };
12. d.draw();
13. }
14. }

Output:

Drawing 10

## Java Example with Lambda Expression

Now, we are implementing the above example with the help of lambda expression.

1. @FunctionalInterface  //It is optional
2. **interface** Drawable{
3. **public** **void** draw();
4. }
6. **public** **class** LambdaExpressionExample {
7. **public** **static** **void** main(String[] args) {
8. **int** width=10;
10. //with lambda
11. Drawable d2=()->{
12. System.out.println("Drawing "+width);
13. };
14. d2.draw();
15. }
16. }

Output:

Drawing 10

A lambda expression can have zero or any number of arguments. Let's see the examples:

## Java Lambda Expression Example: No Parameter

1. **interface** Sayable{
2. **public** String say();
3. }
4. **public** **class** LambdaExpressionExample{
5. **public** **static** **void** main(String[] args) {
6. Sayable s=()->{
7. **return** "I have nothing to say.";
8. };
9. System.out.println(s.say());
10. }
11. }

Output:

I have nothing to say.

## Java Lambda Expression Example: Single Parameter

1. **interface** Sayable{
2. **public** String say(String name);
3. }
5. **public** **class** LambdaExpressionExample{
6. **public** **static** **void** main(String[] args) {
8. // Lambda expression with single parameter.
9. Sayable s1=(name)->{
10. **return** "Hello, "+name;
11. };
12. System.out.println(s1.say("Sonoo"));
14. // You can omit function parentheses
15. Sayable s2= name ->{
16. **return** "Hello, "+name;
17. };
18. System.out.println(s2.say("Sonoo"));
19. }
20. }

Output:

Hello, Sonoo

Hello, Sonoo

## Java Lambda Expression Example: Multiple Parameters

1. **interface** Addable{
2. **int** add(**int** a,**int** b);
3. }
5. **public** **class** LambdaExpressionExample{
6. **public** **static** **void** main(String[] args) {
8. // Multiple parameters in lambda expression
9. Addable ad1=(a,b)->(a+b);
10. System.out.println(ad1.add(10,20));
12. // Multiple parameters with data type in lambda expression
13. Addable ad2=(**int** a,**int** b)->(a+b);
14. System.out.println(ad2.add(100,200));
15. }
16. }

Output:

30

300

## Java Lambda Expression Example: with or without return keyword

In Java lambda expression, if there is only one statement, you may or may not use return keyword. You must use return keyword when lambda expression contains multiple statements.

1. **package** lambdaExample;
3. **interface** Addable{
4. **int** add(**int** a,**int** b);
5. }
7. **public** **class** lambdaExpression {
8. **public** **static** **void** main(String[] args) {
10. // Lambda expression without return keyword.
11. Addable ad1=(a,b)->(a+b);
12. System.out.println(ad1.add(10,20));
14. // Lambda expression with return keyword.
15. Addable ad2=(**int** a,**int** b)->{
16. **return** (a+b);
17. };
18. System.out.println(ad2.add(100,200));
19. }
20. }

Output:

30

300

## Java Lambda Expression Example: Foreach Loop

1. **import** java.util.\*;
2. **public** **class** LambdaExpressionExample{
3. **public** **static** **void** main(String[] args) {
5. List<String> list=**new** ArrayList<String>();
6. list.add("ankit");
7. list.add("mayank");
8. list.add("irfan");
9. list.add("jai");
11. list.forEach(
12. (n)->System.out.println(n)
13. );
14. }
15. }

Output:

ankit

mayank

irfan

jai

## Java Lambda Expression Example: Multiple Statements

1. @FunctionalInterface
2. **interface** Sayable{
3. String say(String message);
4. }
6. **public** **class** LambdaExpressionExample{
7. **public** **static** **void** main(String[] args) {
9. // You can pass multiple statements in lambda expression
10. Sayable person = (message)-> {
11. String str1 = "I would like to say, ";
12. String str2 = str1 + message;
13. **return** str2;
14. };
15. System.out.println(person.say("time is precious."));
16. }
17. }

Output:

I would like to say, time is precious.

## Java Lambda Expression Example: Creating Thread

You can use lambda expression to run thread. In the following example, we are implementing run method by using lambda expression.

1. **public** **class** LambdaExpressionExample{
2. **public** **static** **void** main(String[] args) {
4. //Thread Example without lambda
5. Runnable r1=**new** Runnable(){
6. **public** **void** run(){
7. System.out.println("Thread1 is running...");
8. }
9. };
10. Thread t1=**new** Thread(r1);
11. t1.start();
12. //Thread Example with lambda
13. Runnable r2=()->{
14. System.out.println("Thread2 is running...");
15. };
16. Thread t2=**new** Thread(r2);
17. t2.start();
18. }
19. }

Output:

Thread1 is running...

Thread2 is running...

Java lambda expression can be used in the collection framework. It provides efficient and concise way to iterate, filter and fetch data. Following are some lambda and collection examples provided.

## Java Lambda Expression Example: Comparator

1. **import** java.util.ArrayList;
2. **import** java.util.Collections;
3. **import** java.util.List;
4. **class** Product{
5. **int** id;
6. String name;
7. **float** price;
8. **public** Product(**int** id, String name, **float** price) {
9. **super**();
10. **this**.id = id;
11. **this**.name = name;
12. **this**.price = price;
13. }
14. }
15. **public** **class** LambdaExpressionExample{
16. **public** **static** **void** main(String[] args) {
17. List<Product> list=**new** ArrayList<Product>();
19. //Adding Products
20. list.add(**new** Product(1,"HP Laptop",25000f));
21. list.add(**new** Product(3,"Keyboard",300f));
22. list.add(**new** Product(2,"Dell Mouse",150f));
24. System.out.println("Sorting on the basis of name...");
26. // implementing lambda expression
27. Collections.sort(list,(p1,p2)->{
28. **return** p1.name.compareTo(p2.name);
29. });
30. **for**(Product p:list){
31. System.out.println(p.id+" "+p.name+" "+p.price);
32. }
34. }
35. }

Output:

Sorting on the basis of name...

2 Dell Mouse 150.0

1 HP Laptop 25000.0

3 Keyboard 300.0

## Java Lambda Expression Example: Filter Collection Data

1. **import** java.util.ArrayList;
2. **import** java.util.List;
3. **import** java.util.stream.Stream;
4. **class** Product{
5. **int** id;
6. String name;
7. **float** price;
8. **public** Product(**int** id, String name, **float** price) {
9. **super**();
10. **this**.id = id;
11. **this**.name = name;
12. **this**.price = price;
13. }
14. }
15. **public** **class** LambdaExpressionExample{
16. **public** **static** **void** main(String[] args) {
17. List<Product> list=**new** ArrayList<Product>();
18. list.add(**new** Product(1,"Samsung A5",17000f));
19. list.add(**new** Product(3,"Iphone 6S",65000f));
20. list.add(**new** Product(2,"Sony Xperia",25000f));
21. list.add(**new** Product(4,"Nokia Lumia",15000f));
22. list.add(**new** Product(5,"Redmi4 ",26000f));
23. list.add(**new** Product(6,"Lenevo Vibe",19000f));
25. // using lambda to filter data
26. Stream<Product> filtered\_data = list.stream().filter(p -> p.price > 20000);
28. // using lambda to iterate through collection
29. filtered\_data.forEach(
30. product -> System.out.println(product.name+": "+product.price)
31. );
32. }
33. }

Output:

Iphone 6S: 65000.0

Sony Xperia: 25000.0

Redmi4 : 26000.0

## Java Lambda Expression Example: Event Listener

1. **import** javax.swing.JButton;
2. **import** javax.swing.JFrame;
3. **import** javax.swing.JTextField;
4. **public** **class** LambdaEventListenerExample {
5. **public** **static** **void** main(String[] args) {
6. JTextField tf=**new** JTextField();
7. tf.setBounds(50, 50,150,20);
8. JButton b=**new** JButton("click");
9. b.setBounds(80,100,70,30);
11. // lambda expression implementing here.
12. b.addActionListener(e-> {tf.setText("hello swing");});
14. JFrame f=**new** JFrame();
15. f.add(tf);f.add(b);
16. f.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);
17. f.setLayout(**null**);
18. f.setSize(300, 200);
19. f.setVisible(**true**);
21. }
23. }

# **Java Method References**

Java provides a new feature called method reference in Java 8. Method reference is used to refer method of functional interface. It is compact and easy form of lambda expression. Each time when you are using lambda expression to just referring a method, you can replace your lambda expression with method reference. In this tutorial, we are explaining method reference concept in detail.

## Types of Method References

There are four types of method references:

1. Reference to a static method.
2. Reference to an instance method of a particular object.
3. Reference to an instance method of an arbitrary object of a particular type.
4. Reference to a constructor.

## 1) Reference to a Static Method

You can refer to static method defined in the class. Following is the syntax and example which describe the process of referring static method in Java.

Syntax

1. ContainingClass::staticMethodName

### **Example 1**

In the following example, we have defined a functional interface and referring a static method to it's functional method say().

1. **interface** Sayable{
2. **void** say();
3. }
4. **public** **class** MethodReference {
5. **public** **static** **void** saySomething(){
6. System.out.println("Hello, this is static method.");
7. }
8. **public** **static** **void** main(String[] args) {
9. // Referring static method
10. Sayable sayable = MethodReference::saySomething;
11. // Calling interface method
12. sayable.say();
13. }
14. }

Output:

Hello, this is static method.

### **Example 2**

In the following example, we are using predefined functional interface Runnable to refer static method.

1. **public** **class** MethodReference {
2. **public** **static** **void** ThreadStatus(){
3. System.out.println("Thread is running...");
4. }
5. **public** **static** **void** main(String[] args) {
6. Thread t2=**new** Thread(MethodReference::ThreadStatus);
7. t2.start();
8. }
9. }

Output:

Thread is running...

### **Example 3**

You can also use predefined functional interface to refer methods. In the following example, we are using BiFunction interface and using it's apply() method.

1. **import** java.util.function.BiFunction;
2. **class** Arithmetic{
3. **public** **static** **int** add(inta, intb){
4. **return** a+b;
5. }
6. }
7. **public** **class** StaticMethodReference {
8. **public** **static** **void** main(String[] args) {
9. BiFunction<Integer, Integer, Integer>adder = Arithmetic::add;
10. **int** result = adder.apply(10, 20);
11. System.out.println(result);
12. }
13. }

Output:

30

### **Example 4**

You can also override static methods by referring methods. In the following example, we have defined and overloaded three add methods.

1. **import** java.util.function.BiFunction;
3. **class** Arithmetic{
4. **public** **static** **int** add(inta, intb){
5. **return** a+b;
6. }
7. **public** **static** **float** add(inta, floatb){
8. **return** a+b;
9. }
10. **public** **static** **float** add(floata, floatb){
11. **return** a+b;
12. }
13. }
15. **public** **class** StaticMethodReference {
16. **public** **static** **void** main(String[] args) {
17. BiFunction<Integer, Integer, Integer>adder1 = Arithmetic::add;
18. BiFunction<Integer, Float, Float>adder2 = Arithmetic::add;
19. BiFunction<Float, Float, Float>adder3 = Arithmetic::add;
20. intresult1 = adder1.apply(10, 20);
21. floatresult2 = adder2.apply(10, 20.0f);
22. floatresult3 = adder3.apply(10.0f, 20.0f);
23. System.out.println(result1);
24. System.out.println(result2);
25. System.out.println(result3);
26. }
27. }

Output:

30

30.0

30.0

## 2) Reference to an Instance Method

like static methods, you can refer instance methods also. In the following example, we are describing the process of referring the instance method.

Syntax

1. containingObject::instanceMethodName

### **Example 1**

In the following example, we are referring non-static methods. You can refer methods by class object and anonymous object.

1. **interface** Sayable{
2. **void** say();
3. }
4. publicclass MethodReference {
5. **public** **void** saySomething(){
6. System.out.println("Hello, this is non-static method.");
7. }
8. **public** **static** **void** main(String[] args) {
9. MethodReference methodReference = **new** MethodReference(); // Creating object
10. // Referring non-static method using reference
11. Sayable sayable = methodReference::saySomething;
12. // Calling interface method
13. sayable.say();
14. // Referring non-static method using anonymous object
15. Sayable sayable2 = **new** MethodReference()::saySomething; // You can use anonymous object also
16. // Calling interface method
17. sayable2.say();
18. }
19. }

Output:

Hello, this is non-static method.

Hello, this is non-static method.

### **Example 2**

In the following example, we are referring instance (non-static) method. Runnable interface contains only one abstract method. So, we can use it as functional interface.

1. **public** **class** InstanceMethodReference {
2. **public** **void** printnMsg(){
3. System.out.println("Hello, this is instance method");
4. }
5. **public** **static** **void** main(String[] args) {
6. Thread t2=**new** Thread(**new** InstanceMethodReference()::printnMsg);
7. t2.start();
8. }
9. }

Output:

Hello, this is instance method

### **Example 3**

In the following example, we are using BiFunction interface. It is a predefined interface and contains a functional method apply(). Here, we are referring add method to apply method.

1. **import** java.util.function.BiFunction;
2. **class** Arithmetic{
3. **public** **int** add(inta, intb){
4. **return** a+b;
5. }
6. }
7. **public** **class** InstanceMethodReference {
8. **public** **static** **void** main(String[] args) {
9. BiFunction<Integer, Integer, Integer>adder = **new** Arithmetic()::add;
10. **int** result = adder.apply(10, 20);
11. System.out.println(result);
12. }
13. }

Output:

30

## 4) Reference to a Constructor

You can refer a constructor by using the new keyword. Here, we are referring constructor with the help of functional interface.

Syntax

1. ClassName::**new**

### **Example**

1. **interface** Messageable{
2. Message getMessage(String msg);
3. }
4. **class** Message{
5. **public** Message(String msg){
6. System.out.print(msg);
7. }
8. }
9. **public** **class** ConstructorReference {
10. **public** **static** **void** main(String[] args) {
11. Messageable hello = Message::**new**;
12. hello.getMessage("Hello");
13. }
14. }

Output:

Hello

# **Java Functional Interfaces**

An Interface that contains exactly one abstract method is known as functional interface. It can have any number of default, static methods but can contain only one abstract method. It can also declare methods of object class.

Functional Interface also known as Single Abstract Method Interfaces or SAM Interfaces. It is a new feature in Java, which helps to achieve functional programming approach.

### **Example 1**

1. @FunctionalInterface
2. **interface** sayable{
3. **void** say(String msg);
4. }
5. **public** **class** FunctionalInterfaceExample **implements** sayable{
6. **public** **void** say(String msg){
7. System.out.println(msg);
8. }
9. **public** **static** **void** main(String[] args) {
10. FunctionalInterfaceExample fie = **new** FunctionalInterfaceExample();
11. fie.say("Hello there");
12. }
13. }

Output:

Hello there

A functional interface can have methods of object class. See in the following example.

### **Example 2**

2. @FunctionalInterface
3. **interface** sayable{
4. **void** say(String msg);   // abstract method
6. // It can contain any number of methods of Object class.
7. **int** hashCode();
8. String toString();
9. **boolean** equals(Object obj);
10. }
11. **public** **class** FunctionalInterfaceExample **implements** sayable{
13. **public** **void** say(String msg){
14. System.out.println(msg);
15. }
16. **public** **static** **void** main(String[] args) {
17. FunctionalInterfaceExample fie = **new** FunctionalInterfaceExample();
18. fie.say("Hello there");
19. }
20. }

Output:

Hello there

A functional interface can extends to other interface only when that does not have any abstract method.

### **Example 3**

1. **interface** sayable{
2. **void** say(String msg);   // abstract method
3. }
4. @FunctionalInterface
5. **interface** doable **extends** sayable{
6. // Invalid '@FunctionalInterface' annotation; doable is not a functional interface
7. **void** doIt();
8. }

Output:

compile-time error

### **Example 4**

In the following example, a functional interface is extending to a non-functional interface.

1. **interface** doable{
2. **default** **void** doIt(){
3. System.out.println("Do it now");
4. }
5. }
7. @FunctionalInterface
8. **interface** sayable **extends** doable{
9. **void** say(String msg);   // abstract method
10. }
12. **public** **class** FunctionalInterfaceExample **implements** sayable{
14. **public** **void** say(String msg){
15. System.out.println(msg);
16. }
17. **public** **static** **void** main(String[] args) {
18. FunctionalInterfaceExample fie = **new** FunctionalInterfaceExample();
19. fie.say("Hello there");
20. fie.doIt();
21. }
22. }

Output:

Hello there

Do it now

### **Java Predefined-Functional Interfaces**

Java provides predefined functional interfaces to deal with functional programming by using lambda and method references.

You can also define your own custom functional interface. Following is the list of functional interface which are placed in java.util.function package.

|  |  |
| --- | --- |
| **Interface** | **Description** |
| [BiConsumer<T,U>](https://www.javatpoint.com/java-biconsumer-interface) | It represents an operation that accepts two input arguments and returns no result. |
| [Consumer<T>](https://www.javatpoint.com/java-consumer-interface) | It represents an operation that accepts a single argument and returns no result. |
| [Function<T,R>](https://www.javatpoint.com/java-function-interface) | It represents a function that accepts one argument and returns a result. |
| [Predicate<T>](https://www.javatpoint.com/java-predicate-interface) | It represents a predicate (boolean-valued function) of one argument. |
| BiFunction<T,U,R> | It represents a function that accepts two arguments and returns a a result. |
| BinaryOperator<T> | It represents an operation upon two operands of the same data type. It returns a result of the same type as the operands. |
| BiPredicate<T,U> | It represents a predicate (boolean-valued function) of two arguments. |
| BooleanSupplier | It represents a supplier of boolean-valued results. |
| DoubleBinaryOperator | It represents an operation upon two double type operands and returns a double type value. |
| DoubleConsumer | It represents an operation that accepts a single double type argument and returns no result. |
| DoubleFunction<R> | It represents a function that accepts a double type argument and produces a result. |
| DoublePredicate | It represents a predicate (boolean-valued function) of one double type argument. |
| DoubleSupplier | It represents a supplier of double type results. |
| DoubleToIntFunction | It represents a function that accepts a double type argument and produces an int type result. |
| DoubleToLongFunction | It represents a function that accepts a double type argument and produces a long type result. |
| DoubleUnaryOperator | It represents an operation on a single double type operand that produces a double type result. |
| IntBinaryOperator | It represents an operation upon two int type operands and returns an int type result. |
| IntConsumer | It represents an operation that accepts a single integer argument and returns no result. |
| IntFunction<R> | It represents a function that accepts an integer argument and returns a result. |
| IntPredicate | It represents a predicate (boolean-valued function) of one integer argument. |
| IntSupplier | It represents a supplier of integer type. |
| IntToDoubleFunction | It represents a function that accepts an integer argument and returns a double. |
| IntToLongFunction | It represents a function that accepts an integer argument and returns a long. |
| IntUnaryOperator | It represents an operation on a single integer operand that produces an integer result. |
| LongBinaryOperator | It represents an operation upon two long type operands and returns a long type result. |
| LongConsumer | It represents an operation that accepts a single long type argument and returns no result. |
| LongFunction<R> | It represents a function that accepts a long type argument and returns a result. |
| LongPredicate | It represents a predicate (boolean-valued function) of one long type argument. |
| LongSupplier | It represents a supplier of long type results. |
| LongToDoubleFunction | It represents a function that accepts a long type argument and returns a result of double type. |
| LongToIntFunction | It represents a function that accepts a long type argument and returns an integer result. |
| LongUnaryOperator | It represents an operation on a single long type operand that returns a long type result. |
| ObjDoubleConsumer<T> | It represents an operation that accepts an object and a double argument, and returns no result. |
| ObjIntConsumer<T> | It represents an operation that accepts an object and an integer argument. It does not return result. |
| ObjLongConsumer<T> | It represents an operation that accepts an object and a long argument, it returns no result. |
| Supplier<T> | It represents a supplier of results. |
| ToDoubleBiFunction<T,U> | It represents a function that accepts two arguments and produces a double type result. |
| ToDoubleFunction<T> | It represents a function that returns a double type result. |
| ToIntBiFunction<T,U> | It represents a function that accepts two arguments and returns an integer. |
| ToIntFunction<T> | It represents a function that returns an integer. |
| ToLongBiFunction<T,U> | It represents a function that accepts two arguments and returns a result of long type. |
| ToLongFunction<T> | It represents a function that returns a result of long type. |
| UnaryOperator<T> | It represents an operation on a single operand that returnsa a result of the same type as its operand. |

# **Java 8 Stream**

Java provides a new additional package in Java 8 called java.util.stream. This package consists of classes, interfaces and enum to allows functional-style operations on the elements. You can use stream by importing java.util.stream package.

Stream provides following features:

* Stream does not store elements. It simply conveys elements from a source such as a data structure, an array, or an I/O channel, through a pipeline of computational operations.
* Stream is functional in nature. Operations performed on a stream does not modify it's source. For example, filtering a Stream obtained from a collection produces a new Stream without the filtered elements, rather than removing elements from the source collection.
* Stream is lazy and evaluates code only when required.
* The elements of a stream are only visited once during the life of a stream. Like an Iterator, a new stream must be generated to revisit the same elements of the source.

You can use stream to filter, collect, print, and convert from one data structure to other etc. In the following examples, we have apply various operations with the help of stream.

## Java Stream Interface Methods

|  |  |
| --- | --- |
| **Methods** | **Description** |
| boolean allMatch(Predicate<? super T> predicate) | It returns all elements of this stream which match the provided predicate. If the stream is empty then true is returned and the predicate is not evaluated. |
| boolean anyMatch(Predicate<? super T> predicate) | It returns any element of this stream that matches the provided predicate. If the stream is empty then false is returned and the predicate is not evaluated. |
| static <T> Stream.Builder<T> builder() | It returns a builder for a Stream. |
| <R,A> R collect(Collector<? super T,A,R> collector) | It performs a mutable reduction operation on the elements of this stream using a Collector. A Collector encapsulates the functions used as arguments to collect(Supplier, BiConsumer, BiConsumer), allowing for reuse of collection strategies and composition of collect operations such as multiple-level grouping or partitioning. |
| <R> R collect(Supplier<R> supplier, BiConsumer<R,? super T> accumulator, BiConsumer<R,R> combiner) | It performs a mutable reduction operation on the elements of this stream. A mutable reduction is one in which the reduced value is a mutable result container, such as an ArrayList, and elements are incorporated by updating the state of the result rather than by replacing the result. |
| static <T> Stream<T> concat(Stream<? extends T> a, Stream<? extends T> b) | It creates a lazily concatenated stream whose elements are all the elements of the first stream followed by all the elements of the second stream. The resulting stream is ordered if both of the input streams are ordered, and parallel if either of the input streams is parallel. When the resulting stream is closed, the close handlers for both input streams are invoked. |
| long count() | It returns the count of elements in this stream. This is a special case of a reduction. |
| Stream<T> distinct() | It returns a stream consisting of the distinct elements (according to Object.equals(Object)) of this stream. |
| static <T> Stream<T> empty() | It returns an empty sequential Stream. |
| Stream<T> filter(Predicate<? super T> predicate) | It returns a stream consisting of the elements of this stream that match the given predicate. |
| Optional<T> findAny() | It returns an Optional describing some element of the stream, or an empty Optional if the stream is empty. |
| Optional<T> findFirst() | It returns an Optional describing the first element of this stream, or an empty Optional if the stream is empty. If the stream has no encounter order, then any element may be returned. |
| <R> Stream<R> flatMap(Function<? super T,? extends Stream<? extends R>> mapper) | It returns a stream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have been placed into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| DoubleStream flatMapToDouble(Function<? super T,? extends DoubleStream> mapper) | It returns a DoubleStream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have placed been into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| IntStream flatMapToInt(Function<? super T,? extends IntStream> mapper) | It returns an IntStream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have been placed into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| LongStream flatMapToLong(Function<? super T,? extends LongStream> mapper) | It returns a LongStream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have been placed into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| void forEach(Consumer<? super T> action) | It performs an action for each element of this stream. |
| void forEachOrdered(Consumer<? super T> action) | It performs an action for each element of this stream, in the encounter order of the stream if the stream has a defined encounter order. |
| static <T> Stream<T> generate(Supplier<T> s) | It returns an infinite sequential unordered stream where each element is generated by the provided Supplier. This is suitable for generating constant streams, streams of random elements, etc. |
| static <T> Stream<T> iterate(T seed,UnaryOperator<T> f) | It returns an infinite sequential ordered Stream produced by iterative application of a function f to an initial element seed, producing a Stream consisting of seed, f(seed), f(f(seed)), etc. |
| Stream<T> limit(long maxSize) | It returns a stream consisting of the elements of this stream, truncated to be no longer than maxSize in length. |
| <R> Stream<R> map(Function<? super T,? extends R> mapper) | It returns a stream consisting of the results of applying the given function to the elements of this stream. |
| DoubleStream mapToDouble(ToDoubleFunction<? super T> mapper) | It returns a DoubleStream consisting of the results of applying the given function to the elements of this stream. |
| IntStream mapToInt(ToIntFunction<? super T> mapper) | It returns an IntStream consisting of the results of applying the given function to the elements of this stream. |
| LongStream mapToLong(ToLongFunction<? super T> mapper) | It returns a LongStream consisting of the results of applying the given function to the elements of this stream. |
| Optional<T> max(Comparator<? super T> comparator) | It returns the maximum element of this stream according to the provided Comparator. This is a special case of a reduction. |
| Optional<T> min(Comparator<? super T> comparator) | It returns the minimum element of this stream according to the provided Comparator. This is a special case of a reduction. |
| boolean noneMatch(Predicate<? super T> predicate) | It returns elements of this stream match the provided predicate. If the stream is empty then true is returned and the predicate is not evaluated. |
| @SafeVarargs static <T> Stream<T> of(T... values) | It returns a sequential ordered stream whose elements are the specified values. |
| static <T> Stream<T> of(T t) | It returns a sequential Stream containing a single element. |
| Stream<T> peek(Consumer<? super T> action) | It returns a stream consisting of the elements of this stream, additionally performing the provided action on each element as elements are consumed from the resulting stream. |
| Optional<T> reduce(BinaryOperator<T> accumulator) | It performs a reduction on the elements of this stream, using an associative accumulation function, and returns an Optional describing the reduced value, if any. |
| T reduce(T identity, BinaryOperator<T> accumulator) | It performs a reduction on the elements of this stream, using the provided identity value and an associative accumulation function, and returns the reduced value. |
| <U> U reduce(U identity, BiFunction<U,? super T,U> accumulator, BinaryOperator<U> combiner) | It performs a reduction on the elements of this stream, using the provided identity, accumulation and combining functions. |
| Stream<T> skip(long n) | It returns a stream consisting of the remaining elements of this stream after discarding the first n elements of the stream. If this stream contains fewer than n elements then an empty stream will be returned. |
| Stream<T> sorted() | It returns a stream consisting of the elements of this stream, sorted according to natural order. If the elements of this stream are not Comparable, a java.lang.ClassCastException may be thrown when the terminal operation is executed. |
| Stream<T> sorted(Comparator<? super T> comparator) | It returns a stream consisting of the elements of this stream, sorted according to the provided Comparator. |
| Object[] toArray() | It returns an array containing the elements of this stream. |
| <A> A[] toArray(IntFunction<A[]> generator) | It returns an array containing the elements of this stream, using the provided generator function to allocate the returned array, as well as any additional arrays that might be required for a partitioned execution or for resizing. |

### **Java Example: Filtering Collection without using Stream**

In the following example, we are filtering data without using stream. This approach we are used before the stream package was released.

1. **import** java.util.\*;
2. **class** Product{
3. **int** id;
4. String name;
5. **float** price;
6. **public** Product(**int** id, String name, **float** price) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.price = price;
10. }
11. }
12. **public** **class** JavaStreamExample {
13. **public** **static** **void** main(String[] args) {
14. List<Product> productsList = **new** ArrayList<Product>();
15. //Adding Products
16. productsList.add(**new** Product(1,"HP Laptop",25000f));
17. productsList.add(**new** Product(2,"Dell Laptop",30000f));
18. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
19. productsList.add(**new** Product(4,"Sony Laptop",28000f));
20. productsList.add(**new** Product(5,"Apple Laptop",90000f));
21. List<Float> productPriceList = **new** ArrayList<Float>();
22. **for**(Product product: productsList){
24. // filtering data of list
25. **if**(product.price<30000){
26. productPriceList.add(product.price);    // adding price to a productPriceList
27. }
28. }
29. System.out.println(productPriceList);   // displaying data
30. }
31. }

Output:

[25000.0, 28000.0, 28000.0]

### **Java Stream Example: Filtering Collection by using Stream**

Here, we are filtering data by using stream. You can see that code is optimized and maintained. Stream provides fast execution.

1. **import** java.util.\*;
2. **import** java.util.stream.Collectors;
3. **class** Product{
4. **int** id;
5. String name;
6. **float** price;
7. **public** Product(**int** id, String name, **float** price) {
8. **this**.id = id;
9. **this**.name = name;
10. **this**.price = price;
11. }
12. }
13. **public** **class** JavaStreamExample {
14. **public** **static** **void** main(String[] args) {
15. List<Product> productsList = **new** ArrayList<Product>();
16. //Adding Products
17. productsList.add(**new** Product(1,"HP Laptop",25000f));
18. productsList.add(**new** Product(2,"Dell Laptop",30000f));
19. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
20. productsList.add(**new** Product(4,"Sony Laptop",28000f));
21. productsList.add(**new** Product(5,"Apple Laptop",90000f));
22. List<Float> productPriceList2 =productsList.stream()
23. .filter(p -> p.price > 30000)// filtering data
24. .map(p->p.price)        // fetching price
25. .collect(Collectors.toList()); // collecting as list
26. System.out.println(productPriceList2);
27. }
28. }

Output:

[90000.0]

### **Java Stream Iterating Example**

You can use stream to iterate any number of times. Stream provides predefined methods to deal with the logic you implement. In the following example, we are iterating, filtering and passed a limit to fix the iteration.

1. **import** java.util.stream.\*;
2. **public** **class** JavaStreamExample {
3. **public** **static** **void** main(String[] args){
4. Stream.iterate(1, element->element+1)
5. .filter(element->element%5==0)
6. .limit(5)
7. .forEach(System.out::println);
8. }
9. }

Output:

5

10

15

20

25

### **Java Stream Example: Filtering and Iterating Collection**

In the following example, we are using filter() method. Here, you can see code is optimized and very concise.

1. **import** java.util.\*;
2. **class** Product{
3. **int** id;
4. String name;
5. **float** price;
6. **public** Product(**int** id, String name, **float** price) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.price = price;
10. }
11. }
12. **public** **class** JavaStreamExample {
13. **public** **static** **void** main(String[] args) {
14. List<Product> productsList = **new** ArrayList<Product>();
15. //Adding Products
16. productsList.add(**new** Product(1,"HP Laptop",25000f));
17. productsList.add(**new** Product(2,"Dell Laptop",30000f));
18. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
19. productsList.add(**new** Product(4,"Sony Laptop",28000f));
20. productsList.add(**new** Product(5,"Apple Laptop",90000f));
21. // This is more compact approach for filtering data
22. productsList.stream()
23. .filter(product -> product.price == 30000)
24. .forEach(product -> System.out.println(product.name));
25. }
26. }

Output:

Dell Laptop

### **Java Stream Example : reduce() Method in Collection**

This method takes a sequence of input elements and combines them into a single summary result by repeated operation. For example, finding the sum of numbers, or accumulating elements into a list.

In the following example, we are using reduce() method, which is used to sum of all the product prices.

1. **import** java.util.\*;
2. **class** Product{
3. **int** id;
4. String name;
5. **float** price;
6. **public** Product(**int** id, String name, **float** price) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.price = price;
10. }
11. }
12. **public** **class** JavaStreamExample {
13. **public** **static** **void** main(String[] args) {
14. List<Product> productsList = **new** ArrayList<Product>();
15. //Adding Products
16. productsList.add(**new** Product(1,"HP Laptop",25000f));
17. productsList.add(**new** Product(2,"Dell Laptop",30000f));
18. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
19. productsList.add(**new** Product(4,"Sony Laptop",28000f));
20. productsList.add(**new** Product(5,"Apple Laptop",90000f));
21. // This is more compact approach for filtering data
22. Float totalPrice = productsList.stream()
23. .map(product->product.price)
24. .reduce(0.0f,(sum, price)->sum+price);   // accumulating price
25. System.out.println(totalPrice);
26. // More precise code
27. **float** totalPrice2 = productsList.stream()
28. .map(product->product.price)
29. .reduce(0.0f,Float::sum);   // accumulating price, by referring method of Float class
30. System.out.println(totalPrice2);
32. }
33. }

Output:

201000.0

201000.0

### **Java Stream Example: Sum by using Collectors Methods**

We can also use collectors to compute sum of numeric values. In the following example, we are using Collectors class and it?s specified methods to compute sum of all the product prices.

1. **import** java.util.\*;
2. **import** java.util.stream.Collectors;
3. **class** Product{
4. **int** id;
5. String name;
6. **float** price;
7. **public** Product(**int** id, String name, **float** price) {
8. **this**.id = id;
9. **this**.name = name;
10. **this**.price = price;
11. }
12. }
13. **public** **class** JavaStreamExample {
14. **public** **static** **void** main(String[] args) {
15. List<Product> productsList = **new** ArrayList<Product>();
16. //Adding Products
17. productsList.add(**new** Product(1,"HP Laptop",25000f));
18. productsList.add(**new** Product(2,"Dell Laptop",30000f));
19. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
20. productsList.add(**new** Product(4,"Sony Laptop",28000f));
21. productsList.add(**new** Product(5,"Apple Laptop",90000f));
22. // Using Collectors's method to sum the prices.
23. **double** totalPrice3 = productsList.stream()
24. .collect(Collectors.summingDouble(product->product.price));
25. System.out.println(totalPrice3);
27. }
28. }

Output:

201000.0

### **Java Stream Example: Find Max and Min Product Price**

Following example finds min and max product price by using stream. It provides convenient way to find values without using imperative approach.

1. **import** java.util.\*;
2. **class** Product{
3. **int** id;
4. String name;
5. **float** price;
6. **public** Product(**int** id, String name, **float** price) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.price = price;
10. }
11. }
12. **public** **class** JavaStreamExample {
13. **public** **static** **void** main(String[] args) {
14. List<Product> productsList = **new** ArrayList<Product>();
15. //Adding Products
16. productsList.add(**new** Product(1,"HP Laptop",25000f));
17. productsList.add(**new** Product(2,"Dell Laptop",30000f));
18. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
19. productsList.add(**new** Product(4,"Sony Laptop",28000f));
20. productsList.add(**new** Product(5,"Apple Laptop",90000f));
21. // max() method to get max Product price
22. Product productA = productsList.stream()
23. .max((product1, product2)->
24. product1.price > product2.price ? 1: -1).get();
26. System.out.println(productA.price);
27. // min() method to get min Product price
28. Product productB = productsList.stream()
29. .max((product1, product2)->
30. product1.price < product2.price ? 1: -1).get();
31. System.out.println(productB.price);
33. }
34. }

Output:

90000.0

25000.0

### **Java Stream Example: count() Method in Collection**

1. **import** java.util.\*;
2. **class** Product{
3. **int** id;
4. String name;
5. **float** price;
6. **public** Product(**int** id, String name, **float** price) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.price = price;
10. }
11. }
12. **public** **class** JavaStreamExample {
13. **public** **static** **void** main(String[] args) {
14. List<Product> productsList = **new** ArrayList<Product>();
15. //Adding Products
16. productsList.add(**new** Product(1,"HP Laptop",25000f));
17. productsList.add(**new** Product(2,"Dell Laptop",30000f));
18. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
19. productsList.add(**new** Product(4,"Sony Laptop",28000f));
20. productsList.add(**new** Product(5,"Apple Laptop",90000f));
21. // count number of products based on the filter
22. **long** count = productsList.stream()
23. .filter(product->product.price<30000)
24. .count();
25. System.out.println(count);
26. }
27. }

Output:

3

stream allows you to collect your result in any various forms. You can get you result as set, list or map and can perform manipulation on the elements.

### **Java Stream Example : Convert List into Set**

1. **import** java.util.\*;
2. **import** java.util.stream.Collectors;
3. **class** Product{
4. **int** id;
5. String name;
6. **float** price;
7. **public** Product(**int** id, String name, **float** price) {
8. **this**.id = id;
9. **this**.name = name;
10. **this**.price = price;
11. }
12. }
14. **public** **class** JavaStreamExample {
15. **public** **static** **void** main(String[] args) {
16. List<Product> productsList = **new** ArrayList<Product>();
18. //Adding Products
19. productsList.add(**new** Product(1,"HP Laptop",25000f));
20. productsList.add(**new** Product(2,"Dell Laptop",30000f));
21. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
22. productsList.add(**new** Product(4,"Sony Laptop",28000f));
23. productsList.add(**new** Product(5,"Apple Laptop",90000f));
25. // Converting product List into Set
26. Set<Float> productPriceList =
27. productsList.stream()
28. .filter(product->product.price < 30000)   // filter product on the base of price
29. .map(product->product.price)
30. .collect(Collectors.toSet());   // collect it as Set(remove duplicate elements)
31. System.out.println(productPriceList);
32. }
33. }

Output:

[25000.0, 28000.0]

### **Java Stream Example : Convert List into Map**

1. **import** java.util.\*;
2. **import** java.util.stream.Collectors;
3. **class** Product{
4. **int** id;
5. String name;
6. **float** price;
7. **public** Product(**int** id, String name, **float** price) {
8. **this**.id = id;
9. **this**.name = name;
10. **this**.price = price;
11. }
12. }
14. **public** **class** JavaStreamExample {
15. **public** **static** **void** main(String[] args) {
16. List<Product> productsList = **new** ArrayList<Product>();
18. //Adding Products
19. productsList.add(**new** Product(1,"HP Laptop",25000f));
20. productsList.add(**new** Product(2,"Dell Laptop",30000f));
21. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
22. productsList.add(**new** Product(4,"Sony Laptop",28000f));
23. productsList.add(**new** Product(5,"Apple Laptop",90000f));
25. // Converting Product List into a Map
26. Map<Integer,String> productPriceMap =
27. productsList.stream()
28. .collect(Collectors.toMap(p->p.id, p->p.name));
30. System.out.println(productPriceMap);
31. }
32. }

Output:

{1=HP Laptop, 2=Dell Laptop, 3=Lenevo Laptop, 4=Sony Laptop, 5=Apple Laptop}

### **Method Reference in stream**

1. **import** java.util.\*;
2. **import** java.util.stream.Collectors;
4. **class** Product{
5. **int** id;
6. String name;
7. **float** price;
9. **public** Product(**int** id, String name, **float** price) {
10. **this**.id = id;
11. **this**.name = name;
12. **this**.price = price;
13. }
15. **public** **int** getId() {
16. **return** id;
17. }
18. **public** String getName() {
19. **return** name;
20. }
21. **public** **float** getPrice() {
22. **return** price;
23. }
24. }
26. **public** **class** JavaStreamExample {
28. **public** **static** **void** main(String[] args) {
30. List<Product> productsList = **new** ArrayList<Product>();
32. //Adding Products
33. productsList.add(**new** Product(1,"HP Laptop",25000f));
34. productsList.add(**new** Product(2,"Dell Laptop",30000f));
35. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
36. productsList.add(**new** Product(4,"Sony Laptop",28000f));
37. productsList.add(**new** Product(5,"Apple Laptop",90000f));
39. List<Float> productPriceList =
40. productsList.stream()
41. .filter(p -> p.price > 30000) // filtering data
42. .map(Product::getPrice)         // fetching price by referring getPrice method
43. .collect(Collectors.toList());  // collecting as list
44. System.out.println(productPriceList);
45. }
46. }

Output:

[90000.0]

# **Java Stream Filter**

Java stream provides a method filter() to filter stream elements on the basis of given predicate. Suppose you want to get only even elements of your list then you can do this easily with the help of filter method.

This method takes predicate as an argument and returns a stream of consisting of resulted elements.

## Signature

The signature of Stream filter() method is given below:

1. Stream<T> filter(Predicate<? **super** T> predicate)

### **Parameter**

**predicate:** It takes Predicate reference as an argument. Predicate is a functional interface. So, you can also pass lambda expression here.

### **Return**

It returns a new stream.

### **Java Stream filter() example**

In the following example, we are fetching and iterating filtered data.

1. **import** java.util.\*;
2. **class** Product{
3. **int** id;
4. String name;
5. **float** price;
6. **public** Product(**int** id, String name, **float** price) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.price = price;
10. }
11. }
12. **public** **class** JavaStreamExample {
13. **public** **static** **void** main(String[] args) {
14. List<Product> productsList = **new** ArrayList<Product>();
15. //Adding Products
16. productsList.add(**new** Product(1,"HP Laptop",25000f));
17. productsList.add(**new** Product(2,"Dell Laptop",30000f));
18. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
19. productsList.add(**new** Product(4,"Sony Laptop",28000f));
20. productsList.add(**new** Product(5,"Apple Laptop",90000f));
21. productsList.stream()
22. .filter(p ->p.price> 30000)   // filtering price
23. .map(pm ->pm.price)          // fetching price
24. .forEach(System.out::println);  // iterating price
25. }
26. }

Output:

90000.0

### **Java Stream filter() example 2**

In the following example, we are fetching filtered data as a list.

1. **import** java.util.\*;
2. **import** java.util.stream.Collectors;
3. **class** Product{
4. **int** id;
5. String name;
6. **float** price;
7. **public** Product(**int** id, String name, **float** price) {
8. **this**.id = id;
9. **this**.name = name;
10. **this**.price = price;
11. }
12. }
13. **public** **class** JavaStreamExample {
14. **public** **static** **void** main(String[] args) {
15. List<Product> productsList = **new** ArrayList<Product>();
16. //Adding Products
17. productsList.add(**new** Product(1,"HP Laptop",25000f));
18. productsList.add(**new** Product(2,"Dell Laptop",30000f));
19. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
20. productsList.add(**new** Product(4,"Sony Laptop",28000f));
21. productsList.add(**new** Product(5,"Apple Laptop",90000f));
22. List<Float> pricesList =  productsList.stream()
23. .filter(p ->p.price> 30000)   // filtering price
24. .map(pm ->pm.price)          // fetching price
25. .collect(Collectors.toList());
26. System.out.println(pricesList);
27. }
28. }

Output:

[90000.0]

# **Java Base64 Encode and Decode**

Java provides a class Base64 to deal with encryption. You can encrypt and decrypt your data by using provided methods. You need to import java.util.Base64 in your source file to use its methods.

This class provides three different encoders and decoders to encrypt information at each level. You can use these methods at the following levels.

## Basic Encoding and Decoding

It uses the Base64 alphabet specified by Java in RFC 4648 and RFC 2045 for encoding and decoding operations. The encoder does not add any line separator character. The decoder rejects data that contains characters outside the base64 alphabet.

## URL and Filename Encoding and Decoding

It uses the Base64 alphabet specified by Java in RFC 4648 for encoding and decoding operations. The encoder does not add any line separator character. The decoder rejects data that contains characters outside the base64 alphabet.

## MIME

It uses the Base64 alphabet as specified in RFC 2045 for encoding and decoding operations. The encoded output must be represented in lines of no more than 76 characters each and uses a carriage return '\r' followed immediately by a linefeed '\n' as the line separator. No line separator is added to the end of the encoded output. All line separators or other characters not found in the base64 alphabet table are ignored in decoding operation.

### **Nested Classes of Base64**

|  |  |
| --- | --- |
| **Class** | **Description** |
| Base64.Decoder | This class implements a decoder for decoding byte data using the Base64 encoding scheme as specified in RFC 4648 and RFC 2045. |
| Base64.Encoder | This class implements an encoder for encoding byte data using the Base64 encoding scheme as specified in RFC 4648 and RFC 2045. |

### **Base64 Methods**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public static Base64.Decoder getDecoder() | It returns a Base64.Decoder that decodes using the Basic type base64 encoding scheme. |
| public static Base64.Encoder getEncoder() | It returns a Base64.Encoder that encodes using the Basic type base64 encoding scheme. |
| public static Base64.Decoder getUrlDecoder() | It returns a Base64.Decoder that decodes using the URL and Filename safe type base64 encoding scheme. |
| public static Base64.Decoder getMimeDecoder() | It returns a Base64.Decoder that decodes using the MIME type base64 decoding scheme. |
| public static Base64.Encoder getMimeEncoder() | It Returns a Base64.Encoder that encodes using the MIME type base64 encoding scheme. |
| public static Base64.Encoder getMimeEncoder(int lineLength, byte[] lineSeparator) | It returns a Base64.Encoder that encodes using the MIME type base64 encoding scheme with specified line length and line separators. |
| public static Base64.Encoder getUrlEncoder() | It returns a Base64.Encoder that encodes using the URL and Filename safe type base64 encoding scheme. |

### **Base64.Decoder Methods**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public byte[] decode(byte[] src) | It decodes all bytes from the input byte array using the Base64 encoding scheme, writing the results into a newly-allocated output byte array. The returned byte array is of the length of the resulting bytes. |
| public byte[] decode(String src) | It decodes a Base64 encoded String into a newly-allocated byte array using the Base64 encoding scheme. |
| public int decode(byte[] src, byte[] dst) | It decodes all bytes from the input byte array using the Base64 encoding scheme, writing the results into the given output byte array, starting at offset 0. |
| public ByteBuffer decode(ByteBuffer buffer) | It decodes all bytes from the input byte buffer using the Base64 encoding scheme, writing the results into a newly-allocated ByteBuffer. |
| public InputStream wrap(InputStream is) | It returns an input stream for decoding Base64 encoded byte stream. |

### **Base64.Encoder Methods**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public byte[] encode(byte[] src) | It encodes all bytes from the specified byte array into a newly-allocated byte array using the Base64 encoding scheme. The returned byte array is of the length of the resulting bytes. |
| public int encode(byte[] src, byte[] dst) | It encodes all bytes from the specified byte array using the Base64 encoding scheme, writing the resulting bytes to the given output byte array, starting at offset 0. |
| public String encodeToString(byte[] src) | It encodes the specified byte array into a String using the Base64 encoding scheme. |
| public ByteBuffer encode(ByteBuffer buffer) | It encodes all remaining bytes from the specified byte buffer into a newly-allocated ByteBuffer using the Base64 encoding scheme. Upon return, the source buffer's position will be updated to its limit; its limit will not have been changed. The returned output buffer's position will be zero and its limit will be the number of resulting encoded bytes. |
| public OutputStream wrap(OutputStream os) | It wraps an output stream for encoding byte data using the Base64 encoding scheme. |
| public Base64.Encoder withoutPadding() | It returns an encoder instance that encodes equivalently to this one, but without adding any padding character at the end of the encoded byte data. |

### **Java Base64 Example: Basic Encoding and Decoding**

1. **import** java.util.Base64;
2. publicclass Base64BasicEncryptionExample {
3. publicstaticvoid main(String[] args) {
4. // Getting encoder
5. Base64.Encoder encoder = Base64.getEncoder();
6. // Creating byte array
7. bytebyteArr[] = {1,2};
8. // encoding byte array
9. bytebyteArr2[] = encoder.encode(byteArr);
10. System.out.println("Encoded byte array: "+byteArr2);
11. bytebyteArr3[] = newbyte[5];                // Make sure it has enough size to store copied bytes
12. intx = encoder.encode(byteArr,byteArr3);    // Returns number of bytes written
13. System.out.println("Encoded byte array written to another array: "+byteArr3);
14. System.out.println("Number of bytes written: "+x);
16. // Encoding string
17. String str = encoder.encodeToString("JavaTpoint".getBytes());
18. System.out.println("Encoded string: "+str);
19. // Getting decoder
20. Base64.Decoder decoder = Base64.getDecoder();
21. // Decoding string
22. String dStr = **new** String(decoder.decode(str));
23. System.out.println("Decoded string: "+dStr);
24. }
25. }

Output:

Encoded byte array: [B@6bc7c054

Encoded byte array written to another array: [B@232204a1

Number of bytes written: 4

Encoded string: SmF2YVRwb2ludA==

Decoded string: JavaTpoint

### **Java Base64 Example: URL Encoding and Decoding**

1. **import** java.util.Base64;
2. publicclass Base64BasicEncryptionExample {
3. publicstaticvoid main(String[] args) {
4. // Getting encoder
5. Base64.Encoder encoder = Base64.getUrlEncoder();
6. // Encoding URL
7. String eStr = encoder.encodeToString("http://www.javatpoint.com/java-tutorial/".getBytes());
8. System.out.println("Encoded URL: "+eStr);
9. // Getting decoder
10. Base64.Decoder decoder = Base64.getUrlDecoder();
11. // Decoding URl
12. String dStr = **new** String(decoder.decode(eStr));
13. System.out.println("Decoded URL: "+dStr);
14. }
15. }

Output:

Encoded URL: aHR0cDovL3d3dy5qYXZhdHBvaW50LmNvbS9qYXZhLXR1dG9yaWFsLw==

Decoded URL: http://www.javatpoint.com/java-tutorial/

### **Java Base64 Example: MIME Encoding and Decoding**

1. **package** Base64Encryption;
2. **import** java.util.Base64;
3. publicclass Base64BasicEncryptionExample {
4. publicstaticvoid main(String[] args) {
5. // Getting MIME encoder
6. Base64.Encoder encoder = Base64.getMimeEncoder();
7. String message = "Hello, \nYou are informed regarding your inconsistency of work";
8. String eStr = encoder.encodeToString(message.getBytes());
9. System.out.println("Encoded MIME message: "+eStr);
11. // Getting MIME decoder
12. Base64.Decoder decoder = Base64.getMimeDecoder();
13. // Decoding MIME encoded message
14. String dStr = **new** String(decoder.decode(eStr));
15. System.out.println("Decoded message: "+dStr);
16. }
17. }

Output:

Encoded MIME message: SGVsbG8sIApZb3UgYXJlIGluZm9ybWVkIHJlZ2FyZGluZyB5b3VyIGluY29uc2lzdGVuY3kgb2Yg

d29yaw==

Decoded message: Hello,

You are informed regarding your inconsistency of work

# **Java Default Methods**

Java provides a facility to create default methods inside the interface. Methods which are defined inside the interface and tagged with default are known as default methods. These methods are non-abstract methods.

### **Java Default Method Example**

In the following example, Sayable is a functional interface that contains a default and an abstract method. The concept of default method is used to define a method with default implementation. You can override default method also to provide more specific implementation for the method.

Let's see a simple

1. **interface** Sayable{
2. // Default method
3. **default** **void** say(){
4. System.out.println("Hello, this is default method");
5. }
6. // Abstract method
7. **void** sayMore(String msg);
8. }
9. **public** **class** DefaultMethods **implements** Sayable{
10. **public** **void** sayMore(String msg){        // implementing abstract method
11. System.out.println(msg);
12. }
13. **public** **static** **void** main(String[] args) {
14. DefaultMethods dm = **new** DefaultMethods();
15. dm.say();   // calling default method
16. dm.sayMore("Work is worship");  // calling abstract method
18. }
19. }

Output:

Hello, this is default method

Work is worship

## Static Methods inside Java 8 Interface

You can also define static methods inside the interface. Static methods are used to define utility methods. The following example explain, how to implement static method in interface?

1. **interface** Sayable{
2. // default method
3. **default** **void** say(){
4. System.out.println("Hello, this is default method");
5. }
6. // Abstract method
7. **void** sayMore(String msg);
8. // static method
9. **static** **void** sayLouder(String msg){
10. System.out.println(msg);
11. }
12. }
13. **public** **class** DefaultMethods **implements** Sayable{
14. **public** **void** sayMore(String msg){     // implementing abstract method
15. System.out.println(msg);
16. }
17. **public** **static** **void** main(String[] args) {
18. DefaultMethods dm = **new** DefaultMethods();
19. dm.say();                       // calling default method
20. dm.sayMore("Work is worship");      // calling abstract method
21. Sayable.sayLouder("Helloooo...");   // calling static method
22. }
23. }

Output:

Hello there

Work is worship

Helloooo...

## Abstract Class vs Java 8 Interface

After having default and static methods inside the interface, we think about the need of abstract class in Java. An interface and an abstract class is almost similar except that you can create constructor in the abstract class whereas you can't do this in interface.

1. **abstract** **class** AbstractClass{
2. **public** AbstractClass() {        // constructor
3. System.out.println("You can create constructor in abstract class");
4. }
5. **abstract** **int** add(**int** a, **int** b); // abstract method
6. **int** sub(**int** a, **int** b){      // non-abstract method
7. **return** a-b;
8. }
9. **static** **int** multiply(**int** a, **int** b){  // static method
10. **return** a\*b;
11. }
12. }
13. **public** **class** AbstractTest **extends** AbstractClass{
14. **public** **int** add(**int** a, **int** b){        // implementing abstract method
15. **return** a+b;
16. }
17. **public** **static** **void** main(String[] args) {
18. AbstractTest a = **new** AbstractTest();
19. **int** result1 = a.add(20, 10);    // calling abstract method
20. **int** result2 = a.sub(20, 10);    // calling non-abstract method
21. **int** result3 = AbstractClass.multiply(20, 10); // calling static method
22. System.out.println("Addition: "+result1);
23. System.out.println("Substraction: "+result2);
24. System.out.println("Multiplication: "+result3);
25. }
26. }

Output:

You can create constructor in abstract class

Addition: 30

Substraction: 10

Multiplication: 200

# **Java forEach loop**

Java provides a new method forEach() to iterate the elements. It is defined in Iterable and Stream interface. It is a default method defined in the Iterable interface. Collection classes which extends Iterable interface can use forEach loop to iterate elements.

This method takes a single parameter which is a functional interface. So, you can pass lambda expression as an argument.

## forEach() Signature in Iterable Interface

1. **default** **void** forEach(Consumer<**super** T>action)

### **Java 8 forEach() example 1**

1. **import** java.util.ArrayList;
2. **import** java.util.List;
3. **public** **class** ForEachExample {
4. **public** **static** **void** main(String[] args) {
5. List<String> gamesList = **new** ArrayList<String>();
6. gamesList.add("Football");
7. gamesList.add("Cricket");
8. gamesList.add("Chess");
9. gamesList.add("Hocky");
10. System.out.println("------------Iterating by passing lambda expression--------------");
11. gamesList.forEach(games -> System.out.println(games));
13. }
14. }

Output:

------------Iterating by passing lambda expression--------------

Football

Cricket

Chess

Hocky

### **Java 8 forEach() example 2**

1. **import** java.util.ArrayList;
2. **import** java.util.List;
3. **public** **class** ForEachExample {
4. **public** **static** **void** main(String[] args) {
5. List<String> gamesList = **new** ArrayList<String>();
6. gamesList.add("Football");
7. gamesList.add("Cricket");
8. gamesList.add("Chess");
9. gamesList.add("Hocky");
10. System.out.println("------------Iterating by passing method reference---------------");
11. gamesList.forEach(System.out::println);
12. }
13. }

Output:

------------Iterating by passing method reference---------------

Football

Cricket

Chess

Hocky

## Java Stream forEachOrdered() Method

Along with forEach() method, Java provides one more method forEachOrdered(). It is used to iterate elements in the order specified by the stream.

### **Singnature:**

1. **void** forEachOrdered(Consumer<? **super** T> action)

### **Java Stream forEachOrdered() Method Example**

1. **import** java.util.ArrayList;
2. **import** java.util.List;
3. **public** **class** ForEachOrderedExample {
4. **public** **static** **void** main(String[] args) {
5. List<String> gamesList = **new** ArrayList<String>();
6. gamesList.add("Football");
7. gamesList.add("Cricket");
8. gamesList.add("Chess");
9. gamesList.add("Hocky");
10. System.out.println("------------Iterating by passing lambda expression---------------");
11. gamesList.stream().forEachOrdered(games -> System.out.println(games));
12. System.out.println("------------Iterating by passing method reference---------------");
13. gamesList.stream().forEachOrdered(System.out::println);
14. }
16. }

Output:

------------Iterating by passing lambda expression---------------

Football

Cricket

Chess

Hocky

------------Iterating by passing method reference---------------

Football

Cricket

Chess

Hocky

# **Java Collectors**

Collectors is a final class that extends Object class. It provides reduction operations, such as accumulating elements into collections, summarizing elements according to various criteria, etc.

Java Collectors class provides various methods to deal with elements

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public static <T> Collector<T,?,Double> averagingDouble(ToDoubleFunction<? super T> mapper) | It returns a Collector that produces the arithmetic mean of a double-valued function applied to the input elements. If no elements are present, the result is 0. |
| public static <T> Collector<T,?,T> reducing(T identity, BinaryOperator<T> op) | It returns a Collector which performs a reduction of its input elements under a specified BinaryOperator using the provided identity. |
| public static <T> Collector<T,?,Optional<T>> reducing(BinaryOperator<T> op) | It returns a Collector which performs a reduction of its input elements under a specified BinaryOperator. The result is described as an Optional<T>. |
| public static <T,U> Collector<T,?,U> reducing(U identity, Function<? super T,? extends U> mapper, BinaryOperator<U> op) | It returns a Collector which performs a reduction of its input elements under a specified mapping function and BinaryOperator. This is a generalization of reducing(Object, BinaryOperator) which allows a transformation of the elements before reduction. |
| public static <T,K> Collector<T,?,Map<K,List<T>>> groupingBy(Function<? super T,? extends K> classifier) | It returns a Collector implementing a "group by" operation on input elements of type T, grouping elements according to a classification function, and returning the results in a Map. |
| public static <T,K,A,D> Collector<T,?,Map<K,D>> groupingBy(Function<? super T,? extends K> classifier, Collector<? Super T,A,D> downstream) | It returns a Collector implementing a cascaded "group by" operation on input elements of type T, grouping elements according to a classification function, and then performing a reduction operation on the values associated with a given key using the specified downstream Collector. |
| public static <T,K,D,A,M extends Map<K,D>> Collector<T,?,M> groupingBy(Function<? super T,? extends K> classifier, Supplier<M> mapFactory, Collector<? super T,A,D> downstream) | It returns a Collector implementing a cascaded "group by" operation on input elements of type T, grouping elements according to a classification function, and then performing a reduction operation on the values associated with a given key using the specified downstream Collector. The Map produced by the Collector is created with the supplied factory function. |
| public static <T,K> Collector<T,?,ConcurrentMap<K,List<T>>> groupingByConcurrent(Function<? super T,? extends K> classifier) | It returns a concurrent Collector implementing a "group by" operation on input elements of type T, grouping elements according to a classification function. |
| public static <T,K,A,D> Collector<T,?,ConcurrentMap<K,D>> groupingByConcurrent(Function<? super T,? extends K> classifier, Collector<? super T,A,D> downstream) | It returns a concurrent Collector implementing a cascaded "group by" operation on input elements of type T, grouping elements according to a classification function, and then performing a reduction operation on the values associated with a given key using the specified downstream Collector. |
| public static <T,K,A,D,M extends ConcurrentMap<K,D>> Collector<T,?,M> groupingByConcurrent(Function<? super T,? extends K> classifier, Supplier<M> mapFactory, Collector<? super T,A,D> downstream) | It returns a concurrent Collector implementing a cascaded "group by" operation on input elements of type T, grouping elements according to a classification function, and then performing a reduction operation on the values associated with a given key using the specified downstream Collector. The ConcurrentMap produced by the Collector is created with the supplied factory function. |
| public static <T> Collector<T,?,Map<Boolean,List<T>>> partitioningBy(Predicate<? super T> predicate) | It returns a Collector which partitions the input elements according to a Predicate, and organizes them into a Map<Boolean, List<T>>. There are no guarantees on the type, mutability, serializability, or thread-safety of the Map returned. |
| public static <T,D,A> Collector<T,?,Map<Boolean,D>> partitioningBy(Predicate<? super T> predicate, Collector<? Super T,A,D> downstream) | It returns a Collector which partitions the input elements according to a Predicate, reduces the values in each partition according to another Collector, and organizes them into a Map<Boolean, D> whose values are the result of the downstream reduction. |
| public static <T,K,U> Collector<T,?,Map<K,U>> toMap(Function<? super T,? extends K> keyMapper, Function<? super T,? extends U> valueMapper) | It returns a Collector that accumulates elements into a Map whose keys and values are the result of applying the provided mapping functions to the input elements. |
| public static <T,K,U> Collector<T,?,Map<K,U>> toMap(Function<? super T,? extends K> keyMapper, Function<? super T,? extends U> valueMapper, BinaryOperator<U> mergeFunction) | It returns a Collector that accumulates elements into a Map whose keys and values are the result of applying the provided mapping functions to the input elements. |
| public static <T,K,U,M extends Map<K,U>> Collector<T,?,M> toMap(Function<? super T,? extends K> keyMapper, Function<? super T,? extends U> valueMapper, BinaryOperator<U> mergeFunction, Supplier<M> mapSupplier) | It returns a Collector that accumulates elements into a Map whose keys and values are the result of applying the provided mapping functions to the input elements. |
| public static <T,K,U> Collector<T,?,ConcurrentMap<K,U>> toConcurrentMap(Function<? super T,? extends K> keyMapper, Function<? super T,? extends U> valueMapper) | It returns a concurrent Collector that accumulates elements into a ConcurrentMap whose keys and values are the result of applying the provided mapping functions to the input elements. |
| public static <T,K,U> Collector<T,?,ConcurrentMap<K,U>> toConcurrentMap(Function<? super T,? extends K> keyMapper, Function<? super T,? extends U> valueMapper, BinaryOperator<U> mergeFunction) | It returns a concurrent Collector that accumulates elements into a ConcurrentMap whose keys and values are the result of applying the provided mapping functions to the input elements. |
| public static <T,K,U,M extends ConcurrentMap<K,U>> Collector<T,?,M> toConcurrentMap(Function<? super T,? extends K> keyMapper, Function<? super T,? extends U> valueMapper, BinaryOperator<U> mergeFunction, Supplier<M> mapSupplier) | It returns a concurrent Collector that accumulates elements into a ConcurrentMap whose keys and values are the result of applying the provided mapping functions to the input elements. |
| public static <T> Collector<T,?,IntSummaryStatistics> summarizingInt(ToIntFunction<? super T> mapper) | It returns a Collector which applies an int-producing mapping function to each input element, and returns summary statistics for the resulting values. |
| public static <T> Collector<T,?,LongSummaryStatistics> summarizingLong(ToLongFunction<? super T> mapper) | It returns a Collector which applies an long-producing mapping function to each input element, and returns summary statistics for the resulting values. |
| public static <T> Collector<T,?,DoubleSummaryStatistics> summarizingDouble(ToDoubleFunction<? super T> mapper) | It returns a Collector which applies an double-producing mapping function to each input element, and returns summary statistics for the resulting values. |

### **Java Collectors Example: Fetching data as a List**

1. **import** java.util.stream.Collectors;
2. **import** java.util.List;
3. **import** java.util.ArrayList;
4. **class** Product{
5. **int** id;
6. String name;
7. **float** price;
9. **public** Product(**int** id, String name, **float** price) {
10. **this**.id = id;
11. **this**.name = name;
12. **this**.price = price;
13. }
14. }
15. **public** **class** CollectorsExample {
16. **public** **static** **void** main(String[] args) {
17. List<Product> productsList = **new** ArrayList<Product>();
18. //Adding Products
19. productsList.add(**new** Product(1,"HP Laptop",25000f));
20. productsList.add(**new** Product(2,"Dell Laptop",30000f));
21. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
22. productsList.add(**new** Product(4,"Sony Laptop",28000f));
23. productsList.add(**new** Product(5,"Apple Laptop",90000f));
24. List<Float> productPriceList =
25. productsList.stream()
26. .map(x->x.price)         // fetching price
27. .collect(Collectors.toList());  // collecting as list
28. System.out.println(productPriceList);
29. }
30. }

Output:

[25000.0, 30000.0, 28000.0, 28000.0, 90000.0]

### **Java Collectors Example: Converting Data as a Set**

1. **import** java.util.stream.Collectors;
2. **import** java.util.Set;
3. **import** java.util.List;
4. **import** java.util.ArrayList;
5. classProduct{
6. intid;
7. String name;
8. floatprice;
10. **public** Product(intid, String name, floatprice) {
11. **this**.id = id;
12. **this**.name = name;
13. **this**.price = price;
14. }
15. }
16. publicclass CollectorsExample {
17. publicstaticvoid main(String[] args) {
18. List<Product>productsList = **new** ArrayList<Product>();
19. //Adding Products
20. productsList.add(newProduct(1,"HP Laptop",25000f));
21. productsList.add(newProduct(2,"Dell Laptop",30000f));
22. productsList.add(newProduct(3,"Lenevo Laptop",28000f));
23. productsList.add(newProduct(4,"Sony Laptop",28000f));
24. productsList.add(newProduct(5,"Apple Laptop",90000f));
25. Set<Float>productPriceList =
26. productsList.stream()
27. .map(x->x.price)         // fetching price
28. .collect(Collectors.toSet());   // collecting as list
29. System.out.println(productPriceList);
30. }
31. }

Output:

[25000.0, 30000.0, 28000.0, 90000.0]

### **Java Collectors Example: using sum method**

1. **import** java.util.stream.Collectors;
2. **import** java.util.List;
3. **import** java.util.ArrayList;
4. **class** Product{
5. **int** id;
6. String name;
7. **float** price;
9. **public** Product(**int** id, String name, **float** price) {
10. **this**.id = id;
11. **this**.name = name;
12. **this**.price = price;
13. }
14. }
15. **public** **class** CollectorsExample {
16. **public** **static** **void** main(String[] args) {
17. List<Product> productsList = **new** ArrayList<Product>();
18. //Adding Products
19. productsList.add(**new** Product(1,"HP Laptop",25000f));
20. productsList.add(**new** Product(2,"Dell Laptop",30000f));
21. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
22. productsList.add(**new** Product(4,"Sony Laptop",28000f));
23. productsList.add(**new** Product(5,"Apple Laptop",90000f));
24. Double sumPrices =
25. productsList.stream()
26. .collect(Collectors.summingDouble(x->x.price));  // collecting as list
27. System.out.println("Sum of prices: "+sumPrices);
28. Integer sumId =
29. productsList.stream().collect(Collectors.summingInt(x->x.id));
30. System.out.println("Sum of id's: "+sumId);
31. }
32. }

Output:

Sum of prices: 201000.0

Sum of id's: 15

### **Java Collectors Example: Getting Product Average Price**

1. **import** java.util.stream.Collectors;
2. **import** java.util.List;
3. **import** java.util.ArrayList;
4. **class** Product{
5. **int** id;
6. String name;
7. **float** price;
9. **public** Product(**int** id, String name, **float** price) {
10. **this**.id = id;
11. **this**.name = name;
12. **this**.price = price;
13. }
14. }
15. **public** **class** CollectorsExample {
16. **public** **static** **void** main(String[] args) {
17. List<Product> productsList = **new** ArrayList<Product>();
18. //Adding Products
19. productsList.add(**new** Product(1,"HP Laptop",25000f));
20. productsList.add(**new** Product(2,"Dell Laptop",30000f));
21. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
22. productsList.add(**new** Product(4,"Sony Laptop",28000f));
23. productsList.add(**new** Product(5,"Apple Laptop",90000f));
24. Double average = productsList.stream()
25. .collect(Collectors.averagingDouble(p->p.price));
26. System.out.println("Average price is: "+average);
27. }
28. }

Output:

Average price is: 40200.0

### **Java Collectors Example: Counting Elements**

1. **import** java.util.stream.Collectors;
2. **import** java.util.List;
3. **import** java.util.ArrayList;
4. **class** Product{
5. intid;
6. String name;
7. floatprice;
9. **public** Product(intid, String name, floatprice) {
10. **this**.id = id;
11. **this**.name = name;
12. **this**.price = price;
13. }
14. publicint getId() {
15. returnid;
16. }
17. **public** String getName() {
18. returnname;
19. }
20. publicfloat getPrice() {
21. returnprice;
22. }
23. }
24. publicclass CollectorsExample {
25. publicstaticvoid main(String[] args) {
26. List<Product>productsList = **new** ArrayList<Product>();
27. //Adding Products
28. productsList.add(**new** Product(1,"HP Laptop",25000f));
29. productsList.add(**new** Product(2,"Dell Laptop",30000f));
30. productsList.add(**new** Product(3,"Lenevo Laptop",28000f));
31. productsList.add(**new** Product(4,"Sony Laptop",28000f));
32. productsList.add(**new** Product(5,"Apple Laptop",90000f));
33. Long noOfElements = productsList.stream()
34. .collect(Collectors.counting());
35. System.out.println("Total elements : "+noOfElements);
36. }
37. }

Output:

Total elements : 5

# **Java StringJoiner**

Java added a new final class StringJoiner in java.util package. It is used to construct a sequence of characters separated by a delimiter. Now, you can create string by passing delimiters like comma(,), hyphen(-) etc. You can also pass prefix and suffix to the char sequence.

### **StringJoiner Constructors**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Public StringJoiner(CharSequence delimiter) | It constructs a StringJoiner with no characters in it, with no prefix or suffix, and a copy of the supplied delimiter. It throws NullPointerException if delimiter is null. |
| Public StringJoiner(CharSequence delimiter,CharSequence prefix,CharSequence suffix) | It constructs a StringJoiner with no characters in it using copies of the supplied prefix, delimiter and suffix. It throws NullPointerException if prefix, delimiter, or suffix is null. |

### **StringJoiner Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Public StringJoiner add(CharSequence newElement) | It adds a copy of the given CharSequence value as the next element of the StringJoiner value. If newElement is null,"null" is added. |
| Public StringJoiner merge(StringJoiner other) | It adds the contents of the given StringJoiner without prefix and suffix as the next element if it is non-empty. If the given StringJoiner is empty, the call has no effect. |
| Public int length() | It returns the length of the String representation of this StringJoiner. |
| Public StringJoiner setEmptyValue(CharSequence emptyValue) | It sets the sequence of characters to be used when determining the string representation of this StringJoiner and no elements have been added yet, that is, when it is empty. |

### **Java StringJoiner Example**

1. // importing StringJoiner class
2. **import** java.util.StringJoiner;
3. **public** **class** StringJoinerExample {
4. **public** **static** **void** main(String[] args) {
5. StringJoiner joinNames = **new** StringJoiner(","); // passing comma(,) as delimiter
7. // Adding values to StringJoiner
8. joinNames.add("Rahul");
9. joinNames.add("Raju");
10. joinNames.add("Peter");
11. joinNames.add("Raheem");
13. System.out.println(joinNames);
14. }
15. }

Output:

Rahul,Raju,Peter,Raheem

### **Java StringJoiner Example: adding prefix and suffix**

1. // importing StringJoiner class
2. **import** java.util.StringJoiner;
3. **public** **class** StringJoinerExample {
4. **public** **static** **void** main(String[] args) {
5. StringJoiner joinNames = **new** StringJoiner(",", "[", "]");   // passing comma(,) and square-brackets as delimiter
7. // Adding values to StringJoiner
8. joinNames.add("Rahul");
9. joinNames.add("Raju");
10. joinNames.add("Peter");
11. joinNames.add("Raheem");
13. System.out.println(joinNames);
14. }
15. }

Output:

[Rahul,Raju,Peter,Raheem]

### **StringJoiner Example: Merge Two StringJoiner**

The merge() method merges two StringJoiner objects excluding of prefix and suffix of second StringJoiner object.

1. // importing StringJoiner class
2. **import** java.util.StringJoiner;
3. **public** **class** StringJoinerExample {
4. **public** **static** **void** main(String[] args) {
6. StringJoiner joinNames = **new** StringJoiner(",", "[", "]");   // passing comma(,) and square-brackets as delimiter
8. // Adding values to StringJoiner
9. joinNames.add("Rahul");
10. joinNames.add("Raju");
12. // Creating StringJoiner with :(colon) delimiter
13. StringJoiner joinNames2 = **new** StringJoiner(":", "[", "]");  // passing colon(:) and square-brackets as delimiter
15. // Adding values to StringJoiner
16. joinNames2.add("Peter");
17. joinNames2.add("Raheem");
19. // Merging two StringJoiner
20. StringJoiner merge = joinNames.merge(joinNames2);
21. System.out.println(merge);
22. }
23. }

Output:

[Rahul,Raju,Peter:Raheem]

### **StringJoiner Example: StringJoiner Methods**

1. // importing StringJoiner class
2. **import** java.util.StringJoiner;
3. **public** **class** StringJoinerExample {
4. **public** **static** **void** main(String[] args) {
5. StringJoiner joinNames = **new** StringJoiner(","); // passing comma(,) as delimiter
7. // Prints nothing because it is empty
8. System.out.println(joinNames);
10. // We can set default empty value.
11. joinNames.setEmptyValue("It is empty");
12. System.out.println(joinNames);

15. // Adding values to StringJoiner
16. joinNames.add("Rahul");
17. joinNames.add("Raju");
18. System.out.println(joinNames);
20. // Returns length of StringJoiner
21. **int** length = joinNames.length();
22. System.out.println("Length: "+length);
24. // Returns StringJoiner as String type
25. String str = joinNames.toString();
26. System.out.println(str);
28. // Now, we can apply String methods on it
29. **char** ch = str.charAt(3);
30. System.out.println("Character at index 3: "+ch);
32. // Adding one more element
33. joinNames.add("Sorabh");
34. System.out.println(joinNames);
36. // Returns length
37. **int** newLength = joinNames.length();
38. System.out.println("New Length: "+newLength);
39. }
40. }

Output:

It is empty

Rahul,Raju

Length: 10

Rahul,Raju

Character at index 3: u

Rahul,Raju,Sorabh

New Length: 17

# **Java Optional Class**

Java introduced a new class Optional in jdk8. It is a public final class and used to deal with NullPointerException in Java application. You must import java.util package to use this class. It provides methods which are used to check the presence of value for particular variable.

## Java Optional Class Methods

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public static <T> Optional<T> empty() | It returns an empty Optional object. No value is present for this Optional. |
| public static <T> Optional<T> of(T value) | It returns an Optional with the specified present non-null value. |
| public static <T> Optional<T> ofNullable(T value) | It returns an Optional describing the specified value, if non-null, otherwise returns an empty Optional. |
| public T get() | If a value is present in this Optional, returns the value, otherwise throws NoSuchElementException. |
| public boolean isPresent() | It returns true if there is a value present, otherwise false. |
| public void ifPresent(Consumer<? super T> consumer) | If a value is present, invoke the specified consumer with the value, otherwise do nothing. |
| public Optional<T> filter(Predicate<? super T> predicate) | If a value is present, and the value matches the given predicate, return an Optional describing the value, otherwise return an empty Optional. |
| public <U> Optional<U> map(Function<? super T,? extends U> mapper) | If a value is present, apply the provided mapping function to it, and if the result is non-null, return an Optional describing the result. Otherwise return an empty Optional. |
| public <U> Optional<U> flatMap(Function<? super T,Optional<U> mapper) | If a value is present, apply the provided Optional-bearing mapping function to it, return that result, otherwise return an empty Optional. |
| public T orElse(T other) | It returns the value if present, otherwise returns other. |
| public T orElseGet(Supplier<? extends T> other) | It returns the value if present, otherwise invoke other and return the result of that invocation. |
| public <X extends Throwable> T orElseThrow(Supplier<? extends X> exceptionSupplier) throws X extends Throwable | It returns the contained value, if present, otherwise throw an exception to be created by the provided supplier. |
| public boolean equals(Object obj) | Indicates whether some other object is "equal to" this Optional or not. The other object is considered equal if:   * It is also an Optional and; * Both instances have no value present or; * the present values are "equal to" each other via equals(). |
| public int hashCode() | It returns the hash code value of the present value, if any, or returns 0 (zero) if no value is present. |
| public String toString() | It returns a non-empty string representation of this Optional suitable for debugging. The exact presentation format is unspecified and may vary between implementations and versions. |

### **Example: Java Program without using Optional**

In the following example, we are not using Optional class. This program terminates abnormally and throws a nullPointerException.

1. **public** **class** OptionalExample {
2. **public** **static** **void** main(String[] args) {
3. String[] str = **new** String[10];
4. String lowercaseString = str[5].toLowerCase();
5. System.out.print(lowercaseString);
6. }
7. }

Output:

Exception in thread "main" java.lang.NullPointerException

at lambdaExample.OptionalExample.main(OptionalExample.java:6)

To avoid the abnormal termination, we use Optional class. In the following example, we are using Optional. So, our program can execute without crashing.

### **Java Optional Example: If Value is not Present**

1. **import** java.util.Optional;
2. **public** **class** OptionalExample {
3. **public** **static** **void** main(String[] args) {
4. String[] str = **new** String[10];
5. Optional<String> checkNull = Optional.ofNullable(str[5]);
6. **if**(checkNull.isPresent()){  // check for value is present or not
7. String lowercaseString = str[5].toLowerCase();
8. System.out.print(lowercaseString);
9. }**else**
10. System.out.println("string value is not present");
11. }
12. }

Output:

string value is not present

### **Java Optional Example: If Value is Present**

1. **import** java.util.Optional;
2. **public** **class** OptionalExample {
3. **public** **static** **void** main(String[] args) {
4. String[] str = **new** String[10];
5. str[5] = "JAVA OPTIONAL CLASS EXAMPLE";// Setting value for 5th index
6. Optional<String> checkNull = Optional.ofNullable(str[5]);
7. **if**(checkNull.isPresent()){  // It Checks, value is present or not
8. String lowercaseString = str[5].toLowerCase();
9. System.out.print(lowercaseString);
10. }**else**
11. System.out.println("String value is not present");
12. }
13. }

Output:

java optional class example

### **Another Java Optional Example**

1. **import** java.util.Optional;
2. **public** **class** OptionalExample {
3. **public** **static** **void** main(String[] args) {
4. String[] str = **new** String[10];
5. str[5] = "JAVA OPTIONAL CLASS EXAMPLE";  // Setting value for 5th index
6. Optional<String> checkNull = Optional.ofNullable(str[5]);
7. checkNull.ifPresent(System.out::println);   // printing value by using method reference
8. System.out.println(checkNull.get());    // printing value by using get method
9. System.out.println(str[5].toLowerCase());
10. }
11. }

Output:

JAVA OPTIONAL CLASS EXAMPLE

JAVA OPTIONAL CLASS EXAMPLE

java optional class example

### **Java Optional Methods Example**

1. **import** java.util.Optional;
2. **public** **class** OptionalExample {
3. **public** **static** **void** main(String[] args) {
4. String[] str = **new** String[10];
5. str[5] = "JAVA OPTIONAL CLASS EXAMPLE";  // Setting value for 5th index
6. // It returns an empty instance of Optional class
7. Optional<String> empty = Optional.empty();
8. System.out.println(empty);
9. // It returns a non-empty Optional
10. Optional<String> value = Optional.of(str[5]);
11. // If value is present, it returns an Optional otherwise returns an empty Optional
12. System.out.println("Filtered value: "+value.filter((s)->s.equals("Abc")));
13. System.out.println("Filtered value: "+value.filter((s)->s.equals("JAVA OPTIONAL CLASS EXAMPLE")));
14. // It returns value of an Optional. if value is not present, it throws an NoSuchElementException
15. System.out.println("Getting value: "+value.get());
16. // It returns hashCode of the value
17. System.out.println("Getting hashCode: "+value.hashCode());
18. // It returns true if value is present, otherwise false
19. System.out.println("Is value present: "+value.isPresent());
20. // It returns non-empty Optional if value is present, otherwise returns an empty Optional
21. System.out.println("Nullable Optional: "+Optional.ofNullable(str[5]));
22. // It returns value if available, otherwise returns specified value,
23. System.out.println("orElse: "+value.orElse("Value is not present"));
24. System.out.println("orElse: "+empty.orElse("Value is not present"));
25. value.ifPresent(System.out::println);   // printing value by using method reference
26. }
27. }

Output:

Optional.empty

Filtered value: Optional.empty

Filtered value: Optional[JAVA OPTIONAL CLASS EXAMPLE]

Getting value: JAVA OPTIONAL CLASS EXAMPLE

Getting hashCode: -619947648

Is value present: true

Nullable Optional: Optional[JAVA OPTIONAL CLASS EXAMPLE]

orElse: JAVA OPTIONAL CLASS EXAMPLE

orElse: Value is not present

JAVA OPTIONAL CLASS EXAMPLE

# **Java Nashorn**

Nashorn is a JavaScript engine. It is used to execute JavaScript code dynamically at JVM (Java Virtual Machine). Java provides a command-line tool jjs which is used to execute JavaScript code.

You can execute JavaScript code by using jjs command-line tool and by embedding into Java source code.

### **Example: Executing by Using Terminal**

Following is the step by step process to execute JavaScript code at the JVM.

1) Create a file hello.js.

2) Write and save the following code into the file.

1. var hello = function(){
2. print("Hello Nashorn");
3. };
4. hello();

3) Open terminal

4) Write command **jjs hello.js** and press enter.

After executing command, you will see the below output.

Output:

Hello Nashorn

### **Example: Executing JavaScript file in Java Code**

You can execute JavaScript file directly from your Java file. In the following code, we are reading a file hello.js with the help of FileReader class.

1. **import** javax.script.\*;
2. **import** java.io.\*;
3. **public** **class** NashornExample {
4. **public** **static** **void** main(String[] args) **throws** Exception{
5. // Creating script engine
6. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
7. // Reading Nashorn file
8. ee.eval(**new** FileReader("js/hello.js"));
9. }
10. }

Output:

Hello Nashorn

### **Example: Embedding JavaScript Code in Java Source File**

You can embed your JavaScript code in Java source file. Java compiler will not complaint but it is not good practice when you have large source code. In the following example, we are evaluating JavaScript code.

1. **import** javax.script.\*;
2. **public** **class** NashornExample {
3. **public** **static** **void** main(String[] args) **throws** Exception{
4. // Creating script engine
5. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
6. // Evaluating Nashorn code
7. ee.eval("print('Hello Nashorn');");
8. }
9. }

Output:

Hello Nashorn

### **Example: Embedding JavaScript Expression**

You can embed JavaScript expressions and variables in JavaScript code. In the following code we are embedding a variable to string. To execute this program you need to pass a flag -scripting in command-line.

File: hello.js

1. var hello = function(msg){
2. print("Hello ${msg}");
3. };
4. hello("Nashron");

**Command:** jjs -scripting hello.js

Output:

Hello Nashorn

## Heredocs

In Nashorn, heredocs are simply multi-line strings. You can create it with << followed by a special termination marker, which is EOF. You can also embed JavaScript expressions in ${...} expressions.

### **Example : Heredocs in JavaScript File**

file: hello.js

1. var message = <<EOF
2. This is a java script file
3. it contains multiple lines
4. of code.
5. let's execute.
6. EOF
7. print(message)

**Command:** jjs -scripting hello.js

Output:

This is a java script file

it contains multiple lines

of code.

let's execute.

### **Example: Setting JavaScript variable in Java File**

You can pass value to JavaScript variable in the Java file. In the followed example, we are binding and passing variable to JavaScript file.

File: hello.js

1. print("Hello "+name);

File: NashornExample.java

1. **import** javax.script.\*;
2. **import** java.io.\*;
3. **public** **class** NashornExample {
4. **public** **static** **void** main(String[] args) **throws** Exception{
5. // Creating script engine
6. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
7. //Binding script and Define scope of script
8. Bindings bind = ee.getBindings(ScriptContext.ENGINE\_SCOPE);
9. bind.put("name", "Nashorn");
10. // Reading Nashorn file
11. ee.eval(**new** FileReader("js/hello.js"));
12. }
13. }

Output:

Hello Nashorn

## Import Java Package in JavaScript File

Java provides a facility to import Java package inside the JavaScript code. Here, we are using two approaches to import Java packages.

### **Example1: Import Java Package in JavaScript File**

File: hello.js

1. print(java.lang.Math.sqrt(4));

Output:

2

### **Example2: Import Java Package in JavaScript File**

File: hello.js

1. var importFile = **new** JavaImporter(java.util);
2. var a = **new** importFile.ArrayList();
3. a.add(12);
4. a.add(20);
5. print(a);
6. print(a.getClass());

Output:

[12, 20]

class java.util.ArrayList

### **Example3: Import Java Package in JavaScript File**

you can import multiple packages at the same time.

File: hello.js

1. var importIt = **new** JavaImporter(java.lang.String,java.util,java.io);
2. with (importIt) {
3. var linkedHS = **new** LinkedHashSet();
4. linkedHS.add(**new** File("abc"));
5. linkedHS.add(**new** File("hello.js"));
6. linkedHS.add("india".toUpperCase());
7. }
8. print(linkedHS);

Output:

[abc, hello.js, INDIA]

## Calling JavaScript function inside Java code

You can call JavaScript function inside the Java file. In the followed example, we are calling JavaScript functions.

### **Example: Calling function inside Java code**

File: hello.js

1. var functionDemo1 = function(){
2. print("This is JavaScript function");
3. }
4. var functionDemo2 = function(message){
5. print("Hello "+message);
6. }

File: NashornExample.java

1. **import** javax.script.\*;
2. **import** java.io.\*;
3. **public** **class** NashornExample {
4. **public** **static** **void** main(String[] args) **throws** Exception{
5. // Creating script engine
6. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
7. // Reading Nashorn file
8. ee.eval(**new** FileReader("js/hello.js"));
9. Invocable invocable = (Invocable)ee;
10. // calling a function
11. invocable.invokeFunction("functionDemo1");
12. // calling a function and passing variable as well.
13. invocable.invokeFunction("functionDemo2","Nashorn");
14. }
15. }

Output:

This is JavaScript function

Hello Nashorn

# **Java Parallel Array Sorting**

Java provides a new additional feature in Array class which is used to sort array elements parallel.New methods has added to java.util.Arrays package that use the JSR 166 Fork/Join parallelism common pool to provide sorting of arrays in parallel.The methods are called parallelSort() and are overloaded for all the primitive data types and Comparable objects.

The following table contains Arrays overloaded sorting methods.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public static void parallelSort(byte[] a) | It sorts the specified array into ascending numerical order. |
| public static void parallelSort(byte[] a, int fromIndex, int toIndex) | It sorts the specified range of the array into ascending numerical order. The range to be sorted extends from the index fromIndex, inclusive, to the index toIndex, exclusive. If fromIndex == toIndex, the range to be sorted is empty. |
| public static void parallelSort(char[] a) | It sorts the specified array into ascending numerical order. |
| public static void parallelSort(char[] a, int fromIndex, int toIndex) | It sorts the specified range of the array into ascending numerical order. The range to be sorted extends from the index fromIndex, inclusive, to the index toIndex, exclusive. If fromIndex == toIndex, the range to be sorted is empty. |
| public static void parallelSort(double[] a) | It sorts the specified array into ascending numerical order. |
| public static void parallelSort(double[] a, int fromIndex, int toIndex) | It sorts the specified range of the array into ascending numerical order. The range to be sorted extends from the index fromIndex, inclusive, to the index toIndex, exclusive. If fromIndex == toIndex, the range to be sorted is empty. |
| public static void parallelSort(float[] a) | It sorts the specified array into ascending numerical order. |
| public static void parallelSort(float[] a, int fromIndex, int toIndex) | It sorts the specified range of the array into ascending numerical order. The range to be sorted extends from the index fromIndex, inclusive, to the index toIndex, exclusive. If fromIndex == toIndex, the range to be sorted is empty. |
| public static void parallelSort(int[] a) | It sorts the specified array into ascending numerical order. |
| public static void parallelSort(int[] a,int fromIndex, int toIndex) | It sorts the specified range of the array into ascending numerical order. The range to be sorted extends from the index fromIndex, inclusive, to the index toIndex, exclusive. If fromIndex == toIndex, the range to be sorted is empty. |
| public static void parallelSort(long[] a) | It sorts the specified array into ascending numerical order. |
| public static void parallelSort(long[] a, int fromIndex, int toIndex) | It sorts the specified range of the array into ascending numerical order. The range to be sorted extends from the index fromIndex, inclusive, to the index toIndex, exclusive. If fromIndex == toIndex, the range to be sorted is empty. |
| public static void parallelSort(short[] a) | It sorts the specified array into ascending numerical order. |
| public static void parallelSort(short[] a,int fromIndex,int toIndex) | It sorts the specified range of the array into ascending numerical order. The range to be sorted extends from the index fromIndex, inclusive, to the index toIndex, exclusive. If fromIndex == toIndex, the range to be sorted is empty. |
| public static <T extends Comparable<? super T>> void parallelSort(T[] a) | Sorts the specified array of objects into ascending order, according to the natural ordering of its elements. All elements in the array must implement the Comparable interface. Furthermore, all elements in the array must be mutually comparable (that is, e1.compareTo(e2) must not throw a ClassCastException for any elements e1 and e2 in the array). |
| public static <T7gt; void parallelSort(T[] a,Comparator<? super T> cmp) | It sorts the specified array of objects according to the order induced by the specified comparator. All elements in the array must be mutually comparable by the specified comparator (that is, c.compare(e1, e2) must not throw a ClassCastException for any elements e1 and e2 in the array). |
| public static <T extends Comparable<? super T>> void parallelSort(T[] a,int fromIndex, int toIndex) | It sorts the specified range of the specified array of objects into ascending order, according to the natural ordering of its elements. The range to be sorted extends from index fromIndex, inclusive, to index toIndex, exclusive. (If fromIndex==toIndex, the range to be sorted is empty.) All elements in this range must implement the Comparable interface. Furthermore, all elements in this range must be mutually comparable (that is, e1.compareTo(e2) must not throw a ClassCastException for any elements e1 and e2 in the array). |
| public static <T> void parallelSort(T[] a, int fromIndex, int toIndex, Comparator<? super T> cmp) | It sorts the specified range of the specified array of objects according to the order induced by the specified comparator. The range to be sorted extends from index fromIndex, inclusive, to index toIndex, exclusive. (If fromIndex==toIndex, the range to be sorted is empty.) All elements in the range must be mutually comparable by the specified comparator (that is, c.compare(e1, e2) must not throw a ClassCastException for any elements e1 and e2 in the range). |

### **Java Parallel Array Sorting Example**

1. **import** java.util.Arrays;
2. **public** **class** ParallelArraySorting {
3. **public** **static** **void** main(String[] args) {
4. // Creating an integer array
5. **int**[] arr = {5,8,1,0,6,9};
6. // Iterating array elements
7. **for** (**int** i : arr) {
8. System.out.print(i+" ");
9. }
10. // Sorting array elements parallel
11. Arrays.parallelSort(arr);
12. System.out.println("\nArray elements after sorting");
13. // Iterating array elements
14. **for** (**int** i : arr) {
15. System.out.print(i+" ");
16. }
17. }
18. }

Output:

5 8 1 0 6 9

Array elements after sorting

0 1 5 6 8 9

## Java Parallel Array Sorting Example: Passing Start and End Index

In the following example, we are passing starting and end index of the array. The first index is inclusive and end index is exclusive i.e. if we pass 0 as start index and 4 as end index, only 0 to 3 index elements will be sorted.

It throws IllegalArgumentException if start index > end index.

It throws ArrayIndexOutOfBoundsException if start index < 0 or end index > a.length.

1. **import** java.util.Arrays;
2. **public** **class** ParallelArraySorting {
3. **public** **static** **void** main(String[] args) {
4. // Creating an integer array
5. **int**[] arr = {5,8,1,0,6,9,50,-3};
6. // Iterating array elements
7. **for** (**int** i : arr) {
8. System.out.print(i+" ");
9. }
10. // Sorting array elements parallel and passing start, end index
11. Arrays.parallelSort(arr,0,4);
12. System.out.println("\nArray elements after sorting");
13. // Iterating array elements
14. **for** (**int** i : arr) {
15. System.out.print(i+" ");
16. }
17. }
18. }

Output:

5 8 1 0 6 9 50 -3

Array elements after sorting

0 1 5 8 6 9 50 -3

# **Java Type Inference**

Type inference is a feature of Java which provides ability to compiler to look at each method invocation and corresponding declaration to determine the type of arguments.

Java provides improved version of type inference in Java 8. the following example explains, how we can use type inference in our code:

Here, we are creating arraylist by mentioning integer type explicitly at both side. The following approach is used earlier versions of Java.

1. List<Integer> list = **new** ArrayList<Integer>();

In the following declaration, we are mentioning type of arraylist at one side. This approach was introduce in Java 7. Here, you can left second side as blank diamond and compiler will infer type of it by type of reference variable.

1. List<Integer> list2 = **new** ArrayList<>();

### **Improved Type Inference**

In Java 8, you can call specialized method without explicitly mentioning of type of arguments.

1. showList(**new** ArrayList<>());

## Java Type Inference Example

You can use type inference with generic classes and methods.

1. **import** java.util.ArrayList;
2. **import** java.util.List;
3. **public** **class** TypeInferenceExample {
4. **public** **static** **void** showList(List<Integer>list){
5. **if**(!list.isEmpty()){
6. list.forEach(System.out::println);
7. }**else** System.out.println("list is empty");
8. }
9. **public** **static** **void** main(String[] args) {
10. // An old approach(prior to Java 7) to create a list
11. List<Integer> list1 = **new** ArrayList<Integer>();
12. list1.add(11);
13. showList(list1);
14. // Java 7
15. List<Integer> list2 = **new** ArrayList<>(); // You can left it blank, compiler can infer type
16. list2.add(12);
17. showList(list2);
18. // Compiler infers type of ArrayList, in Java 8
19. showList(**new** ArrayList<>());
20. }
21. }

Output:

11

12

list is empty

You can also create your own custom generic class and methods. In the following example, we are creating our own generic class and method.

## Java Type Inference Example 2

1. **class** GenericClass<X> {
2. X name;
3. **public** **void** setName(X name){
4. **this**.name = name;
5. }
6. **public** X getName(){
7. returnname;
8. }
9. **public** String genericMethod(GenericClass<String> x){
10. x.setName("John");
11. returnx.name;
12. }
13. }
15. **public** **class** TypeInferenceExample {
16. **public** **static** **void** main(String[] args) {
17. GenericClass<String> genericClass = **new** GenericClass<String>();
18. genericClass.setName("Peter");
19. System.out.println(genericClass.getName());
21. GenericClass<String> genericClass2 = **new** GenericClass<>();
22. genericClass2.setName("peter");
23. System.out.println(genericClass2.getName());
25. // New improved type inference
26. System.out.println(genericClass2.genericMethod(**new** GenericClass<>()));
27. }
28. }

Output:

Peter

peter

John

# **Method Parameter Reflection**

Java provides a new feature in which you can get the names of formal parameters of any method or constructor. The java.lang.reflect package contains all the required classes like Method and Parameter to work with parameter reflection.

### **Method class**

It provides information about single method on a class or interface. The reflected method may be a class method or an instance method.

### **Method Class methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| public boolean equals(Object obj) | It compares this Method against the specified object. It returns true if the objects are the same. Two Methods are the same if they were declared by the same class and have the same name and formal parameter types and return type. |
| public AnnotatedType getAnnotatedReturnType() | It returns an AnnotatedType object that represents the use of a type to specify the return type of the method/constructor. |
| public <T extends Annotation> T getAnnotation(Class<T> annotationClass) | It returns this element's annotation for the specified type if such an annotation is present otherwise returns null. NullPointerException - if the given annotation class is null |
| public Annotation[] getDeclaredAnnotations() | It returns annotations that are directly present on this element. This method ignores inherited annotations. If there are no annotations directly present on this element, the return value is an array of length 0. The caller of this method is free to modify the returned array. it will have no effect on the arrays returned to other callers. |
| public Class<?> getDeclaringClass() | It returns the Class object representing the class or interface that declares the executable represented by this object. |
| public Object getDefaultValue() | It returns the default value for the annotation member represented by this Method instance. |
| public Class<?>[] getExceptionTypes() | It returns an array of Class objects that represent the types of exceptions declared to be thrown by the underlying executable represented by this object. |
| public Type[] getGenericExceptionTypes() | It returns an array of Type objects that represent the exceptions declared to be thrown by this executable object. It returns an array of length 0 if the underlying executable declares no exceptions in its throws clause. It throws following exceptions: **GenericSignatureFormatError** - if the generic method signature does not conform to the format specified in The Java Virtual Machine Specification. **TypeNotPresentException** - if the underlying executable's throws clause refers to a non-existent type declaration. **MalformedParameterizedTypeException** - if the underlying executable's throws clause refers to a parameterized type that cannot be instantiated for any reason. |
| public Type[] getGenericParameterTypes() | It returns an array of Type objects that represent the formal parameter types. It throws following exceptions: **GenericSignatureFormatError** - if the generic method signature does not conform to the format specified in The Java Virtual Machine Specification. **TypeNotPresentException** - if any of the parameter types of the underlying executable refers to a non-existent type declaration.**MalformedParameterizedTypeException** - if any of the underlying executable's parameter types refer to a parameterized type that cannot be instantiated for any reason. |
| public int getModifiers() | It returns the Java language modifiers for the executable represented by this object. |
| public String getName() | It returns the name of the method represented by this Method object as a String. |
| public Annotation[][] getParameterAnnotations() | It returns an array of arrays that represent the annotations on the formal and implicit parameters, in declaration order, of the executable represented by this object. |
| public int getParameterCount() | It returns the number of formal parameters for the executable represented by this object. |
| public Class<?>[] getParameterTypes() | It returns an array of Class objects that represent the formal parameter types. in declaration order, of the executable represented by this object. It returns an array of length 0 if the underlying executable takes no parameters. |
| public Class<?> getReturnType() | It returns a Class object that represents the formal return type of the method represented by this Method object. |
| public TypeVariable<Method>[] getTypeParameters() | It returns an array of TypeVariable objects that represent the type variables declared by the generic declaration represented by this GenericDeclaration object, in declaration order. It throws GenericSignatureFormatError, if the generic signature of this generic declaration does not conform to the format specified in The Java Virtual Machine Specification |
| public int hashCode() | It returns a hashcode for this Method. The hashcode is computed as the exclusive-or of the hashcodes for the underlying method's declaring class name and the method's name. |
| public Object invoke(Object obj, Object... args) throws IllegalAccessException, IllegalArgumentException, InvocationTargetException | It invokes the underlying method represented by this Method object, on the specified object with the specified parameters. If the underlying method is static, the specified obj argument is ignored. It may be null. If the number of formal parameters required by the underlying method is 0, the supplied args array may be of length 0 or null. If the underlying method is an instance method, it is invoked using dynamic method lookup as documented in The Java Language Specification. If the underlying method is static, the class that declared the method is initialized if it has not already been initialized. If the method completes normally, the value it returns is returned to the caller of invoke. |
| public boolean isBridge() | It returns true if this method is a bridge method. otherwise returns false. |
| public boolean isDefault() | It returns true if this method is a default method otherwise returns false. A default method is a public non-abstract instance method, that is, a non-static method with a body, declared in an interface type. |
| public boolean isSynthetic() | It returns true if this executable is a synthetic construct; returns false otherwise. |
| public boolean isVarArgs() | It returns true if this executable was declared to take a variable number of arguments; returns false otherwise. |
| public String toGenericString() | It returns a string describing this Method, including type parameters. |
| public String toString() | It returns a string. |

## Parameter class

Parameter class provides information about method parameters, including its name and modifiers. It also provides an alternate means of obtaining attributes for the parameter.

### **Parameter Methods**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public boolean equals(Object obj) | It compares based on the executable and the index. |
| public AnnotatedType getAnnotatedType() | It returns an AnnotatedType object that represents the use of a type to specify the type of the formal parameter represented by this Parameter. |
| public <T extends Annotation> T getAnnotation(Class<T> annotationClass) | It returns this element's annotation for the specified type if such an annotation is present, else null. It throws NullPointerException, if the given annotation class is null. |
| public Annotation[] getAnnotations() | It returns annotations that are present on this element. If there are no annotations present on this element, the return value is an array of length 0. |
| public <T extends Annotation> T[] getAnnotationsByType(Class<T> annotationClass) | It returns annotations that are associated with this element. If there are no annotations associated with this element, the return value is an array of length 0. The difference between this method and AnnotatedElement.getAnnotation(Class) is that this method detects if its argument is a repeatable annotation type (JLS 9.6), and if so, attempts to find one or more annotations of that type by "looking through" a container annotation. It throws NullPointerException, if the given annotation class is null. |
| public <T extends Annotation> T getDeclaredAnnotation(Class<T> annotationClass) | It returns this element's annotation for the specified type if such an annotation is directly present, else null. This method ignores inherited annotations. It throws NullPointerException, if the given annotation class is null. |
| public Annotation[] getDeclaredAnnotations() | It returns annotations that are directly present on this element. This method ignores inherited annotations. If there are no annotations directly present on this element, the return value is an array of length 0. |
| public <T extends Annotation> T[] getDeclaredAnnotationsByType(Class<T> annotationClass) | It returns this element's annotations for the specified type if such annotations are either directly present or indirectly present. This method ignores inherited annotations. If there are no specified annotations directly or indirectly present on this element, the return value is an array of length 0. The difference between this method and AnnotatedElement.getDeclaredAnnotation(Class) is that this method detects if its argument is a repeatable annotation type (JLS 9.6), and if so, attempts to find one or more annotations of that type by "looking through" a container annotation if one is present. The caller of this method is free to modify the returned array; it will have no effect on the arrays returned to other callers. It throws NullPointerException, if the given annotation class is null |
| public Executable getDeclaringExecutable() | It returns the Executable which declares this parameter. |
| public int getModifiers() | It returns the modifier flags for the parameter represented by this Parameter object. |
| public String getName() | It returns the name of the parameter. If the parameter's name is present, this method returns the name provided by the class file. Otherwise, this method synthesizes a name of the form argN, where N is the index of the parameter in the descriptor of the method which declares the parameter. |
| public Type getParameterizedType() | It returns a Type object that identifies the parameterized type for the parameter represented by this Parameter object. |
| public Class<?> getType() | It returns a Class object that identifies the declared type for the parameter represented by this Parameter object. |
| public int hashCode()mul int arg0 int arg1 add int arg0 int arg1 | It returns a hash code based on the executable's hash code and the index. |
| public boolean isImplicit() | It returns true if this parameter is implicitly declared in source code. Otherwise, returns false. |
| public boolean isNamePresent() | It returns true if the parameter has a name according to the class file, otherwise, returns false. |
| public boolean isSynthetic() | It returns true if this parameter is neither implicitly nor explicitly declared in source code. Otherwise returns false. |
| public boolean isVarArgs() | It returns true if this parameter represents a variable argument list; returns false otherwise. |
| public String toString() | It returns a string describing this parameter. The format is the modifiers for the parameter, if any, in canonical order as recommended by The Java? Language Specification. |

## Java Method Parameter Reflection Example

*File: Calculate.java*

1. **public** **class** Calculate {
2. **int** add(**int** a, **int** b){
3. **return** (a+b);
4. }
5. **int** mul(**int** a, **int** b){
6. **return** (b\*a);
7. }
8. }

#### Note - before compiling and executing below code, first compile Calculate class by following command:

1. javac -parameters Calculate.java

**-parameter** flag in the above command is used to store parameters in the Calculate class file. By default .class does not store parameters and returns argsN as parameter name, where N is a number of parameters in the method.

*File: ParameterReflection.java*

1. **import** java.lang.reflect.Method;
2. **import** java.lang.reflect.Parameter;
3. **public** **class** ParameterReflection {
4. **public** **static** **void** main(String[] args) {
5. // Creating object of a class
6. Calculate calculate = **new** Calculate();
7. // instantiating Class class
8. Classcls = calculate.getClass();
9. // Getting declared methods inside the Calculate class
10. Method[] method = cls.getDeclaredMethods(); // It returns array of methods
11. // Iterating method array
12. **for** (Method method2 : method) {
13. System.out.print(method2.getName());    // getting name of method
14. // Getting parameters of each method
15. Parameter parameter[] = method2.getParameters(); // It returns array of parameters
16. // Iterating parameter array
17. **for** (Parameter parameter2 : parameter) {
18. System.out.print(""+parameter2.getParameterizedType()); // returns type of parameter
19. System.out.print(""+parameter2.getName()); // returns parameter name
20. }
21. System.out.println();
22. }
23. }
24. }

Output:

mul int a int b

add int a int b

Above code will produce the below output if you don't use **-parameters** flag to compile the Calculate.java file.

Output:

mul int arg0 int arg1

add int arg0 int arg1

# **Java Type and Repeating Annotations**

## Java Type Annotations

Java 8 has included two new features repeating and type annotations in its prior annotations topic. In early Java versions, you can apply annotations only to declarations. After releasing of Java SE 8 , annotations can be applied to any type use. It means that annotations can be used anywhere you use a type. For example, if you want to avoid NullPointerException in your code, you can declare a string variable like this:

1. @NonNull String str;

Following are the examples of type annotations:

1. @NonNull List<String>
2. List<@NonNull String> str
3. Arrays<@NonNegative Integer> sort
4. @Encrypted File file
5. @Open Connection connection
6. **void** divideInteger(**int** a, **int** b) **throws** @ZeroDivisor ArithmeticException

#### Note - Java created type annotations to support improved analysis of Java programs. It supports way of ensuring stronger type checking.

## Java Repeating Annotations

In Java 8 release, Java allows you to repeating annotations in your source code. It is helpful when you want to reuse annotation for the same class. You can repeat an annotation anywhere that you would use a standard annotation.

For compatibility reasons, repeating annotations are stored in a container annotation that is automatically generated by the Java compiler. In order for the compiler to do this, two declarations are required in your code.

1. Declare a repeatable annotation type
2. Declare the containing annotation type

### **1) Declare a repeatable annotation type**

Declaring of repeatable annotation type must be marked with the @Repeatable meta-annotation. In the following example, we have defined a custom @Game repeatable annotation type.

1. @Repeatable(Games.**class**)
2. @interfaceGame{
3. String name();
4. String day();
5. }

The value of the @Repeatable meta-annotation, in parentheses, is the type of the container annotation that the Java compiler generates to store repeating annotations. In the following example, the containing annotation type is Games. So, repeating @Game annotations is stored in an @Games annotation.

### **2) Declare the containing annotation type**

Containing annotation type must have a value element with an array type. The component type of the array type must be the repeatable annotation type. In the following example, we are declaring Games containing annotation type:

1. @interfaceGames{
2. Game[] value();
3. }

#### Note - Compiler will throw a compile-time error, if you apply the same annotation to a declaration without first declaring it as repeatable.

## Java Repeating Annotations Example

1. // Importing required packages for repeating annotation
2. **import** java.lang.annotation.Repeatable;
3. **import** java.lang.annotation.Retention;
4. **import** java.lang.annotation.RetentionPolicy;
5. // Declaring repeatable annotation type
6. @Repeatable(Games.**class**)
7. @interfaceGame{
8. String name();
9. String day();
10. }
11. // Declaring container for repeatable annotation type
12. @Retention(RetentionPolicy.RUNTIME)
13. @interfaceGames{
14. Game[] value();
15. }
16. // Repeating annotation
17. @Game(name = "Cricket",  day = "Sunday")
18. @Game(name = "Hockey",   day = "Friday")
19. @Game(name = "Football", day = "Saturday")
20. **public** **class** RepeatingAnnotationsExample {
21. **public** **static** **void** main(String[] args) {
22. // Getting annotation by type into an array
23. Game[] game = RepeatingAnnotationsExample.**class**.getAnnotationsByType(Game.**class**);
24. **for** (Gamegame2 : game) {    // Iterating values
25. System.out.println(game2.name()+" on "+game2.day());
26. }
27. }
28. }

OUTPUT:

Cricket on Sunday

Hockey on Friday

Football on Saturday

# **Java 8 JDBC Improvements**

In Java 8, Java made two major changes in JDBC API.

#### **1) The JDBC-ODBC Bridge has been removed.**

Oracle does not support the JDBC-ODBC Bridge. Oracle recommends that you use JDBC drivers provided by the vendor of your database instead of the JDBC-ODBC Bridge.

#### **2) Added some new features in JDBC 4.2.**

Java JDBC 4.2 introduces the following features:

* Addition of REF\_CURSOR support.
* Addition of java.sql.DriverAction Interface
* Addition of security check on deregisterDriver Method in DriverManager Class
* Addition of the java.sql.SQLType Interface
* Addition of the java.sql.JDBCType Enum
* Add Support for large update counts
* Changes to the existing interfaces
* Rowset 1.2: Lists the enhancements for JDBC RowSet.

## Java JDBC DriverAction

It is an interface that must be implemented when a Driver wants to be notified by DriverManager. It is added in java.sql package and contains only one abstract method.

### **DriverAction Method**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void deregister() | This method called by DriverManager.deregisterDriver(Driver) to notify the JDBC driver that it was de-registered. |

The deregister method is intended only to be used by JDBC Drivers and not by applications.

JDBC drivers are recommended not to implement the DriverAction in a public class.

If there are active connections to the database at the time that the deregister method is called, it is implementation specific as to whether the connections are closed or allowed to continue. Once this method is called, it is implementation specific as to whether the driver may limit the ability to create new connections to the database, invoke other Driver methods or throw a SQLException.

## Java JDBC4.2 DriverAction Example

1. **import** java.sql.\*;
2. // implementing DriverAction interface
3. **class** JdbcExample **implements** DriverAction{
4. // implementing deregister method of DriverAction interface
5. @Override
6. **public** **void** deregister() {
7. System.out.println("Driver deregistered");
8. }
9. **public** **static** **void** main(String args[]){
10. **try**{
11. // Creating driver instance
12. Driver driver = **new** com.mysql.jdbc.Driver();
13. // Creating Action Driver
14. DriverAction da = **new** JdbcExample();
15. // Registering driver by passing driver and driverAction
16. DriverManager.registerDriver(driver, da);
17. // Creating connection
18. Connection con=DriverManager.getConnection("jdbc:mysql://localhost:3306/student","root","mysql");
19. //Here student is database name, root is username and password is mysql
20. Statement stmt=con.createStatement();
21. // Executing SQL query
22. ResultSet rs=stmt.executeQuery("select \* from user");
23. **while**(rs.next()){
24. System.out.println(rs.getInt(1)+""+rs.getString(2)+""+rs.getString(3));
25. }
26. // Closing connection
27. con.close();
28. // Calling deregisterDriver method
29. DriverManager.deregisterDriver(driver);
30. }**catch**(Exception e){ System.out.println(e);}
31. }
33. }

Output:

1 Arun 25

2 irfan 22

3 Neraj kumar 25

Driver deregistered

## Java JDBC SQLType

This interface is used to identify a generic SQL type, JDBC type or a vendor specific data type.

It provides following methods.

|  |  |
| --- | --- |
| **Method** | **Description** |
| String getName() | It returns the SQLType name that represents a SQL data type. |
| String getVendor() | It returns the name of the vendor that supports this data type. The value returned typically is the package name for this vendor. |
| Integer getVendorTypeNumber() | It returns the vendor specific type number for the data type. |

## Java JDBCType

It is an Enumeration which defines the constants that are used to identify generic SQL types, called JDBC types. It extends java.lang.Enum and implements java.sql.SQLType.

## JDBCType Fields

The following table contains constants defined in the JDBCType.

|  |  |
| --- | --- |
| **Enum constant** | **Description** |
| public static final JDBCType ARRAY | It identifies the generic SQL type ARRAY. |
| public static final JDBCType BIGINT | It identifies the generic SQL type BIGINT. |
| public static final JDBCType BIT | It identifies the generic SQL type BIT. |
| public static final JDBCType BLOB | It identifies the generic SQL type BLOB. |
| public static final JDBCType BOOLEAN | It identifies the generic SQL type BOOLEAN. |
| public static final JDBCType CHAR | It identifies the generic SQL type CHAR. |
| public static final JDBCType CLOB | It identifies the generic SQL type CLOB. |
| public static final JDBCType DATALINK | It identifies the generic SQL type DATALINK. |
| public static final JDBCType DATE | It identifies the generic SQL type DATE. |
| public static final JDBCType DECIMAL | It identifies the generic SQL type DECIMAL. |
| public static final JDBCType DISTINCT | It identifies the generic SQL type DISTINCT. |
| public static final JDBCType DOUBLE | It identifies the generic SQL type DOUBLE. |
| public static final JDBCType FLOAT | It identifies the generic SQL type FLOAT. |
| public static final JDBCType INTEGER | It identifies the generic SQL type INTEGER. |
| public static final JDBCType JAVA\_OBJECT | It indicates that the SQL type is database-specific and gets mapped to a Java object that can be accessed via the methods getObject and setObject. |
| Public static final JDBCType LONGNVARCHAR | It identifies the generic SQL type LONGNVARCHAR. |
| public static final JDBCType NCHAR | It identifies the generic SQL type NCHAR. |
| public static final JDBCType NCLOB | It identifies the generic SQL type NCLOB. |
| public static final JDBCType NULL | It identifies the generic SQL value NULL. |
| public static final JDBCType NUMERIC | It identifies the generic SQL type NUMERIC. |
| public static final JDBCType NVARCHAR | It identifies the generic SQL type NVARCHAR. |
| public static final JDBCType OTHER | It indicates that the SQL type is database-specific and gets mapped to a Java object that can be accessed via the methods getObject and setObject. |
| public static final JDBCType REAL | It identifies the generic SQL type REAL.Identifies the generic SQL type VARCHAR. |
| public static final JDBCType REF | It identifies the generic SQL type REF. |
| public static final JDBCType REF\_CURSOR | It identifies the generic SQL type REF\_CURSOR. |
| public static final JDBCType ROWID | It identifies the SQL type ROWID. |
| public static final JDBCType SMALLINT | It identifies the generic SQL type SMALLINT. |
| public static final JDBCType SQLXML | It identifies the generic SQL type SQLXML. |
| public static final JDBCType STRUCT | It identifies the generic SQL type STRUCT. |
| public static final JDBCType TIME | It identifies the generic SQL type TIME. |
| public static final JDBCType TIME\_WITH\_TIMEZONE | It identifies the generic SQL type TIME\_WITH\_TIMEZONE. |
| public static final JDBCType TIMESTAMP | It identifies the generic SQL type TIMESTAMP. |
| public static final JDBCType TIMESTAMP\_WITH\_TIMEZONE | It identifies the generic SQL type TIMESTAMP\_WITH\_TIMEZONE. |
| public static final JDBCType TINYINT | It identifies the generic SQL type TINYINT. |
| public static final JDBCType VARBINARY | It identifies the generic SQL type VARBINARY. |
| public static final JDBCType VARCHAR | It identifies the generic SQL type VARCHAR. |

## JDBCType Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| public String getName() | It returns the SQLType name that represents a SQL data type. |
| public String getVendor() | It returns the name of the vendor that supports this data type. |
| public Integer getVendorTypeNumber() | It returns the vendor specific type number for the data type. |
| public static JDBCType valueOf(int type) | It returns the JDBCType that corresponds to the specified Types value. It throws IllegalArgumentException, if this enum type has no constant with the specified Types value. |
| public static JDBCType valueOf(String name) | It returns the enum constant of this type with the specified name. The string must match exactly an identifier used to declare an enum constant in this type. It throws IllegalArgumentException, if this enum type has no constant with the specified name. It throws NullPointerException, if the argument is null. |
| public static JDBCType[] values() | It returns an array containing the constants of this enum type, in the order they are declared. This method may be used to iterate over the constants. |

# **Binary Literals**

Java added a new feature Binary Literal in Java 7. I allows you to express integral types (byte, short, int, and long) in binary number system. To specify a binary literal, add the prefix 0b or 0B to the integral value.

In the following example, we are creating binary literals from integral values.

## Binary Literal Example

1. **public** **class** BinaryLiteralsExample {
2. **public** **static** **void** main(String[] args) {
3. // Binary literal in byte type
4. **byte** b1 = 0b101;    // Using b0, The b can be lower or upper case
5. **byte** b2 = 0B101;    // Using B0
6. System.out.println("----------Binary Literal in Byte----------------");
7. System.out.println("b1 = "+b1);
8. System.out.println("b2 = "+b2);
10. // Binary literal in short type
11. **short** s1 = 0b101;   // Using b0, The b can be lower or upper case
12. **short** s2 = 0B101;   // Using B0
13. System.out.println("----------Binary Literal in Short----------------");
14. System.out.println("s1 = "+s1);
15. System.out.println("s2 = "+s2);
17. // Binary literal in int type
18. **int** i1 = 0b101;     // Using b0, The b can be lower or upper case
19. **int** i2 = 0B101;     // Using B0
20. System.out.println("----------Binary Literal in Integer----------------");
21. System.out.println("i1 = "+i1);
22. System.out.println("i2 = "+i2);
24. // Binary literal in long type
25. **long** l1 = 0b0000011111100001;   // Using b0, The b can be lower or upper case
26. **long** l2 = 0B0000011111100001;   // Using B0
27. System.out.println("----------Binary Literal in Long----------------");
28. System.out.println("l1 = "+l1);
29. System.out.println("l2 = "+l2);
30. }
31. }

Output:

----------Binary Literal in Byte----------------

b1 = 5

b2 = 5

----------Binary Literal in Short----------------

s1 = 5

s2 = 5

----------Binary Literal in Integer----------------

i1 = 5

i2 = 5

----------Binary Literal in Long----------------

l1 = 2017

l2 = 2017

## Binary Literal Example 2

In this example, we are creating negative binary, using underscore in binary literals and manipulating as well.

1. **public** **class** BinaryLiteralsExample {
2. **public** **static** **void** main(String[] args) {
3. **byte** b1 = 5; // a decimal value
4. // Using binary of 5
5. **byte** b2 = 0b101;    // using b0, The b can be lower or upper case
6. // Declaring negative binary
7. **byte** b3 = -0b101;
8. // Using underscore in binary literal
9. **byte** b4 = 0b101\_0;
10. System.out.println("b1 = "+b1);
11. System.out.println("b2 = "+b2);
12. System.out.println("b3 = "+b3);
13. System.out.println("b4 = "+b4);
14. // Check whether binary and decimal are equal
15. System.out.println("is b1 and b2 equal: "+(b1==b2));
16. // Perform operation on binary value
17. System.out.println("b2 + 1 = "+(b2+1));
18. // Perform operation on negative binary value
19. System.out.println("b3 + 1 = "+(b3+1));
20. System.out.println("b4 x 2 = "+(b4\*2));
21. }
22. }

Output:

b1 = 5

b2 = 5

b3 = -5

b4 = 10

is b1 and b2 equal: true

b2 + 1 = 6

b3 + 1 = -4

b4 x 2 = 20

# **String in Switch Statement**

In Java 7, Java allows you to use string objects in the expression of switch statement. In order to use string, you need to consider the following points:

* It must be only string object.
  1. Object game = "Hockey"; // It is not allowed
  2. String game = "Hockey"; // It is OK.
* String object is case sensitive.
  1. "Hickey" and "hocker" are not equal.
* No Null object

be careful while passing string object, passing a null object cause to NullPointerException.

## String in Switch Statement Example 1

1. **public** **class** StringInSwitchStatementExample {
2. **public** **static** **void** main(String[] args) {
3. String game = "Cricket";
4. **switch**(game){
5. **case** "Hockey":
6. System.out.println("Let's play Hockey");
7. **break**;
8. **case** "Cricket":
9. System.out.println("Let's play Cricket");
10. **break**;
11. **case** "Football":
12. System.out.println("Let's play Football");
13. }
14. }
15. }

Output:

Let's play Cricket

## String in Switch Statement Example 2

1. **public** **class** StringInSwitchStatementExample {
2. **public** **static** **void** main(String[] args) {
3. String game = "Card-Games";
4. **switch**(game){
5. **case** "Hockey": **case**"Cricket": **case**"Football":
6. System.out.println("This is a outdoor game");
7. **break**;
8. **case** "Chess": **case**"Card-Games": **case**"Puzzles": **case**"Indoor basketball":
9. System.out.println("This is a indoor game");
10. **break**;
11. **default**:
12. System.out.println("What game it is?");
13. }
14. }
15. }

Output:

This is a indoor game

# **Java 7 Catch Multiple Exceptions**

Java allows you to catch multiple type exceptions in a single catch block. It was introduced in Java 7 and helps to optimize code.

You can use vertical bar (|) to separate multiple exceptions in catch block.

An old, prior to Java 7 approach to handle multiple exceptions.

### **Catching Multiple Exception Types Example 1**

1. **public** **class** MultipleExceptionExample{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** array[] = newint[10];
5. array[10] = 30/0;
6. }
7. **catch**(ArithmeticException e){
8. System.out.println(e.getMessage());
9. }
10. **catch**(ArrayIndexOutOfBoundsException e){
11. System.out.println(e.getMessage());
12. }
13. **catch**(Exception e){
14. System.out.println(e.getMessage());
15. }
16. }
17. }

Output:

/ by zero

## Catching Multiple Exception Types Example 2

What Java 7 provides us:

1. **public** **class** MultipleExceptionExample{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** array[] = newint[10];
5. array[10] = 30/0;
6. }
7. **catch**(ArithmeticException | ArrayIndexOutOfBoundsException e){
8. System.out.println(e.getMessage());
9. }
10. }
11. }

Output:

/ by zero

## Catching Multiple Exception Types Example 3

1. **public** **class** MultipleExceptionExample{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** array[] = newint[10];
5. array[10] = 30/0;
6. }
7. **catch**(Exception | ArithmeticException | ArrayIndexOutOfBoundsException e){
8. System.out.println(e.getMessage());
9. }
10. }
11. }

Output:

Compile-time error: The exception ArithmeticException is already caught by the alternative Exception

So here, in case when your are catching multiple exceptions, follow the rule of generalized to more specialized. It means that, if you are using super (general) class, don't use child (specialized) class.

#### Note - Catch block which handles more than one exception type makes the catch parameter implicitly final. In the above example, the catch parameter "e" is final and therefore you cannot assign any value to it.

# **The try-with-resources statement**

In Java, the try-with-resources statement is a try statement that declares one or more resources. The resource is as an object that must be closed after finishing the program. The try-with-resources statement ensures that each resource is closed at the end of the statement execution.

You can pass any object that implements java.lang.AutoCloseable, which includes all objects which implement java.io.Closeable.

The following example writes a string into a file. It uses an instance of FileOutputStream to write data into the file. FileOutputStream is a resource that must be closed after the program is finished with it. So, in this example, closing of resource is done by itself try.

## Try-with-resources Example 1

1. **import** java.io.FileOutputStream;
2. **public** **class** TryWithResources {
3. **public** **static** **void** main(String args[]){
4. // Using try-with-resources
5. **try**(FileOutputStream fileOutputStream =newFileOutputStream("/java7-new-features/src/abc.txt")){
6. String msg = "Welcome to javaTpoint!";
7. **byte** byteArray[] = msg.getBytes(); //converting string into byte array
8. fileOutputStream.write(byteArray);
9. System.out.println("Message written to file successfuly!");
10. }**catch**(Exception exception){
11. System.out.println(exception);
12. }
13. }
14. }

Output:

Message written to file successfuly!

Output of file

Welcome to javaTpoint!

## Try-with-resources Example : Using Multiple Resources

1. **import** java.io.DataInputStream;
2. **import** java.io.FileInputStream;
3. **import** java.io.FileOutputStream;
4. **import** java.io.InputStream;
5. **public** **class** TryWithResources {
6. **public** **static** **void** main(String args[]){
7. // Using try-with-resources
8. **try**(    // Using multiple resources
9. FileOutputStream fileOutputStream =**new** FileOutputStream("/java7-new-features/src/abc.txt");
10. InputStream input = **new** FileInputStream("/java7-new-features/src/abc.txt")){
11. // -----------------------------Code to write data into file--------------------------------------------//
12. String msg = "Welcome to javaTpoint!";
13. **byte** byteArray[] = msg.getBytes();  // Converting string into byte array
14. fileOutputStream.write(byteArray);  // Writing  data into file
15. System.out.println("------------Data written into file--------------");
16. System.out.println(msg);
17. // -----------------------------Code to read data from file---------------------------------------------//
18. // Creating input stream instance
19. DataInputStream inst = **new** DataInputStream(input);
20. **int** data = input.available();
21. // Returns an estimate of the number of bytes that can be read from this input stream.
22. **byte**[] byteArray2 = **new** **byte**[data]; //
23. inst.read(byteArray2);
24. String str = **new** String(byteArray2); // passing byte array into String constructor
25. System.out.println("------------Data read from file--------------");
26. System.out.println(str); // display file data
27. }**catch**(Exception exception){
28. System.out.println(exception);
29. }
30. }
31. }

Output:

------------Data written into file--------------

Welcome to javaTpoint!

------------Data read from file--------------

Welcome to javaTpoint!

You can use catch and finally blocks with try-with-resources statement just like an ordinary try statement.

#### Note - In a try-with-resources statement, catch or finally block executes after closing of the declared resources.

## Try-with-resources Example: using finally block

1. **import** java.io.FileOutputStream;
2. **public** **class** TryWithResources {
3. **public** **static** **void** main(String args[]){
4. **try**(    FileOutputStream fileOutputStream=
5. **new** FileOutputStream("/home/irfan/scala-workspace/java7-new-features/src/abc.txt")){
6. // -----------------------------Code to write data into file--------------------------------------------//
7. String msg = "Welcome to javaTpoint!";
8. **byte** byteArray[] = msg.getBytes();  // Converting string into byte array
9. fileOutputStream.write(byteArray);  // Writing  data into file
10. System.out.println("Data written successfully!");
11. }**catch**(Exception exception){
12. System.out.println(exception);
13. }
14. **finally**{
15. System.out.println("Finally executes after closing of declared resources.");
16. }
17. }
18. }

Output:

Data written successfully!

Finally executes after closing of declared resources.

## Suppressed Exceptions

If a try block throws an exception and one or more exceptions are thrown by the try-with-resources, the exceptions thrown by try-with-resources are suppressed. In other words, we can say, exceptions which are thrown by try-with-resources are suppressed exceptions.

You can get these exceptions by using the getSuppress() method of Throwable class.

Java added a new constructor and two new methods in Throwable class to deal with suppressed exceptions.

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| protected Throwable(String message, Throwable cause, boolean enableSuppression, boolean writableStackTrace) | It constructs a new throwable with the specified detail message, cause, suppression enabled or disabled, and writable stack trace enabled or disabled. |  |

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final void addSuppressed(Throwable exception)/td> | It appends the specified exception to the exceptions that were suppressed in order to deliver this exception. This method is thread-safe and typically called (automatically and implicitly) by the try-with-resources statement. It throws following exceptions: **IllegalArgumentException:** if exception is throwable, a throwable cannot suppress itself. **NullPointerException:** if exception is null. |  |
| public final Throwable[] getSuppressed() | It returns an array containing all of the exceptions that were suppressed by the try-with-resources statement. If no exceptions were suppressed or suppression is disabled, an empty array is returned. |  |

# **Type Inference for Generic Instance Creation**

In Java 7, Java provides improved compiler which is enough smart to infer the type of generic instance. Now, you can replace the type arguments with an empty set of type parameters (<>). This pair of angle brackets is informally called the diamond.

The following approach is used in Java 6 and prior version.

1. Ex. List<Integer> list  = **new** List<Integer>();

Now, you can use the following new approach introduced in Java 7.

1. Ex. List<Integer> list = **new** List<>(); // Here, we just used diamond

## Type Inference for Generic Instance Creation Example

1. **import** java.util.List;
2. **import** java.util.ArrayList;
3. **public** **class** TypeInference {
4. **public** **static** **void** main(String[] args) {
5. // In Java 6 and earlier
6. List<Integer> list = **new** ArrayList<Integer>();
7. list.add(12);
8. **for** (Integer element : list) {
9. System.out.println(element);
10. }
11. // In Java 7
12. List<Integer> list2 = **new** ArrayList<>(); // Here, diamond is used
13. list2.add(12);
14. **for** (Integer element : list2) {
15. System.out.println(element);
16. }
17. }
18. }

Output:

12

12

## Type Inference and Generic Constructors

You can create generic constructor in both generic and non-generic classes. In the following example, we have created a generic type constructor.

1. **class** GenericClass<X> {
2. <T> GenericClass(T t) {
3. System.out.println(t);
4. }
5. }
6. **public** **class** TypeInference {
7. **public** **static** **void** main(String[] args) {
8. GenericClass<String>gc2 = **new** GenericClass<>("Hello");
9. }
10. }

Output:

Hello

# **Java Numeric Literals with Underscore**

Java allows you to use underscore in numeric literals. This feature was introduced in Java 7. This feature enables you, for example, to separate groups of digits in numeric literals, which can improve the readability of your source code.

The following points are considerable:

* You cannot use underscore at the beginning or end of a number.
  1. Ex. **int** a = \_10; // Error, this is an identifier, not a numeric literal
  2. Ex. **int** a = 10\_; // Error, cannot put underscores at the end of a number
* You cannot use underscore adjacent to a decimal point in a floating point literal.
  1. Ex. **float** a = 10.\_0; // Error, cannot put underscores adjacent to a decimal point
  2. Ex. **float** a = 10\_.0; // Error, cannot put underscores adjacent to a decimal point
* You cannot use underscore prior to an F or L suffix
  1. Ex. **long** a = 10\_100\_00\_L; // Error, cannot put underscores prior to an L suffix
  2. Ex. **float** a = 10\_100\_00\_F; // Error, cannot put underscores prior to an F suffix
* You cannot use underscore in positions where a string of digits is expected.

## Underscores in Numeric Literals Example

1. **public** **class** UnderscoreInNumericLiteralExample {
2. **public** **static** **void** main(String[] args) {
3. // Underscore in integral literal
4. **int** a = 10\_00000;
5. System.out.println("a = "+a);
6. // Underscore in floating literal
7. **float** b = 10.5\_000f;
8. System.out.println("b = "+b);
9. // Underscore in binary literal
10. **int** c = 0B10\_10;
11. System.out.println("c = "+c);
12. // Underscore in hexadecimal literal
13. **int** d = 0x1\_1;
14. System.out.println("d = "+d);
15. // Underscore in octal literal
16. **int** e = 01\_1;
17. System.out.println("e = "+e);
18. }
19. }

Output:

a = 1000000

b = 10.5

c = 10

d = 17

e = 9

# **Java 7 JDBC Improvements**

JDBC (Java Database Connectivity) provides universal data access from the Java programming language. You can access any data from database, spreadsheets or flat files by using JDBC.

In Java 7, Java has introduced the following features:

1) It provides the ability to use a try-with-resources statement to automatically close resources of type Connection, ResultSet, and Statement.

2) RowSet 1.1: The introduction of the RowSetFactory interface and the RowSetProvider class, which enable you to create all types of row sets supported by your JDBC driver.

### **RowSetFactory Interface**

It defines the implementation of a factory that is used to obtain different types of RowSet.

### **RowSetFactory Interface Methods**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| CachedRowSet createCachedRowSet() throws SQLException | It creates a new instance of a FilteredRowSet. It throws SQLException, if a CachedRowSet cannot be created. |
| FilteredRowSet createFilteredRowSet() throws SQLException | It creates a new instance of a FilteredRowSet. It throws SQLException, if a FilteredRowSet cannot be created. |
| JdbcRowSet createJdbcRowSet() throws SQLException | It creates a new instance of a JdbcRowSet. It throws SQLException, if a JdbcRowSet cannot be created. |
| JoinRowSet createJoinRowSet() throws SQLException | It creates a new instance of a JoinRowSet. It throws SQLException, if a JoinRowSet cannot be created. |
| WebRowSet createWebRowSet() throws SQLException | It creates a new instance of a WebRowSet. It throws SQLException, if a WebRowSet cannot be created. |

## Java RowSetProvider Class

It is a factory API that helps to applications to get a RowSetFactory implementation that can be used to create different types of RowSet.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public static RowSetFactory newFactory() throws SQLException | It creates a new instance of a RowSetFactory implementation. It throws SQLException, if the default factory class cannot be loaded or instantiated. |
| public static RowSetFactory newFactory(String factoryClassName, ClassLoader cl) throws SQLException | It creates a new instance of a RowSetFactory from the specified factory class name. This function is useful when there are multiple providers in the classpath. It gives more control to the application as it can specify which provider should be loaded. It throws SQLException, if factoryClassName is null, or the factory class cannot be loaded. |

## JDBC Example: Mysql Connection by using Try-With-Resources

1. **import** java.sql.Connection;
2. **import** java.sql.DriverManager;
3. **import** java.sql.ResultSet;
4. **import** java.sql.Statement;
5. **class** JdbcExample{
6. **public** **static** **void** main(String args[]){
7. **try**(// --------------try-with-resources begin-------------//
8. // Creating connection
9. Connection con = DriverManager.getConnection( "jdbc:mysql://localhost:3306/student","root","mysql");
10. // Creating statement
11. Statement stmt=con.createStatement();
12. // Executing Sql query
13. ResultSet rs=stmt.executeQuery("select \* from user");
14. )// --------------try-with-resources end--------------//
15. { // ----------------try block begin---------------------//
16. // Iterating ResultSet elements
17. **while**(rs.next()){
18. System.out.println(rs.getInt(1)+""+rs.getString(2)+""+rs.getString(3));
19. }
20. } // ----------------try block end----------------------//
21. **catch**(Exception e){ // Exception handler
22. System.out.println(e.getMessage());
23. }
24. }
25. }

In the above example, we have used try-with-resources. It is used to close resources after completing try block. Now, you don't need to close database connection explicitly.

Make sure you are using JDBC version 4.0 or higher and Java version 1.6 or higher.

## RowSet 1.1

In earlier versions of Java, you have created instances of JdbcRowSet, CachedRowSet, FilteredRowSet etc by using JdbcRowSetImpl class.

Now, Java 7 has added a new RowSet 1.1. So, you can create instance of JdbcRowSet by using RowSetFactory interface.

## Java CachedRowSet

Itstores (caches) data into memory so that is can perform operations on its own data rather than data stored in the database. It can operate without being connected to its data source, that why, it is also known as disconnectedRowSet.

### **Java JDBC Example: CachedRowSet**

1. **import** java.sql.Connection;
2. **import** java.sql.DriverManager;
3. **import** java.sql.ResultSet;
4. **import** java.sql.Statement;
5. **import** javax.sql.rowset.CachedRowSet;
6. **import** javax.sql.rowset.RowSetProvider;
7. **class** JdbcExample{
8. **public** **static** **void** main(String args[]) **throws** Exception{
9. **try**(// --------------try-with-resources begin-------------//
10. // Creating connection
11. Connection con = DriverManager.getConnection( "jdbc:mysql://localhost:3306/student","root","mysql");
12. // Creating statement
13. Statement stmt=con.createStatement();
14. // Executing query
15. ResultSet rs=stmt.executeQuery("select \* from user");
16. )// --------------try-with-resources end--------------//
17. { // ----------------try block begin---------------------//
18. // Creating CachedRowSet
19. CachedRowSet cRS = RowSetProvider.newFactory().createCachedRowSet();
20. // Populating ResultSet data into CachedRowSet
21. cRS.populate(rs);
22. **while**(cRS.next()){
23. System.out.println(cRS.getInt(1)+""+cRS.getString(2)+""+cRS.getString(3));
24. }
25. } // ----------------try block end----------------------//
26. **catch**(Exception e){ // Exception handler
27. System.out.println(e);
28. }
29. }
30. }

## Java JdbcRowSet

It is an improvedResultSet object which is used to maintain connection to a data source. It is similar to ResultSet, but the big difference is that it provides set of properties and listener like a JavaBeans.The main purpose of JdbcRowSet is to make a ResultSet scrollable and updatable.

In the following example, we are creating instance of JdbcRowSet by using new approach.

### **Java JdbcRowSet Example 1**

1. **import** javax.sql.rowset.JdbcRowSet;
2. **import** javax.sql.rowset.RowSetProvider;
3. **class** JdbcExample{
4. **public** **static** **void** main(String args[]) **throws** Exception{
5. **try**(// --------------try-with-resources begin-------------//
6. // Creating connection
7. JdbcRowSet jRS = RowSetProvider.newFactory().createJdbcRowSet();
8. )// --------------try-with-resources end--------------//
9. { // ----------------try block begin---------------------//
10. // Set database connection
11. jRS.setUrl("jdbc:mysql://localhost:3306/student");
12. // Set database username
13. jRS.setUsername("root");
14. // Set database password
15. jRS.setPassword("mysql");
16. // Set sql query to execute
17. jRS.setCommand("select \* from user");
18. // Execute query
19. jRS.execute();
20. **while**(jRS.next()){
21. System.out.println(jRS.getInt(1)+""+jRS.getString(2)+""+jRS.getString(3));
22. }
23. } // ----------------try block end----------------------//
24. **catch**(Exception e){ // Exception handler
25. System.out.println(e);
26. }
27. }
28. }

### **Java JdbcRowSet Example: Updating Row**

1. **import** javax.sql.rowset.JdbcRowSet;
2. **import** javax.sql.rowset.RowSetProvider;
3. **class** JdbcExample{
4. **public** staticvoid main(String args[]) **throws** Exception{
5. **try**(// --------------try-with-resources begin-------------//
6. // Creating connection
7. JdbcRowSet jRS = RowSetProvider.newFactory().createJdbcRowSet();
8. )// --------------try-with-resources end--------------//
9. { // ----------------try block begin---------------------//
10. // Set database connection
11. jRS.setUrl("jdbc:mysql://localhost:3306/student");
12. // Set database username
13. jRS.setUsername("root");
14. // Set database password
15. jRS.setPassword("mysql");
16. // Set sql query to execute
17. jRS.setCommand("select \* from user");
18. // Execute query
19. jRS.execute();
20. // Getting 3rd row because it is scrollable by default
21. jRS.absolute(3);
22. System.out.println(jRS.getInt(1)+""+jRS.getString(2)+""+jRS.getString(3));
23. // Updating 3rd row
24. jRS.updateString("name", "Neraj Kumar Singh");
25. jRS.updateRow();
26. // Fetching 3rd row again
27. System.out.println(jRS.getInt(1)+""+jRS.getString(2)+""+jRS.getString(3));
28. } // ----------------try block end----------------------//
29. **catch**(Exception e){ // Exception handler
30. System.out.println(e);
31. }
32. }
33. }

Output:

3 Neraj kumar 8562697858

3 Neraj Kumar Singh 8562697858

# **Assertion:**

Assertion is a statement in java. It can be used to test your assumptions about the program.

While executing assertion, it is believed to be true. If it fails, JVM will throw an error named AssertionError. It is mainly used for testing purpose.

## Advantage of Assertion:

It provides an effective way to detect and correct programming errors.

## Syntax of using Assertion:

There are two ways to use assertion. First way is:

1. **assert** expression;

and second way is:

1. **assert** expression1 : expression2;

### **Simple Example of Assertion in java:**

1. **import** java.util.Scanner;
3. **class** AssertionExample{
4. **public** **static** **void** main( String args[] ){
6. Scanner scanner = **new** Scanner( System.in );
7. System.out.print("Enter ur age ");
9. **int** value = scanner.nextInt();
10. **assert** value>=18:" Not valid";
12. System.out.println("value is "+value);
13. }
14. }

[download this example](https://www.javatpoint.com/src/newjdk/assertion1.zip)

|  |
| --- |
| If you use assertion, It will not run simply because assertion is disabled by default. To enable the assertion, **-ea** or **-enableassertions** switch of java must be used. |
| Compile it by: **javac AssertionExample.java** |
| Run it by: **java -ea AssertionExample** |

Output: Enter ur age 11

Exception in thread "main" java.lang.AssertionError: Not valid

### **Where not to use Assertion:**

There are some situations where assertion should be avoid to use. They are:

1. According to Sun Specification, assertion should not be used to check arguments in the public methods because it should result in appropriate runtime exception e.g. IllegalArgumentException, NullPointerException etc.
2. Do not use assertion, if you don't want any error in any situation.

# **For-each loop (Advanced or Enhanced For loop):**

The for-each loop introduced in Java5. It is mainly used to traverse array or collection elements. The advantage of for-each loop is that it eliminates the possibility of bugs and makes the code more readable.

## Advantage of for-each loop:

* It makes the code more readable.
* It elimnates the possibility of programming errors.

## Syntax of for-each loop:

1. **for**(data\_type variable : array | collection){}

### **Simple Example of for-each loop for traversing the array elements:**

2. **class** ForEachExample1{
3. **public** **static** **void** main(String args[]){
4. **int** arr[]={12,13,14,44};
6. **for**(**int** i:arr){
7. System.out.println(i);
8. }
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=ForEachExample1)

Output:12

13

14

44

### **Simple Example of for-each loop for traversing the collection elements:**

1. **import** java.util.\*;
2. **class** ForEachExample2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();
5. list.add("vimal");
6. list.add("sonoo");
7. list.add("ratan");
9. **for**(String s:list){
10. System.out.println(s);
11. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=ForEachExample2)

Output:vimal

sonoo

ratan

# **Variable Argument (Varargs):**

The varrags allows the method to accept zero or muliple arguments. Before varargs either we use overloaded method or take an array as the method parameter but it was not considered good because it leads to the maintenance problem. If we don't know how many argument we will have to pass in the method, varargs is the better approach.

## Advantage of Varargs:

We don't have to provide overloaded methods so less code.

## Syntax of varargs:

The varargs uses ellipsis i.e. three dots after the data type. Syntax is as follows:

1. return\_type method\_name(data\_type... variableName){}

### **Simple Example of Varargs in java:**

2. **class** VarargsExample1{
4. **static** **void** display(String... values){
5. System.out.println("display method invoked ");
6. }
8. **public** **static** **void** main(String args[]){
10. display();//zero argument
11. display("my","name","is","varargs");//four arguments
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=VarargsExample1)

Output:display method invoked

display method invoked

### **Another Program of Varargs in java:**

2. **class** VarargsExample2{
4. **static** **void** display(String... values){
5. System.out.println("display method invoked ");
6. **for**(String s:values){
7. System.out.println(s);
8. }
9. }
11. **public** **static** **void** main(String args[]){
13. display();//zero argument
14. display("hello");//one argument
15. display("my","name","is","varargs");//four arguments
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=VarargsExample2)

Output:display method invoked

display method invoked

hello

display method invoked

my

name

is

varargs

[download this example](https://www.javatpoint.com/src/newjdk/varargs2.zip)

## Rules for varargs:

While using the varargs, you must follow some rules otherwise program code won't compile. The rules are as follows:

* There can be only one variable argument in the method.
* Variable argument (varargs) must be the last argument.

## Examples of varargs that fails to compile:

2. **void** method(String... a, **int**... b){}//Compile time error
4. **void** method(**int**... a, String b){}//Compile time error

### **Example of Varargs that is the last argument in the method:**

2. **class** VarargsExample3{
4. **static** **void** display(**int** num, String... values){
5. System.out.println("number is "+num);
6. **for**(String s:values){
7. System.out.println(s);
8. }
9. }
11. **public** **static** **void** main(String args[]){
13. display(500,"hello");//one argument
14. display(1000,"my","name","is","varargs");//four arguments
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=VarargsExample3)

Output:number is 500

hello

number is 1000

my

name

is

varargs

[**next →**](https://www.javatpoint.com/autoboxing-and-unboxing)[**← prev**](https://www.javatpoint.com/varargs)

# **Java Static Import**

The static import feature of Java 5 facilitate the java programmer to access any static member of a class directly. There is no need to qualify it by the class name.

## Advantage of static import:

* Less coding is required if you have access any static member of a class oftenly.

## Disadvantage of static import:

* If you overuse the static import feature, it makes the program unreadable and unmaintainable.

### **Simple Example of static import**

1. **import** **static** java.lang.System.\*;
2. **class** StaticImportExample{
3. **public** **static** **void** main(String args[]){
5. out.println("Hello");//Now no need of System.out
6. out.println("Java");
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StaticImportExample)

Output:Hello

Java

# **Autoboxing and Unboxing:**

The automatic conversion of primitive data types into its equivalent Wrapper type is known as boxing and opposite operation is known as unboxing. This is the new feature of Java5. So java programmer doesn't need to write the conversion code.

## Advantage of Autoboxing and Unboxing:

|  |
| --- |
| No need of conversion between primitives and Wrappers manually so less coding is required. |

### **Simple Example of Autoboxing in java:**

2. **class** BoxingExample1{
3. **public** **static** **void** main(String args[]){
4. **int** a=50;
5. Integer a2=**new** Integer(a);//Boxing
7. Integer a3=5;//Boxing
9. System.out.println(a2+" "+a3);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=BoxingExample1)

Output:50 5

[download this example](https://www.javatpoint.com/src/newjdk/boxing1.zip)

### **Simple Example of Unboxing in java:**

The automatic conversion of wrapper class type into corresponding primitive type, is known as Unboxing. Let's see the example of unboxing:

2. **class** UnboxingExample1{
3. **public** **static** **void** main(String args[]){
4. Integer i=**new** Integer(50);
5. **int** a=i;
7. System.out.println(a);
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=UnboxingExample1)

Output:50

### **Autoboxing and Unboxing with comparison operators**

|  |
| --- |
| Autoboxing can be performed with comparison operators. Let's see the example of boxing with comparison operator: |

2. **class** UnboxingExample2{
3. **public** **static** **void** main(String args[]){
4. Integer i=**new** Integer(50);
6. **if**(i<100){            //unboxing internally
7. System.out.println(i);
8. }
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=UnboxingExample2)

Output:50

### **Autoboxing and Unboxing with method overloading**

|  |
| --- |
| In method overloading, boxing and unboxing can be performed. There are some rules for method overloading with boxing:   * **Widening beats boxing** * **Widening beats varargs** * **Boxing beats varargs** |

### **1) Example of Autoboxing where widening beats boxing**

|  |
| --- |
| If there is possibility of widening and boxing, widening beats boxing. |

2. **class** Boxing1{
3. **static** **void** m(**int** i){System.out.println("int");}
4. **static** **void** m(Integer i){System.out.println("Integer");}
6. **public** **static** **void** main(String args[]){
7. **short** s=30;
8. m(s);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Boxing1)

Output:int

### **2) Example of Autoboxing where widening beats varargs**

|  |
| --- |
| If there is possibility of widening and varargs, widening beats var-args. |

2. **class** Boxing2{
3. **static** **void** m(**int** i, **int** i2){System.out.println("int int");}
4. **static** **void** m(Integer... i){System.out.println("Integer...");}
6. **public** **static** **void** main(String args[]){
7. **short** s1=30,s2=40;
8. m(s1,s2);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Boxing2)

Output:int int

### **3) Example of Autoboxing where boxing beats varargs**

|  |
| --- |
| Let's see the program where boxing beats variable argument: |

2. **class** Boxing3{
3. **static** **void** m(Integer i){System.out.println("Integer");}
4. **static** **void** m(Integer... i){System.out.println("Integer...");}
6. **public** **static** **void** main(String args[]){
7. **int** a=30;
8. m(a);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Boxing3)

Output:Integer

### **Method overloading with Widening and Boxing**

|  |
| --- |
| Widening and Boxing can't be performed as given below: |

2. **class** Boxing4{
3. **static** **void** m(Long l){System.out.println("Long");}
5. **public** **static** **void** main(String args[]){
6. **int** a=30;
7. m(a);
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Boxing4)

Output:Compile Time Error

### **What is the difference between import and static import?**

The import allows the java programmer to access classes of a package without package qualification whereas the static import feature allows to access the static members of a class without the class qualification. The import provides accessibility to classes and interface whereas static import provides accessibility to static members of the class.

# **Java Enum**

**Enum in java** is a data type that contains fixed set of constants.

It can be used for days of the week (SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY and SATURDAY) , directions (NORTH, SOUTH, EAST and WEST) etc. The java enum constants are static and final implicitly. It is available from JDK 1.5.

Java Enums can be thought of as classes that have fixed set of constants.

## Points to remember for Java Enum

* enum improves type safety
* enum can be easily used in switch
* enum can be traversed
* enum can have fields, constructors and methods
* enum may implement many interfaces but cannot extend any class because it internally extends Enum class

### **Simple example of java enum**

1. **class** EnumExample1{
2. **public** **enum** Season { WINTER, SPRING, SUMMER, FALL }
4. **public** **static** **void** main(String[] args) {
5. **for** (Season s : Season.values())
6. System.out.println(s);
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=EnumExample1)

Output:WINTER

SPRING

SUMMER

FALL

[download this enum example](https://www.javatpoint.com/src/newjdk/enum.zip)

### **What is the purpose of values() method in enum?**

The java compiler internally adds the values() method when it creates an enum. The values() method returns an array containing all the values of the enum.

### **Internal code generated by the compiler for the above example of enum type**

The java compiler internally creates a static and final class that extends the Enum class as shown in the below example:

1. **public** **static** **final** **class** EnumExample1$Season **extends** Enum
2. {
3. **private** EnumExample1$Season(String s, **int** i)
4. {
5. **super**(s, i);
6. }
8. **public** **static** EnumExample1$Season[] values()
9. {
10. **return** (EnumExample1$Season[])$VALUES.clone();
11. }
13. **public** **static** EnumExample1$Season valueOf(String s)
14. {
15. **return** (EnumExample1$Season)Enum.valueOf(EnumExample1$Season, s);
16. }
18. **public** **static** **final** EnumExample1$Season WINTER;
19. **public** **static** **final** EnumExample1$Season SPRING;
20. **public** **static** **final** EnumExample1$Season SUMMER;
21. **public** **static** **final** EnumExample1$Season FALL;
22. **private** **static** **final** EnumExample1$Season $VALUES[];
24. **static**
25. {
26. WINTER = **new** EnumExample1$Season("WINTER", 0);
27. SPRING = **new** EnumExample1$Season("SPRING", 1);
28. SUMMER = **new** EnumExample1$Season("SUMMER", 2);
29. FALL = **new** EnumExample1$Season("FALL", 3);
30. $VALUES = (**new** EnumExample1$Season[] {
31. WINTER, SPRING, SUMMER, FALL
32. });
33. }
35. }

## Defining Java enum

The enum can be defined within or outside the class because it is similar to a class.

### **Java enum example: defined outside class**

1. **enum** Season { WINTER, SPRING, SUMMER, FALL }
2. **class** EnumExample2{
3. **public** **static** **void** main(String[] args) {
4. Season s=Season.WINTER;
5. System.out.println(s);
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=EnumExample2)

Output:WINTER

### **Java enum example: defined inside class**

1. **class** EnumExample3{
2. **enum** Season { WINTER, SPRING, SUMMER, FALL; }//semicolon(;) is optional here
3. **public** **static** **void** main(String[] args) {
4. Season s=Season.WINTER;//enum type is required to access WINTER
5. System.out.println(s);
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=EnumExample3)

Output:WINTER

### **Initializing specific values to the enum constants**

The enum constants have initial value that starts from 0, 1, 2, 3 and so on. But we can initialize the specific value to the enum constants by defining fields and constructors. As specified earlier, Enum can have fields, constructors and methods.

### **Example of specifying initial value to the enum constants**

1. **class** EnumExample4{
2. **enum** Season{
3. WINTER(5), SPRING(10), SUMMER(15), FALL(20);
5. **private** **int** value;
6. **private** Season(**int** value){
7. **this**.value=value;
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. **for** (Season s : Season.values())
12. System.out.println(s+" "+s.value);
14. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=EnumExample4)

[download this enum example](https://www.javatpoint.com/src/newjdk/enum4.zip)

Output:WINTER 5

SPRING 10

SUMMER 15

FALL 20

#### Constructor of enum type is private. If you don't declare private compiler internally creates private constructor.

1. **enum** Season{
2. WINTER(10),SUMMER(20);
3. **private** **int** value;
4. Season(**int** value){
5. **this**.value=value;
6. }
7. }

### **Internal code generated by the compiler for the above example of enum type**

1. **final** **class** Season **extends** Enum
2. {
3. **public** **static** Season[] values()
4. {
5. **return** (Season[])$VALUES.clone();
6. }
7. **public** **static** Season valueOf(String s)
8. {
9. **return** (Season)Enum.valueOf(Season, s);
10. }
11. **private** Season(String s, **int** i, **int** j)
12. {
13. **super**(s, i);
14. value = j;
15. }
16. **public** **static** **final** Season WINTER;
17. **public** **static** **final** Season SUMMER;
18. **private** **int** value;
19. **private** **static** **final** Season $VALUES[];
20. **static**
21. {
22. WINTER = **new** Season("WINTER", 0, 10);
23. SUMMER = **new** Season("SUMMER", 1, 20);
24. $VALUES = (**new** Season[] {
25. WINTER, SUMMER
26. });
27. }
28. }

### **Can we create the instance of enum by new keyword?**

|  |
| --- |
| No, because it contains private constructors only. |

### **Can we have abstract method in enum?**

Yes, ofcourse! we can have abstract methods and can provide the implementation of these methods.

## Java enum in switch statement

We can apply enum on switch statement as in the given example:

### **Example of applying enum on switch statement**

1. **class** EnumExample5{
2. **enum** Day{ SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY}
3. **public** **static** **void** main(String args[]){
4. Day day=Day.MONDAY;
6. **switch**(day){
7. **case** SUNDAY:
8. System.out.println("sunday");
9. **break**;
10. **case** MONDAY:
11. System.out.println("monday");
12. **break**;
13. **default**:
14. System.out.println("other day");
15. }
16. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=EnumExample5)

[download this enum example](https://www.javatpoint.com/src/newjdk/enum5.zip)

Output:monday

# **Java Annotations**

Java **Annotation** is a tag that represents the *metadata* i.e. attached with class, interface, methods or fields to indicate some additional information which can be used by java compiler and JVM.

Annotations in java are used to provide additional information, so it is an alternative option for XML and java marker interfaces.

First, we will learn some built-in annotations then we will move on creating and using custom annotations.

## Built-In Java Annotations

There are several built-in annotations in java. Some annotations are applied to java code and some to other annotations.

## Built-In Java Annotations used in java code

* @Override
* @SuppressWarnings
* @Deprecated

## Built-In Java Annotations used in other annotations

* @Target
* @Retention
* @Inherited
* @Documented

## Understanding Built-In Annotations in java

Let's understand the built-in annotations first.

## @Override

@Override annotation assures that the subclass method is overriding the parent class method. If it is not so, compile time error occurs.

Sometimes, we does the silly mistake such as spelling mistakes etc. So, it is better to mark @Override annotation that provides assurity that method is overridden.

1. **class** Animal{
2. **void** eatSomething(){System.out.println("eating something");}
3. }
5. **class** Dog **extends** Animal{
6. @Override
7. **void** eatsomething(){System.out.println("eating foods");}//should be eatSomething
8. }
10. **class** TestAnnotation1{
11. **public** **static** **void** main(String args[]){
12. Animal a=**new** Dog();
13. a.eatSomething();
14. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnotation1)

Output:Comple Time Error

## @SuppressWarnings

@SuppressWarnings annotation: is used to suppress warnings issued by the compiler.

1. **import** java.util.\*;
2. **class** TestAnnotation2{
3. @SuppressWarnings("unchecked")
4. **public** **static** **void** main(String args[]){
5. ArrayList list=**new** ArrayList();
6. list.add("sonoo");
7. list.add("vimal");
8. list.add("ratan");
10. **for**(Object obj:list)
11. System.out.println(obj);
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnotation2)

Now no warning at compile time.

If you remove the @SuppressWarnings("unchecked") annotation, it will show warning at compile time because we are using non-generic collection.

## @Deprecated

@Deprecated annoation marks that this method is deprecated so compiler prints warning. It informs user that it may be removed in the future versions. So, it is better not to use such methods.

1. **class** A{
2. **void** m(){System.out.println("hello m");}
4. @Deprecated
5. **void** n(){System.out.println("hello n");}
6. }
8. **class** TestAnnotation3{
9. **public** **static** **void** main(String args[]){
11. A a=**new** A();
12. a.n();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnotation3)

## At Compile Time:

Note: Test.java uses or overrides a deprecated API.

Note: Recompile with -Xlint:deprecation for details.

## At Runtime:

hello n

## Custom Annotation

To create and use custom java annotation, visit the next page.

# **Java Custom Annotation**

**Java Custom annotations** or Java User-defined annotations are easy to create and use. The *@interface* element is used to declare an annotation. For example:

1. **@interface** MyAnnotation{}

Here, MyAnnotation is the custom annotation name.

## Points to remember for java custom annotation signature

There are few points that should be remembered by the programmer.

1. Method should not have any throws clauses
2. Method should return one of the following: primitive data types, String, Class, enum or array of these data types.
3. Method should not have any parameter.
4. We should attach @ just before interface keyword to define annotation.
5. It may assign a default value to the method.

## Types of Annotation

There are three types of annotations.

1. Marker Annotation
2. Single-Value Annotation
3. Multi-Value Annotation

## 1) Marker Annotation

An annotation that has no method, is called marker annotation. For example:

1. **@interface** MyAnnotation{}

The @Override and @Deprecated are marker annotations.

## 2) Single-Value Annotation

An annotation that has one method, is called single-value annotation. For example:

1. **@interface** MyAnnotation{
2. **int** value();
3. }

We can provide the default value also. For example:

1. **@interface** MyAnnotation{
2. **int** value() **default** 0;
3. }

## How to apply Single-Value Annotation

Let's see the code to apply the single value annotation.

1. @MyAnnotation(value=10)

The value can be anything.

## 3) Multi-Value Annotation

An annotation that has more than one method, is called Multi-Value annotation. For example:

1. **@interface** MyAnnotation{
2. **int** value1();
3. String value2();
4. String value3();
5. }
6. }

We can provide the default value also. For example:

1. **@interface** MyAnnotation{
2. **int** value1() **default** 1;
3. String value2() **default** "";
4. String value3() **default** "xyz";
5. }

## How to apply Multi-Value Annotation

Let's see the code to apply the multi-value annotation.

1. @MyAnnotation(value1=10,value2="Arun Kumar",value3="Ghaziabad")

## Built-in Annotations used in custom annotations in java

* @Target
* @Retention
* @Inherited
* @Documented

## @Target

**@Target** tag is used to specify at which type, the annotation is used.

The java.lang.annotation.**ElementType** enum declares many constants to specify the type of element where annotation is to be applied such as TYPE, METHOD, FIELD etc. Let's see the constants of ElementType enum:

|  |  |
| --- | --- |
| **Element Types** | **Where the annotation can be applied** |
| TYPE | class, interface or enumeration |
| FIELD | fields |
| METHOD | methods |
| CONSTRUCTOR | constructors |
| LOCAL\_VARIABLE | local variables |
| ANNOTATION\_TYPE | annotation type |
| PARAMETER | parameter |

## Example to specify annoation for a class

1. @Target(ElementType.TYPE)
2. **@interface** MyAnnotation{
3. **int** value1();
4. String value2();
5. }

## Example to specify annotation for a class, methods or fields

1. @Target({ElementType.TYPE, ElementType.FIELD, ElementType.METHOD})
2. **@interface** MyAnnotation{
3. **int** value1();
4. String value2();
5. }

## @Retention

**@Retention** annotation is used to specify to what level annotation will be available.

|  |  |
| --- | --- |
| **RetentionPolicy** | **Availability** |
| RetentionPolicy.SOURCE | refers to the source code, discarded during compilation. It will not be available in the compiled class. |
| RetentionPolicy.CLASS | refers to the .class file, available to java compiler but not to JVM . It is included in the class file. |
| RetentionPolicy.RUNTIME | refers to the runtime, available to java compiler and JVM . |

## Example to specify the RetentionPolicy

1. @Retention(RetentionPolicy.RUNTIME)
2. @Target(ElementType.TYPE)
3. **@interface** MyAnnotation{
4. **int** value1();
5. String value2();
6. }

## Example of custom annotation: creating, applying and accessing annotation

Let's see the simple example of creating, applying and accessing annotation.

*File: Test.java*

1. //Creating annotation
2. **import** java.lang.annotation.\*;
3. **import** java.lang.reflect.\*;
5. @Retention(RetentionPolicy.RUNTIME)
6. @Target(ElementType.METHOD)
7. **@interface** MyAnnotation{
8. **int** value();
9. }
11. //Applying annotation
12. **class** Hello{
13. @MyAnnotation(value=10)
14. **public** **void** sayHello(){System.out.println("hello annotation");}
15. }
17. //Accessing annotation
18. **class** TestCustomAnnotation1{
19. **public** **static** **void** main(String args[])**throws** Exception{
21. Hello h=**new** Hello();
22. Method m=h.getClass().getMethod("sayHello");
24. MyAnnotation manno=m.getAnnotation(MyAnnotation.**class**);
25. System.out.println("value is: "+manno.value());
26. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCustomAnnotation1)

Output:value is: 10

[download this example](https://www.javatpoint.com/src/newjdk/annotation.zip)

## How built-in annotaions are used in real scenario?

In real scenario, java programmer only need to apply annotation. He/She doesn't need to create and access annotation. Creating and Accessing annotation is performed by the implementation provider. On behalf of the annotation, java compiler or JVM performs some additional operations.

## @Inherited

By default, annotations are not inherited to subclasses. The @Inherited annotation marks the annotation to be inherited to subclasses.

1. @Inherited
2. **@interface** ForEveryone { }//Now it will be available to subclass also
4. **@interface** ForEveryone { }
5. **class** Superclass{}
7. **class** Subclass **extends** Superclass{}

## @Documented

The @Documented Marks the annotation for inclusion in the documentation.

# **Generics in Java**

The **Java Generics** programming is introduced in J2SE 5 to deal with type-safe objects.

Before generics, we can store any type of objects in collection i.e. non-generic. Now generics, forces the java programmer to store specific type of objects.

#### **Advantage of Java Generics**

There are mainly 3 advantages of generics. They are as follows:

**1) Type-safety :** We can hold only a single type of objects in generics. It doesn’t allow to store other objects.

**2) Type casting is not required:** There is no need to typecast the object.

Before Generics, we need to type cast.

1. List list = **new** ArrayList();
2. list.add("hello");
3. String s = (String) list.get(0);//typecasting

After Generics, we don't need to typecast the object.

1. List<String> list = **new** ArrayList<String>();
2. list.add("hello");
3. String s = list.get(0);

**3) Compile-Time Checking:** It is checked at compile time so problem will not occur at runtime. The good programming strategy says it is far better to handle the problem at compile time than runtime.

1. List<String> list = **new** ArrayList<String>();
2. list.add("hello");
3. list.add(32);//Compile Time Error

**Syntax** to use generic collection

1. ClassOrInterface<Type>

**Example** to use Generics in java

1. ArrayList<String>

## Full Example of Generics in Java

Here, we are using the ArrayList class, but you can use any collection class such as ArrayList, LinkedList, HashSet, TreeSet, HashMap, Comparator etc.

1. **import** java.util.\*;
2. **class** TestGenerics1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();
5. list.add("rahul");
6. list.add("jai");
7. //list.add(32);//compile time error
9. String s=list.get(1);//type casting is not required
10. System.out.println("element is: "+s);
12. Iterator<String> itr=list.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestGenerics1)

Output:element is: jai

rahul

jai

## Example of Java Generics using Map

Now we are going to use map elements using generics. Here, we need to pass key and value. Let us understand it by a simple example:

1. **import** java.util.\*;
2. **class** TestGenerics2{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(1,"vijay");
6. map.put(4,"umesh");
7. map.put(2,"ankit");
9. //Now use Map.Entry for Set and Iterator
10. Set<Map.Entry<Integer,String>> set=map.entrySet();
12. Iterator<Map.Entry<Integer,String>> itr=set.iterator();
13. **while**(itr.hasNext()){
14. Map.Entry e=itr.next();//no need to typecast
15. System.out.println(e.getKey()+" "+e.getValue());
16. }
18. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestGenerics2)

Output:1 vijay

2 ankit

4 umesh

## Generic class

A class that can refer to any type is known as generic class. Here, we are using **T** type parameter to create the generic class of specific type.

Let’s see the simple example to create and use the generic class.

**Creating generic class:**

1. **class** MyGen<T>{
2. T obj;
3. **void** add(T obj){**this**.obj=obj;}
4. T get(){**return** obj;}
5. }

The T type indicates that it can refer to any type (like String, Integer, Employee etc.). The type you specify for the class, will be used to store and retrieve the data.

**Using generic class:**

Let’s see the code to use the generic class.

1. **class** TestGenerics3{
2. **public** **static** **void** main(String args[]){
3. MyGen<Integer> m=**new** MyGen<Integer>();
4. m.add(2);
5. //m.add("vivek");//Compile time error
6. System.out.println(m.get());
7. }}

Output:2

## Type Parameters

The type parameters naming conventions are important to learn generics thoroughly. The commonly type parameters are as follows:

1. T - Type
2. E - Element
3. K - Key
4. N - Number
5. V - Value

## Generic Method

Like generic class, we can create generic method that can accept any type of argument.

Let’s see a simple example of java generic method to print array elements. We are using here **E** to denote the element.

1. **public** **class** TestGenerics4{
3. **public** **static** < E > **void** printArray(E[] elements) {
4. **for** ( E element : elements){
5. System.out.println(element );
6. }
7. System.out.println();
8. }
9. **public** **static** **void** main( String args[] ) {
10. Integer[] intArray = { 10, 20, 30, 40, 50 };
11. Character[] charArray = { 'J', 'A', 'V', 'A', 'T','P','O','I','N','T' };
13. System.out.println( "Printing Integer Array" );
14. printArray( intArray  );
16. System.out.println( "Printing Character Array" );
17. printArray( charArray );
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestGenerics4)

Output:Printing Integer Array

10

20

30

40

50

Printing Character Array

J

A

V

A

T

P

O

I

N

T

## Wildcard in Java Generics

The ? (question mark) symbol represents wildcard element. It means any type. If we write <? extends Number>, it means any child class of Number e.g. Integer, Float, double etc. Now we can call the method of Number class through any child class object.

Let's understand it by the example given below:

1. **import** java.util.\*;
2. **abstract** **class** Shape{
3. **abstract** **void** draw();
4. }
5. **class** Rectangle **extends** Shape{
6. **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** Circle **extends** Shape{
9. **void** draw(){System.out.println("drawing circle");}
10. }

13. **class** GenericTest{
14. //creating a method that accepts only child class of Shape
15. **public** **static** **void** drawShapes(List<? **extends** Shape> lists){
16. **for**(Shape s:lists){
17. s.draw();//calling method of Shape class by child class instance
18. }
19. }
20. **public** **static** **void** main(String args[]){
21. List<Rectangle> list1=**new** ArrayList<Rectangle>();
22. list1.add(**new** Rectangle());
24. List<Circle> list2=**new** ArrayList<Circle>();
25. list2.add(**new** Circle());
26. list2.add(**new** Circle());
28. drawShapes(list1);
29. drawShapes(list2);
30. }}

drawing rectangle

drawing circle

drawing circle

# **RMI (Remote Method Invocation)**

1. [Remote Method Invocation (RMI)](https://www.javatpoint.com/RMI)
2. [Understanding stub and skeleton](https://www.javatpoint.com/RMI#rmistubandskeleton)
   1. [stub](https://www.javatpoint.com/RMI#stub)
   2. [skeleton](https://www.javatpoint.com/RMI#skeleton)
3. [Requirements for the distributed applications](https://www.javatpoint.com/RMI#reqdistributed)
4. [Steps to write the RMI program](https://www.javatpoint.com/RMI#rmisteps)
5. [RMI Example](https://www.javatpoint.com/RMI#rmiex)

The **RMI** (Remote Method Invocation) is an API that provides a mechanism to create distributed application in java. The RMI allows an object to invoke methods on an object running in another JVM.

The RMI provides remote communication between the applications using two objects *stub* and *skeleton*.

### **Understanding stub and skeleton**

RMI uses stub and skeleton object for communication with the remote object.

A **remote object** is an object whose method can be invoked from another JVM. Let's understand the stub and skeleton objects:

### **stub**

The stub is an object, acts as a gateway for the client side. All the outgoing requests are routed through it. It resides at the client side and represents the remote object. When the caller invokes method on the stub object, it does the following tasks:

1. It initiates a connection with remote Virtual Machine (JVM),
2. It writes and transmits (marshals) the parameters to the remote Virtual Machine (JVM),
3. It waits for the result
4. It reads (unmarshals) the return value or exception, and
5. It finally, returns the value to the caller.

### **skeleton**

The skeleton is an object, acts as a gateway for the server side object. All the incoming requests are routed through it. When the skeleton receives the incoming request, it does the following tasks:

1. It reads the parameter for the remote method
2. It invokes the method on the actual remote object, and
3. It writes and transmits (marshals) the result to the caller.
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## Understanding requirements for the distributed applications

If any application performs these tasks, it can be distributed application.

.

1. The application need to locate the remote method
2. It need to provide the communication with the remote objects, and
3. The application need to load the class definitions for the objects.

The RMI application have all these features, so it is called the distributed application.

## Java RMI Example

The is given the 6 steps to write the RMI program.

1. Create the remote interface
2. Provide the implementation of the remote interface
3. Compile the implementation class and create the stub and skeleton objects using the rmic tool
4. Start the registry service by rmiregistry tool
5. Create and start the remote application
6. Create and start the client application

## RMI Example

In this example, we have followed all the 6 steps to create and run the rmi application. The client application need only two files, remote interface and client application. In the rmi application, both client and server interacts with the remote interface. The client application invokes methods on the proxy object, RMI sends the request to the remote JVM. The return value is sent back to the proxy object and then to the client application.
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### **1) create the remote interface**

For creating the remote interface, extend the Remote interface and declare the RemoteException with all the methods of the remote interface. Here, we are creating a remote interface that extends the Remote interface. There is only one method named add() and it declares RemoteException.

1. **import** java.rmi.\*;
2. **public** **interface** Adder **extends** Remote{
3. **public** **int** add(**int** x,**int** y)**throws** RemoteException;
4. }

### **2) Provide the implementation of the remote interface**

Now provide the implementation of the remote interface. For providing the implementation of the Remote interface, we need to

* Either extend the UnicastRemoteObject class,
* or use the exportObject() method of the UnicastRemoteObject class

In case, you extend the UnicastRemoteObject class, you must define a constructor that declares RemoteException.

1. **import** java.rmi.\*;
2. **import** java.rmi.server.\*;
3. **public** **class** AdderRemote **extends** UnicastRemoteObject **implements** Adder{
4. AdderRemote()**throws** RemoteException{
5. **super**();
6. }
7. **public** **int** add(**int** x,**int** y){**return** x+y;}
8. }

### **3) create the stub and skeleton objects using the rmic tool.**

Next step is to create stub and skeleton objects using the rmi compiler. The rmic tool invokes the RMI compiler and creates stub and skeleton objects.

1. rmic AdderRemote

### **4) Start the registry service by the rmiregistry tool**

Now start the registry service by using the rmiregistry tool. If you don't specify the port number, it uses a default port number. In this example, we are using the port number 5000.

1. rmiregistry 5000

### **5) Create and run the server application**

Now rmi services need to be hosted in a server process. The Naming class provides methods to get and store the remote object. The Naming class provides 5 methods.

|  |  |
| --- | --- |
| public static java.rmi.Remote lookup(java.lang.String) throws java.rmi.NotBoundException, java.net.MalformedURLException, java.rmi.RemoteException; | It returns the reference of the remote object. |
| public static void bind(java.lang.String, java.rmi.Remote) throws java.rmi.AlreadyBoundException, java.net.MalformedURLException, java.rmi.RemoteException; | It binds the remote object with the given name. |
| public static void unbind(java.lang.String) throws java.rmi.RemoteException, java.rmi.NotBoundException, java.net.MalformedURLException; | It destroys the remote object which is bound with the given name. |
| public static void rebind(java.lang.String, java.rmi.Remote) throws java.rmi.RemoteException, java.net.MalformedURLException; | It binds the remote object to the new name. |
| public static java.lang.String[] list(java.lang.String) throws java.rmi.RemoteException, java.net.MalformedURLException; | It returns an array of the names of the remote objects bound in the registry. |

In this example, we are binding the remote object by the name sonoo.

1. **import** java.rmi.\*;
2. **import** java.rmi.registry.\*;
3. **public** **class** MyServer{
4. **public** **static** **void** main(String args[]){
5. **try**{
6. Adder stub=**new** AdderRemote();
7. Naming.rebind("rmi://localhost:5000/sonoo",stub);
8. }**catch**(Exception e){System.out.println(e);}
9. }
10. }

### **6) Create and run the client application**

At the client we are getting the stub object by the lookup() method of the Naming class and invoking the method on this object. In this example, we are running the server and client applications, in the same machine so we are using localhost. If you want to access the remote object from another machine, change the localhost to the host name (or IP address) where the remote object is located.

1. **import** java.rmi.\*;
2. **public** **class** MyClient{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Adder stub=(Adder)Naming.lookup("rmi://localhost:5000/sonoo");
6. System.out.println(stub.add(34,4));
7. }**catch**(Exception e){}
8. }
9. }

[download this example of rmi](https://www.javatpoint.com/src/rmi/rmi1.zip)

1. For running **this** rmi example,
3. 1) compile all the java files
5. javac \*.java
7. 2)create stub and skeleton object by rmic tool
9. rmic AdderRemote
11. 3)start rmi registry in one command prompt
13. rmiregistry 5000
15. 4)start the server in another command prompt
17. java MyServer
19. 5)start the client application in another command prompt
21. java MyClient

### **Output of this RMI example**

![RMI](data:image/jpeg;base64,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) ![RMI](data:image/jpeg;base64,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)

### **Meaningful example of RMI application with database**

Consider a scenario, there are two applications running in different machines. Let's say MachineA and MachineB, machineA is located in United States and MachineB in India. MachineB want to get list of all the customers of MachineA application.

Let's develop the RMI application by following the steps.

#### **1) Create the table**

First of all, we need to create the table in the database. Here, we are using Oracle10 database.
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#### **2) Create Customer class and Remote interface**

*File: Customer.java*

1. **package** com.javatpoint;
2. **public** **class** Customer **implements** java.io.Serializable{
3. **private** **int** acc\_no;
4. **private** String firstname,lastname,email;
5. **private** **float** amount;
6. //getters and setters
7. }

#### Note: Customer class must be Serializable.

*File: Bank.java*

1. **package** com.javatpoint;
2. **import** java.rmi.\*;
3. **import** java.util.\*;
4. **interface** Bank **extends** Remote{
5. **public** List<Customer> getCustomers()**throws** RemoteException;
6. }

#### **3) Create the class that provides the implementation of Remote interface**

*File: BankImpl.java*

1. **package** com.javatpoint;
2. **import** java.rmi.\*;
3. **import** java.rmi.server.\*;
4. **import** java.sql.\*;
5. **import** java.util.\*;
6. **class** BankImpl **extends** UnicastRemoteObject **implements** Bank{
7. BankImpl()**throws** RemoteException{}
9. **public** List<Customer> getCustomers(){
10. List<Customer> list=**new** ArrayList<Customer>();
11. **try**{
12. Class.forName("oracle.jdbc.driver.OracleDriver");
13. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
14. PreparedStatement ps=con.prepareStatement("select \* from customer400");
15. ResultSet rs=ps.executeQuery();
17. **while**(rs.next()){
18. Customer c=**new** Customer();
19. c.setAcc\_no(rs.getInt(1));
20. c.setFirstname(rs.getString(2));
21. c.setLastname(rs.getString(3));
22. c.setEmail(rs.getString(4));
23. c.setAmount(rs.getFloat(5));
24. list.add(c);
25. }
27. con.close();
28. }**catch**(Exception e){System.out.println(e);}
29. **return** list;
30. }//end of getCustomers()
31. }

#### **4) Compile the class rmic tool and start the registry service by rmiregistry tool**
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#### **5) Create and run the Server**

*File: MyServer.java*

1. **package** com.javatpoint;
2. **import** java.rmi.\*;
3. **public** **class** MyServer{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. Remote r=**new** BankImpl();
6. Naming.rebind("rmi://localhost:6666/javatpoint",r);
7. }}
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#### **6) Create and run the Client**

*File: MyClient.java*

1. **package** com.javatpoint;
2. **import** java.util.\*;
3. **import** java.rmi.\*;
4. **public** **class** MyClient{
5. **public** **static** **void** main(String args[])**throws** Exception{
6. Bank b=(Bank)Naming.lookup("rmi://localhost:6666/javatpoint");
8. List<Customer> list=b.getCustomers();
9. **for**(Customer c:list){
10. System.out.println(c.getAcc\_no()+" "+c.getFirstname()+" "+c.getLastname()
11. +" "+c.getEmail()+" "+c.getAmount());
12. }
14. }}