library(forecast)

## Warning: package 'forecast' was built under R version 4.2.3

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

library(tseries)

## Warning: package 'tseries' was built under R version 4.2.3

dataUAS = read.csv(file = "D:/Semester VIII/Analisis Runtun Waktu/uts 2/dataUAS.csv", header = TRUE, sep = ";")  
attach(dataUAS)  
xT = (dataUAS$Xt)  
# Melakukan tes ADF pada data  
adf.test(Xt)

## Warning in adf.test(Xt): p-value smaller than printed p-value

##   
## Augmented Dickey-Fuller Test  
##   
## data: Xt  
## Dickey-Fuller = -7.3186, Lag order = 5, p-value = 0.01  
## alternative hypothesis: stationary

# Menampilkan plot data  
par(mfrow=c(1,1))  
plot.ts(Xt, lag.max = 200)

## Warning in plot.window(xlim, ylim, log, ...): "lag.max" is not a graphical  
## parameter

## Warning in title(main = main, xlab = xlab, ylab = ylab, ...): "lag.max" is not  
## a graphical parameter

## Warning in axis(1, ...): "lag.max" is not a graphical parameter

## Warning in axis(2, ...): "lag.max" is not a graphical parameter

## Warning in box(...): "lag.max" is not a graphical parameter
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# Menampilkan plot ACF dan PACF  
par(mfrow=c(2,1))  
acf(Xt, lag.max = 120)  
pacf(Xt, lag.max = 120)
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# Melakukan diferensiasi pada data untuk membuatnya stasioner  
differenced\_dataUAS <- diff(Xt)  
  
# Menampilkan plot data yang sudah didiferensiasi  
par(mfrow=c(1,1))  
plot.ts(differenced\_dataUAS)
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# Melakukan tes ADF pada data yang sudah didiferensiasi  
adf.test(differenced\_dataUAS)

## Warning in adf.test(differenced\_dataUAS): p-value smaller than printed p-value

##   
## Augmented Dickey-Fuller Test  
##   
## data: differenced\_dataUAS  
## Dickey-Fuller = -7.0177, Lag order = 5, p-value = 0.01  
## alternative hypothesis: stationary

# Menampilkan plot ACF dan PACF dari data yang sudah didiferensiasi  
par(mfrow=c(2,1))  
Acf(differenced\_dataUAS, lag.max = 200)  
Pacf(differenced\_dataUAS, lag.max = 200)
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# Melakukan diferensiasi musiman pada data yang sudah didiferensiasi  
musimUAS = diff(differenced\_dataUAS, lag=4)  
adf.test(musimUAS)

## Warning in adf.test(musimUAS): p-value smaller than printed p-value

##   
## Augmented Dickey-Fuller Test  
##   
## data: musimUAS  
## Dickey-Fuller = -5.6189, Lag order = 5, p-value = 0.01  
## alternative hypothesis: stationary

par(mfrow=c(1,1))  
plot.ts(musimUAS)
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# Menampilkan plot ACF dan PACF dari data yang sudah didiferensiasi musiman  
par(mfrow=c(2,1))  
acf(musimUAS, lag.max = 200)  
pacf(musimUAS, lag.max = 200)

![](data:image/png;base64,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)

## estimasi  
#estimasi1  
estimasi1=arima(Xt,order=c(0,1,0),seasonal=list(order=c(0,1,0),period = 4))  
estimasi1

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 0), seasonal = list(order = c(0, 1, 0), period = 4))  
##   
##   
## sigma^2 estimated as 2885: log likelihood = -750.97, aic = 1503.94

residual1=resid(estimasi1)  
shapiro.test(residual1)

##   
## Shapiro-Wilk normality test  
##   
## data: residual1  
## W = 0.97485, p-value = 0.009384

Box.test(residual1,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual1  
## X-squared = 58.076, df = 6, p-value = 1.106e-10

#estimasi2  
estimasi2=arima(Xt,order=c(1,1,0),seasonal=list(order=c(0,1,0),period = 4))  
estimasi2

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 0), seasonal = list(order = c(0, 1, 0), period = 4))  
##   
## Coefficients:  
## ar1  
## 0.3517  
## s.e. 0.0793  
##   
## sigma^2 estimated as 2527: log likelihood = -741.8, aic = 1487.61

residual2=resid(estimasi2)  
shapiro.test(residual2)

##   
## Shapiro-Wilk normality test  
##   
## data: residual2  
## W = 0.9914, p-value = 0.5307

Box.test(residual2,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual2  
## X-squared = 36.477, df = 6, p-value = 2.226e-06

#estimasi3  
estimasi3=arima(Xt,order=c(1,1,1),seasonal=list(order=c(0,1,0),period = 4))  
estimasi3

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 1), seasonal = list(order = c(0, 1, 0), period = 4))  
##   
## Coefficients:  
## ar1 ma1  
## -0.4163 1.0000  
## s.e. 0.0814 0.0254  
##   
## sigma^2 estimated as 2086: log likelihood = -730.44, aic = 1466.88

residual3=resid(estimasi3)  
shapiro.test(residual3)

##   
## Shapiro-Wilk normality test  
##   
## data: residual3  
## W = 0.98332, p-value = 0.07763

Box.test(residual3,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual3  
## X-squared = 32.795, df = 6, p-value = 1.148e-05

#estimasi4  
estimasi4=arima(Xt,order=c(1,1,0),seasonal=list(order=c(1,1,0),period = 4))  
estimasi4

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 0), seasonal = list(order = c(1, 1, 0), period = 4))  
##   
## Coefficients:  
## ar1 sar1  
## 0.3503 -0.4976  
## s.e. 0.0793 0.0769  
##   
## sigma^2 estimated as 1936: log likelihood = -723.87, aic = 1453.75

residual4=resid(estimasi4)  
shapiro.test(residual4)

##   
## Shapiro-Wilk normality test  
##   
## data: residual4  
## W = 0.99017, p-value = 0.4113

Box.test(residual4,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual4  
## X-squared = 35.919, df = 6, p-value = 2.858e-06

#estimasi5  
estimasi5=arima(Xt,order=c(1,1,0),seasonal=list(order=c(0,1,1),period = 4))  
estimasi5

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 0), seasonal = list(order = c(0, 1, 1), period = 4))  
##   
## Coefficients:  
## ar1 sma1  
## 0.3321 -1.0000  
## s.e. 0.0803 0.0648  
##   
## sigma^2 estimated as 943.1: log likelihood = -680.45, aic = 1366.9

residual5=resid(estimasi5)  
shapiro.test(residual5)

##   
## Shapiro-Wilk normality test  
##   
## data: residual5  
## W = 0.98302, p-value = 0.07194

Box.test(residual5,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual5  
## X-squared = 28.772, df = 6, p-value = 6.72e-05

#estimasi6  
estimasi6=arima(Xt,order=c(1,1,1),seasonal=list(order=c(1,1,0),period = 4))  
estimasi6

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 1), seasonal = list(order = c(1, 1, 0), period = 4))  
##   
## Coefficients:  
## ar1 ma1 sar1  
## 0.1498 0.2360 -0.4962  
## s.e. 0.2545 0.2572 0.0771  
##   
## sigma^2 estimated as 1917: log likelihood = -723.21, aic = 1454.42

residual6=resid(estimasi6)  
shapiro.test(residual6)

##   
## Shapiro-Wilk normality test  
##   
## data: residual6  
## W = 0.98835, p-value = 0.271

Box.test(residual6,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual6  
## X-squared = 32.555, df = 6, p-value = 1.277e-05

#estimasi7  
estimasi7=arima(Xt,order=c(1,1,0),seasonal=list(order=c(1,1,1),period = 4))  
estimasi7

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 0), seasonal = list(order = c(1, 1, 1), period = 4))  
##   
## Coefficients:  
## ar1 sar1 sma1  
## 0.3013 -0.4351 -0.9404  
## s.e. 0.0816 0.0815 0.0467  
##   
## sigma^2 estimated as 802.3: log likelihood = -668.12, aic = 1344.25

residual7=resid(estimasi7)  
shapiro.test(residual7)

##   
## Shapiro-Wilk normality test  
##   
## data: residual7  
## W = 0.98839, p-value = 0.2741

Box.test(residual7,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual7  
## X-squared = 22.108, df = 6, p-value = 0.001158

#estimasi8  
estimasi8=arima(Xt,order=c(1,1,1),seasonal=list(order=c(0,1,1),period = 4))  
estimasi8

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 1), seasonal = list(order = c(0, 1, 1), period = 4))  
##   
## Coefficients:  
## ar1 ma1 sma1  
## -0.5023 0.8789 -1.0000  
## s.e. 0.1151 0.0770 0.0608  
##   
## sigma^2 estimated as 900.9: log likelihood = -678.32, aic = 1364.65

residual8=resid(estimasi8)  
shapiro.test(residual8)

##   
## Shapiro-Wilk normality test  
##   
## data: residual8  
## W = 0.98778, p-value = 0.2366

Box.test(residual8,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual8  
## X-squared = 28.472, df = 6, p-value = 7.654e-05

#estimasi9  
estimasi9=arima(Xt,order=c(1,1,1),seasonal=list(order=c(1,1,1),period = 4))  
estimasi9

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 1), seasonal = list(order = c(1, 1, 1), period = 4))  
##   
## Coefficients:  
## ar1 ma1 sar1 sma1  
## 0.0776 0.2537 -0.4321 -0.9503  
## s.e. 0.2570 0.2506 0.0819 0.0538  
##   
## sigma^2 estimated as 790.7: log likelihood = -667.46, aic = 1344.93

residual9=resid(estimasi9)  
shapiro.test(residual9)

##   
## Shapiro-Wilk normality test  
##   
## data: residual9  
## W = 0.98867, p-value = 0.2923

Box.test(residual9,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual9  
## X-squared = 19.762, df = 6, p-value = 0.003053

#estimasi10  
estimasi10=arima(Xt,order=c(0,1,1),seasonal=list(order=c(0,1,0),period = 4))  
estimasi10

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 1), seasonal = list(order = c(0, 1, 0), period = 4))  
##   
## Coefficients:  
## ma1  
## 0.4066  
## s.e. 0.0940  
##   
## sigma^2 estimated as 2494: log likelihood = -740.92, aic = 1485.85

residual10=resid(estimasi10)  
shapiro.test(residual10)

##   
## Shapiro-Wilk normality test  
##   
## data: residual10  
## W = 0.98941, p-value = 0.3469

Box.test(residual10,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual10  
## X-squared = 32.756, df = 6, p-value = 1.168e-05

#estimasi11  
estimasi11=arima(Xt,order=c(0,1,1),seasonal=list(order=c(1,1,0),period = 4))  
estimasi11

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 1), seasonal = list(order = c(1, 1, 0), period = 4))  
##   
## Coefficients:  
## ma1 sar1  
## 0.3847 -0.4950  
## s.e. 0.0877 0.0773  
##   
## sigma^2 estimated as 1920: log likelihood = -723.3, aic = 1452.61

residual11=resid(estimasi11)  
shapiro.test(residual11)

##   
## Shapiro-Wilk normality test  
##   
## data: residual11  
## W = 0.98721, p-value = 0.2061

Box.test(residual11,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual11  
## X-squared = 32.746, df = 6, p-value = 1.173e-05

#estimasi12  
estimasi12=arima(Xt,order=c(0,1,1),seasonal=list(order=c(0,1,1),period = 4))  
estimasi12

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 1), seasonal = list(order = c(0, 1, 1), period = 4))  
##   
## Coefficients:  
## ma1 sma1  
## 0.3680 -1.0000  
## s.e. 0.0856 0.0547  
##   
## sigma^2 estimated as 932.4: log likelihood = -679.7, aic = 1365.41

residual12=resid(estimasi12)  
shapiro.test(residual12)

##   
## Shapiro-Wilk normality test  
##   
## data: residual12  
## W = 0.98587, p-value = 0.1478

Box.test(residual12,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual12  
## X-squared = 26.446, df = 6, p-value = 0.0001839

#estimasi13  
estimasi13=arima(Xt,order=c(0,1,1),seasonal=list(order=c(1,1,1),period = 4))  
estimasi13

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 1), seasonal = list(order = c(1, 1, 1), period = 4))  
##   
## Coefficients:  
## ma1 sar1 sma1  
## 0.3250 -0.4319 -0.9538  
## s.e. 0.0818 0.0820 0.0553  
##   
## sigma^2 estimated as 789.6: log likelihood = -667.5, aic = 1343.01

residual13=resid(estimasi13)  
shapiro.test(residual13)

##   
## Shapiro-Wilk normality test  
##   
## data: residual13  
## W = 0.98853, p-value = 0.2827

Box.test(residual13,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual13  
## X-squared = 20.088, df = 6, p-value = 0.002671

#estimasi14  
estimasi14=arima(Xt,order=c(0,1,0),seasonal=list(order=c(1,1,0),period = 4))  
estimasi14

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 0), seasonal = list(order = c(1, 1, 0), period = 4))  
##   
## Coefficients:  
## sar1  
## -0.5024  
## s.e. 0.0775  
##   
## sigma^2 estimated as 2209: log likelihood = -733, aic = 1469.99

residual14=resid(estimasi14)  
shapiro.test(residual14)

##   
## Shapiro-Wilk normality test  
##   
## data: residual14  
## W = 0.9822, p-value = 0.05851

Box.test(residual14,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual14  
## X-squared = 61.458, df = 6, p-value = 2.275e-11

#estimasi15  
estimasi15=arima(Xt,order=c(0,1,0),seasonal=list(order=c(1,1,1),period = 4))  
estimasi15

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 0), seasonal = list(order = c(1, 1, 1), period = 4))  
##   
## Coefficients:  
## sar1 sma1  
## -0.4560 -0.9548  
## s.e. 0.0805 0.0543  
##   
## sigma^2 estimated as 873.8: log likelihood = -674.63, aic = 1355.26

residual15=resid(estimasi15)  
shapiro.test(residual15)

##   
## Shapiro-Wilk normality test  
##   
## data: residual15  
## W = 0.98848, p-value = 0.2795

Box.test(residual15,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual15  
## X-squared = 45.062, df = 6, p-value = 4.549e-08

#estimasi16  
estimasi16=arima(Xt,order=c(0,1,0),seasonal=list(order=c(0,1,1),period = 4))  
estimasi16

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 0), seasonal = list(order = c(0, 1, 1), period = 4))  
##   
## Coefficients:  
## sma1  
## -1.0000  
## s.e. 0.0537  
##   
## sigma^2 estimated as 1060: log likelihood = -688.53, aic = 1381.06

residual16=resid(estimasi16)  
shapiro.test(residual16)

##   
## Shapiro-Wilk normality test  
##   
## data: residual16  
## W = 0.98178, p-value = 0.05251

Box.test(residual16,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual16  
## X-squared = 53.816, df = 6, p-value = 8.036e-10

#estimasi17  
estimasi17=arima(Xt,order=c(0,1,0),seasonal=list(order=c(0,1,2),period = 4))  
estimasi17

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 0), seasonal = list(order = c(0, 1, 2), period = 4))  
##   
## Coefficients:  
## sma1 sma2  
## -0.1371 -0.8629  
## s.e. 0.0652 0.0619  
##   
## sigma^2 estimated as 1271: log likelihood = -701.45, aic = 1408.91

residual17=resid(estimasi17)  
shapiro.test(residual17)

##   
## Shapiro-Wilk normality test  
##   
## data: residual17  
## W = 0.99113, p-value = 0.5031

Box.test(residual17,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual17  
## X-squared = 51.496, df = 6, p-value = 2.355e-09

#estimasi18  
estimasi18=arima(Xt,order=c(1,1,0),seasonal=list(order=c(0,1,2),period = 4))  
estimasi18

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 0), seasonal = list(order = c(0, 1, 2), period = 4))  
##   
## Coefficients:  
## ar1 sma1 sma2  
## 0.2274 -1.6797 0.7920  
## s.e. 0.0846 0.0619 0.0585  
##   
## sigma^2 estimated as 557.9: log likelihood = -644.95, aic = 1297.9

residual18=resid(estimasi18)  
shapiro.test(residual18)

##   
## Shapiro-Wilk normality test  
##   
## data: residual18  
## W = 0.99221, p-value = 0.6185

Box.test(residual18,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual18  
## X-squared = 12.424, df = 6, p-value = 0.05315

#estimasi19  
estimasi19=arima(Xt,order=c(0,1,1),seasonal=list(order=c(0,1,2),period = 4))  
estimasi19

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 1), seasonal = list(order = c(0, 1, 2), period = 4))  
##   
## Coefficients:  
## ma1 sma1 sma2  
## 0.2242 -1.6852 0.7928  
## s.e. 0.0790 0.0616 0.0587  
##   
## sigma^2 estimated as 556.5: log likelihood = -644.88, aic = 1297.77

residual19=resid(estimasi19)  
shapiro.test(residual19)

##   
## Shapiro-Wilk normality test  
##   
## data: residual19  
## W = 0.99284, p-value = 0.6882

Box.test(residual19,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual19  
## X-squared = 12.605, df = 6, p-value = 0.04975

#estimasi20  
estimasi20=arima(Xt,order=c(0,1,0),seasonal=list(order=c(1,1,2),period = 4))  
estimasi20

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 0), seasonal = list(order = c(1, 1, 2), period = 4))  
##   
## Coefficients:  
## sar1 sma1 sma2  
## -0.6033 -0.0406 -0.9594  
## s.e. 0.0887 0.0797 0.0784  
##   
## sigma^2 estimated as 910.6: log likelihood = -679.61, aic = 1367.23

residual20=resid(estimasi20)  
shapiro.test(residual20)

##   
## Shapiro-Wilk normality test  
##   
## data: residual20  
## W = 0.97242, p-value = 0.005256

Box.test(residual20,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual20  
## X-squared = 52.72, df = 6, p-value = 1.336e-09

#estimasi21  
estimasi21=arima(Xt,order=c(1,1,1),seasonal=list(order=c(0,1,2),period = 4))  
estimasi21

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 1), seasonal = list(order = c(0, 1, 2), period = 4))  
##   
## Coefficients:  
## ar1 ma1 sma1 sma2  
## 0.1098 0.1285 -1.6815 0.7909  
## s.e. 0.2324 0.2233 0.0622 0.0588  
##   
## sigma^2 estimated as 556.3: log likelihood = -644.78, aic = 1299.56

residual21=resid(estimasi21)  
shapiro.test(residual21)

##   
## Shapiro-Wilk normality test  
##   
## data: residual21  
## W = 0.99294, p-value = 0.7001

Box.test(residual21,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual21  
## X-squared = 12.006, df = 6, p-value = 0.06183

#estimasi22  
estimasi22=arima(Xt,order=c(1,1,0),seasonal=list(order=c(1,1,2),period = 4))  
estimasi22

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 0), seasonal = list(order = c(1, 1, 2), period = 4))  
##   
## Coefficients:  
## ar1 sar1 sma1 sma2  
## 0.3276 -0.6269 -0.0244 -0.9756  
## s.e. 0.0808 0.0893 0.1131 0.1124  
##   
## sigma^2 estimated as 807.2: log likelihood = -671.86, aic = 1353.71

residual22=resid(estimasi22)  
shapiro.test(residual22)

##   
## Shapiro-Wilk normality test  
##   
## data: residual22  
## W = 0.98689, p-value = 0.1905

Box.test(residual22,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual22  
## X-squared = 30.605, df = 6, p-value = 3.015e-05

#estimasi23  
estimasi23=arima(Xt,order=c(0,1,1),seasonal=list(order=c(1,1,2),period = 4))  
estimasi23

##   
## Call:  
## arima(x = Xt, order = c(0, 1, 1), seasonal = list(order = c(1, 1, 2), period = 4))  
##   
## Coefficients:  
## ma1 sar1 sma1 sma2  
## 0.3645 -0.6275 -0.0283 -0.9717  
## s.e. 0.0885 0.0897 0.1009 0.1002  
##   
## sigma^2 estimated as 801.4: log likelihood = -671.21, aic = 1352.42

residual23=resid(estimasi23)  
shapiro.test(residual23)

##   
## Shapiro-Wilk normality test  
##   
## data: residual23  
## W = 0.98511, p-value = 0.1222

Box.test(residual23,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual23  
## X-squared = 28.399, df = 6, p-value = 7.904e-05

#estimasi24  
estimasi24=arima(Xt,order=c(1,1,1),seasonal=list(order=c(1,1,2),period = 4))  
estimasi24

##   
## Call:  
## arima(x = Xt, order = c(1, 1, 1), seasonal = list(order = c(1, 1, 2), period = 4))  
##   
## Coefficients:  
## ar1 ma1 sar1 sma1 sma2  
## 0.0926 0.2722 -0.6297 -0.0259 -0.9741  
## s.e. 0.3227 0.3274 0.0898 0.1074 0.1068  
##   
## sigma^2 estimated as 800.1: log likelihood = -671.19, aic = 1354.37

residual24=resid(estimasi24)  
shapiro.test(residual24)

##   
## Shapiro-Wilk normality test  
##   
## data: residual24  
## W = 0.98566, p-value = 0.1402

Box.test(residual24,lag=6,type="Ljung-Box")

##   
## Box-Ljung test  
##   
## data: residual24  
## X-squared = 28.256, df = 6, p-value = 8.408e-05

# SAIMA (1,1,1,0,1,2)  
library(astsa)

## Warning: package 'astsa' was built under R version 4.3.0

##   
## Attaching package: 'astsa'

## The following object is masked from 'package:forecast':  
##   
## gas

Xt5<-sarima(Xt,1,1,1,0,1,2,4)

## initial value 3.987248   
## iter 2 value 3.619139  
## iter 3 value 3.609560  
## iter 4 value 3.573574  
## iter 5 value 3.569111  
## iter 6 value 3.566032  
## iter 7 value 3.564273  
## iter 8 value 3.561425  
## iter 9 value 3.560810  
## iter 10 value 3.543078  
## iter 11 value 3.539794  
## iter 12 value 3.460655  
## iter 13 value 3.447574  
## iter 14 value 3.311735  
## iter 15 value 3.269198  
## iter 16 value 3.201161  
## iter 17 value 3.200046  
## iter 18 value 3.199488  
## iter 19 value 3.199310  
## iter 20 value 3.199023  
## iter 21 value 3.198579  
## iter 22 value 3.198556  
## iter 23 value 3.198478  
## iter 24 value 3.198418  
## iter 25 value 3.198396  
## iter 26 value 3.198353  
## iter 27 value 3.198275  
## iter 28 value 3.198266  
## iter 29 value 3.198266  
## iter 29 value 3.198266  
## iter 29 value 3.198266  
## final value 3.198266   
## converged  
## initial value 3.222760   
## iter 2 value 3.222300  
## iter 3 value 3.221881  
## iter 4 value 3.221383  
## iter 5 value 3.220489  
## iter 6 value 3.219957  
## iter 7 value 3.219816  
## iter 8 value 3.219785  
## iter 9 value 3.219783  
## iter 9 value 3.219783  
## iter 9 value 3.219783  
## final value 3.219783   
## converged
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Xt5$ttable

## Estimate SE t.value p.value  
## ar1 0.1098 0.2324 0.4725 0.6374  
## ma1 0.1285 0.2233 0.5755 0.5659  
## sma1 -1.6815 0.0622 -27.0304 0.0000  
## sma2 0.7909 0.0588 13.4550 0.0000

## Peramalan  
library(astsa)  
par(mfrow = c(1, 1))  
sarima.for(Xt, n.ahead = 3, 1, 1, 0, 0, 1, 2, 4, main = "Peramalan")
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## $pred  
## Time Series:  
## Start = 145   
## End = 147   
## Frequency = 1   
## [1] 451.1692 460.0787 527.4001  
##   
## $se  
## Time Series:  
## Start = 145   
## End = 147   
## Frequency = 1   
## [1] 23.62114 37.39658 48.07671

## Perbandingan  
library(forecast)  
fit <- Arima(Xt, order = c(1, 1, 0), seasonal = list(order = c(0, 1, 2), period = 4))  
plot.ts(Xt, col = "red", main = "Perbandingan")  
lines(fitted(fit), col = "blue")
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