1、在一个二维数组中，每一行都按照从左到右递增的顺序排序，每一列都按照从上到下递增的顺序排序。请完成一个函数，输入这样的一个二维数组和一个整数，判断数组中是否含有该整数。

**class Solution {**

**public:**

**bool Find(int target, vector<vector<int> > array) {**

**int i=array.size()-1;**

**int j=0;**

**while((i>=0) && (j<array[0].size())){//用<=会发生内存溢出的错误，莫名其妙**

**if(array[i][j]==target) return true;**

**if(array[i][j]>target){i--;continue;}**

**if(array[i][j]<target){j++;continue;}**

**}**

**return false;**

**}**

**};**

**2.** 请实现一个函数，将一个字符串中的空格替换成“%20”。例如，当字符串为We Are Happy.则经过替换之后的字符串为We%20Are%20Happy。

**class Solution {**

**public:**

**void replaceSpace(char \*str,int length) {**

**//遍历一边字符串找出空格的数量**

**if(str==NULL||length<0)**

**return ;**

**int i=0;**

**int oldnumber=0;//记录以前的长度**

**int replacenumber=0;//记录空格的数量**

**while(str[i]!='\0')**

**{**

**oldnumber++;**

**if(str[i]==' ')**

**{**

**replacenumber++;**

**}**

**i++;**

**}**

**int newlength=oldnumber+replacenumber\*2;//插入后的长度**

**if(newlength>length)//如果计算后的长度大于总长度就无法插入**

**return ;**

**int pOldlength=oldnumber; //注意不要减一因为隐藏个‘\0’也要算里**

**int pNewlength=newlength;**

**while(pOldlength>=0&&pNewlength>pOldlength)//放字符**

**{**

**if(str[pOldlength]==' ') //碰到空格就替换**

**{**

**str[pNewlength--]='0';**

**str[pNewlength--]='2';**

**str[pNewlength--]='%';**

**}**

**else //不是空格就把pOldlength指向的字符装入pNewlength指向的位置**

**{**

**str[pNewlength--]=str[pOldlength];**

**}**

**pOldlength--; //不管是if还是elsr都要把pOldlength前移**

**}**

**}**

**};**

**3.** 输入一个链表，从尾到头打印链表每个节点的值。

**/\*\***

**\* struct ListNode {**

**\* int val;**

**\* struct ListNode \*next;**

**\* ListNode(int x) :**

**\* val(x), next(NULL) {**

**\* }**

**\* };**

**\*/**

**class Solution {**

**public:**

**vector<int> printListFromTailToHead(ListNode\* head) {**

**ListNode\* h;**

**vector<int> result;**

**stack<struct ListNode\*> nodes;//用栈来存储每个节点**

**while(head != NULL){**

**nodes.push(head);**

**head = head->next;**

**}**

**while(!nodes.empty()){**

**h = nodes.top();**

**result.push\_back(h->val);**

**nodes.pop();**

**}**

**return result;**

**}**

**};**

**或者:**

**struct ListNode {**

**int val;**

**struct ListNode \*next;**

**ListNode(int x) :**

**val(x), next(NULL) {**

**}**

**};**

**class Solution{**

**public:**

**vector<int> printListFromTailToHead(struct ListNode\* head){**

**vector<int> result;**

**struct ListNode\* pNode=head;**

**while(pNode!=NULL){**

**result.push\_back(pNode->val);**

**pNode=pNode->next;**

**}**

**reverse(result.begin(),result.end());//applying reverse()**

**return result;**

**}**

**};**

**4.** 输入某二叉树的前序遍历和中序遍历的结果，请重建出该二叉树。假设输入的前序遍历和中序遍历的结果中都不含重复的数字。例如输入前序遍历序列{1,2,4,7,3,5,6,8}和中序遍历序列{4,7,2,1,5,3,8,6}，则重建二叉树并返回。

**/\*\***

**\* Definition for binary tree**

**\* struct TreeNode {**

**\* int val;**

**\* TreeNode \*left;**

**\* TreeNode \*right;**

**\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}**

**\* };**

**\*/**

**class Solution {**

**public:**

**TreeNode\* reConstructBinaryTree(vector<int> pre,vector<int> vin) {**

**int in\_size = vin.size();//获得序列的长度**

**if (in\_size == 0)**

**return NULL;**

**//分别存储先序序列的左子树，先序序列的右子树，中序序列的左子树，中序序列的右子树**

**vector<int> pre\_left, pre\_right, in\_left, in\_right;**

**int val = pre[0];//先序遍历第一个位置肯定是根节点node,取其值**

**//新建一个树结点，并传入结点值**

**TreeNode\* node = new TreeNode(val);//root node is the first element in pre**

**//p用于存储中序序列中根结点的位置**

**int p = 0;**

**for (p; p < in\_size; ++p){**

**if (vin[p] == val) //Find the root position in in**

**break; //找到即跳出for循环**

**}**

**for (int i = 0; i < in\_size; ++i){**

**if (i < p){**

**//建立中序序列的左子树和前序序列的左子树**

**in\_left.push\_back(vin[i]);//Construct the left pre and in**

**pre\_left.push\_back(pre[i + 1]);//前序第一个为根节点,+1从下一个开始记录**

**}**

**else if (i > p){**

**//建立中序序列的右子树和前序序列的左子树**

**in\_right.push\_back(vin[i]);//Construct the right pre and in**

**pre\_right.push\_back(pre[i]);**

**}**

**}**

**//取出前序和中序遍历根节点左边和右边的子树**

**//递归，再对其进行上述所有步骤，即再区分子树的左、右子子数，直到叶节点**

**node->left = reConstructBinaryTree(pre\_left, in\_left);**

**node->right = reConstructBinaryTree(pre\_right, in\_right);**

**return node;**

**}**

**};**

**5.** 用两个栈来实现一个队列，完成队列的Push和Pop操作。 队列中的元素为int类型。

**class Solution**

**{**

**//思路：用stack1来实现队列的push操作**

**//用stack2来实现队列的pop操作，当stack2为空时**

**//将stack1的数据全部压入stack2，等待队列的pop操作。**

**public:**

**void push(int node) {**

**stack1.push(node);**

**}**

**int pop() {**

**int result;**

**if(stack2.empty()){**

**while(!stack1.empty()){**

**stack2.push(stack1.top());**

**stack1.pop();**

**}**

**}**

**result = stack2.top();**

**stack2.pop();**

**//stack1的第一个元素出去了，恢复stack和stack2**

**while(!stack2.empty()){**

**stack1.push(stack2.top());**

**stack2.pop();**

**}**

**return result;**

**}**

**private:**

**stack<int> stack1;**

**stack<int> stack2;**

**};**

**6.** 把一个数组最开始的若干个元素搬到数组的末尾，我们称之为数组的旋转。 输入一个非递减排序的数组的一个旋转，输出旋转数组的最小元素。 例如数组{3,4,5,1,2}为{1,2,3,4,5}的一个旋转，该数组的最小值为1。 NOTE：给出的所有元素都大于0，若数组大小为0，请返回0。

**class Solution {**

**public:**

**int minNumberInRotateArray(vector<int> rotateArray) {**

**if(rotateArray.size()==0)**

**return 0;**

**int i;**

**for(i=0;i<rotateArray.size()-1;i++){**

**if(rotateArray[i+1] < rotateArray[i])**

**return rotateArray[i+1];**

**}**

**return 0;**

**}**

**};**

**7.** 大家都知道斐波那契数列，现在要求输入一个整数n，请你输出斐波那契数列的第n项。

n<=39

**class Solution {**

**public:**

**int Fibonacci(int n) {**

**int f[40];**

**f[0]=0;**

**f[1]=1;**

**int i=0;**

**for(i=2;i<=n;i++){**

**f[i] = f[i-1]+f[i-2];**

**}**

**return f[n];**

**}**

**};**

**8.** 一只青蛙一次可以跳上1级台阶，也可以跳上2级。求该青蛙跳上一个n级的台阶总共有多少种跳法。

**/\***

**可以考虑，小青蛙每一步跳跃只有两种选择：一是再跳一级阶梯到达第 i 级阶梯，此时小青蛙处于第 i-1 级阶梯；或者再跳两级阶梯到达第 i 级阶梯，此时小青蛙处于第 i-2 级阶梯。**

**于是，i 级阶梯的跳法总和依赖于前 i-1 级阶梯的跳法总数f(i-1)和前 i-2 级阶梯的跳法总数f(i-2)。因为只有两种可能性，所以，f(i)=f(i-1)+f(i-2);**

**依次类推，可以递归求出n级阶梯跳法之和。**

**\*/**

**class Solution {**

**public:**

**int jumpFloor(int number) {**

**int f[number];**

**f[0]=0;**

**f[1]=1;**

**f[2]=2;**

**int i=0;**

**for(i=3;i<=number;i++){**

**f[i] = f[i-1]+f[i-2];**

**}**

**return f[number];**

**}**

**};**

**9.** 一只青蛙一次可以跳上1级台阶，也可以跳上2级……它也可以跳上n级。求该青蛙跳上一个n级的台阶总共有多少种跳法。

**class Solution {**

**public:**

**int jumpFloorII(int number) {**

**if (number <= 0)**

**return -1;**

**if (number == 1)**

**return 1;**

**return 2 \* jumpFloorII(number - 1);**

**}**

**};**

**10.** 我们可以用2\*1的小矩形横着或者竖着去覆盖更大的矩形。请问用n个2\*1的小矩形无重叠地覆盖一个2\*n的大矩形，总共有多少种方法？

**class Solution {**

**public:**

**int rectCover(int number) {**

**int f[1000000];**

**f[0]=0;**

**f[1]=1;**

**f[2]=2;**

**if(number>=3)**

**for(int i=3;i<=number;i++){**

**f[i] = f[i-1]+f[i-2];**

**}**

**return f[number];**

**}**

**};**

**11、**输入一个整数，输出该数二进制表示中1的个数。其中负数用补码表示。

**public static int NumberOf1(int n) {**

**int count = 0;**

**while (n != 0) {**

**++count;**

**n = (n - 1) & n;//n&(n-1)表示将一个整数的二进制形式的最后一个1变为0.所以可以利用这个特性来计算1的数量。**

**}**

**return count;**

**}**

**12、**给定一个double类型的浮点数base和int类型的整数exponent。求base的exponent次方。

链接：<https://www.nowcoder.com/questionTerminal/1a834e5e3e1a4b7ba251417554e07c00>  
来源：牛客网

/\*剑指书中细节：

\*1.当底数为0且指数<0时

\*会出现对0求倒数的情况，需进行错误处理，设置一个全局变量；

\*2.判断底数是否等于0

\*由于base为double型，不能直接用==判断

\*3.优化求幂函数

\*当n为偶数，a^n =（a^n/2）\*（a^n/2）

\*当n为奇数，a^n = a^[(n-1)/2] \* a^[(n-1)/2] \* a

\*时间复杂度O(logn)

\*/

**13.** 输入一个整数数组，实现一个函数来调整该数组中数字的顺序，使得所有的奇数位于数组的前半部分，所有的偶数位于位于数组的后半部分，并保证奇数和奇数，偶数和偶数之间的相对位置不变。

**class Solution {**

**public:**

**void reOrderArray(vector<int> &array) {**

**for(int i=0;i<array.size();i++)**

**if(array[i]%2==0)**

**for(int j=i+1;j<array.size();j++)**

**if(array[j]%2!=0){//把j移动到i,i~j的往后面的顺移**

**int odd = array[j];**

**for(int k =j;k>=i+1;k--)**

**array[k]=array[k-1];**

**array[i]=odd;**

**break;**

**}**

**}**

**};**

**14.** 输入一个链表，输出该链表中倒数第k个结点。

**/\***

**struct ListNode {**

**int val;**

**struct ListNode \*next;**

**ListNode(int x) :**

**val(x), next(NULL) {**

**}**

**};\*/**

**class Solution {**

**public:**

**ListNode\* FindKthToTail(ListNode\* pListHead, unsigned int k) {**

**if(pListHead == NULL)**

**return NULL;**

**int a=0;**

**ListNode \*p = pListHead;**

**while(p!=NULL){**

**p = p->next;**

**a++;**

**}**

**if(a<k)**

**return NULL;**

**a=a-k;**

**p=pListHead;**

**while(a){**

**p=p->next;**

**a--;**

**}**

**return p;**

**}**

**};**

**15.** 输入一个链表，反转链表后，输出链表的所有元素。

**/\***

**struct ListNode {**

**int val;**

**struct ListNode \*next;**

**ListNode(int x) :**

**val(x), next(NULL) {**

**}**

**};\*/**

**class Solution {**

**public:**

**ListNode\* ReverseList(ListNode\* pHead) {**

**ListNode\* p,\*q;**

**vector<int>a;**

**p=pHead;**

**q=pHead;**

**while(p!=NULL){**

**a.push\_back(p->val);**

**p=p->next;**

**}**

**int i=a.size()-1;**

**while(i>=0){**

**q->val = a[i];**

**q=q->next;**

**i--;**

**if(i==0){**

**q->val = a[0];**

**q->next=NULL;**

**return pHead;**

**}**

**}**

**return pHead;**

**}**

**};**

**class Solution {**

**public:**

**ListNode\* ReverseList(ListNode\* pHead) {**

**if(pHead==NULL)**

**return NULL;**

**//head为当前节点，如果当前节点为空的话，那就什么也不做，直接返回null；**

**ListNode \*pre = NULL;**

**ListNode \*next = NULL;**

**//当前节点是head，pre为当前节点的前一节点，next为当前节点的下一节点**

**//需要pre和next的目的是让当前节点从pre->head->next1->next2变成pre<-head next1->next2**

**//即pre让节点可以反转所指方向，但反转之后如果不用next节点保存next1节点的话，此单链表就此断开了**

**//所以需要用到pre和next两个节点**

**//1->2->3->4->5**

**//1<-2<-3 4->5**

**while(pHead!=NULL){**

**//做循环，如果当前节点不为空的话，始终执行此循环，此循环的目的就是让当前节点从指向next到指向pre**

**//如此就可以做到反转链表的效果**

**//先用next保存head的下一个节点的信息，保证单链表不会因为失去head节点的原next节点而就此断裂**

**next = pHead->next;**

**//保存完next，就可以让head从指向next变成指向pre了，代码如下**

**pHead->next = pre;**

**//head指向pre后，就继续依次反转下一个节点**

**//让pre，head，next依次向后移动一个节点，继续下一次的指针反转**

**pre = pHead;**

**pHead = next;**

**}**

**//如果head为null的时候，pre就为最后一个节点了，但是链表已经反转完毕，pre就是反转后链表的第一个节点**

**//直接输出pre就是我们想要得到的反转后的链表**

**return pre;**

**}**

**};**

**16.** 输入两个单调递增的链表，输出两个链表合成后的链表，当然我们需要合成后的链表满足单调不减规则。

**/\***

**struct ListNode {**

**int val;**

**struct ListNode \*next;**

**ListNode(int x) :**

**val(x), next(NULL) {**

**}**

**};\*/**

**class Solution {**

**public:**

**ListNode\* Merge(ListNode\* pHead1, ListNode\* pHead2)**

**{**

**if(!pHead1)**

**return pHead2;**

**if(!pHead2)**

**return pHead1;**

**ListNode\* Head;**

**ListNode\* p;**

**//取较小值作头结点**

**if(pHead1->val<=pHead2->val){**

**Head=pHead1;**

**pHead1=pHead1->next;**

**}**

**else{**

**Head=pHead2;**

**pHead2=pHead2->next;**

**}**

**//开始遍历合并**

**p=Head;                                                   //p为合并后的链表的工作指针**

**while(pHead1&&pHead2){                       //当有一个链表到结尾时，循环结束**

**if(pHead1->val<=pHead2->val){          //如果链表1的结点小于链表2的结点**

**p->next=pHead1;                            //取这个结点加入合并链表**

**pHead1=pHead1->next;                 //链表1后移一位**

**p=p->next;                                      //工作指针后移一位**

**}**

**else{                                               //否则取链表2的结点**

**p->next=pHead2;**

**pHead2=pHead2->next;**

**p=p->next;**

**}**

**}**

**if(pHead1 == NULL)           //链表1遍历完了**

**p->next = pHead2;         //如果链表2也遍历完了，则pHead2=NULL**

**if(pHead2 == NULL)            //链表2遍历完了**

**p->next = pHead1;         ///如果链表1也遍历完了，则pHead1=NULL**

**return Head;**

**}**

**};**

**17.** 输入两棵二叉树A，B，判断B是不是A的子结构。（ps：我们约定空树不是任意一个树的子结构）

**/\***

**struct TreeNode {**

**int val;**

**struct TreeNode \*left;**

**struct TreeNode \*right;**

**TreeNode(int x) :**

**val(x), left(NULL), right(NULL) {**

**}**

**};\*/**

**class Solution {**

**public:**

**bool HasSubtree(TreeNode\* pRoot1, TreeNode\* pRoot2)**

**{**

**if(pRoot1==NULL || pRoot2==NULL)**

**return false;**

**bool result = false;**

**if(pRoot1->val == pRoot2->val)**

**result = isSubtree(pRoot1,pRoot2);**

**if (result == false)**

**result = HasSubtree(pRoot1->left,pRoot2);**

**if (result == false)**

**result = HasSubtree(pRoot1->right,pRoot2);**

**return result;**

**}**

**bool isSubtree(TreeNode\* tree1, TreeNode\* tree2){**

**if(tree1 == NULL &&tree2 == NULL) return true;**

**else if(tree1 != NULL &&tree2 == NULL) return true;**

**else if(tree1 == NULL &&tree2 != NULL) return false;**

**else{**

**if(tree1->val != tree2->val)**

**return false;**

**return isSubtree(tree1->left, tree2->left) && isSubtree(tree1->right, tree2->right);**

**}**

**}**

**};**

**18.** 操作给定的二叉树，将其变换为源二叉树的镜像。

**输入描述:**

二叉树的镜像定义：源二叉树

![](data:image/png;base64,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)

**/\***

**struct TreeNode {**

**int val;**

**struct TreeNode \*left;**

**struct TreeNode \*right;**

**TreeNode(int x) :**

**val(x), left(NULL), right(NULL) {**

**}**

**};\*/**

**//步骤：1.交换根结点的左右子结点；2.将左右子结点看作根结点进行1的操作**

**class Solution {**

**public:**

**void Mirror(TreeNode \*pRoot) {**

**//根节点为空或者没有左右子结点的情况，函数返回**

**if((pRoot==NULL)||(pRoot->left==NULL && pRoot->right==NULL))**

**return;**

**TreeNode \*p;**

**p=pRoot->left;**

**pRoot->left=pRoot->right;**

**pRoot->right = p;**

**if(pRoot->left)**

**Mirror(pRoot->left);**

**if(pRoot->right)**

**Mirror(pRoot->right);**

**}**

**};**

**19.** 输入一个矩阵，按照从外向里以顺时针的顺序依次打印出每一个数字，例如，如果输入如下矩阵： 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 则依次打印出数字1,2,3,4,8,12,16,15,14,13,9,5,6,7,11,10.

class Solution {

public:

vector<int> printMatrix(vector<vector<int> > matrix) {

int row1 = 0, row2 = matrix.size();//row2行数

int col1 = 0, col2 = matrix[0].size();//col2列数

vector<int> result;

while (true)

{

//从左到右打印

for (int i = col1; i < col2; i++)

result.push\_back(matrix[row1][i]);

row1++;

if (row1 >= row2)break; //循环终止条件

//从上往下打印

for (int i = row1; i < row2; i++)

result.push\_back(matrix[i][col2-1]);

col2--;

if (col1 >= col2)break;

//从右往左打印

for (int i = col2-1; i >= col1; i--)

result.push\_back(matrix[row2-1][i]);

row2--;

if (row1 >= row2)break;

//从下往上打印

for (int i = row2-1; i >= row1; i--)

result.push\_back(matrix[i][col1]);

col1++;

if (col1 >= col2)break;

}

return result;

}

};

**20.** 定义栈的数据结构，请在该类型中实现一个能够得到栈最小元素的min函数。

**class Solution {**

**public:**

**void push(int value) {**

**stack1.push(value);**

**}**

**void pop() {**

**stack1.pop();**

**}**

**int top() {**

**return stack1.top();**

**}**

**int min() {**

**int min = stack1.top();**

**while(!stack1.empty()){**

**if(min>stack1.top())**

**min=stack1.top();**

**stack2.push(stack1.top());**

**stack1.pop();**

**}**

**while(!stack2.empty()){**

**stack1.push(stack2.top());**

**stack2.pop();**

**}**

**return min;**

**}**

**private:**

**stack<int>stack1;**

**stack<int>stack2;**

**};**

**21.** 输入两个整数序列，第一个序列表示栈的压入顺序，请判断第二个序列是否为该栈的弹出顺序。假设压入栈的所有数字均不相等。例如序列1,2,3,4,5是某栈的压入顺序，序列4，5,3,2,1是该压栈序列对应的一个弹出序列，但4,3,5,1,2就不可能是该压栈序列的弹出序列。（注意：这两个序列的长度是相等的）

**class Solution {**

**public:**

**bool IsPopOrder(vector<int> pushV,vector<int> popV) {**

**if(pushV.size() == 0) return false;**

**vector<int> stack;**

**for(int i = 0,j = 0 ;i < pushV.size();){**

**stack.push\_back(pushV[i++]);**

**while(j < popV.size() && stack.back() == popV[j]){**

**stack.pop\_back();**

**j++;**

**}**

**}**

**return stack.empty();**

**}**

**};**

**22.** 从上往下打印出二叉树的每个节点，同层节点从左至右打印。

/\*

struct TreeNode {

int val;

struct TreeNode \*left;

struct TreeNode \*right;

TreeNode(int x) :

val(x), left(NULL), right(NULL) {

}

};\*/

class Solution {

public:

vector<int> PrintFromTopToBottom(TreeNode\* root) {

vector<int>result;

queue<TreeNode\*>Q;

if(root)

Q.push(root);

while(!Q.empty()){

TreeNode\* p =Q.front();

Q.pop();

result.push\_back(p->val);

if(p->left)

Q.push(p->left);

if(p->right)

Q.push(p->right);

}

return result;

}

};

23. 输入一个整数数组，判断该数组是不是某二叉搜索树的后序遍历的结果。如果是则输出Yes,否则输出No。假设输入的数组的任意两个数字都互不相同。

bool verifySquenceOfBST(int squence[], int length)  
{  
      if(squence == NULL || length <= 0)  
            return false;  
  
      // root of a BST is at the end of post order traversal squence  
      int root = squence[length - 1];  
  
      // the nodes in left sub-tree are less than the root  
      int i = 0;  
      for(; i < length - 1; ++ i)  
      {  
            if(squence[i] > root)  
                  break;  
      }  
  
      // the nodes in the right sub-tree are greater than the root  
      int j = i;  
      for(; j < length - 1; ++ j)  
      {  
            if(squence[j] < root)  
                  return false;  
      }  
  
      // verify whether the left sub-tree is a BST  
      bool left = true;  
      if(i > 0)  
            left = verifySquenceOfBST(squence, i);  
  
      // verify whether the right sub-tree is a BST  
      bool right = true;  
      if(i < length - 1)  
            right = verifySquenceOfBST(squence + i, length - i - 1);  
  
      return (left && right);  
}

24. 输入一颗二叉树和一个整数，打印出二叉树中结点值的和为输入整数的所有路径。路径定义为从树的根结点开始往下一直到叶结点所经过的结点形成一条路径。

* 递归先序遍历树， 把结点加入路径。
* 若该结点是叶子结点则比较当前路径和是否等于期待和。
* 弹出结点，每一轮递归返回到父结点时，当前路径也应该回退一个结点

**/\***

**struct TreeNode {**

**int val;**

**struct TreeNode \*left;**

**struct TreeNode \*right;**

**TreeNode(int x) :**

**val(x), left(NULL), right(NULL) {**

**}**

**};\*/**

**class Solution {**

**public:**

**int sum = 0;**

**vector<int> path;**

**vector <vector<int>> paths;**

**int flag = 0;**

**vector<vector<int> > FindPath(TreeNode\* root, int expectNumber) {**

**paths = {};**

**if (root != NULL)**

**FindOnePath(root, expectNumber);**

**return paths;**

**}**

**void FindOnePath(TreeNode\* &root, int expectNumber) {**

**if (root == NULL){**

**if(flag==0){**

**sum = 0;**

**for (auto it = path.begin(); it != path.end(); ++it)**

**sum += \*it;**

**if (sum == expectNumber)**

**paths.push\_back(path);**

**flag = 1;**

**}**

**else**

**flag = 0;**

**return;**

**}**

**else{**

**path.push\_back(root->val);**

**FindOnePath(root->left, expectNumber);**

**FindOnePath(root->right, expectNumber);**

**path.pop\_back();**

**}**

**}**

**};**

**class Solution {**

**public:**

**vector<vector<int>> result;**

**vector<int>temp;**

**vector<vector<int> > FindPath(TreeNode\* root,int expectNumber) {**

**if(root != NULL)**

**findOnePath(root,expectNumber);**

**return result;**

**}**

**void findOnePath(TreeNode\* root,int expectNumber){**

**temp.push\_back(root->val);**

**if(expectNumber - root->val==0 && root->right ==NULL && root->left == NULL)**

**result.push\_back(temp);**

**if(root->left != NULL)findOnePath(root->left,expectNumber-root->val);**

**if(root->right != NULL)findOnePath(root->right,expectNumber-root->val);**

**temp.pop\_back();//**深度遍历完一条路径后要回退

**}**

**};**

**25.** 输入一个复杂链表（每个节点中有节点值，以及两个指针，一个指向下一个节点，另一个特殊指针指向任意一个节点），返回结果为复制后复杂链表的head。（注意，输出结果中请不要返回参数中的节点引用，否则判题程序会直接返回空）

从头遍历链表，对每一个节点复制一个，插在它后边；接着遍历这个链表，那么原链表中节点的特殊指针若为空，则复制链表对应节点的特殊指针也为空，若源链表中结点的特殊指针不为空，那复制链表中对应节点的特殊指针为原链表中结点特殊指针的->next。

**/\***

**struct RandomListNode {**

**int label;**

**struct RandomListNode \*next, \*random;**

**RandomListNode(int x) :**

**label(x), next(NULL), random(NULL) {**

**}**

**};**

**\*/**

**class Solution {**

**public:**

**RandomListNode\* Clone(RandomListNode\* pHead)**

**{**

**//第一步：复制next单链表，第二步：复制random单链表，第三步：拆分**

**if(pHead == NULL)**

**return NULL;**

**RandomListNode \*pNode;**

**pNode = pHead;**

**RandomListNode \*nextNode = pNode->next;**

**//复制next单链表**

**while(pNode){**

**RandomListNode \*temp = new RandomListNode(pNode->label);**

**pNode->next = temp;**

**temp->next = nextNode;**

**pNode = temp->next;**

**if (pNode){**

**nextNode = pNode->next;//这里是判断链表本身只有一个结点时和遍历到最后时两种情况**

**}**

**}**

**//复制random单链表**

**pNode = pHead;**

**while(pNode){**

**if(pNode->random != NULL)**

**pNode->next->random = pNode->random->next;**

**else**

**pNode->next->random = NULL;**

**pNode = pNode->next->next;**

**}**

**//拆分**

**pNode = pHead;**

**RandomListNode \*clonepHead = pNode->next;**

**RandomListNode \*clonepNode = clonepHead;**

**while(pNode){**

**pNode->next = clonepNode->next;**

**pNode = pNode->next;**

**if(pNode){**

**clonepNode->next = pNode->next;**

**clonepNode = clonepNode->next;**

**}**

**}**

**return clonepHead;**

**}**

**};**

**也可以先复制单链表，再考虑特殊指针：每找一次特殊指针，从头遍历原链表一次（因为特殊指针有可能指向当前节点的前面节点），通过比较顺序指针和特殊指针是否相等（为什么不比较值呢？因为链表中没说值不可以重复），记录顺序指针走的步数，同理在赋值链表中，走这么多步，找到谁，就把谁赋值给当前节点的特殊指针。时间复杂度为O（n2）。**

**26.** 输入一棵二叉搜索树，将该二叉搜索树转换成一个排序的双向链表。要求不能创建任何新的结点，只能调整树中结点指针的指向。

链接：<https://www.nowcoder.com/questionTerminal/947f6eb80d944a84850b0538bf0ec3a5>  
来源：牛客网

方法一：非递归版

解题思路：

1.核心是中序遍历的非递归算法。

2.修改当前遍历节点与前一遍历节点的指针指向。

    import java.util.Stack;

    public TreeNode ConvertBSTToBiList(TreeNode root) {

        if(root==null)

            return null;

        Stack<TreeNode> stack = new Stack<TreeNode>();

        TreeNode p = root;

        TreeNode pre = null;// 用于保存中序遍历序列的上一节点

        boolean isFirst = true;

        while(p!=null||!stack.isEmpty()){

            while(p!=null){

                stack.push(p);

                p = p.left;

            }

            p = stack.pop();

            if(isFirst){

                root = p;// 将中序遍历序列中的第一个节点记为root

                pre = root;

                isFirst = false;

            }else{

                pre.right = p;

                p.left = pre;

                pre = p;

            }

            p = p.right;

        }

        return root;

    }

方法二：递归版

解题思路：

1.将左子树构造成双链表，并返回链表头节点。

2.定位至左子树双链表最后一个节点。

3.如果左子树链表不为空的话，将当前root追加到左子树链表。

4.将右子树构造成双链表，并返回链表头节点。

5.如果右子树链表不为空的话，将该链表追加到root节点之后。

6.根据左子树链表是否为空确定返回的节点。

    public TreeNode Convert(TreeNode root) {

        if(root==null)

            return null;

        if(root.left==null&&root.right==null)

            return root;

        // 1.将左子树构造成双链表，并返回链表头节点

        TreeNode left = Convert(root.left);

        TreeNode p = left;

        // 2.定位至左子树双链表最后一个节点

        while(p!=null&&p.right!=null){

            p = p.right;

        }

        // 3.如果左子树链表不为空的话，将当前root追加到左子树链表

        if(left!=null){

            p.right = root;

            root.left = p;

        }

        // 4.将右子树构造成双链表，并返回链表头节点

        TreeNode right = Convert(root.right);

        // 5.如果右子树链表不为空的话，将该链表追加到root节点之后

        if(right!=null){

            right.left = root;

            root.right = right;

        }

        return left!=null?left:root;

    }

方法三：改进递归版

解题思路：

思路与方法二中的递归版一致，仅对第2点中的定位作了修改，新增一个全局变量记录左子树的最后一个节点。

    // 记录子树链表的最后一个节点，终结点只可能为只含左子树的非叶节点与叶节点

    protected TreeNode leftLast = null;

    public TreeNode Convert(TreeNode root) {

        if(root==null)

            return null;

        if(root.left==null&&root.right==null){

            leftLast = root;// 最后的一个节点可能为最右侧的叶节点

            return root;

        }

        // 1.将左子树构造成双链表，并返回链表头节点

        TreeNode left = Convert(root.left);

        // 3.如果左子树链表不为空的话，将当前root追加到左子树链表

        if(left!=null){

            leftLast.right = root;

            root.left = leftLast;

        }

        leftLast = root;// 当根节点只含左子树时，则该根节点为最后一个节点

        // 4.将右子树构造成双链表，并返回链表头节点

        TreeNode right = Convert(root.right);

        // 5.如果右子树链表不为空的话，将该链表追加到root节点之后

        if(right!=null){

            right.left = root;

            root.right = right;

        }

        return left!=null?left:root;

    }

## End