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**Цель:** изучить и реализовать унарные и бинарные операции над графами.

**Общие сведения.**

Все унарные операции над графами можно объединить в две группы. Первую группу составляют операции, с помощью которых из исходного графа *G*1*,* можно построить граф *G*2 с меньшим числом элементов. В группу входят операции удаления ребра или вершины, отождествления вершин, стягивание ребра. Вторую группу составляют операции, позволяющие строить графы с большим числом элементов. В группу входят операции расщепления вершин, добавления ребра.

*Отождествление вершин.* В графе *G*1 выделяются вершины *и,v.* Определяют окружение *Q*1 вершины *u*,и окружение *Q*2 вершины *v,* вычисляют их объединение *Q* = *Q1* *![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAd0AAAAByDArRt8XHd8DFx3cgwMp3AAAwAAQAAAAtAQAACAAAADIKAAE0AAEAAADIeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAAAAAAoAIQCKAQAAAAD/////+PMSALnBx3cEAAAALQEBAAQAAADwAQAAAwAAAAAA) Q2.* Затем над графом *G*1 выполняются следующие преобразования:

* из графа *G*1 удаляют вершины *u,* *v (H*1 *= G*1 *- u - v);*
* к графу *Н*1присоединяют новую вершину *z (H*1 *= H*1 *+z);*
* вершину *z* соединяют ребром с каждой из вершин *w*1*![](data:image/x-wmf;base64,183GmgAAAAAAAEABQAEFCQAAAAAUXgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAFAARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAAAAAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAEQAAEAAADOAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)Q*

*(G*2 *= H*1 *+ zwi*, *i =* 1,2,3*,…).*

*Стягивание ребра.* Данная операция является операцией отождествления смежных вершин *и, v* в графе *G*1.

Наиболее важными бинарными операциями являются: объединение, пересечение, декартово произведение и кольцевая сумма.

*Объединение.* Граф *G* называется объединением или наложением графов *G*1 и *G*2, если *VG = V*1*![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAE0AAEAAADIAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)V*2*; UG = U*1*![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAE0AAEAAADIAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA) U*2 (рис. 1).
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Рис. 1. Объединение графов *G*1, *G*2

Объединение графов *G*1 и *G*2 называется дизъюнктным, если *V*1*![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAE0AAEAAADHAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)V*2 *= ![](data:image/x-wmf;base64,183GmgAAAAAAAKABwAEECQAAAAB1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9gAQAAhgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKYAEuAAEAAADGAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)*. При дизъюнктном объединении никакие два из объединяемых графов не должны иметь общих вершин.

*Пересечение.* Граф *G* называется пересечением графов *G*1, *G*2,если *VG = V*1*![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAE0AAEAAADHAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)V*2и *UG = U*1*![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAE0AAEAAADIAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)U*2 (риc.2). Операция "пересечения" записывается следующим образом: *G = G*1*![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAE0AAEAAADHAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)G*2*.*
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Рис.2. Пересечение графов *G*1, *G*2*.*

*Декартово произведение.* Граф *G* называется декартовым произведением графов *G*1 и *G*2 если *VG* = *V*1![](data:image/x-wmf;base64,183GmgAAAAAAACABQAEECQAAAAB1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAEgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAADgAAAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAEiAAEAAAC0AAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)*V*2 —декартово произведение множеств вершин графов *G*1, *G*2, а множество ребер *U*c задается следующим образом: вершины (*zi*, *vk*) и (*zj*, *vl*) смежны в графе *G* тогда и только тогда, когда *zi* = *zj*(*i* = *j*), a *v*k и *vl* смежны в *G*2 или *vk* = *vl*(*k* = *l*), смежны в графе *G*1 (см. рис.3).
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Рис. 3. Декартово произведение графов *G*1, *G*2

*Кольцевая сумма* графов представляет граф, который не имеет изолированных вершин и состоит из ребер, присутствующих либо в первом исходном графе, либо во втором. Кольцевая сумма определяется следующим соотношением: *G* = *G*1 ![](data:image/x-wmf;base64,183GmgAAAAAAAKABwAEECQAAAAB1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9gAQAAhgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKYAE0AAEAAADFAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA) *G*2 (рис.4).
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Рис.4. Кольцевая сумма графов *G1, G2*

**Ход работы:**

**Задание 1.**

1. Сгенерируйте (используя генератор случайных чисел) две матрицы *M*1*, М*2 смежности неориентированных помеченных графов *G*1, *G*2. Выведите сгенерированные матрицы на экран.
2. \* Для указанных графов преобразуйте представление матриц смежности в списки смежности. Выведите полученные списки на экран.

![](data:image/png;base64,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)

int\*\* matrix\_malloc(int MatrixOrder) {

int\*\* Matrix = (int\*\*)malloc(sizeof(int) \* MatrixOrder);

for (int i = 0; i < MatrixOrder; i++) {

Matrix[i] = (int\*)malloc(sizeof(int) \* MatrixOrder);

}

return Matrix;

}

int\* vertexes\_malloc(int MatrixOrder) {

int\* Vertexes = (int\*)malloc(sizeof(int) \* MatrixOrder);

for (int i = 0; i < MatrixOrder; i++) {

Vertexes[i] = i + 1;

}

return Vertexes;

}

Graph\* graph\_create(int MatrixOrder) {

Graph\* pGraph = (Graph\*)malloc(sizeof(Graph));

pGraph->Matrix = matrix\_malloc(MatrixOrder);

pGraph->Vertexes = vertexes\_malloc(MatrixOrder);

pGraph->MatrixOrder = MatrixOrder;

return pGraph;

}

void graph\_free(Graph\* GraphG) {

int MatrixOrder = GraphG->MatrixOrder;

for (int i = 0; i < MatrixOrder; i++) {

free(GraphG->Matrix[i]);

}

free(GraphG->Matrix);

free(GraphG->Vertexes);

free(GraphG);

}

int randFunc() {

if (rand() % 101 <= 50) {

return 1;

}

else {

return 0;

}

}

void graph\_random(Graph\* GraphG) {

int MatrixOrder = GraphG->MatrixOrder;

for (int i = 0; i < MatrixOrder; i++) {

for (int j = i; j < MatrixOrder; j++) {

if (i == j) {

GraphG->Matrix[i][j] = 0;

}

else {

GraphG->Matrix[i][j] = GraphG->Matrix[j][i] = randFunc();

}

}

}

}

void matrix\_print(Graph\* GraphG) {

printf("\n");

int MatrixOrder = GraphG->MatrixOrder;

printf("\t");

for (int i = 0; i < MatrixOrder; i++) {

printf(" %d\t", GraphG->Vertexes[i]);

}

printf("\n");

for (int i = 0; i < MatrixOrder; i++) {

printf("%d --->\t", GraphG->Vertexes[i]);

for (int j = 0; j < MatrixOrder; j++) {

printf("|%d|\t", GraphG->Matrix[i][j]);

}

printf("\n");

}

printf("\n");

}

|  |
| --- |
|  |
| GraphList\* create\_graph(int vertexes) { |
|  | GraphList\* graph = (GraphList\*)malloc(sizeof(GraphList)); |
|  | graph->numVertex = vertexes; |
|  | graph->heads = (Node\*\*)malloc(sizeof(Node\*\*) \* vertexes); |
|  | graph->tails = (Node\*\*)malloc(sizeof(Node\*\*) \* vertexes); |
|  | graph->sequence\_vertexes = (int\*)malloc(sizeof(int) \* vertexes); |
|  | for (int i = 0; i < vertexes; i++) { |
|  | graph->heads[i] = NULL; |
|  | graph->tails[i] = NULL; |
|  | graph->sequence\_vertexes[i] = i; |
|  | } |
|  | return graph; |
|  | } |
|  |  |
|  | Node\* create\_node(int vertex) { |
|  | Node\* node = (Node\*)malloc(sizeof(Node)); |
|  | node->vertex = vertex; |
|  | node->next = NULL; |
|  | return node; |
|  | } |
|  |  |

**Задание 2.**

1. Для матричной формы представления графов выполните операцию:

а) отождествления вершин

б) стягивания ребра

в) расщепления вершины

Номера выбираемых для выполнения операции вершин ввести с клавиатуры.

Результат выполнения операции выведите на экран.

А)
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void VertexIndentification(Graph\* GraphG) {

int u, v;

int MatrixOrder = GraphG->MatrixOrder;

printf("\nОтождествление вершины\n");

printf("Введите вершину 1: ");

scanf("%d", &u);

printf("Введите вершину 2: ");

scanf("%d", &v);

u--;

v--;

if (u > v) {

int temp = v;

v = u;

u = temp;

}

for (int i = 0; i < MatrixOrder; i++) {

GraphG->Matrix[u][i] = GraphG->Matrix[v][i] || GraphG->Matrix[u][i]; // Само отождествление.

GraphG->Matrix[i][u] = GraphG->Matrix[i][v] || GraphG->Matrix[i][u];

}

Graph\* IndentGraph = graph\_create(MatrixOrder - 1); // Создаём temp матрицу с меньшим на 1 порядком.

matrix\_copydec(GraphG, IndentGraph, v); // переносим туда значения, пропуская вершину одну из отождествленных вершин.

matrix\_print(IndentGraph);

free(IndentGraph);

}
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void EdgeContract(Graph\* GraphG) {

int MatrixOrder = GraphG->MatrixOrder;

Graph\* NumEdgeGraph = graph\_create(MatrixOrder); // Создаём матрицу с номерами рёбер

int u, v;

int NumberEdge;

bool is\_found = false;

printf("\nСтягивание ребра\n");

printf("Матрица с номерами рёбер:\n ");

matrix\_edgeName(GraphG, NumEdgeGraph);

matrix\_print(NumEdgeGraph);

printf("Введите номер ребра: ");

scanf("%d", &NumberEdge);

for (int i = 0; i < MatrixOrder && is\_found == false; i++) {

for (int j = 0; j < MatrixOrder; j++) {

if (NumEdgeGraph->Matrix[i][j] == NumberEdge) {

u = i;

v = j;

GraphG->Matrix[i][j] = GraphG->Matrix[j][i] = 0; // удаляем петлю.

is\_found = true;

break;

}

}

}

graph\_free(NumEdgeGraph);

for (int i = 0; i < MatrixOrder; i++) {

GraphG->Matrix[u][i] = GraphG->Matrix[v][i] || GraphG->Matrix[u][i]; // Этап отождествления, т.к стягивание ребра – это отождествление с удалением петли.

GraphG->Matrix[i][u] = GraphG->Matrix[i][v] || GraphG->Matrix[i][u];

}

Graph\* IndentGraph = graph\_create(MatrixOrder - 1);

matrix\_copydec(GraphG, IndentGraph, v);

matrix\_print(IndentGraph);

free(IndentGraph);

}

В)
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void VertexSplit(Graph\* GraphG) {

int MatrixOrder = GraphG->MatrixOrder;

int u;

printf("\nРасщепление вершины\n");

printf("Введите вершину для расщепления: ");

scanf("%d", &u);

u--;

Graph\* IndentGraph = graph\_create(MatrixOrder + 1); // создаём temp матрицу с порядком на 1 больше, т.к в результате расщепления появится новая вершина.

for (int i = 0; i < MatrixOrder; i++) {

for (int j = 0; j < MatrixOrder; j++) {

IndentGraph->Matrix[i][j] = GraphG->Matrix[i][j];

}

}

for (int i = 0; i < MatrixOrder; i++) {

if (GraphG->Matrix[u][i] == 1) {

if (rand() % 101 <= 40) { // функция переноса смежностей в новую вершину

IndentGraph->Matrix[MatrixOrder][i] = 1;

IndentGraph->Matrix[i][MatrixOrder] = 1;

IndentGraph->Matrix[u][i] = 0;

IndentGraph->Matrix[i][u] = 0;

}

else {

IndentGraph->Matrix[MatrixOrder][i] = 0;

IndentGraph->Matrix[i][MatrixOrder] = 0;

}

}

else {

IndentGraph->Matrix[MatrixOrder][i] = 0;

IndentGraph->Matrix[i][MatrixOrder] = 0;

}

}

IndentGraph->Matrix[MatrixOrder][MatrixOrder] = 0;

matrix\_print(IndentGraph);

free(IndentGraph);

}

1. \* Для представления графов в виде списков смежности выполните операцию:

а) отождествления вершин

б) стягивания ребра

в) расщепления вершины

Номера выбираемых для выполнения операции вершин ввести с клавиатуры.

Результат выполнения операции выведите на экран.

Из-за ошибок с памятью, пришлось сделать операции на списках смежности в отдельной ветке и программе.

А)
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void vertex\_identification(GraphList\* graph) {

printf("\n Vertex Identification: \n");

printf("Enter v and u vertexes for identification: \n");

printf("v = ");

int v, u;

scanf("%d", &v);

printf("u = ");

scanf("%d", &u);

if (v > u) {

int tmp = v;

v = u;

u = tmp;

}

v--;

u--;

GraphList\* newGraph = create\_graph(graph->numVertex - 1);

for (int i = 0; i < u; i++) {

Node\* copyCurrent = graph->heads[i];

while (copyCurrent) {

AddLast(newGraph, copyCurrent->vertex, i);

copyCurrent = copyCurrent->next;

}

}

for (int i = u; i < newGraph->numVertex; i++) {

Node\* copyCurrent = graph->heads[i + 1];

while (copyCurrent) {

AddLast(newGraph, copyCurrent->vertex, i);

copyCurrent = copyCurrent->next;

}

}

for (int i = u; i < newGraph->numVertex; i++) {

newGraph->sequence\_vertexes[i] = i + 1;

}

Node\* currentU = graph->heads[u]; // Бежим по вершине с большим номером.

while (currentU) {

if (find\_node(graph, currentU->vertex, v) != NULL) {

currentU = currentU->next;

}

else { // если не нашли в вершине с меньшим номером связи, добавляем

AddLast(newGraph, currentU->vertex, v);

currentU = currentU->next;

}

}

printf("\n Result: \n");

print\_graph(newGraph);

graph\_delete(newGraph);

}
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void edge\_contract(GraphList\* graph) {

printf("\n Edge Contract: \n");

printf("Enter v and u vertexes with connect: \n");

printf("v = ");

int v, u;

scanf("%d", &v);

printf("u = ");

scanf("%d", &u);

if (v > u) {

int tmp = v;

v = u;

u = tmp;

}

v--;

u--;

if (find\_node(graph, u, v) == NULL) {

printf("Connect does not exist!");

return;

}

GraphList\* newGraph = create\_graph(graph->numVertex - 1);

for (int i = 0; i < u; i++) {

Node\* copyCurrent = graph->heads[i];

while (copyCurrent) {

AddLast(newGraph, copyCurrent->vertex, i);

copyCurrent = copyCurrent->next;

}

}

for (int i = u; i < newGraph->numVertex; i++) {

Node\* copyCurrent = graph->heads[i + 1];

while (copyCurrent) {

AddLast(newGraph, copyCurrent->vertex, i);

copyCurrent = copyCurrent->next;

}

}

for (int i = u; i < newGraph->numVertex; i++) {

newGraph->sequence\_vertexes[i] = i + 1;

}

Node\* currentU = graph->heads[u]; // Бежим по вершине с большим номером.

while (currentU) {

if (find\_node(graph, currentU->vertex, v) != NULL) {

currentU = currentU->next;

}

else { если не нашли в вершине с меньшим номером связи, добавляем

AddLast(newGraph, currentU->vertex, v);

currentU = currentU->next;

}

}

Node\* DeleteNode = find\_node(newGraph, v, v);

node\_delete(newGraph, v, DeleteNode);

printf("\n Result: \n");

print\_graph(newGraph);

graph\_delete(newGraph);

}

В)
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void split\_vertex(GraphList\* graph) {

printf("\n Vertex Split \n");

printf("Enter vertex for split: \nv = ");

int v;

scanf("%d", &v);

v--;

GraphList\* newGraph = create\_graph(graph->numVertex + 1);

for (int i = 0; i < graph->numVertex; i++) {

Node\* copyCurrent = graph->heads[i];

while (copyCurrent) {

AddLast(newGraph, copyCurrent->vertex, i);

copyCurrent = copyCurrent->next;

}

}

int newVertex = graph->numVertex;

Node\* currentV = newGraph->heads[v];

while (currentV) {

if (rand() % 2 == 1) { // Функция случайного переноса.

AddLast(newGraph, currentV->vertex, newVertex);

Node\* OldNode = currentV;

currentV = currentV->next;

node\_delete(newGraph, v, OldNode);

}

else {

currentV = currentV->next;

}

}

printf("\n Result: \n");

print\_graph(newGraph);

graph\_delete(newGraph);

}

**Задание 3.**

1. Для матричной формы представления графов выполните операцию:
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б) пересечения *G* = *G*1 ![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAACAnClGg8RIAiKnzd5Gp83cgMPV3wSZmaAQAAAAtAQAACAAAADIKAAE0AAEAAADHeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAADBJmZoAAAKACEAigEAAAAA/////7zzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) *G*2

в) кольцевой суммы *G* = *G*1 ![](data:image/x-wmf;base64,183GmgAAAAAAAKABwAEECQAAAAB1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9gAQAAhgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKYAE0AAEAAADFAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA) *G*2

Результат выполнения операции выведите на экран.
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void GraphUnion(Graph\* GraphG1, Graph\* GraphG2) {

printf("Объединение графов");

int MatrixOrderMin = GraphG1->MatrixOrder;

int MatrixOrderMax = GraphG2->MatrixOrder;

bool is\_equal = false; // Флаг равенства двух графов

bool is\_moreG1 = false; // Флаг того, что G1 граф больше чем G2

if (MatrixOrderMin == MatrixOrderMax) {

is\_equal = true;

}

else if (GraphG1->MatrixOrder > GraphG2->MatrixOrder) {

MatrixOrderMin = GraphG2->MatrixOrder;

MatrixOrderMax = GraphG1->MatrixOrder;

is\_moreG1 = true;

}

Graph\* GraphG3Union = graph\_create(MatrixOrderMax);

if (is\_equal) {

for (int i = 0; i < GraphG1->MatrixOrder; i++) {

for (int j = 0; j < GraphG1->MatrixOrder; j++) {

GraphG3Union->Matrix[i][j] = GraphG1->Matrix[i][j] || GraphG2->Matrix[i][j];

}

}

}

else {

for (int i = 0; i < MatrixOrderMin; i++) {

for (int j = 0; j < MatrixOrderMin; j++) {

GraphG3Union->Matrix[i][j] = GraphG1->Matrix[i][j] || GraphG2->Matrix[i][j]; // Объединяем значения меньшей матрицы

}

}

if (is\_moreG1) { // Перенос значений

for (int i = 0; i < MatrixOrderMax; i++) {

for (int j = MatrixOrderMin; j < MatrixOrderMax; j++) {

GraphG3Union->Matrix[i][j] = GraphG1->Matrix[i][j];

}

}

for (int i = MatrixOrderMin; i < MatrixOrderMax; i++) {

for (int j = 0; j < MatrixOrderMax; j++) {

GraphG3Union->Matrix[i][j] = GraphG1->Matrix[i][j];

}

}

}

else {

for (int i = 0; i < MatrixOrderMax; i++) {

for (int j = MatrixOrderMin; j < MatrixOrderMax; j++) {

GraphG3Union->Matrix[i][j] = GraphG2->Matrix[i][j];

}

}

for (int i = MatrixOrderMin; i < MatrixOrderMax; i++) {

for (int j = 0; j < MatrixOrderMax; j++) {

GraphG3Union->Matrix[i][j] = GraphG2->Matrix[i][j];

}

}

}

}

matrix\_print(GraphG3Union);

graph\_free(GraphG3Union);

}
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void GraphCross(Graph\* GraphG1, Graph\* GraphG2) {

printf("Пересечение графов");

int MatrixOrderMin = GraphG1->MatrixOrder;

int MatrixOrderMax = GraphG2->MatrixOrder;

if (GraphG1->MatrixOrder > GraphG2->MatrixOrder) {

MatrixOrderMin = GraphG2->MatrixOrder;

MatrixOrderMax = GraphG1->MatrixOrder;

}

Graph\* GraphG3Cross = graph\_create(MatrixOrderMin);

{

for (int i = 0; i < MatrixOrderMin; i++) {

for (int j = 0; j < MatrixOrderMin; j++) {

GraphG3Cross->Matrix[i][j] = GraphG1->Matrix[i][j] && GraphG2->Matrix[i][j]; // Логическое И с наименьшей матрицей.

}

}

}

matrix\_print(GraphG3Cross);

graph\_free(GraphG3Cross);

}
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void GraphSum(Graph\* GraphG1, Graph\* GraphG2) {

printf("Кольцевая сумма");

int MatrixOrderMin = GraphG1->MatrixOrder;

int MatrixOrderMax = GraphG2->MatrixOrder;

bool is\_equal = false;

bool is\_moreG1 = false;

if (MatrixOrderMin == MatrixOrderMax) {

is\_equal = true;

}

else if (GraphG1->MatrixOrder > GraphG2->MatrixOrder) {

MatrixOrderMin = GraphG2->MatrixOrder;

MatrixOrderMax = GraphG1->MatrixOrder;

is\_moreG1 = true;

}

Graph\* GraphG3Sum = graph\_create(MatrixOrderMax);

if (is\_equal) {

for (int i = 0; i < GraphG1->MatrixOrder; i++) {

for (int j = 0; j < GraphG1->MatrixOrder; j++) {

if (GraphG1->Matrix[i][j] == 1 && GraphG2->Matrix[i][j] == 0 || GraphG1->Matrix[i][j] == 0 && GraphG2->Matrix[i][j] == 1) // проверка на присутствие в одном из графов связи между двуми вершинами.

GraphG3Sum->Matrix[i][j] = 1;

else

GraphG3Sum->Matrix[i][j] = 0;

}

}

}

else {

for (int i = 0; i < MatrixOrderMin; i++) {

for (int j = 0; j < MatrixOrderMin; j++) {

if (GraphG1->Matrix[i][j] == 1 && GraphG2->Matrix[i][j] == 0 || GraphG1->Matrix[i][j] == 0 && GraphG2->Matrix[i][j] == 1)

GraphG3Sum->Matrix[i][j] = 1;

else

GraphG3Sum->Matrix[i][j] = 0;

}

}

if (is\_moreG1) { // Перенос значений

for (int i = 0; i < MatrixOrderMax; i++) {

for (int j = MatrixOrderMin; j < MatrixOrderMax; j++) {

GraphG3Sum->Matrix[i][j] = GraphG1->Matrix[i][j];

}

}

for (int i = MatrixOrderMin; i < MatrixOrderMax; i++) {

for (int j = 0; j < MatrixOrderMax; j++) {

GraphG3Sum->Matrix[i][j] = GraphG1->Matrix[i][j];

}

}

}

else {

for (int i = 0; i < MatrixOrderMax; i++) {

for (int j = MatrixOrderMin; j < MatrixOrderMax; j++) {

GraphG3Sum->Matrix[i][j] = GraphG2->Matrix[i][j];

}

}

for (int i = MatrixOrderMin; i < MatrixOrderMax; i++) {

for (int j = 0; j < MatrixOrderMax; j++) {

GraphG3Sum->Matrix[i][j] = GraphG2->Matrix[i][j];

}

}

}

}

matrix\_print(GraphG3Sum);

graph\_free(GraphG3Sum);

}

**Операции на списках смежности.**
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oid GraphUnion(GraphList\* G1, GraphList\* G2) {

print\_graph(G1);

printf("\n");

print\_graph(G2);

printf("\nGraphUnion\n");

int num\_vertexesG1 = G1->numVertex;

int num\_vertexesG2 = G2->numVertex;

GraphList\* G3\_union;

if (num\_vertexesG1 < num\_vertexesG2) { // Проверка на разность порядков графов.

G3\_union = create\_graph(num\_vertexesG2);

for (int i = 0; i < num\_vertexesG2; i++) {

Node\* current = G2->heads[i];

while (current) {

AddLast(G3\_union, current->vertex, i);

current = current->next;

}

}

for (int i = 0; i < num\_vertexesG1; i++) {

Node\* current = G1->heads[i];

while (current) {

if (find\_node(G3\_union, current->vertex, i)) { // Находим связь, пропускаем.

current = current->next;

}

else { // Иначе, добавляем в новый temp список узел с номером вершины.

AddLast(G3\_union, current->vertex, i);

current = current->next;

}

}

}

}

else {

G3\_union = create\_graph(num\_vertexesG1);

for (int i = 0; i < num\_vertexesG1; i++) {

Node\* current = G1->heads[i];

while (current) {

AddLast(G3\_union, current->vertex, i);

current = current->next;

}

}

for (int i = 0; i < num\_vertexesG2; i++) {

Node\* current = G2->heads[i];

while (current) {

if (find\_node(G3\_union, current->vertex, i)) {

current = current->next;

}

else {

AddLast(G3\_union, current->vertex, i);

current = current->next;

}

}

}

}

printf("Result union\n");

print\_graph(G3\_union);

graph\_delete(G3\_union);

}

Б)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAABxCAIAAACxyW31AAAAAXNSR0IArs4c6QAABvtJREFUeF7tXb1u6zYY1S36EAVsA/fOfgAjQ4DcuR491LhAXsAeOhgN4AcIEMBDh/gFLhBk8dDBRYcO10AGw0OGDJ4TIDHQF+iQoEP5K1I2Kcm+FE0qx1MiUd93eI4+kuJHUR/W6/V/7Pf29vb6+vrLH//+8/vPCX5hM/BD2PCAzswAZIvyzoBskC1KBqIEjWiDbFEyECVoRBtki5KBKEEj2iBblAxECRrRBtmiZCBK0Ig2yBYlA1GCPkq0tYc3i6tulHwFAtouW/dqIX83w7Y/uMfy66+GDjyZZaPhMGrOBmf8d9s69xMbW34vk3OfN4wDOn2Z+GDIbv/91830ZDn4cr3eRkFoHSeXl8l42muQc5uZKkSCZNTh5VeTs4s5/YMUn7ZuJ8mIn0mL8+OD5/6WGWojkRfrvu1+qSmGRfcrXMvjChCHZDrui29XfohsDw8P9/f3y+WSNIo//fonveUtzSI9RX78rFaO/Jn2VbSRE5eL4vxUtjg1o45v/2W4XUx+M0j1f2ydZ2061fwhSdrPaDKmMbN+epH0rq+/8Pgiv/ndSmc9Db319e2qcfJZ9pLqODHT/EgPf2qJsDHekrt+259PGqtb2SZs2U86p+aG3XbcVRx4sZMv2/yCdm2TjA4vT7LtJGdlQyriio1hZFvpGP+uXyLz5vlRuXl83jRan+j/5DYazJojPqTSxqy2446hVm/OINv623KjhUUJDO3huJekA5isyury9sdmorg3mKVxuk8sKJm4sYyMRCE2nGLyZZUzHi9RzYCKmKKNNTe9afknK9q6SUG6V5Zo6573Gqs72ZQaKWC6jVSD3B5e5Y0k6f3V6csS1PFm+W17GEULmZzZjgekTQ6UH838XZwlZFRHGjxxenW3M6rULpxfTE5l6c1sMmv21clOaiXtzexwSLP7SIZ600WPlaHdWZ5fElGT1kIvzTu6zHCRWeF3i+14HFLpKE0PAM6Wt/KBvngaiI+bgBEfZXIrYD4igQbZIhEqC7NS2ehoLn2ei5KeUEFXKluolY4fF2SLUsPjyKYmVco/HEZJb1WgjbLpU1XpvLBLBHwKYzAzPAiTaVCv6T2X1fJnyxpt5CFVTAIl+0yY+EP+rj0VNpJsEojP0LOfSj5ngiIToLLly+ZJiuKImyBTY2RiTeTVyzShpmw4MUXQpZg0pDpO3boRP59YSZP8IS2k2M23ZVJjTKa02vQfWVn9b0seq0A241VF4maDLINOnbLkBeuTn7NGm7zlabpZpme6p53N7KuYDZ5/nW30+fp95u5dNXAM0OVuFp7ar3V+rqBvI0kYJQfNvKgGbEGT+6L1PFIeKzcVVOv8XEHfxkJqJNpFms6WIxWxOEitN7Hlt1wFls2O1u0WuapRfq5oSEJzb4lMapF8WKNXsIhLz2NRnUWwkm6lXNabcquWLuQrwRK6RYCUiRrl54yJm99IwkUt3WJZqhexoCqbshIptN08luxu1JnVhKzUIsu+aHxmyxNeM6k47WyJFJ1ua2tpmGk+VFtgptad2fDb61UU2FWfrzTfVjX492u/qJF8v8wEXXPIFrQ8NnCQDbJFyUCUoBFtkC1KBqIEnRNtfD62zCR8lDWPGrRFNjqzPk6WmcX/UdezZuAt2e0+m/d/qlll61Mdo2z6e0/1qWqdaoKRZJRqQjbIFiUDUYJGtNVINrEaiiY26ftpeHoLTVvk20JTpBQeNJKlaAqtEGQLTZFSeCBbKZpCKwTZQlOkFB7IVoqm0ApBttAUKYXHJpvlxZpSNlGocgbMspEddUjmhu99lPTG2NSxch32dGCWjezGI3Y42H8Drj0BoPghDBT2bfp+Woc4wDVVMFAgG9t/LH2lrQoAsHkIA3mysbdkrK/9HeIN1zhiwCobe9uEbBJp2DHZkWuYOZwB68otaHY4qdVfaZSNb+Wpve+L1ZLVK7GXB+Tb9qIrlMKFDwChAAUOnQHIFuX9ANkgW5QMRAka0QbZomQgStC2xI3a1g27OwYorDVxI3ZnOpu8YDvJ8HQr7NvoB0z22NcqvBrWElGRbO1hv6M+tlVLCmKslFU2sZiEzijLHSRjrF9NMVtl459uYx8mnWImOTT1ixpJ/vVDdG6B6VYoG+3c8r+WF1iN3gUcy04JajtuurEkPlQT2r2AfFtoipTCU9hIlrKCQp4ZgGyeCXfjDrK54dGzFcjmmXA37iCbGx49W4Fsngl34w6yueHRsxXI5plwN+4gmxsePVuBbJ4Jd+MOsrnh0bMVyOaZcDfuIJsbHj1bgWyeCXfjDrK54dGzFcjmmXA37iCbGx49W4Fsngl34w6yueHRsxXI5plwN+4gmxsePVs5imz0E2P4wNj3KG2XTe0oufD4ihv/aJz4efT7PRwe4dr/AS47SjdGavHkAAAAAElFTkSuQmCC)

void GraphCross(GraphList\* G1, GraphList\* G2) {

printf("\nGraphCross\n");

int num\_vertexesG1 = G1->numVertex;

int num\_vertexesG2 = G2->numVertex;

GraphList\* G3\_cross;

if (num\_vertexesG1 < num\_vertexesG2) { // Проверка на разность порядков графов.

G3\_cross = create\_graph(num\_vertexesG1);

for (int i = 0; i < num\_vertexesG1; i++) {

Node\* current = G1->heads[i];

while (current) {

if (find\_node(G2, current->vertex, i)) { // Если нашли связь, добавляем в новый temp список узел с номером вершины.

AddLast(G3\_cross, current->vertex, i);

current = current->next;

}

else {

current = current->next;

}

}

}

}

else {

G3\_cross = create\_graph(num\_vertexesG2);

for (int i = 0; i < num\_vertexesG2; i++) {

Node\* current = G2->heads[i];

while (current) {

if (find\_node(G1, current->vertex, i)) {

AddLast(G3\_cross, current->vertex, i);

current = current->next;

}

else {

current = current->next;

}

}

}

}

printf("Result cross\n");

print\_graph(G3\_cross);

graph\_delete(G3\_cross);

}
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void GraphSum(GraphList\* G1, GraphList\* G2) {

printf("\nGraphSum\n");

int num\_vertexesG1 = G1->numVertex;

int num\_vertexesG2 = G2->numVertex;

GraphList\* G3\_sum;

if (num\_vertexesG1 < num\_vertexesG2) { // Проверка на разность порядков графов

G3\_sum = create\_graph(num\_vertexesG2);

for (int i = 0; i < num\_vertexesG1; i++) {

Node\* current = G1->heads[i]; // Бежим по вершинам графа G1

while (current) {

if (find\_node(G2, current->vertex, i)) { // Если есть вершина в G2, пропускаем

current = current->next;

}

else { // Иначе добавляем узел с current вершиной.

AddLast(G3\_sum, current->vertex, i);

current = current->next;

}

}

}

for (int i = 0; i < num\_vertexesG1; i++) {

Node\* current = G2->heads[i];

while (current) {

if (find\_node(G1, current->vertex, i)) {

current = current->next;

}

else {

AddLast(G3\_sum, current->vertex, i);

current = current->next;

}

}

}

for (int i = num\_vertexesG1; i < num\_vertexesG2; i++) {

Node\* current = G2->heads[i];

while (current) {

AddLast(G3\_sum, current->vertex, i);

current = current->next;

}

}

}

else {

G3\_sum = create\_graph(num\_vertexesG1);

for (int i = 0; i < num\_vertexesG2; i++) {

Node\* current = G2->heads[i];

while (current) {

if (find\_node(G1, current->vertex, i)) {

current = current->next;

}

else {

AddLast(G3\_sum, current->vertex, i);

current = current->next;

}

}

}

for (int i = 0; i < num\_vertexesG2; i++) {

Node\* current = G1->heads[i];

while (current) {

if (find\_node(G2, current->vertex, i)) {

current = current->next;

}

else {

AddLast(G3\_sum, current->vertex, i);

current = current->next;

}

}

}

for (int i = num\_vertexesG2; i < num\_vertexesG1; i++) {

Node\* current = G1->heads[i];

while (current) {

AddLast(G3\_sum, current->vertex, i);

current = current->next;

}

}

}

printf("Result sum\n");

print\_graph(G3\_sum);

graph\_delete(G3\_sum);

}

**Задание 4.**

1. Для матричной формы представления графов выполните операцию декартова произведения графов *G = G*1X *G*2.

Результат выполнения операции выведите на экран.
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void CartesianProduct(Graph\* GraphG1, Graph\* GraphG2) {

printf("Декартово произведение\n");

int matrixOrderG1 = GraphG1->MatrixOrder;

int matrixOrderG2 = GraphG2->MatrixOrder;

int vertexProduct = GraphG1->MatrixOrder \* GraphG2->MatrixOrder;

int u = 0, v = 0;

Graph\* GraphG3CartProd = graph\_create(vertexProduct);

for (int i = 0; i < vertexProduct; i++) {

for (int j = 0; j < vertexProduct; j++) {

GraphG3CartProd->Matrix[i][j] = 0;

}

}

for (int i = 0; i < matrixOrderG1; i++) { // x1 соответствует G1, x2 соответствует G2.

for (int j = 0; j < matrixOrderG2; j++, u++) {

v = 0;

for (int x1 = 0; x1 < matrixOrderG1; x1++) {

for (int x2 = 0; x2 < matrixOrderG2; x2++, v++) {

if ((x1 == i && GraphG2->Matrix[x2][j]) || (x2 == j && GraphG1->Matrix[x1][i])) {

GraphG3CartProd->Matrix[u][v] = 1;

}

}

}

}

}

for (int x1 = 0; x1 < matrixOrderG1; x1++) {

for (int x2 = 0; x2 < matrixOrderG2; x2++) {

printf("{%d%d}\t", x1 + 1, x2 + 1);

}

}

printf("\n");

for (int i = 0; i < vertexProduct; i++) {

for (int j = 0; j < vertexProduct; j++) {

printf("|%d|\t", GraphG3CartProd->Matrix[i][j]);

}

printf("\n");

}

graph\_free(GraphG3CartProd);

}

**Вывод:** в ходе выполнения лабораторных заданий изучил и реализовал унарные и бинарные операции над графами на языке Си.