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# Introduction

## Motivation & Scenarios

F# 3.0 will include Type Providers, bringing many external queryable data sources to F# developers, including

* Online schematized data stores such as Freebase
* SQL databases, LinqToSQL
* SQL databases, LinqToEntites
* Web-based sources of data such as OData and Windows Azure DataMarket feeds.
* Sources of streaming, event-based data such as StreamInsight

The fundamental scenarios involve writing queries over these data sources where the query is shipped to the source of the data and executed there.

The C#, VB and .NET standard way of querying both in-memory and external data sources is the LINQ query pattern. There are two kinds of LINQ providers:

* **IQueryable** providers. This is used by LinqToEntities, LinqtoSql, OData and others.
* **LINQ pattern** providers. This is used by StreamInsight and the other more adhoc uses of LINQ listed at the end of this document.

Practically speaking, LINQ also includes:

* A complete, self-contained mindset for querying and transforming data. The C# 2.0 LINQ user steps in and out of LINQ syntax, using LINQ to do “data programming in the small”.
* A huge reservoir of “standard queries” and examples, e.g. a typical user action is to search for “LINQ query sum” and copy a C# example.
* Many examples of practically working with databases, e.g. w.r.t. transactions.

## Philosophy and Desired User Experience

* F# 3.0 **supports LINQ queries** (”[[1]](#footnote-1)).
* With F# 3.0, **SQL[[2]](#footnote-2) and OData data is easy to access and query**, including real-world cases.
* F# 3.0 data/service/query programming is **code-focused**. You don’t leave your script.
* Writing queries with F# 3.0 is simple, intuitive and easy.
* With F# 3.0, you can access data and services **without seeing any generated code**.
* With F# 3.0, you can write your own type provider and implement IQueryable to give query access to a new kind of data or service.

## Problems F# 2.0 Query Support

The F# 2.0 PowerPack includes reasonable support for IQueryable LINQ queries. The support is vaguely palatable, but has many problems. See the appendix.

# Overview of the F# 3.0 Design for Data/Services

The design elements for F# 3.0 design for data and services are:

* **Language additions:**
  + The Type Providers feature
  + Computation expression custom operations
* **Compiler additions:**
  + query { … } gets compiled as state machines when primary input is not IQueryable
* **FSharp.Core additions:**
  + A query { … } computation builder for IEnumerable and IQueryable queries
    - This includes a set of custom query operators like minBy, maxBy, groupBy etc.
    - This includes matching extensions to seq { … } computation builder and Seq.\*
  + A small, simple set of operators & rules associated with Nullable
* **A new DLL, FSharp.Data.TypeProviders.dll:**
  + A set of standard type providers:
    - ODataService<…>
    - SqlDataConnection<…>
    - DbmlFile<…>
    - EdmxFile<…>
    - ResxFile<…>
    - WsdlService<…>.
* **Tooling:**
  + Intellisense
  + Debugging
  + Syntax highlighting for query operators

## Queries - Syntax Examples

Here are examples of what queries look like:

query { for c in db.Customers do

yield c.ContactName }

“select” can also be used for “yield”:

query { for c in db.Customers do

select c.ContactName }

“Where”, “Select”

query { for c in db.Customers do

for e in db.Employees do

where c.ContactName = e.LastName

select c.ContactName }

“Sum by”

query { for c in db.Customers do

sumBy c.Name.Length }

“Min by”

query { for c in db.Customers do

minBy c.Name.Length }

“Max by”

query { for c in db.Customers do

maxBy c.Name.Length }

“Average by”

query { for c in db.Customers do

averageBy c.Name.Length }

“Order by”

query { for p in products do

for e in employees do

sortBy (p.Name + "," + e.Name)

yield p.Salary }

“Order by, Then by”

query { for student in students do

sortBy student.LastName

thenBy student.FirstName

select student.Age }

“Order by descending”

query { for student in students do

sortByDescending student.LastName

thenByDescending student.FirstName

select student }

“Group by” (no into)

let productsGroupedByName =

query { for p in db.Products do

groupBy p.ProductName }

“Group by” (into)

let productsGroupedByName =

query { for p in db.Products do

groupBy p.ProductName into g

select (g.Key, g) }

“Group selected values by” (into)

let productsGroupedByName =

query { for p in db.Products do

groupValBy p.ProductName p.ProductCategory; into g

select (g.Key, g) }

“Inner Join” (no into)

let joinCustomersAndEmployeesByName =

query { for c in db.Customers do

join (for e in db.Employees -> c.Country = e.Country)

select (c.ContactName, e.LastName) }

“Inner Join” (nullable key on right)

let innerJoinQuery =

query { for c in db.Categories do

join (for p in db.Products -> c.CategoryID =? p.CategoryID)

select (p.ProductName, c.CategoryName) }

“Inner Group Join”

let innerGroupJoinQuery =

query { for c in db.Customers do

groupJoin (for e in db.Employees -> c.Country = e.Country) into employeeGroup

select (c.ContactName, employeeGroup.Count) };

“Inner Group Join with Aggregation”

let innerGroupJoinQueryWithAggregation =

query { for c in db.Categories do

groupJoin (for p in db.Products -> c.CategoryID =? p.CategoryID) into prodGroup

let groupMax = query { for p in prodGroup do maxByNullable p.UnitsOnOrder }

select (c.CategoryName, groupMax) }

“Left outer join”

let leftOuterJoinQuery =

query { for c in db.Categories do

leftOuterJoin[[3]](#footnote-3) (for p in db.Products -> c.CategoryID =? p.CategoryID) into prodGroup

for item in prodGroup do

select (c.CategoryName, (match item with null -> "" | \_ -> item.ProductName)) }

“Composite Key Query”

// The following example demonstrates how to use a composite key to join data from three tables:

let compositeKeyQuery =

query { for o in db.Orders do

for p in db.Products do

groupJoin (for d in db.OrderDetails ->

(o.OrderID, p.ProductID) = (d.OrderID, d.ProductID)) into details

for d in details do

select (o.OrderID, p.ProductID, d.UnitPrice) }

“Exists/Any”

query { for c in db.Customers do

exists (c.Address.Length > 10) }

“Forall/All”

query { for c in db.Customers do

all (c.Address.Length < 10) }

“Nested queries”

let queryWithNestedQueryInFinalSelect =

query { for c in db.Customers do

select (c.ContactName, query { for o in db.Orders do

where (o.CustomerID = c.CustomerID)

select o }) }

“Queries without select”

A “select” is not required. For example, this is a valid query, returning (Product,Employee) pairs:

let salaries =

query { for p in products do

for e in employees do

sortBy (p.Name + "," + e.Name) }

## Standard Query Operators

The following custom query operators are defined as part of the **Microsoft.FSharp.Linq.QueryBuilder** type.

where key

sortBy key

sortByDescending key

thenBy[[4]](#footnote-4) key

thenByDescending key

distinct

groupBy key

groupBy value key

zip e into var

join (for x in e -> k1 = k2)

groupJoin (for x in e -> k1 = k2) into group

leftOuterJoin (for x in e -> k1 = k2) into group

head[[5]](#footnote-5)

headOrDefault

last

lastOrDefault

single

singleOrDefault

nth n

all pred

contains key

exists pred

find pred

averageBy expr

maxBy[[6]](#footnote-6) key

minBy key

sumBy expr

skip n

skipWhile pred

take n

takeWhile pred

In all cases the semantics follows that of LINQ.

## Nullable

F# 3.0 adds minimal support for operations related to Nullable. This is

* A set of query operators for taking min/max/average/sum/orderings of nullable columns in data
* A set of relational operators for relating nullable columns in data

No new conversions are added, and no special nullable operations are supported for arithmetic, conversions or user-defined conversions.

### A note on selecting null rows

Consider the following query:

query

{ for house in db.DVDTable do

where (house.HouseNumber = null) }

where the intent is to select the null rows. This will not typecheck at the moment because in F# “null” is not a Nullable value.

In C#, this works both because there is a special typing rule for “null”, but also because “null” expressions are represented as ConstantExpression(null,typeof<Nullable<int>>) nodes. Equality comparisons against these are translated in a special way by Linq to SQL (and most likely other Linq providers too). For example, the C# equivalent of these give different results:

let v : Nullable<int> = null

query

{ for house in db.DVDTable do

where (house.HouseNumber = v) }

and

query

{ for house in db.DVDTable do

where (house.HouseNumber = null) }

### Query syntax for Nullable joins

The computation expression custom operation translation is extended to cope with the following:

join (for x in e -> k1 ?= k2)

join (for x in e -> k1 =? k2)

join (for x in e -> k1 ?=? k2)

groupJoin (for x in e -> k1 ?= k2) into group

groupJoin (for x in e -> k1 =? k2) into group

groupJoin (for x in e -> k1 ?=? k2) into group

leftOuterJoin (for x in e -> k1 ?= k2) into group

leftOuterJoin (for x in e -> k1 =? k2) into group

leftOuterJoin (for x in e -> k1 ?=? k2) into group

### Query operators for Nullable

The following custom query operations are added to FSharp.Core.dll:

averageByNullable expr

maxByNullable expr

minByNullable expr

sumByNullable expr

sortByNullable keyExpr

sortByNullableDescending keyExpr

thenByNullable keyExpr

thenByNullableDescending keyExpr

### Relational Operators for Nullable

These follow the truth tables in the C# specification.

namespace Microsoft.FSharp.Linq

/// A set of relational operators for working with nullable values

[<AutoOpen>]

module NullableOperators =

open System

/// The '>=' operator where a nullable value appears on the left

val ( ?>= ) : Nullable<'T> -> 'T -> bool when 'T : comparison

/// The '>' operator where a nullable value appears on the left

val ( ?> ) : Nullable<'T> -> 'T -> bool when 'T : comparison

/// The '<=' operator where a nullable value appears on the left

val ( ?<= ) : Nullable<'T> -> 'T -> bool when 'T : comparison

/// The '<' operator where a nullable value appears on the left

val ( ?< ) : Nullable<'T> -> 'T -> bool when 'T : comparison

/// The '=' operator where a nullable value appears on the left

val ( ?= ) : Nullable<'T> -> 'T -> bool when 'T : equality

/// The '<>' operator where a nullable value appears on the left

val ( ?<> ) : Nullable<'T> -> 'T -> bool when 'T : equality

/// The '>=' operator where a nullable value appears on the right

val ( >=? ) : 'T -> Nullable<'T> -> bool when 'T : comparison

/// The '>' operator where a nullable value appears on the right

val ( >? ) : 'T -> Nullable<'T> -> bool when 'T : comparison

/// The '<=' operator where a nullable value appears on the right

val ( <=? ) : 'T -> Nullable<'T> -> bool when 'T : comparison

/// The '<' operator where a nullable value appears on the right

val ( <? ) : 'T -> Nullable<'T> -> bool when 'T : comparison

/// The '=' operator where a nullable value appears on the right

val ( =? ) : 'T -> Nullable<'T> -> bool when 'T : equality

/// The '<>' operator where a nullable value appears on the right

val ( <>? ) : 'T -> Nullable<'T> -> bool when 'T : equality

/// The '>=' operator where a nullable value appears on both left and right sides

val ( ?>=? ) : Nullable<'T> -> Nullable<'T> -> bool when 'T : comparison

/// The '>' operator where a nullable value appears on both left and right sides

val ( ?>? ) : Nullable<'T> -> Nullable<'T> -> bool when 'T : comparison

/// The '<=' operator where a nullable value appears on both left and right sides

val ( ?<=? ) : Nullable<'T> -> Nullable<'T> -> bool when 'T : comparison

/// The '<' operator where a nullable value appears on both left and right sides

val ( ?<? ) : Nullable<'T> -> Nullable<'T> -> bool when 'T : comparison

/// The '=' operator where a nullable value appears on both left and right sides

val ( ?=? ) : Nullable<'T> -> Nullable<'T> -> bool when 'T : equality

/// The '<>' operator where a nullable value appears on both left and right sides

val ( ?<>? ) : Nullable<'T> -> Nullable<'T> -> bool when 'T : equality

Note that some query providers (LINQ-to-SQL) also tolerate the use of nullableValue.HasValue and nullableValue.GetValueOrDefault() in expression fragments. However most do not.

## Terminology: query v. seq v. combinators

It is very important to ensure consistency and fluency between these:

* seq { … } for in-memory queries and more general state machine iterators
* query { … } for in-memory-or-out-of-memory queries.
  + These are a more restricted than seq { … } (no try/finally, while, try/with etc.)
  + These are also more general than seq (you can use sortBy, groupBy, join, averageBy etc.)
  + These can fail at runtime if the IQueryable provider doesn’t support the query operators used.
* Seq.\* combinatory pipelining, often used in prototyping F# query code.

The following table indicates the operations that are supported by each query syntax/combinatory-set

* The elements highlighted in green are new to F# 3.0.
* The elements highlighted in red are not yet implemented in the QUERIES prototype.
* (?) indicates some design issues arise

|  |  |  |
| --- | --- | --- |
| query { … } | Seq.\* combinators | seq { … } |
| for |  | for |
| where if-then | where (also for List, Array, Event, Observable)  filter | if-then |
| yield[[7]](#footnote-7)  select | map | Yield |
| yield! | collect | yield! |
| sortBy  thenBy | sortBy |  |
| sortByDescending  thenByDescending |  |  |
| distinct head  last  exactlyOne nth | distinct  head  last  exactlyOne  nth |  |
| skip[[8]](#footnote-8) skipWhile take takeWhile | skip  skipWhile  take  takeWhile |  |
| groupBy[[9]](#footnote-9) | groupBy |  |
| groupValBy |  |  |
| zip | zip |  |
| join groupJoin leftOuterJoin |  |  |
| averageBy  sumBy | averageBy  sumBy |  |
| maxBy minBy | maxBy, minBy |  |
| all, exists, contains, find | forall, exists, contains, find |  |
|  | tryFind, tryPick, etc. |  |
| headOrDefault[[10]](#footnote-10) lastOrDefault singleOrDefault |  |  |
| maxByNullable[[11]](#footnote-11)  minByNullable  sumByNullable sortByNullable  sortByNullableDescending thenByNullable thenByNullableDescending |  |  |
|  |  | while, try/finally, try/with, match, if-then-else |
| let v = e |  | let v = e |
|  |  | let f x = e |
|  |  | let rec f x = e |
| Combinator compilation for non-IQueryable inputs  LINQ compiled for IQueryable inputs |  | State machine compiled |

# The query { … } and QueryBuilder types

## The query API

val query : QueryBuilder

## How query { … } executes

The extensions to F# computation expressions are primarily to enable the definition of a single computation builder query.

The query computation builder executes in one of two ways

* If the primary input is not IQueryable, then it is compiled to combinators.
* If the primary input is IQueryable, then a quotation is taken of the body of the query (see the Quote member in the “custom computation expression operators” language feature below) and the query.Run function is called. This executes the query by translating it to LINQ calls and expression trees.

## The QueryBuilder type

The QueryBuilder type is the implementation of the query { … } computation builder.

type QueryBuilder =

member For : source:seq<'T> \* body:('T -> seq<'U>) -> seq<'U>

member Zero : unit -> seq<'T>

member YieldFrom : 'T -> seq<'T>

member YieldFrom : 'T -> seq<'T>

member Quote : Quotations.Expr<'T> -> Quotations.Expr<'T>

member Run : Quotations.Expr<'T> -> 'T

## From F# Queries to LINQ Operator Calls

Translating from F# quotations to LINQ operator calls is a non-trivial operation and has the following specification:

1. Replaces uses of builder operators and custom operations with calls to their LINQ equivalents
2. Replaces uses of tuples and records by mutable tuples
3. The translation may fail if this is not a valid IEnumerable or IQueryable query
4. We have to write a full and proper spec of the exact semantics of things like “averageBy” and “maxBy” inside query { … }, e.g.
   1. the semantics of averageBy is given by LINQ’s Enumerable.Average(…) if the primary input is an IEnumerable,
   2. the semantics of averageBy is given by LINQ’s Queryable.Average if the primary input is IQueryable.
   3. Note that in corner cases (e.g. NaN, or equality/comparison for other operators), both of these may be different to Seq.averageBy which uses F# comparison.
5. Translation is precisely specified and tested w.r.t. common Linq query providers. The sprit is: *simple* F# expressions should translate to *simple* Linq expressions, interpretable by common Linq QueryProviders; the shape of resulting Linq expression must follow that of original F# expression.

This largely aligns with C# language spec “7.16.2 Query Expression Translation”

## The Tuple/Record <-> Mutable Tuple translation

It is highly desirable for F# to support LINQ queries that include the construction of (immutable) tuple and (immutable or partially-immutable[[12]](#footnote-12)) record values as part of query result sets, and as intermediate results in query logic. Indeed, the desugaring of custom operators in the query { … } syntax implicitly introduces these values when custom computation expression operators are used.

However, key implementations of IQueryable such as LINQ-to-SQL, LINQ-to-Entities and OData all have problems with constructing immutable values as part of query logic. For all of these, the natural representation of an intermediate value is the compiled form of a C# anonymous type, i.e. a mutable record-like class.

For this reason, the implementation of QueryBuilder performs a translation of (immutable) tuple and (immutable or partially-immutable) record types into mutable tuples, and reverses this translation for outputs.

This is implemented by a flow-directed rewrite of the query:

* Any occurrences of productions **Patterns.NewTuple** within “yield”, “select”, “groupValBy”, “join”, “groupJoin” or “leftOuterJoin” are replaced by instances of a corresponding **Linq.Expressions.Expression.MemberInit** on the corresponding MutableTuple type.
* This replacement if flowed through the structure of the query by making corresponding type substitutions, and replacing accesses to tuple fields by accesses to mutable tuple fields.
* A reverse-translation is performed to the output of the query, that convert outputs from the query back into tuples. This is applied to the inner core of the query that produces values, ignoring aggregation operations such as SumBy and AverageBy. If the output of the core of the query includes a sequence of IGrouping produced by a GroupBy or GroupValBy operator then the contents of each group are also transformed.

A corresponding translation is performed for **Patterns.NewRecord** are replaced by instances of a corresponding **Linq.Expressions.Expression.MemberInit** on the corresponding MutableTuple type.

* Any occurrences of quotations matching **Patterns.PropertyGet** or **Patterns.TupleGet** are replaced by instances of a corresponding **Linq.Expressions.Expression.PropertyGet** on the corresponding MutableTuple type.

The tuple type elimination takes into account tuple types of size > 7.

The translation does not take into account hand-coded immutable F# class, struct or interface types.

# Standard Data/Service/Resource Type Providers

## SqlDataConnection<…>

This provider embeds a set of generated types to access a database via the given connection string using LINQ-to-SQL. For example:

[<Generate>]

type NorthwndSchema = SqlDataConnection< "…" >

let db = new NorthwndSchema.GetDataContext()

db.DataContext.Log <- System.Console.Out

let customers =

query { for c in db.Customers do

yield c }

The top-level intellisense list is shown below:
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### Static Parameters

The set of static parameters is shown below, and mostly corresponds to a subset of those accepted by **sqlmetal.exe**.

|  |  |  |  |
| --- | --- | --- | --- |
| Parameter | Type | Description | Default |
| ConnectionString | string | The connection string for the database connection. | Exactly one of ConnectionString and ConnectionStringName is required. |
| ConnectionStringName | string | The app.config configuration key setting for the connection string for the database connection. At design-time the app.config is read from the project/script directory, at runtime the app.config is read using System.Configuration.ConfigurationManager, and if that fails then the read the fully qualified path of the design-time config file[[13]](#footnote-13) | Exactly one of ConnectionString and ConnectionStringName is required. |
| ConnectionStringConfigFileName | string | The name of the file to use instead of app.config or web.config | Can only be set of ConnectionStringName is also set. |
| LocalSchemaFile | string | Local file in which to store the latest .dbml for the database schema | empty |
| ForceUpdate | bool | Require that the direct connection to the database be available at design/compile-time and the local schema file is refreshed | true |
| User | string | Login User ID | Use Windows Integrated Authentication |
| Password | string | Login User Password | Use Windows Integrated Authentication |
| Views | Boolean | Extract database views | True |
| Functions | Boolean | Extract database functions | True |
| StoredProcedures | Boolean | Extract database stored procedures | True |
| Timeout | Integer | Timeout value to use when SqlMetal accesses the database | 0 |
| Pluralize | Boolean | Automatically pluralize or singularize class and member names using English language rules | False |
| DataContext | String | The name of data context class | derived from database name |
| EntityBaseTypeName | String | Base class of entity classes in the types | entities have no base class |
| Serializable | Boolean | Generate (uni-directional) serialzable classes | false |

### The Generated Type Space

For the declaration

[<Generate>]

type MyDb = SqlDataConnection<*parameters*>

We assume that ***DataContextTypeName*** is the single type generated by **sqlmetal.exe** which has base type **System.Data.Linq.DataContext.** This will be the value of the staticparameter **DataContext** if it is given, else the name chosen by **sqlmetal.exe** based on the input parameters, e.g. **Northwnd**.

The complete set of generated types is as follows:

**type** MyDb

**Description**: The overall container type

**method** GetDataContext()

**Description**: A method returning a simplified view of the data context. The method creates and returns

**new** MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName* (*connectionString*)

**Return type**: MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName*

**method** GetDataContext(*connectionString*: string)

**Description**: A method returning a simplified view of the data context using the given connection string dynamically. The method creates and returns

**new** MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName*(*connectionString*)

**Return type**: MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName*

**type** MyDb.ServiceTypes

**Description**: Contains the embedded full types and simplified types for the service.

**type** MyDb.ServiceTypes.\*

**Description**: The embedded types generated by sqlmetal.exe, relocated during static linking. Contains the full set of types generated by **sqlmetal.exe** for the database mapping. One of these will be named ***DataContextTypeName***. and will have base type **System.Data.Linq.DataContext**.

**type** MyDb.ServiceTypes.SimpleDataContextTypes

**Description**: Contains the generated, relocated types representing the simplified view of the context types.

**type** MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName*

**Description**: Represents the simplified view of the data context returned by GetDataContext(). This wraps a single instance of MyDb.ServiceTypes.*DataContextTypeName*.

**method** \*

Contains one method for each method on the full context type returning **System.Data.Linq.ISingleResult<\_>**.

**property** \*

Contains one property for each property on the full context type returning **System.Data.Linq.Table<\_>**.

**property** Connection : System.Data.Common.DbConnection

**Description**: Gets the ADO.NET connection used by the data context.

**property** DataContext

**Description**: Gets the full data context, of type **System.Data.Linq.DataContext**

### Background process execution

This provider runs **sqlmetal.exe**. The binary is located as a .NET Framework 4.0 SDK tool in the directory

HKLM\SOFTWARE\Microsoft\Microsoft SDKs\Windows\v7.0A\WinSDK-NetFx40Tools\InstallationFolder

This provider also runs **csc.exe**. The binary is located in:

System.Runtime.InteropServices.RuntimeEnvironment.GetRuntimeDirectory()

### Debugging uses of this provider

It is not expected that any particular issues will be detected in the step-over, step-through and breakpoint debugging experience for this provider. The internally generated C# stub code will not be available for use during debugging and should never be seen by the use.

### Diagnostics for this provider

Good diagnostics must be given on the following conditions:

* Invalid parameters, e.g. invalid type name to DataContext
* Invalid connection string
* Database is not reachable
* Lack of permissions to access database
* Incorrect file name or extension for LocalSchemaFile

### Caching and Liveness for this provider

See static parameters **LocalSchemaFile** and **ForceUpdate.** When **ForceUpdate** is false, the provider reacts to changes in the **LocalSchemaFile**.

This provider does not react to schema changes on the database nor poll for changes on the database.

## DbmlFile<…>

This provider embeds a set of generated types to access a database corresponding to the given DBML description using LINQ-to-SQL. The embedded types are the same as those generated by **sqlmetal.exe**.

[<Generate>] type NorthwndSchema = DbmlFile< "northwnd.dbml" >

let db = new NorthwndSchema.NORTHWND(“…connection string…”, Log=System.Console.Out)

let customers =

query { for c in db.Customers do

yield c }

A connection string must be given when instantiating the provider, unless one is already present in the DBML file.[[14]](#footnote-14)

### Static Parameters

The set of static parameters is shown below, and mostly corresponds to a subset of those accepted by **sqlmetal.exe**.

|  |  |  |  |
| --- | --- | --- | --- |
| Parameter | Type | Description | Default |
| File | String | The name of the DBML file for the database mapping. |  |
| DataContext | String | The name of data context class | derived from database name |
| EntityBaseTypeName | String | Base class of entity classes in the types | entities have no base class |
| Serializable | Boolean | Generate (uni-directional) serialzable classes | false |

### Background process execution

This provider runs **sqlmetal.exe**. The binary is located as a .NET Framework 4.0 SDK tool in the directory

HKLM\SOFTWARE\Microsoft\Microsoft SDKs\Windows\v7.0A\WinSDK-NetFx40Tools\InstallationFolder

This provider also runs **csc.exe**. The binary is located in:

System.Runtime.InteropServices.RuntimeEnvironment.GetRuntimeDirectory()

### Diagnostics for this provider

Good diagnostics must be given on the following conditions:

* Invalid parameters, e.g. invalid type name to DataContext
* Bad file name

### Debugging uses of this provider

It is not expected that any particular issues will be detected in the step-over, step-through and breakpoint debugging experience for this provider. The internally generated C# stub code will not be available for use during debugging and should never be seen by the use.

The SQL queries generated can be sent to an output stream by specifying the DataContext.Log property of the simplified data context object.

### Caching and Liveness for this provider

This provider reacts to changes in the saved file on disk and raises the provider Invalidate event when these changes occur.

## SqlEntityConnection<…>

This provider embeds a set of generated types to access a database via the given connection string using LINQ-to-Entities. For example:

[<Generate>] type NorthwndSchema = SqlDataConnection< "…”" >

let db = new NorthwndSchema.NORTHWND(Log=System.Console.Out)

let customers =

query { for c in db.Customers do

yield c }

### Static Parameters

The set of static parameters is shown below, and mostly corresponds to a subset of those accepted by **edmgen.exe**.

|  |  |  |  |
| --- | --- | --- | --- |
| Parameter | Type | Description | Default |
| ConnectionString | string | The connection string for the database connection. | Exactly one of ConnectionString and ConnectionStringName is required. |
| ConnectionStringName | string | The app.config configuration key setting for the connection string for the database connection. At design-time the app.config is read from the project/script directory, at runtime the app.config is read using System.Configuration.ConfigurationManager, and if that fails then the read the fully qualified path of the design-time config file[[15]](#footnote-15) | Exactly one of ConnectionString and ConnectionStringName is required. |
| ConnectionStringConfigFileName | string | The name of the file to use instead of app.config or web.config | Can only be set of ConnectionStringName is also set. |
| LocalSchemaFile | string | Local file in which to store the latest .dbml for the database schema | empty |
| ForceUpdate | bool | Require that the direct connection to the database be available at design/compile-time and the local schema file is refreshed | true |
| Provider | string | The name of the ADO.NET data provider to  be used for ssdl generation | System.Data.SqlClient |
| EntityContainer | string | The name to use for the EntityContainer in the conceptual model | “EntityContainer” |
| Pluralize | Boolean | Automatically pluralize or singularize class and member names using English language rules | false |
| SuppressForeignKeyProperties | Boolean | Exclude foreign key properties in entity  type definitions. | false |

### The Generated Type Space

For example:
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For the declaration

[<Generate>]

type MyDb = SqlEntityConnection<*parameters*>

We assume that ***DataContextTypeName*** is the single type generated by **edmgen.exe** which has base type **System.Data.Objects.ObjectContext.** This will be the value of the staticparameter **DataContext** if it is given, else the name chosen by **edmgen.exe** based on the input parameters, e.g. **Northwnd**.

The types are as follows:

**type** MyDb

**Description**: The overall container type

**method** GetDataContext()

**Description**: A method returning a simplified view of the data context, instantiating an instance of MyDb.ServiceTypes.*DataContextTypeName* with Entity Framework connection string

metadata=res://\*/*entityNamespaceName*.csdl|res://\*/*entityNamespaceName*.ssdl|res://\*/*entityNamespaceName*.msl;provider=*provider*;provider connection string="*connectionString*"

Here the connection string is referring to resources and *entityNamespaceName* is SqlEntityConnection*NNN*.\*, see “Details of statically linked code” below.

**Return type**: MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName*

**method** GetDataContext(*providerConnectionString*: string)

**Description**: A method returning a simplified view of the data context with the same Entity Framework connection string as above, except the given provider connection string replace the parameter *connectionString.*

**Return type**: MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName*

**type** MyDb.ServiceTypes

**Description**: The embedded types generated by edmgen.exe. Contains the full set of types generated by edmgen.exe for the database mapping.

**type** MyDb.ServiceTypes.SimpleDataContextTypes

**Description**: Contains the simplified view of the context types

**type** MyDb.ServiceTypes.SimpleDataContextTypes.*DataContextTypeName*

**Description**: Represents the simplified view of the data context returned by GetDataContext(). This wraps a single instance of MyDb.ServiceTypes.*DataContextTypeName*

**property** \*

**Description**: Contains one property for each property on the full context type which returns a System.Data.Objects.ObjectSet <\_>.

**property** Connection

**Description**: Gets the ADO.NET connection used by the data context

**property** DataContext

**Description**: Gets the full data context, of type System.Data.Linq.DataContext

### Details of statically linked code

For compiled code, a use of a SqlEntityConnection generation declaration results in the addition of statically linked code into the generated .NET assembly.[[16]](#footnote-16)

This declaration is made up of the merge of the types of these two assemblies:

* The assembly generated by edmgen.exe containing (without relocation):
  + **types:**

**type** SqlEntityConnection*NNN*.\*

Here *NNN* increments for each SqlEntityConnection declaration encountered textually as the assembly is compiled. These type names are implicitly “taken” by any assembly containing this statically linked code, and defining them in F# code will result in a duplicate-type-definition error.

* + **resources:**

**resource** SqlEntityConnection*NNN*.csdl

**resource** SqlEntityConnection*NNN*.ssdl

**resource** SqlEntityConnection*NNN*.mdl

Three statically linked .NET managed resources for the MDL, SSDL and CSDL resources that make up the contents of the EDMX file. These resources are used by EF at runtime.

These resources can be seen in the “MANIFEST” section of the ILDASM of a generated binary as, for example:

.mresource public SqlEntityConnection1.csdl

{

// Offset: 0x00000000 Length: 0x00008385

}

These resources are referenced by the EF connection string used to create the simplified data context vies.

These resource names are implicitly “taken” by any assembly containing this statically linked code.

* An additional assembly generated by the provider containing the types:
  + **types:**

**type** MyDb.ServiceTypes.SimleDataContextTypes.\*

**type** MyDb

### Background process execution

This provider runs **edmgen.exe**. The binary is located as a .NET Framework 4.0 SDK tool in the directory

HKLM\SOFTWARE\Microsoft\Microsoft SDKs\Windows\v7.0A\WinSDK-NetFx40Tools\InstallationFolder

This provider also runs **csc.exe**. The binary is located in:

System.Runtime.InteropServices.RuntimeEnvironment.GetRuntimeDirectory()

### Debugging uses of this provider

It is not expected that any particular issues will be detected in the step-over, step-through and breakpoint debugging experience for this provider. The internally generated C# stub code will not be available for use during debugging and should never be seen by the use.

### Diagnostics for this provider

Good diagnostics must be given on the following conditions:

* Invalid parameters, e.g. invalid type name to DataContext
* Invalid connection string
* Database is not reachable
* Lack of permissions to access database
* Incorrect file name or extension for LocalSchemaFile

### Caching and Liveness for this provider

See **LocalSchemaFile** and **ForceUpdate**.

When **ForceUpdate** is false, the provider reacts to changes in the **LocalSchemaFile**.

This provider does not react to schema changes on the database.

## EdmxFile<…>

This provider embeds a set of generated types to access a database corresponding to the given EDMX description (which includes the Conceptual, Storage and Mapping models for Entity Framework 4.0). The types are generated from the Conceptual model (CSDL) portion of the EDMX file. The embedded types are the same as those generated by **edmgen.exe** or the corresponding Visual Studio actions in C#/VB.

[<Generate>] type NorthwndSchema = EdmxFile< "northwnd.edmx" >

let db = new NorthwndSchema.NORTHWNDEntities(connString)

let customers =

query { for c in db.Customers do

select c }

As a side effect, the CSDL (Conceptual), SSDL (Storage) and MSL (Mapping) portions of the EDMX file are embedded as resources into the generated assembly, using names filebase.csdl, filebase.ssdl and filebase.msl.

EDMX is strongly associated with Visual Studio designer support for EDMX models. See below, “project and file templates”.

Note the Entity Framework uses its own notion of connection strings, which contain an embedded “provider connection string” to access the underlying database. For example:

let connString =

"metadata=res://\*/northwnd.csdl|res://\*/northwnd.ssdl|res://\*/northwnd.msl;" +

"provider=System.Data.SqlClient;" +

"provider connection string=\"Data Source=.\SQLEXPRESS;" +

"AttachDbFilename=" + dbPath + ";" +

"Integrated Security=True;" +

"Connect Timeout=30;" +

"User Instance=True;" +

"MultipleActiveResultSets=True\""

### Static Parameters

The set of static parameters is shown below.

|  |  |  |  |
| --- | --- | --- | --- |
| Parameter | Type | Description | Default |
| File | string | The EDMX file containing the conceptual, storage and mapping schema descriptions |  |

### Background process execution

This provider runs **edmgen.exe**. The binary is located as a .NET Framework 4.0 SDK tool in the directory

HKLM\SOFTWARE\Microsoft\Microsoft SDKs\Windows\v7.0A\WinSDK-NetFx40Tools\InstallationFolder

This provider also runs **csc.exe**. The binary is located in:

System.Runtime.InteropServices.RuntimeEnvironment.GetRuntimeDirectory()

### Diagnostics for this provider

Good diagnostics must be given on the following conditions:

* Bad file name

### Debugging uses of this provider

It is not expected that any particular issues will be detected in the step-over, step-through and breakpoint debugging experience for this provider. The internally generated C# stub code will not be available for use during debugging and should never be seen by the use.

### Caching and Liveness for this provider

This provider reacts to changes in the saved file on disk and raises the provider Invalidate event when these changes occur.

## ODataService<…>

This provider embeds a set of generated types to provide strongly typed access to the given OData service. The embedded types are the same as those generated by **svcutil.exe** or accessed via **Add Service Reference**.

[<Generate>] type Northwest = ODataService<"http://services.odata.org/Northwind/Northwind.svc/">

let db = Northwest.NorthwindEntities()

Queries can be used against the service:

query { for c in db.Customers do

yield c }

### Static Parameters

The set of static parameters is shown below, and mostly corresponds to those accepted by **datasvcutil.exe**.

|  |  |  |  |
| --- | --- | --- | --- |
| Parameter | Type | Description | Default |
| ServiceUri | String | The URI for the OData service |  |
| LocalSchemaFile | string | Local file in which to store the latest service metadata for the service | empty |
| ForceUpdate | bool | Require that the direct connection to the service be available at design/compile-time and the local service file is refreshed | true |
| DataServiceCollection | bool | Generate collections derived from DataServiceCollection | false |

### The Generated Type Space

For example:
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For the declaration

[<Generate>]

type MyService = ODataService<*parameters*>

The generated types are as follows, where ***ServiceTypeName*** is the name of the single type generated by **datasvcutil.exe** which has base type **System.Data.Services.Client.DataServiceContext**. This is usually the name in the schema for the service, e.g. **NetflixCatalog**.

**type** MyService

**Description**: The overall container type

**method** GetDataContext()

**Description**: A method returning a simplified view of the data context. The method creates and returns

**new** MyService.ServiceTypes.SimpleDataContextTypes.*ServiceTypeName* (**new** System.Uri(*serviceUri*))

where *serviceUri* is the valueof the ServiceUri static parameter.

**Return type**: MyService.ServiceTypes.SimpleDataContextTypes.*ServiceTypeName*

**method** GetDataContext(*uri*: System.Uri)

**Description**: A method returning a simplified view of the service context. The method creates and returns

**new** MyService.ServiceTypes.SimpleDataContextTypes.*ServiceTypeName* (*uri*)

**Return type**: MyService.ServiceTypes.SimpleDataContextTypes.*ServiceTypeName*

**type** MyService.ServiceTypes

**Description**: The embedded types generated by datasvcutil.exe.

**type** MyService.ServiceTypes.\*

Contains the full set of types generated by **datasvcutil.exe** for the service mapping as nested types. Precisely one of these will be the full context type named *ServiceTypeName* (e.g.NetflixCatalog).

**type** MyService.ServiceTypes.SimpleDataContextTypes

**Description**: Contains the generated, relocated types representing the simplified view of the context types.

**type** MyService.ServiceTypes.SimpleDataContextTypes.*ServiceTypeName*

**Description**: Represents the simplified view of the data context returned by GetDataContext(). This wraps a single instance of MyService.ServiceTypes.*ServiceTypeName*.

**property \***

**Description**: Contains one property for each property on the full context type which returns a System.Data.Services.Client.DataServiceQuery<\_>, e.g. the Netflix service type contains the property **Titles**.

**property** Credentials

**Description**: Gets or sets the authentication information used dynamically by each query for this data context object. Does not affect the credentials used during type-checking.

**Example**:

let netflix = NetFlixCatalog.GetDataContext()

netflix.Credentials <- NetworkCredentials("user","password")

Gets or sets the authentication information used by each query for this data context object

**property** DataContext

**Description**: Gets the full data context, of type System.Data.Linq.DataContext

### Permitted Queries

See the MSDN documentation for OData LINQ queries for the query forms that are allowed by OData. Operations such as grouping and joining are not supported, and many sorting operations are highly restricted.

Any restrictions are not F#-specific. Queries should in general return either individual entities, or tuples of projections. This means that:

query { for t in netflix.Titles do

yield t }

and

query { for t in netflix.Titles do

yield (t.Name, t.AverageRating) }

are ok, however this is not:[[17]](#footnote-17)

query { for t in netflix.Titles do

// OData queries do not allow you to return a single property projection

// System.NotSupportedException: Navigation properties can only be selected from a single resource. Specify a key predicate to restrict the entity set to a single instance

//

// Instead, place this in a tuple, e.g. – yield (t, t.Name)

yield t.Name }

### Background process execution

This provider runs **datasvcutil.exe**. The binary is located as a .NET Framework 4.0 SDK tool in the directory

System.Runtime.InteropServices.RuntimeEnvironment.GetRuntimeDirectory()

This provider also runs **csc.exe**. The binary is located in:

System.Runtime.InteropServices.RuntimeEnvironment.GetRuntimeDirectory()

### Diagnostics for this provider

Good diagnostics must be given on the following conditions:

* Invalid service URI
* Unreachable service URI
* Lack of permissions to access URI
* Invalid local schema file name
* The local schema file can’t be update because it is read-only or can’t otherwise be written
* Running datasvcutil.exe fails for some reason
* datasvcutil.exe can’t be found in the expected place or directory name doesn’t exist
* Incorrect file name or extension for LocalSchemaFile (.csdl is required)

### Debugging uses of this provider

It is not expected that any particular issues will be detected in the step-over, step-through and breakpoint debugging experience for this provider. The internally generated C# stub code will not be available for use during debugging and should never be seen by the use.

The REST requests used dynamically can be seen by using the db.DataContext.SendingRequest event, for example:

let db = Northwest.GetDataContext()

db.DataContext.SendingRequest.Add (fun x -> printfn "requesting %A" x.Request.RequestUri)

### Caching and Liveness for this provider

See LocalSchemaFile and ForceUpdate

This provider does not react to schema changes on the service.

## WsdlService<…>

This provider embeds a set of generated types to provide strongly typed access to the given WSDL web service. The embedded types are the same as those generated by **svcutil.exe** or accessed via **Add Service Reference**.

open Microsoft.FSharp.Data.TypeProviders

[<Generate>]

type XigniteFuturesService = WsdlService<"http://www.xignite.com/xFutures.asmx?WSDL">

let service = new XigniteFuturesService.XigniteFuturesSoapClient()

### Static Parameters

The set of static parameters is shown below, and mostly corresponds to those accepted by **svcutil.exe**.

|  |  |  |  |
| --- | --- | --- | --- |
| Parameter | Type | Description | Default |
| ServiceUri | string | The URI for the WSDL service |  |
| LocalSchemaFile | string | Local file in which to store the .wsdl for the service |  | |
| ForceUpdate | bool | Require that the direct connection to the service be available at design/compile-time and the local service file is refreshed |  | |
| DataContractOnly | bool | Generate code for Data Contract types only. Service Contract types will not be generated | false |
| MessageContract | bool | Generate Message Contract types | false |
| EnableDataBinding | bool | Implement the INotifyPropertyChanged interface on all DataContract types to enable data binding. | false |
| Serializable | bool | Generate classes marked with the Serializable Attribute. | false |
| Async | bool | Generate both synchronous and asynchronous method signatures. | false |
| CollectionType | string | A fully-qualified or assembly-qualified name of the type to use as a collection data type when code is generated from schemas. | empty |
| DataContractSerializer | bool | Generate data types that use the Data Contract Serializer for serialization and deserialization | false |

### The Generated Type Space

For example:

![](data:image/png;base64,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)

For the declaration

[<Generate>]

type MyService = WsdlService<*parameters*>

The generated types are as follows, where ***ServiceTypeName*** is the name of the single type generated by **svcutil.exe** which has base type **System.Data.Services.Client.DataServiceContext**. This is usually the name in the WSDL for the client for the service, e.g. **XigniteFuturesSoapClient**.

**type** MyService

**Description**: The overall container type

**method** GetHttp*SeriviceTypeName*()

**Description**: A method returning a simplified view of the data context. The method creates and returns

**new** *ServiceTypeName*(**new** BasicHttpBinding(), EndpointAddress(serviceUri))

where *serviceUri* is the valueof the ServiceUri static parameter.

**Return type**: MyService.ServiceTypes.SimpleDataContextTypes.*ServiceTypeName*

**type** MyService.ServiceTypes

**Description**: The embedded types generated by svcutil.exe.

**type** MyService.ServiceTypes.\*

**Description**: Contains the full set of types generated by svcutil.exe for the service mapping as nested types.

### Permitted Queries

LINQ queries can’t be used against WSDL web services.

### Background process execution

This provider runs **svcutil.exe**. The binary is located as a .NET Framework 4.0 SDK tool in the directory

HKLM\SOFTWARE\Microsoft\Microsoft SDKs\Windows\v7.0A\WinSDK-NetFx40Tools\InstallationFolder

This provider also runs **csc.exe**. The binary is located in:

System.Runtime.InteropServices.RuntimeEnvironment.GetRuntimeDirectory()

### Diagnostics for this provider

Good diagnostics must be given on the following conditions:

* Invalid service URI
* Unreachable service URI
* Lack of permissions to access URI
* Invalid local schema file name
* The local schema file can’t be update because it is read-only or can’t otherwise be written
* Running svcutil.exe fails for some reason
* Svcutil.exe can’t be found in the expected place or registry key doesn’t exist

Incorrect extension for LocalSchemaFile

### Debugging uses of this provider

It is not expected that any particular issues will be detected in the step-over, step-through and breakpoint debugging experience for this provider. The internally generated C# stub code will not be available for use during debugging and should never be seen by the use.

### Caching and Liveness for this provider

See LocalSchemaFile and ForceUpdate. Use a local schema file if the 'LocalSchemaFile' parameter is present (IsNullOrWhiteSpace). Otherwise use a temporary file to hold the metadata description of the service. Always force the update of the local schema file if 'forceUpdate' is true and the downloaded contents have changed.

This provider does not react to schema changes on the service.

## ResxFile<…>

This provider embeds the .resources formed by compiling the given .resx file. The embedded types are the same as those generated by **resgen.exe** or by the single file generator used from C#.

open Microsoft.FSharp.Data.TypeProviders

[<Generate>]

type ResourceSet = ResxFile<"Resources.resx">

printfn "ABC = %s" ResourceSet.Resources.String1

printfn "DEF = %s" ResourceSet.Resources.String2

|  |  |  |  |
| --- | --- | --- | --- |
| Parameter | Type | Description | Default |
| File | string | The name of the RESX resource file to embed |  |

### Diagnostics for this provider

Good diagnostics must be given on the following conditions:

* Invalid file name
* File doesn’t exist or is unreadable

### Debugging uses of this provider

It is not expected that any particular issues will be detected in the step-over, step-through and breakpoint debugging experience for this provider. The internally generated C# stub code will not be available for use during debugging and should never be seen by the use.

### Caching and Liveness for this provider

This provider reacts to changes in the saved file on disk and raises the provider Invalidate event when these changes occur.

# Language Support for Queries

## Lexing

We now allow operators to start with “?”. This skips the character to compute precedence, as for “.”. This is to allow nullable support for F#.

The operator ? is still special (and infix), and the operator ?? is still reserved.

## Parsing

There are no changes to parsing rules for F#.

## Language Support For Calling LINQ Methods

The existing implicit conversion of functions to delegates at member calls in F# 2.0 is extended to include implicit conversion of functions to Expression<DelegateType> at member calls.

A call to **Microsoft.FSharp.Linq.RuntimeHelpers.LeafExpressionConverter.QuotationToLambdaExpression** is inserted implicitly around an implicit quotation of the argument expression.

## Computation Expression Custom Operations

A computation expressionhas *custom operations* if, for an expression

*builder* { *expr* }

the *builder* is a value whose type has one or more members or extension members with a CustomOperationAttribute.

Additionally, a computation expression may now also have a Quote member indicating that the expression is automatically quoted after all translation, and the member applied.

The parse trees in an extended computation expression are given special meaning in the pre-processing phase are as follows:

query { *qexpr*}

*qexpr* :=

| for *patpvs* in *expr* do *qexpr*

| let *patpvs* = *expr* in *qexpr*

| let! *patpvs* = *expr* in *qexpr*

| *qexpr*; into *pat; qexpr*

| *qexpr*; *qexpr*

| join (for *patpvs* in *expr* -> *expr*); *qexpr*

| groupJoin (for *patpvs* in *expr* -> *expr*) into *pat*; *qexpr*

| leftOuterJoin (for *patpvs* in *expr* -> *expr*) into *pat*; *qexpr*

| zip *expr* into *pat*; *qexpr*

| *ident* *arg1* … *argN*

| *expr*

In the case of “into pat”, the “pat” is, in syntax terms, an expression interpreted as an F# pattern. The expression must be of the following syntactic from:

*expr-as-pat* :=

| *ident*

| (*ident*)

| (*ident*, …, *ident*)

The syntactic rewrite for computation expressions is replaced by the following. The translation **Q** is defined recursively according to the following rules:

**Q*vs*** *inp* qexpr =

match qexpr with

| let binds in cexpr

🡪 **Q*vs*** *inp*[let binds in ◊] cexpr

| let! pat vs2 = expr in cexpr

🡪 **Q*vs+vs2*** *inp*[b.Bind(*expr*, (fun pat -> ◊)] cexpr

| do expr in cexpr

🡪 **Q*vs*** *inp*[expr; ◊] cexpr

| do! expr in cexpr

🡪 **Q*vs*** *inp*[b.Bind(*expr*, (fun () -> ◊)] cexpr

| yield expr

🡪 *inp*[b.Yield(expr)]

| yield! expr

🡪 *inp*[b.YieldFrom(expr)]

| return expr

🡪 *inp*[b.Return(expr)]

| return! expr

🡪 *inp*[b.ReturnFrom(expr)]

| use pat vs2 = expr in cexpr

🡪 **Q*vs+vs2*** *inp*[b.Using(expr, (fun pat -> ◊)] cexpr

| use! v = expr in cexpr

🡪 **Q*vs*** *inp* “let! v = expr in use v = v in cexpr”

| if expr then cexpr

🡪 **Q*vs*** *inp*[if expr then ◊] cexpr

| if expr then cexpr*0* else cexpr*1*

🡪 *inp*[if expr then **C** ◊ cexpr*0* else **C** ◊ cexpr*1*]

| match expr with pat*i* -> cexpr*i*

🡪 *inp*[match expr with pat*i* -> **C** ◊ cexpr*i*]

| for patvs2 in expr do cexpr

🡪 **Q*vs+vs2*** *inp*[b.For({| expr |}E, (fun pat -> ◊))] cexpr

| for ident = expr*1* to expr*2* do *c*expr*3*

🡪 **Q*vs*** *inp* “for *ident* in seq { expr*1* .. expr*2* } do *cexpr3* “

| while expr do cexpr

🡪 **Q*vs*** *inp*[b.While((fun () -> expr), b.Delay(fun () -> ◊))] cexpr

| try cexpr with pat*i* -> cexpr*i* |

🡪 *inp*[b.TryWith(b.Delay(fun () -> **C** ◊ cexpr ), (fun v ->

match v with

| (pat*i*:exn) -> **C** ◊ cexpri

| \_ -> raise exn)

| try cexpr finally expr

🡪 *inp*[b.TryFinally(b.Delay(fun () -> **C** ◊ cexpr ), (fun () -> expr))

| qop; cexpr when maintains-var-space *qop*

🡪 **Q*vs***“for vs in **Q*vs*** *inp* qop do yield ◊” cexpr

| qop; cexpr when not maintains-var-space *qop*

🡪 **Q*0***“**Q*vs*** *inp* qop” cexpr

| cexpr*0*; cexpr

🡪 **Q*vs*** *inp*[b.Combine(**C** ◊ cexpr*0*, (fun () -> ◊) cexpr

| expr; cexpr

🡪 **Q*vs*** *inp*[expr; ◊] cexpr

// Custom Query Operator rules: e.g. “distinct”

| *ident* *arg1* when is-custom-query-op *ident* && has-ProjectionParameterAttribute *arg1*

🡪 *b.CustomOperation* (*inp*@*vs,* fun *vs1* -> *arg1*)

A similar translation applies for custom operators with 0 or more arguments

where none, some or all of the arguments are ProjectionParameterAttribute

| into *pat1* ; *cexpr*

🡪 **Q*vs*** (for *pat* in *inp*@*vs* do *qexpr* )

| other-expr

🡪 *inp*[other-expr; b.Zero()]

Plus these cases for “join”, “groupJoin”, “zip” and “leftOuterJoin”

| join (for *p2*vs2in *inp2* -> *key1 = key2*); *qexpr*

🡪 b.Join*(inp1*@*vs1, inp2*, (fun *vs1* -> *key1*), (fun *p2* -> *key2*), (fun *vs1* *p2* -> qtrans*vs1+vs2* *inp0* *qexpr*))

| groupJoin (for *p2* in *inp2* -> *key1 = key2*) into *grouppat*; *qexpr*

🡪 b.GroupJoin(*inp1*@*vs1,inp2*,(fun vs1 -> *key1*),(fun *p2* -> *key2*),(fun *vs1 grouppat* -> …))

| zip *inp2* into *pat*; *qexpr*

🡪 b.Zip(*inp1*@*vs1,inp2*,(fun *vs1 grouppat* -> …))

| leftOuterJoin (for *p2* in *inp2* -> *key1 = key2*) into *group*; *qexpr*

🡪 b.LeftOuterJoin*(inp1*@*vs1,inp2*,(fun vs1 -> *key1*),(fun *p2* -> *key2*),(fun *vs1 group* -> …))

## Attributes for Specifying Computation Expression Custom Operations

The following two attributes are used to specify custom operations: **ProjectionParameterAttribute** and **MaintainsVariableSpaceAttribute**.

The attributes are only significant on custom operations and are otherwise ignores.

The following shows how these are orthogonal and can be present in any combination.

Example:

module QueryOperators =

let head (x:seq<'T>) = Seq.head x

[<MaintainsVariableSpace>]

let where ([<ProjectionParameter>] f) x = Seq.filter f x

let select ([<ProjectionParameter>] f) x = Seq.map f x

[<MaintainsVariableSpace>]

let skip n x = Seq.skip n x

### CustomOperationAttribute

Indicates that a member on a builder type implements a custom operation in a computation expression.

The parameter is the name of the custom operation.

### ProjectionParameterAttribute

Indicates that, when a custom operation is used in a computation expression, a parameter is automatically parameterized by the variable space of the computation expression

[<AttributeUsage(AttributeTargets.Parameter,AllowMultiple=false)>]

type ProjectionParameterAttribute =

new : unit -> ProjectionParameterAttribute

inherit System.Attribute

### MaintainsVariableSpaceAttribute

Indicates that, when a custom operation is used in a computation expression, it produces a computation with the same variable space as the input computation.

[<AttributeUsage(AttributeTargets.Method ||| AttributeTargets.Property,AllowMultiple=false)>]

type MaintainsVariableSpaceAttribute =

new : unit -> MaintainsVariableSpaceAttribute

inherit System.Attribute

## Example: Specifying Your Own Query Builder

This example uses Event/IObservable programming in a mini-Rx fashion. It does not use quotations.

Definitions:

type EventBuilder() =

member \_\_.For(ev:IObservable<'T>, loop:('T -> #IObservable<'U>)) : IObservable<'U> =

failwith "NYI"

member \_\_.Yield(v:'T) : IObservable<'T> = failwith ""

member \_\_.Run(x:Expr<'T>) = failwith "NYI"

[<MaintainsVariableSpace; CustomOperation("where")>]

member \_\_.Where (x, [<ProjectionParameter>] f) = Observable.filter f x

[<CustomOperation("select")>]

member \_\_.Select (x, [<ProjectionParameter>] f) = Observable.map f x

[<CustomOperation("choose")>]

member \_\_.Choose (x, [<ProjectionParameter>] f) = Observable.choose f x

Usage:

let f = new System.Windows.Forms.Form()

let progressiveSumOfAllClicksOnLeftPartOfForm() =

eventQuery { for x in f.MouseClick do

where (x.X < 100) }

# Leaf Expression Translation to LINQ

FSharp.Core includes an API to convert F# quotations to LINQ expression trees, for a subset of F# quotations corresponding to C# expressions. These helpers are made public to make it easier to write alternative translators.

## The Translation API

The primary portion of the API is as follows:

namespace Microsoft.FSharp.Linq.RuntimeHelpers

module LeafExpressionConverter =

val QuotationToExpression : Quotations.Expr -> Expression

val QuotationToLambdaExpression : Quotations.Expr<'T> -> Expression<'T>

val EvaluateQuotation : Quotations.Expr -> obj

Each of the above perform a translation from F# quotations to LINQ expression trees. The translation only accepts F# quotations which have a translation which is in the subset of LINQ expressions generated by the C# compiler. In particular, this means that the translation functions do NOT accept

* Quotations whose translations involve a call to a method returning a “void” type
* Sequential execution, for-loops, while-loops, “Set” operations
* “let rec”

Otherwise a NotSupportedException is raised.

### Microsoft.FSharp.Linq.RuntimeHelpers. LeafExpressionConverter.QuotationToExpression

Calls to this method are made implicitly by the implementation of QueryBuilder and query { … }.

### Microsoft.FSharp.Linq.RuntimeHelpers. LeafExpressionConverter.QuotationToLambdaExpression

Calls to this are implicitly inserted when calling a method that expects an Expression<T> argument.

Type variable T is assumed to be a delegate type.

This is a strongly typed translation.

### Microsoft.FSharp.Linq.RuntimeHelpers.LeafExpressionConverter.EvaluateQuotation

Calls to this method are made implicitly by the implementation of QueryBuilder and query { … }.

## The Translation

The translation cases are as follows:

|  |  |
| --- | --- |
| Quotation Input | LINQ Output |
| Patterns.Var | the corresponding LINQ ParameterExpression in the translation context |
| Patterns.AndAlso/OrElse | Expression.AndAlso/OrElse |
| Patterns.Value | Expression.Constant |
| Patterns.Coerce | Expression.TypeAs, if this is a true “boxing” or “downcast” coercion |
| Patterns.TypeTest | Expression.TypeIs |
| Patterns.FieldGet | Expression.TypeIs |
| Patterns.TupleGet | Expression.Property (perhaps nested) |
| Patterns.PropertyGet | Expression.Property |
| Patterns.NewRecord | Expression.New |
| Patterns.NewArray | Expression.NewArrayInit |
| Patterns.DefaultValue | Expression.New |
| Patterns.NewUnionCase | Expression.Call on the corresponding method returned by PreComputeUnionConstructorInfo. |
| Patterns.UnionCaseTest | Expression.Equal on the integers returned by the Tag property on the union case and by calling the member returned by PreComputeUnionTagMemberInfo |
| Patterns.NewObject | Expression.New. If the type is System.Nullable, then Expression.Convert. |
| Patterns.NewDelegate | Expression.Lambda. The variables are translated to fresh LINQ parameters and added to the translation context. |
| Patterns.NewTuple | Expression.New (if necessary nested) |
| Patterns.IfThenElse | Expression.Condition |
| Patterns.Quote | A call to the Subst function with values and variables corresponding to the set of variables in the current translation context. |
| Patterns.Let | Expression.Call(“Invoke”, Expression.Lambda(System.Func<\_,\_>, value). The variable is translated to a fresh LINQ parameters and added to the translation context. |
| Patterns.Lambda | Expression.Call(“FuncConvertToFSharpFunc”, Expression.Lambda(typeof<Converter<Domain,Range>>,…) |
| Patterns.Application   * A quotation corresponding to “f x1 x2”, “f x1 x2 x3” or “f x1 x2 x3 x4” | Expression.Call on the static InvokeFast member for the corresponding function type accepting 2,3 or 4 arguments. |
| * A quotation corresponding to “f x1” | Expression.Call on the Invoke member for the corresponding function type. |
| Patterns.Call | Expression.Call, except as noted below |
| * A use of F# core operators <, <=, <>, >=, >, not | Expression.Equal/Greater/GreaterThan/GreaterThanOrEqual/LessThan/LessThanOrEqual/NotEqual/Not |
| * A use of nullable operators ?<, ?<=, ?=, ?>, ?>=, ?<>, <?, <=?, =?, >?, >=?, <>?, ?<?, ?<=?, ?=?, ?>?, ?>=?, ?<>? | Expression.Equal/Greater/GreaterThan/GreaterThanOrEqual/LessThan/LessThanOrEqual/NotEqual/Not, with coercions added as needed |
| * A use of LanguagePrimitives.IntrinsicFunctions.MakeDecimal on constant inputs | Expression.Constant (This corresponds to the quotation form of decimal constant literals.) |
| * A use of F# core operators ~-, +, /, -, \*, %, <<, >>, &&&, |||, ^^^, ~~~ | Expression.Negate/Add/Divide/Subtract/Multiply/Modulo/LeftShift/RightShift/And/Or/ExclusiveOr/Not |
| * A use of F# core checked operators ~-, +, -, \* | Expression.NegateChecked/AddChecked/ SubtractChecked/MultiplyChecked |
| * A use of F# core operators char, decimal, float, float32, sbyte, int16, int32, int, int64, byte, uint16, uint32, uint64 | Expression.Convert |
| * A use of F# core checked operators for the same | Expression.ConvertChecked |
| * A use of MemberInitialization helper | Expression.MemberInit |
| * A use of ImplicitExpressionConversionHelper | The translation of the argument |
| * A use of LanguagePrimitives.IntrinsicFunctions.GetArray | Expression.ArrayIndex |

The following C# LINQ expression trees do not have a translation from F# quotations:

|  |  |
| --- | --- |
| F# construct | C# construct |
| *None* | Expression.ArrayLength |
| *None* | Expression.ListBind |
| *None* | Expression.ListInit |
| *None* | Expression.ElementInit |

## Helper functions that indicate specific translations when used in input quotations

Two additional “fake” values are exposed in the public surface area of this API. When used in a quotation, these functions indicate a specific conversion should be performed when converting the quotation to a LINQ expression.

namespace Microsoft.FSharp.Linq.RuntimeHelpers

module LeafExpressionConverter =

/// When used in a quotation, this function indicates a specific conversion

/// should be performed when converting the quotation to a LINQ expression.

val ImplicitExpressionConversionHelper : 'T -> Expression<'T>

/// When used in a quotation, this function indicates a specific conversion

/// should be performed when converting the quotation to a LINQ expression.

val MemberInitializationHelper : 'T -> 'T

## Helper function for nested quotation literals

A helper function is used to evaluate nested quotation literals in the variable context where they occur.

/// A runtime helper used to evaluate nested quotation literals.

val SubstHelper : Expr \* Var[] \* obj[] -> Expr<'T>

# Performance for Queries

## Client-side CPU costs of executing queries

Apart from “query correctness” (e.g. good SQL), the main performance concern is CPU costs on the client side (and perhaps memory and garbage costs too, though these should reveal themselves as CPU costs).

The F# client-side CPU costs for query evaluation will be higher than C#/VB:

* F# translates from quotations to LINQ expressions, rather than building LINQ expressions directly.
* Evaluating quotation literals <@ … @> (or their implicit form in query { … }) in F# is already slower than constructing LINQ expressions in C# in the first place.
* F# converts “whole” query { … } expressions to quotations, rather than just the leaf fragments as in C#.

We don’t yet know how much damage this will do collectively: I could imagine 10x or more.

As a result, a performance goal of 5x of the CPU cost of equivalent queries in C#/VB seems reasonable.

Ideally we would be closer, but we’re not sure it’s realistic. An important thing to remember is that CPU costs aren’t the most important thing – the real point of queries is to do work on the database, and that will still be achieved. That said, we have heard anecdotally that C# take client side CPU costs of IQueryable query evaluation very seriously, it would be nice to get more info on what customer feedback is driving this. However the comparison point for C#/VB will be with Java, whereas for F# the comparison point should ideally be with OCaml/Haskell/Scala/Clojure, the first three of which at least have no LINQ-like feature at all.

If we are way off our perf goals I think there will be ways for us to improve:

Two small things to consider here:

* We could amortize these static array creations:

IL\_0072: ldc.i4 0xa96

IL\_0077: newarr [mscorlib]System.Byte

IL\_007c: dup

IL\_007d: ldtoken field valuetype '<PrivateImplementationDetails$test>'/T13731\_2710Bytes@ Test/MiscTestsForImplicitExpressionConversion/TechnicalReportExamplesOption2/PageRank2::field13732@

IL\_0082: call void [mscorlib]System.Runtime.CompilerServices.RuntimeHelpers::InitializeArray(class [mscorlib]System.Array,

valuetype [mscorlib]System.RuntimeFieldHandle)

* We could take an array as a parameter here, rather than a list:

Microsoft.FSharp.Quotations.FSharpExpr::Deserialize(class [mscorlib]System.Type, LIST, LIST)

## Size of FSharp.Core

The addition of functionality to FSharp.Core has increased its size from 938K to 1100K. This is within acceptable limits.

# Syntax Highlighting, IntelliSense, Diagnostics and Debugging for Queries

## Syntax Highlighting

All query custom operations must be syntax highlighted within query fragments in “normal” circumstances

This will be implemented as a VSIX extension shipped out-of-band.

## IntelliSense

Character-by-character typing of queries must give reliable intellisense results at all steps of the all the queries shown in the primary example queries in this document.

* Ensure completion of custom operations in queries

## QuickInfo

* Add quick info for custom operations
* Add bespoke quick info text for join and groupJoin

## Diagnostics

Special compiler diagnostics are needed for:

* “where x = y” in a query without parentheses:

## Debugging

Step-based debugging and breakpoints in queries will not be a major focus, but we should lock down whatever behavior we achieve, e.g. via micro code-generation tests.

User Education material must highlight the end-to-end debugging switched and options that can be provided to help debug LINQ queries, e.g.

* The Log option for Linq-to-SQL databases, which displays the SQL queries executed.
* We should determine other options as appropriate

# Additions to Standard F# Project and Item Templates

We will include templates for each built-in type provider
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The following additions will be made to the standard F# project and item templates as part of this work

## RESX Item Template

This is as for C#.

The item is **not** automatically added to the generated assembly – a “ResxFile<…>” reference is needed first.

## DBML Item Template

This is as for C#.

The item is **not** automatically added to the generated assembly – a “DbmlFile<…>” reference is needed first.

## EDMX Item Template

This is as for C#. In C# it triggers a launch of a designer to connect to a database etc. We have to consider what we want here for F#, if anything.

The item is **not** automatically added to the generated assembly – a “EdmxFile<…>” reference is needed first.

## F# Data Consumption Project (SQL, Entity Framework or ADO.NET)

This is under consideration. The template would include the various options and allow you to comment out the ones you did not need. It would initially be configured to produce an .EXE, and have an associated script.

## F# Service Consumption Project (OData or WSDL)

This is under consideration. The template would include the various options and allow you to comment out the ones you did not need. It would initially be configured to produce an .EXE, and have an associated script.

# Out of Band Work

## Query Keyword Highlighting

## F# Power Pack gets EasyChart library

Charting is an essential addition to the F# data programming experience. We should strongly consider adding an EasyChart-like library to the F# power pack. Ideally this should have been part of our dev11 deliverable – it would have made a very “complete” package.

## Ship Additional Providers in F# Power Pack

### Performance Counter Provider

This is a user suggestion.

This could be part of a WMI provider, and the information may actually be available via WMI.

### Registry Provider

This is a team suggestion.

### XmlFile<…> and XsdFile<…>

An XmlFile provider would embed a set of generated types to one specific XML file according to a deduced schema. The XsdFile provider would do the same for any XML file following the given schema. In both cases the types would be the same as those generated by **xsd.exe**.

However, the models produces by xsd.exe aren’t particularly compelling for F# usage because they use so many type tests and type cases for different node types. It’s not clear we should rely on them and it would be wrong to bake in support for them at this stage.

[<Generate>] type SampleXmlDocFile = XmlFile<"Fsc.xml">

SampleXmlDocFile.doc ()

SampleXmlDocFile.docAssembly().name

[<Generate>] type SampleXsdSchema = XsdFile<"wix.xsd">

### Microsoft.Management.TypeProvider

The .NET libraries include a tool to do codegen for Microsoft.Management classes based on WMI information. It is tempting to include a generative provider that uses this tool under-the-hood.

The F# team have also done a prototype of a codegen-free WMI implementation. Below is some sample code. However, the generated code is not as complete w.r.t. required functionality as the generated implementation.

open Microsoft.Management.TypeProvider

[ for b in LocalMachine.Win32\_Battery -> b.Name, b.TimeToFullCharge]

[ for b in LocalMachine.Win32\_DiskDrive -> b.Name, b.Description]

[ for b in LocalMachine.CIM\_Battery -> b.Name, b.BatteryStatus, b.Availability, b.Description, b.ExpectedLife, b.TimeOnBattery, b.SmartBatteryVersion ]

### XamlFile

The F# team have done a prototype of a Xaml provider. It would be nice to include this for completeness, but equally it could be a sample.

open FSharp.Xaml.TypeProvider

type MainWindow = XamlFile<"MainWindow.xaml">

let mainWindow = MainWindow(Visibility=Visibility.Visible, Topmost=true)

let button = mainWindow.thebutton

## Other Major Uses of LINQ – DryadLINQ

DryadLINQ is both an important system in its own right (e.g. for HPC server) and an indicator of a class major potential future uses of LINQ and query-based programming. We expect to cooperate with the DryadLINQ team to ship support for using DryadLINQ with F#.

A set of good DryadLINQ query examples are in the MSR Academic release of DryadLINQ. (Do not use the CTP version from the TC team, which is being thrown away and rewritten starting with the MSR Academic release)

DryadLINQ queries tend to use combinatory form more than query syntax. For example, in C#:

var words = input.SelectMany(x => x.Split(' '));

var groups = words.GroupBy(x => x);

var counts = groups.Select(x => new Pair(x.Key, x.Count()));

var ordered = counts.OrderByDescending(x => x.Count);

var top = ordered.Take(k);

This is a serious challenge for the current F# design – there is no good query { … } encoding of this functionality – all look pretty bad.

For this example, the natural thing for the F# programmer is to write a combinator pipeline:

input

|> QuerySeq.selectMany (fun x -> x.Split(' '))

|> QuerySeq.groupBy (fun x -> x)

|> QuerySeq.select (fun x -> x.Key, x.Count())

|> QuerySeq.sortByDescending (fun (key,count) -> count)

|> QuerySeq.take k

Where there is implicit lambda 🡪 Linq Expression lifting for all hypothetical “QuerySeq” operators, or to write as in C#:

let words = input.SelectMany(fun x -> x.Split(' '));

let groups = words.GroupBy(fun x -> x);

let counts = groups.Select(fun x -> x.Key, x.Count());

let ordered = counts.OrderByDescending(fun (key,count) -> count);

let top = ordered.Take(k);

DryadLINQ also allows the use of **Associative** and **Homomorphic** attributes on called methods. This may again cause problems for F#.

DryadLINQ makes several extensions to the LINQ operators, e.g.

*First, we have to use special* ***DryadLINQ*** *extensions for Aggregate and Count which return IQueryables and not values: AggregateAsQuery and CountAsQuery. These two operators return an IQueryable which will always contain a single element when evaluated.*

Note we would expect this API to only be used via extension-member notation with F#, so these should not pose a problem.

# Risks

* **People will find the dissonance between Seq.\*, “seq { .. }” and “query { … }” too strong** 
  + e.g. “where” v. “filter”, “select” v. “map”
  + F# users can always define additional custom operations as macros, e.g.

module QueryOperators =

[<ReflectedDefinition; MaintainsVariableSpace>]

let select ([<ProjectionParameter>] f) x = QueryOperators.map f x

* **The query translation from F# quotations to LINQ expressions must be correct**
  + This has to be tested carefully
* **Lack of templates**
  + F# 2.0 has a striking lack of templates. Hence the inclusion of adding templates as part of this work
* **F# learning material (books etc.) may not be updated for F# 3.0** 
  + This may be a real problem.

# Resolved Issues

### Limiting Nested “For”

One of the primary “practical problems” with LINQ queries is that it makes it far too easy to construct very expensive cross-join operations by using two nested for loops. Furthermore, nested for-loops are not allowed for many query data sources, e.g. OData.

It would be nice if the fundamental language mechanism had some way to limit the use of nested for loops, even if the default “query” operator did not support this.

The natural way to do this is to translate a single “for” to a form that uses some specific builder method like builder.Select or builder.Map or builder.ForFinal.

**This is not supported.**

### OfType

Is this operator surfaced in F# queries? E.g.

query { for c in db.Customers do

match c with

| :? SpecialCustomer as sc -> ....

| \_ -> () }

This operator would be useful in a Freebase/ontology provider. **This is not currently supported.**

## No Nullable arithmetic operators

We will not have “+”, “-“ etc. on nullable values

## No Nullable default conversions

We will not have “int”, “int64” etc. work on nullable values

## No Nullable user-defined conversions

We will not have anything that helps with “nullable” and user-defined op\_Implicit/op\_Explicit conversions.

## No syntax for array/list

Should query syntax include “query [ …]” and “query [| … |]”? No.

## No Seq operators

We considered adding operators corresponding to Query operators to **Microsoft.FSharp.Collections.Seq**. where they don’t already exist. This does not seem appropriate beyond “where” and “select”

## No Concat operator

This operator will not be surfaced in F# query syntax beyond the existing seq { … } support for in-memory concatenation.

## No query operators for array/list

We do not include these query operators:

toArray: source:seq<'T> -> 'T[]

toList: source:seq<'T> -> 'T list

## No Direct Emit to LINQ Expression Trees

We will not directly generate LINQ Expressions directly from the F# compiler at all.

* This avoids massively complicating the F# language specification, compiler and codegen.

## No Direct Translation to LINQ Query Pattern

Shouldn’t we just emit the LINQ code gen directly and not go through Quotations?

One motivation for this is that reflection support is limited on the Compact Framework and Phone, and quotations expose a couple of extra reflection requirements.

However, we will do not do LINQ-pattern translation in the F# compiler. This avoids the F# language becoming yet-another “shell” for C#, and sets expectations correctly for our support for additional C# pattern-based translations

This means a new builder & quotation-to-expression-tree translation implementation is needed for each instance of the LINQ query pattern.

We will not do this in F# 3.0.

# Appendix

## F# 2.0 LINQ support

LINQ support in F# 2.0 ships in F# PowerPack. The typical LINQ queries look like this:

query <@ seq { for c in db.Customers do yield c.Address}

|> Seq.sortBy (fun s -> s.Length)

@>

query <@ seq { for c in db.Customers do

for e in db.Employees do

if c.ContactName = e.LastName then

yield c.ContactName } @>

The cornerstones of LINQ support in F# are the two functions: ToLinqExpression:

ToLinqExpression : Microsoft.FSharp.Quotations.Expr -> Expressions.Expression

which translates F# quotation into Linq expression, and a query function.

The query function is defined thusly:

val query : Quotations.Expr<'T> -> 'T

Typically, 'T is a seq<\_>. The argument to query is a quotation of an expression expressing query in terms of Seq operators and seq computation expressions. query function translates the given expression into calls to Queryable operators, building a new quotation. For example, the first query would translate into:

<@ Queryable.SortBy(Queryable.Select(db.Customers, <|@fun c -> c.Address @|>, <|@ fun s -> s.Length @|>)) @>

Where <|@ . @|> is an operator translating F# quotations into Linq expressions.

query then translates the resulting quotation into a Linq expression using ToLinqExpression and compiles it.

## Problems F# 2.0 Query Support

F# 2.0 includes reasonable support for IQueryable LINQ queries using a combination of F# programming and the F# power pack. The support is effective and vaguely palatable, but definitely not “syntactically fluent”, because:

* Aggregation operations like Sum and Average must be performed outside the query comprehension syntax. This is also true in C#, where .Sum() or .Max() is used, but the problem tends to be worse in F#.
* Transformation operations like SortBy must be performed outside the query comprehension syntax.
* “Group into” and “Join” operations must be performed outside the query comprehension syntax.
* Queries must be enclosed in both query <@ … @>  and seq { … }, which gives syntactic dissonance, in particular when translating from C#
* Tuples can’t be used as intermediate collection results in queries.
* Queries are not supported in the F# standard library, rather in the power pack

Further, no effective support exists for pattern-based manifestations of the LINQ pattern in F# 2.0.

This approach suffers from a number of drawbacks:

* It’s in the PowerPack, not in FSharp.Core
* Explicit quotations are awkward: users need to master a concept extraneous to their task.
* No “group by”, “sort by” or “join” in the comprehension syntax
* Lack of type safety #1: the approach only statically checks that the query is IEnumerable (indeed it doesn’t even check that). It doesn’t check that the query is IQueryable.
* The syntax is more syntactically distant from SQL (in comparison to C#). This can be a conceptual barrier for people.
* Lack of type safety #2: it translates any quotation of type ‘T into a query. Therefore users are left to discover what is translatable and what is not by trial and error.[[18]](#footnote-18)
* The fact that the syntax is “just like a program” leads people to think they can write anything in the queries (a strange effect: the more uniform the syntax, the more likely they are to hit the lack of type safety inherent in meta-programming-based approaches to queries)
* Nullables are very awkward (both in queries and out)

For example, consider sorting

“Sort by” can be applied as a combinator:

query <@ seq { for c in db.Customers do yield c.Address }

|> Seq.sortBy (fun s -> s.Length) @>

However in general this requires packing the tuple space, sorting, then unpacking…. Even with a query { … } syntax the general pattern would have to be:

query { for ...[v1,...vN]... in yield [v1....vN] }

|> Query.sortBy (fun [v1...vN] -> s.Length)

|> Query.map (fun [v1...vN] -> ...)

let periodicTable =

seq { for elem in Data.Freebase.Chemistry.``Chemical Element`` do

if elem.``Atomic number``.HasValue then

yield elem }

|> Seq.distinctBy (fun e -> e.``Atomic number``.GetValueOrDefault() )

|> Seq.sortBy (fun e -> e.``Atomic number``.GetValueOrDefault() )

The benefits of the approach are

* Fewer dependencies:
  + No dependency on IQueryable in the F# library
  + No dependency on .NET 3.5 in the library/language
* Simpler language definition (keeping “.NET” at arm’s length in the name of hygiene):
  + no special language rules for IQueryable
  + no special syntax for join, group by, sort by
  + no special rules for nullable

The correspondence with C# syntax is as follows:

query { // from

for c in db.Customers do

// from

for e in db.Employees do

// where

if c.ContactName = e.LastName then

// select

yield c.ContactName }

Freebase (and presumably other type-based semantic stores) force the issue of “type discovery” in queries. For example:

query { for loc in Freebase.Locations do

match loc with

| :? LocationWithNeighbourhoods as nlh ->

yield loc, nlh.Neighbourhoods

| \_ ->

() }

There may be more issues lurking here, we should implement Freebase query support….

## Additional LINQ implementations to investigate

e.g. see <http://en.wikipedia.org/wiki/LINQ>

* Continuous LINQ
* LINQ To Sharepoint
* LINQ To Active Directory
* LINQ for Novell.Directory.Ldap
* LinqToWikipedia
* Obtics (Observable Object LINQ)
* LINQ to SNMP
* LINQ to DataSets
* The LINQ to SQL provider works only with Microsoft SQL Server databases; to support any generic database, LINQ also includes the LINQ to DataSets, which uses ADO.NET to handle the communication with the database. Once the data is in ADO.NET Datasets, LINQ to DataSets execute queries against these datasets.
* Data Services: LINQ to ADO.NET Data Services
* dotConnect: LINQ to Oracle, MySQL, PostgreSQL, and SQLite
* Entity Framework: LINQ to Entities
* Windows Search: LINQ to System Search
* Google search: LINQ to Google
* DbLinq: LINQ to MySQL, PostgreSQL, Oracle, Ingres, SQLite and Microsoft SQL Server
* NHibernate:
  + LINQ to NHibernate contribution project
  + Native LINQ support in the upcoming 3.0 release based on re-linq
* DataObjects.NET: LINQ to DataObjects.NET
* LLBLGen Pro: LINQ to LLBLGen
* OpenMapi: LINQ to MAPI
* CSV: LINQ to CSV
* Twitter: LINQ to Twitter
* db4o: LINQ to db4o
* Wikipedia: LINQ to Wikipedia
* LINQ to XSD: LINQ to XML Schema

## Splicing Into query { … }

Is it possible to “splice” into quotation queries? E.g.

let frag() =

<@ QueryOperators.where (fun (c:NorthwndSchema.Customer) -> c.ContactName.StartsWith "B") @>

let customerWithNamesStartingWithB =

query { for c in db.Customers do

%(frag())

select c }

|> showGrid

This typechecks, and we can’t technically stop it happening, but we should test and explore the limits.

## Added Random Notes and Jottings

Binary operators?

| zipWith *inp2* into *y* ; *qexpr*

🡪 zipWith *inp1*@*vs1 inp2* (vs1 y -> qtrans*vs1+vs2* *inp0* *qexpr*)

| binOpWith *inp2* into *y* ; *qexpr*

🡪 binOpWith *inp1*@*vs1 inp2* (vs1 y -> qtrans*vs1+vs2* *inp0* *qexpr*)

| binOpWith (for *p2*vs2in *inp2* -> *key1 = key2*) ; *qexpr*

🡪 binOpWith *inp1*@*vs1 inp2* (*vs1* -> *key1*) (*p2* -> *key2*) (*vs1* *p2* -> qtrans*vs1+vs2* *inp0* *qexpr*)

1. Not just “a LINQ style of programming, the weasel words we use for F# 2.0 [↑](#footnote-ref-1)
2. Remember, SQL still occupies 50% of industry jobs…. Even if F# was relevant to 1% of those, that’s huge number of F# jobs [↑](#footnote-ref-2)
3. This is like groupJoin but implicitly adds “let prodGroup = System.Linq.Enumerable.DefaultIfEmpty prodGroup” [↑](#footnote-ref-3)
4. The thenBy operators are not statically checked to follow a “sortBy” operator. However, a runtime error occurs if this is not the case. [↑](#footnote-ref-4)
5. Head, last, single, minBy, maxBy, averageBy raise InvalidOperationException when used on empty result sets [↑](#footnote-ref-5)
6. **maxBy** in a query returns the maximum value, but the existing **Seq.maxBy** returns an element associated with the maximum value. We considered using **maxValBy** for the former, but on review decided that the extra confusion this would add would not be worth the cost, especially since the types tell the story. [↑](#footnote-ref-6)
7. **yield** is an alternative to select to achieve terminological consistency with seq { ... }. **select** does look much nicer to the LINQ user, but allowing consistency and smooth transitions with seq { ... } is also important to the overall F# coding experience. [↑](#footnote-ref-7)
8. Inside query { …}, skip and take are “forgiving”, they do not raise exceptions if the list runs out of elements. Like other operators inside query { … }, this follows LINQ semantics. [↑](#footnote-ref-8)
9. groupBy has a different signature in query { … }, it returns a sequence of IGrouping, rather than a sequence of tuples. We’ll live with this dissonance. [↑](#footnote-ref-9)
10. These are not included in seq { } and Seq.\* since they are very specific to enable representation of certain LINQ queries, and are not typical in normal F# in-memory programming. [↑](#footnote-ref-10)
11. These are not included in seq { } and Seq.\* since they are very specific to enable representation of certain LINQ queries, and are not typical in normal F# in-memory programming. [↑](#footnote-ref-11)
12. A record type is partially immutable if any of its fields are not marked mutable. [↑](#footnote-ref-12)
13. This second case is for fsi.exe scripting where ConnectionStringConfigFile is used, e.g. consider the case where we have a single config file containing useful connection strings, shared between multiple scripts [↑](#footnote-ref-13)
14. A connection string may be present in a DBML file through the following XML appearing at the top of a tile. This indicates the class name and property name for a .NET variable that holds the connection string setting:

    <Database Name="NORTHWND.MDF" Class="NORTHWND\_MDF" xmlns="http://schemas.microsoft.com/linqtosql/dbml/2007">

    <Connection Provider="System.Data.SqlClient" Mode="AppSettings" SettingsObjectName="…" SettingsPropertyName="…"/>

    ...

    </Database> [↑](#footnote-ref-14)
15. This second case is for fsi.exe scripting where ConnectionStringConfigFile is used, e.g. consider the case where we have a single config file containing useful connection strings, shared between multiple scripts [↑](#footnote-ref-15)
16. As with all generative type providers, static linking is not performed for F# Interactive code. [↑](#footnote-ref-16)
17. This is a frustrating limitation of OData queries which is difficult to work-around from the F# perspective. [↑](#footnote-ref-17)
18. This problem is fairly inherent in meta-programming approaches – C# suffers from it as well. [↑](#footnote-ref-18)