**C++ PROGRAMMING**

**PROGRAM NO: 1**

**AIM: Program to calculate sum of two numbers using class.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class add\_num

{

int a,b;

public:

void read()

{

cout<<"Enter two numbers:";

cin>>a>>b;

}

void add()

{

cout<<"Sum =";

int sum;

sum=a+b;

cout<<sum<<"\n";

}

}ob;

main()

{

ob.read();

ob.add();

}

**OUTPUT:**

Enter two numbers:6 81

Sum =87

**PROGRAM NO: 2**

**AIM: Program to add points using class.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class point

{

int x,y;

public:

void read();

void display();

point add(point);

}p1,p2,p3;

void point ::read()

{

cin>>x>>y;

}

void point::display()

{

cout<<x<<" "<<y<<"\n";

}

point point:: add(point p1)

{

p3.x=x+p1.x;

p3.y=y+p1.y;

return p3;

}

main()

{

cout<<"Enter first point\n";

p1.read();

cout<<"Enter second point\n";

p2.read();

cout<<"First and second point is\n";

p1.display();

p2.display();

cout<<"sum is\n";

p3=p2.add(p1);

p3.display();

}

**OUTPUT:**

Enter first point

1 3

Enter second point

2 3

First and second point is

1 3

2 3

sum is

3 6

**PROGRAM NO: 3**

**AIM: Write a program to copying a string to another and concatenating two strings.**

**PROGRAM:**

#include<iostream>

#include<cstring>

usingnamespace std;

class strng

{

char str1[20];

char str2[20];

public:

strng(char \*s1,char \*s2)

{

strcpy(str1,s1);

strcpy(str2,s2);

}

void copy()

{

strcpy(str1,str2);

cout<<"Copied string str1=";

cout<<str1;

cout<<"\n";

}

void concat()

{

strcat(str1,str2);

cout<<"concatenated string str1=";

cout<<str1;

cout<<"\n";

}

void display()

{

cout<<str1<<"\n"<<str2<<"\n";

}

};

main()

{

cout<<"Two strings are:\n";

strng s("hai","hello");

s.display();

s.copy();

s.concat();

}

**OUTPUT:**

Two strings are:

hai

hello

Copied string str1=hello

concatenated string str1=hellohello

**PROGRAM NO: 4**

**AIM: Write a program to create to add two distances.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class distance

{

int feet;

float inch;

public:

distance()

{

feet=0;

inch=0;

}

void read();

void display();

void add(distance,distance);

}d1,d2,d3;

void distance::read()

{

cout<<"Enter feet and inch :";

cin>>feet>>inch;

}

void distance::display()

{

cout<<"feet="<<feet<<" ";

cout<<"inch="<<inch<<" ";

}

void distance::add(distance a,distance b)

{

feet=a.feet+b.feet;

inch=a.inch+b.inch;

if(inch>12)

{

feet++;

inch=inch-12;

}

}

main()

{

d1.read();

d2.read();

d1.display();

cout<<"\n";

d2.display();

d3.add(d1,d2);

cout<<"\nSum of feet and inch is:\n";

d3.display();

cout<<"\n";

}

**OUTPUT:**

Enter feet and inch :4 9

Enter feet and inch :10 5

feet=4 inch=9

feet=10 inch=5

Sum of feet and inch is:

feet=15 inch=2

**PROGRAM NO: 5**

**AIM: Write a program to create a stack and perform stack operations.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

#define size 100

class stack

{

int stck[size];

int tos;

public:

stack()

{

tos=0;

cout<<"Stack initialized\n";

}

~stack()

{

cout<<"\nStack destroyed\n";

}

void push(int i)

{

if(tos==size)

{

cout<<"stack fill\n";

}

stck[tos]=i;

tos++;

}

int pop()

{

if(tos==0)

{

cout<<"Stack underflow\n";

}

tos--;

return stck[tos];

}

};

main()

{

stack a,b;

a.push(1);

b.push(2);

a.push(3);

b.push(4);

cout<<a.pop()<<" ";

cout<<b.pop()<<" ";

cout<<a.pop()<<" ";

cout<<b.pop()<<" ";

}

**OUTPUT:**

Stack initialized

Stack initialized

3 4 1 2

Stack destroyed

Stack destroyed

**PROGRAM NO: 6**

**AIM: Write a C++ program to find the largest of three numbers using inline function.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

inlinevoid large(int a,int b,int c)

{

if(a>b)

{

if(a>c)

{

cout<<a<<" is largest\n";

}

else

{

cout<<c<<" is largest\n";

}

}

else

{

if(b>c)

{

cout<<b<<" is largest\n";

}

else

{

cout<<c<<" is largest\n";

}

}

}

main()

{

int a,b,c;

cout<<"Enter three numbers\n";

cin>>a>>b>>c;

large(a,b,c);

}

**OUTPUT:**

Enter three numbers

45 6 89

89 is largest

**PROGRAM NO: 7**

**AIM: Write a program to add two complex number using friend function.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class complex

{

int a,b;

public:

void read()

{

cout<<"Enter comlex number:";

cin>>a>>b;

}

void display()

{

cout<<a<<"+"<<b<<"i"<<"\n";

}

friend complex sum(complex,complex);

};

complex sum(complex ob1,complex ob2)

{

complex temp;

temp.a=ob1.a+ob2.a;

temp.b=ob1.b+ob2.b;

return temp;

}

main()

{

complex ob1,ob2,ob3;

ob1.read();

ob2.read();

cout<<"Two complex numbers are:\n";

ob1.display();

ob2.display();

cout<<"Sum=";

ob3=sum(ob1,ob2);

ob3.display();

}

**OUTPUT:**

Enter comlex number:3 4

Enter comlex number:5 3

Two complex numbers are:

3+4i

5+3i

Sum=8+7i

**PROGRAM NO: 8**

**AIM: Write a program to find minimum of two values for demonstrate friend classes**.

**PROGRAM:**

#include<iostream>

usingnamespace std;

class twovalues

{

int a;

int b;

public:

twovalues(int i,int j)

{

a=i;

b=j;

}

friendclass Min;

};

class Min

{

public:

int min(twovalues x);

};

int Min::min(twovalues x)

{

return x.a<x.b?x.a:x.b;

}

main()

{

twovalues ob(10,29);

Min m;

cout<<"Minimum vale is:";

cout<<m.min(ob)<<"\n";

}

**OUTPUT:**

Minimum vale is:10

**PROGRAM NO: 9**

**AIM: Write a program to find volume of cube , cylinder and rectangle using function overloading.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class fun

{

public:

int volume(int);

float volume(float,float);

float volume(float,float, float);

};

int fun::volume(int a)

{

return(a\*a\*a);

}

float fun::volume(float r,float h)

{

return(3.14\*r\*r\*h);

}

float fun::volume(float l,float b,float h2)

{

return(l\*b\*h2);

}

main()

{

int a,l,b,h,r,h2;

fun ob;

cout<<"Ente side of a cube:";

cin>>a;

cout<<"Volume of a cube is="<<ob.volume(a)<<"\n";

cout<<"Enter radious and height of cylinder:";

cin>>r>>h;

cout<<"Volume of cylinder is="<<ob.volume(r,h)<<"\n";

cout<<"Enter length,breadth and height of rectangle:";

cin>>l>>b>>h2;

cout<<"Volume of rectangle ="<<ob.volume(l,b,h2)<<"\n";

}

**OUTPUT:**

Ente side of a cube:4

Volume of a cube is=64

Enter radious and height of cylinder:3 5

Volume of cylinder is=141.3

Enter length,breadth and height of rectangle: 4 3 5

Volume of rectangle =60

**PROGRAM NO: 10**

**AIM: Create a 'MATRIX' class of size m X n. Overload the ‘+’ and ‘\*’ operator to add and multiply two MATRIX objects.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class matrix

{

public:

int a[50][50],i,j,k;

int r,c;

void read\_size()

{

cout<<"Enter row size and column size:";

cin>>r>>c;

}

void read()

{

cout<<"Enter values:";

for(i=0;i<r;i++)

{

for(j=0;j<c;j++)

{

cin>>a[i][j];

}

}

}

void display()

{

for(i=0;i<r;i++)

{

for(j=0;j<c;j++)

{

cout<<a[i][j]<<" ";

}

cout<<"\n";

}

}

matrix operator +(matrix);

matrix operator \*(matrix);

};

matrix matrix::operator +(matrix ob)

{

matrix temp;

for(i=0;i<r;i++)

{

for(j=0;j<c;j++)

{

temp.a[i][j]=0;

temp.a[i][j]=a[i][j]+ob.a[i][j];

}

temp.r=r;

temp.c=c;

}

return (temp);

}

matrix matrix::operator \*(matrix m)

{

matrix temp2;

temp2.r=r;

temp2.c=m.c;

for(i=0;i<temp2.r;i++)

{

for(j=0;j<temp2.c;j++)

{

temp2.a[i][j]=0;

for (int k=0;k<c;k++)

{

temp2.a[i][j]=temp2.a[i][j]+(a[i][k]\*m.a[k][j]);

}

}

}

return temp2;

}

main()

{

matrix m1,m2,m3,m4;

m1.read\_size();

m2.read\_size();

m1.read();

m2.read();

cout<<"First matrix is:\n";

m1.display();

cout<<"Second matrix is:\n";

m2.display();

if((m1.r==m2.r)&&(m1.c==m2.c))

{

m3=m1+m2;

cout<<"SUM IS:\n";

m3.display();

}

else

{

cout<<"Addition not possible\n";

}

if(m1.r==m2.c)

{

m4=m1\*m2;

cout<<"PRODUCT OF TWO MATRIX IS:\n";

m4.display();

}

else

{

cout<<"Multiplication Not possible\n";

}

}

**OUTPUT:**

Enter row size and column size:2 3

Enter row size and column size:2 3

Enter values:3 4 5 6 7 8

Enter values:3 4 5 7 8 0

First matrix is:

3 4 5

6 7 8

Second matrix is:

3 4 5

7 8 0

SUM IS:

6 8 10

13 15 8

Multiplication Not possible

Enter row size and column size:3 3

Enter row size and column size:3 3

Enter values:2 3 4 5 6 7 8 9 5

Enter values:2 3 4 1 7 2 3 8 10

First matrix is:

2 3 4

5 6 7

8 9 5

Second matrix is:

2 3 4

1 7 2

3 8 10

SUM IS:

4 6 8

6 13 9

11 17 15

PRODUCT OF TWO MATRIX IS:

19 59 54

37 113 102

40 127 100

Enter row size and column size:2 3

Enter row size and column size:3 2

Enter values:1 2 5 8 10 3

Enter values:12 4 5 7 9 9

First matrix is:

1 2 5

8 10 3

Second matrix is:

12 4

5 7

9 9

Addition not possible

PRODUCT OF TWO MATRIX IS:

67 63

173 129

**PROGRAM NO: 11**

**AIM: Write a program to implement inheritance.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class publisher

{

char title[20];

float price;

public:

publisher()

{

price=0;

title[20]=0;

}

void read()

{

cout<<"Enter title and price:";

cin>>title>>price;

}

void display()

{

cout<<"Title:"<<title<<"\n";

cout<<"Price :"<<price<<"\n";

}

};

class book:public publisher

{

int pagecount;

public:

book()

{

pagecount=0;

}

void bookread()

{

publisher::read();

cout<<"Enter number of pages:";

cin>>pagecount;

}

void bookdisplay()

{

cout<<".......DETAILS.........\n";

publisher::display();

cout<<"No. of pages:"<<pagecount<<"\n";

}

};

class cd:public publisher

{

int duration;

public:

cd()

{

duration=0;

}

void cdread()

{

publisher::read();

cout<<"Enter duration :";

cin>>duration;

}

void cddisplay()

{

publisher::display();

cout<<"Duration of cd:"<<duration<<"\n";

cout<<"\n";

}

};

main()

{

book b;

cd c;

b.bookread();

c.cdread();

b.bookdisplay();

c.cddisplay();

}

**OUTPUT:**

Enter title and price:Algorithms 350

Enter number of pages: 300

Enter title and price: c++

50

Enter duration :20m

.......DETAILS.........

Title:Algorithms

Price :350

No. of pages:300

Title:c++

Price :50

Duration of cd:20

**PROGRAM NO: 12**

**AIM: Write a program to implement virtual base class.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class base

{

public:

int i;

};

class derived1:virtualpublic base

{

public:

int j;

};

class derived2:virtualpublic base

{

public:

int k;

};

class derived3:public derived1,public derived2

{

public:

int sum;

};

main()

{

derived3 ob;

ob.i=10;

ob.j=20;

ob.k=34;

ob.sum=ob.i+ob.j+ob.k;

cout<<"Three numbers are:\n";

cout<<ob.i<<” from super class\n";

cout<<ob.j<<"from derived1 class\n";

cout<<ob.k<<"from derived2 class\n";

cout<<"SUM ="<<ob.sum<<"\n";

}

**OUTPUT:**

Three numbers are:

10 from super class

20 from derived1 class

34 from derived2 class

SUM =64

**PROGRAM NO: 13**

**AIM: Program to implement polymorphism.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class rectangle

{

float w,h,rect;

public:

void area()

{

cout<<"Enter width and height of rectangle:";

cin>>w>>h;

rect=w\*h;

cout<<"Area of rectangle="<<rect<<"\n";

}

};

class square

{

float a,sq;

public:

void area()

{

cout<<"Enter side of square:";

cin>>a;

sq=a\*a;

cout<<"Area of Square="<<sq<<"\n";

}

};

class circle

{

float r,circ;

public:

void area()

{

cout<<"Enter radious of circle:";

cin>>r;

circ=3.14\*r\*r;

cout<<"Area of circle="<<circ<<"\n";

}

};

main()

{

rectangle ob1 ;

square ob2;

circle ob3;

ob1.area();

ob2.area();

ob3.area();

}

**OUTPUT:**

Enter width and height of rectangle: 4 5

Area of rectangle=20

Enter side of square:2.3

Area of Square=5.29

Enter radious of circle:4.2

Area of circle=55.3896

**PROGRAM NO: 14**

**AIM: Program to implement virtual functions.**

**PROGRAM:**

#include<iostream>

usingnamespace std;

class base

{

public:

virtualvoid vfun()

{

cout<<"This is base's vfun()\n";

}

};

class derived1:public base

{

public:

void vfun()

{

cout<<"Dreived1's vfun()\n";

}

};

class derived2:public base

{

public:

void vfun()

{

cout<<"Dreived2's vfun()\n";

}

};

main()

{

base \*p,b;

derived1 d1;

derived2 d2;

p=&b;

p->vfun();

p=&d1;

p->vfun();

p=&d2;

p->vfun();

}

**OUTPUT:**

This is base's vfun()

Dreived1's vfun()

Dreived2's vfun()

**PROGRAM NO: 15**

**AIM: Write a program to implement C++ files.**

**PROGRAM:**

#include<iostream>

#include<fstream>

usingnamespace std;

class student

{

private:

int rollno,m1,m2,m3;

char name[20];

int total;

float avg;

public:

void getdata()

{

cout<<"Enter roll number\t"<<"\n";

cin>>rollno;

cout<<"Enter student name\t"<<"\n";

cin>>name;

cout<<"Enter marks of three subjects\t"<<"\n";

cin>>m1>>m2>>m3;

}

void putdata()

{

cout<<"Roll No.:"<<rollno<<"\n";

cout<<"Name :"<<name<<"\n";

cout<<"marks:"<<m1<<" "<<m2<<" "<<m3<<"\n";

total=m1+m2+m3;

avg=total/3;

cout<<"TotalMark :"<<total<<"\n";

cout<<"Average:"<<avg<<"\n";

}

};

main()

{

cout<<"C++ FILES \n------------------";

cout<<"\n";

student st;

st.getdata();

ofstream outfile("mark.out");

outfile.write((char\*)&st,sizeof(st));

outfile.close();

cout<<"\*\*\*Display file\*\*\*\n";

ifstream infile("mark.out");

infile.read((char\*)&st,sizeof(st));

st.putdata();

}

**OUTPUT:**

C++ FILES

------------------

Enter roll number

14

Enter student name

Safna

Enter marks of three subjects

45

56

43

\*\*\*Display file\*\*\*

Roll No.:14

Name :Safna

marks:45 56 43

TotalMark :144

Average:48

**PROGRAM NO: 16**

**AIM: Write a program to demonstrate IO based program.**

**PROGRAM:**

#include<iostream>

#include<cstring>

usingnamespace std;

class phonebook

{

char name[20];

int areacode,prefix;

longint num;

public:

phonebook()

{

}

phonebook(char\*n,int a,int p,int nm)

{

strcpy(name,n);

areacode=a;

prefix=p;

num=nm;

}

friend ostream &operator<<(ostream &stream,phonebook o);

friend istream &operator>>(istream &stream,phonebook &o);

};

ostream &operator<<(ostream &stream,phonebook o)

{

stream<<o.name<<" ";

stream<<"("<<o.areacode<<")";

stream<<o.prefix<<"-"<<o.num<<"\n";

return stream;

}

istream &operator>>(istream &stream,phonebook &o)

{

cout<<"Enter name:";

stream>>o.name;

cout<<"Enter areacode:";

stream>>o.areacode;

cout<<"Enter prefix:";

stream>>o.prefix;

cout<<"Enter number:";

stream>>o.num;

cout<<"\n";

return stream;

}

main()

{

phonebook ob;

cin>>ob;

cout<<ob;

}

**OUTPUT:**

Enter name:Aleesha

Enter areacode:706

Enter prefix:91

Enter number:8113854402

Aleesha (706)91-8113854402

**PROGRAM NO: 17**

**AIM: Write a program to demonstrate IO based program.**

**PROGRAM:**

#include<iostream>

#include<strstream>

usingnamespace std;

main()

{

char iostr[80];

strstream strio(iostr,sizeof(iostr),ios::in|ios::out);

int a,b;

char str[80];

strio<<"10 20 testing";

strio>>a>>b>>str;

cout<<a<<" "<<b<<" "<<str<<endl;

}

**OUTPUT:**

10 20 testing

**PROGRAM NO: 18**

**AIM: Program to demonstrate Standard Template Library(STL).**

**PROGRAM:**

#include<iostream>

#include<vector>

#include<cctype>

usingnamespace std;

main()

{

vector<char>v(10);

unsignedint i;

cout<<"Size="<<v.size()<<endl;

for(i=0;i<10;i++)

v[i]=i+'a';

cout<<"Current Elements\n";

for(i=0;i<v.size();i++)

cout<<v[i]<<" ";

cout<<"\n\n";

cout<<"Expanding Vector:\n";

for(i=0;i<10;i++)

v.push\_back(i+10+'a');

cout<<"size new ="<<v.size()<<endl;

cout<<"Current contents\n";

for(i=0;i<v.size();i++)

cout<<v[i]<<" ";

cout<<"\n\n";

for(i=0;i<v.size();i++)

v[i]=toupper(v[i]);

cout<<"Modified Contents\n";

for(i=0;i<v.size();i++)

cout<<v[i]<<" ";

cout<<"\n\n";

}

**OUTPUT:**

Size=10

Current Elements

a b c d e f g h i j

Expanding Vector:

size new =20

Current contents

a b c d e f g h i j k l m n o p q r s t

Modified Contents

A B C D E F G H I J K L M N O P Q R S T

**DATA STRUCTURE**

**PROGRAM NO: 1**

**AIM: Program to implement singly linked list operations.**

**PROGRAM:**

#include<iostream>

using namespace std;

class single

{

private:

struct node

{ int data;

node \*link;

}\*p;

public:

single();

void append(int);

void addbeg(int);

void addafter(int,int);

void display();

int count();

void del(int);

~single();

};

single::single()

{

p=NULL;

}

void single::append(int num)

{

node \*temp,\*r;

temp=new node;

r=new node;

if(p==NULL)

{

temp=new node;

temp->data=num;

temp->link=NULL;

p=temp;

}

else

{

for(temp=p;temp->link!=NULL;temp=temp->link);

{

r->data=num;

r->link-NULL;

temp->link=r;

}

}

}

void single::addbeg(int num)

{

node \*temp;

temp=new node;

if(p==NULL)

{

temp->data=num;

temp->link=NULL;

p=temp;

}

else

{

temp->data=num;

temp->link=p;

p=temp;

}

}

void single::addafter(int loc,int num)

{

int i;

node \*temp,\*r;

temp=p;

for(i=0;i<loc;i++)

{

temp=temp->link;

if(temp==NULL)

{

cout<<"Less thaan"<<loc<<"elements\n";

}

}

r=new node;

r->data=num;

r->link=temp->link;

temp->link=r;

}

void single::del(int num)

{

node \*old,\*temp;

temp=p;

while(temp!=NULL)

{

if(temp->data==num)

{

if(temp==p)

p=temp->link;

else

old->link=temp->link;

delete temp;

return;

}

else

{

old=temp;

temp=temp->link;

}

}

cout<<"NOT FOUND\n";

}

int single::count()

{

node \*temp=p;

int c=0;

while(temp!=NULL)

{

temp=temp->link;

c++;

}

return c;

}

void single::display()

{

node \*temp;

for(temp=p;temp->link!=NULL;temp=temp->link)

{

cout<<temp->data<<"->";

}

cout<<temp->data;

}

single::~single()

{

node \*q;

while(q!=NULL)

{

q=q->link;

delete p;

p=q;

}

}

main()

{

single ob;

int a,n,ch,loc,m,b,d;

cout<<"SINGLY LINKED LIST";

do{

cout<<"\n1.ADD BEG\n2.APPEND\n3.ADD AFTER\n4.DELETE\n5.EXIT\n";

cout<<"Enter choice\n";

cin>>ch;

switch(ch)

{

case 1:cout<<"Enter howmany number of elements to be added first:";

cin>>n;

cout<<"Enter the element:";

for(int i=0;i<n;i++)

{

cin>>a;

ob.addbeg(a);

}

cout<<"Elements are :";

ob.display();

break;

case 2:cout<<"Enter how many elements to be added last:";

cin>>n;

cout<<"Enter elements:";

for(int i=0;i<n;i++)

{

cin>>a;

ob.append(a);

}

cout<<"Nummber of elements:"<<ob.count()<<"\n";

cout<<"Elements are:";

ob.display();

break;

case 3:cout<<"Enter number of elements to be inserted:";

cin>>n;

for(int i=0;i<n;i++)

{

cout<<"Enter position: ";

cin>>loc;

cout<<"Enter the element:\n";

cin>>a;

ob.addafter(loc,a);

}

cout<<"Number of elements are:"<<ob.count();

cout<<"\n";

cout<<"Elements are:";

ob.display();

break;

case 4:cout<<"Enter the element to be deleted \n";

cin>>d;

ob.del(d);

cout<<"\n";

cout<<"Elements are:";

ob.display();

break;

case 5:cout<<"EXIT\n";

break;

}

}while(ch!=5);

}

**OUTPUT:**

SINGLY LINKED LIST

1.ADD BEG

2.APPEND

3.ADD AFTER

4.DELETE

5.EXIT

Enter choice

1

Enter how many number of elements to be added first:2

Enter the element:20 10

Elements are :10->20

1.ADD BEG

2.APPEND

3.ADD AFTER

4.DELETE

5.EXIT

Enter choice

2

Enter how many elements to be added last:3

Enter elements:40 50 70

Nummber of elements:5

Elements are:10->20->40->50->70

1.ADD BEG

2.APPEND

3.ADD AFTER

4.DELETE

5.EXIT

Enter choice

3

Enter number of elements to be inserted:2

Enter position: 1

Enter the element:

30

Enter position: 4

Enter the element:

60

Number of elements are:7

Elements are:10->20->30->40->50->60->70

1.ADD BEG

2.APPEND

3.ADD AFTER

4.DELETE

5.EXIT

Enter choice

4

Enter the element to be deleted

70

Elements are:10->20->30->40->50->60

1.ADD BEG

2.APPEND

3.ADD AFTER

4.DELETE

5.EXIT

Enter choice

4

Enter the element to be deleted

30

Elements are:10->20->40->50->60

1.ADD BEG

2.APPEND

3.ADD AFTER

4.DELETE

5.EXIT

Enter choice

5

EXIT

**PROGRAM NO: 2**

**AIM: Write a program to implement ascending order sorting in SLL.**

**PROGRAM:**

#include<iostream>

using namespace std;

class link

{

private:

struct node

{

int data;

node \*link;

}\*p;

public:

link();

void append(int num);

void display();

void sort(int);

~link();

}ob;

link::link()

{

p=NULL;

}

void link::append(int num)

{

node \*temp,\*r;

temp=new node;

r=new node;

if(p==NULL)

{

temp=new node;

temp->data=num;

temp->link=NULL;

p=temp;

}

else

{

for(temp=p;temp->link!=NULL;temp=temp->link);

{

r->data=num;

r->link-NULL;

temp->link=r;

}

}

}

void link::sort(int n)

{

int temp;

node \*q,\*r;

q=p;

for(int i=0;i<n-1;i++)

{

r=q->link;

for(int j=i+1;j<n;j++)

{

if(q->data>r->data)

{

temp=q->data;

q->data=r->data;

r->data=temp;

}

r=r->link;

}

q=q->link;

}

}

void link::display()

{

node \*temp;

for(temp=p;temp->link!=NULL;temp=temp->link)

{

cout<<temp->data<<"->";

}

cout<<temp->data;

}

link::~link()

{

node \*q;

while(p!=NULL)

{

q=p->link;

delete p;

p=q;

} }

main()

{

int n,a;

cout<<"Enter limit:";

cin>>n;

cout<<"Enter elements:";

for(int i=0;i<n;i++)

{

cin>>a;

ob.append(a);

}

cout<<"Elements are:";

ob.display();

cout<<"\n";

cout<<"Linked list after sorting:";

ob.sort(n);

ob.display();

cout<<"\n";

}

**OUTPUT:**

Enter limit:5

Enter elements:50 30 10 20 45

Elements are:50->30->10->20->45

Linked list after sorting:10->20->30->45->50

**PROGRAM NO: 3**

**AIM: Write a program to find reverse order of a SLL.**

**PROGRAM:**

#include<iostream>

using namespace std;

class link

{

private:

struct node

{

int data;

node \*link;

}\*p;

public:

link();

void addbeg(int num);

void reverse();

void display();

int count();

~link();

}ob;

link::link()

{

p=NULL;

}

void link::addbeg(int num)

{

node \*temp;

temp=new node;

if(p==NULL)

{

temp->data=num;

temp->link=NULL;

p=temp;

}

else

{

temp->data=num;

temp->link=p;

p=temp;

}

}

void link::reverse()

{

node \*q,\*s,\*r;

q=p;

r=NULL;

while(q!=NULL)

{

s=r;

r=q;

q=q->link;

r->link=s;

}

p=r;

}

void link::display()

{

node \*temp;

for(temp=p;temp->link!=NULL;temp=temp->link)

{

cout<<temp->data<<"->";

}

cout<<temp->data;

}

int link::count()

{

node \*temp=p;

int c=0;

while(temp!=NULL)

{

temp=temp->link;

c++;

}

return c;

}

link::~link()

{

node \*q;

while(p!=NULL)

{

q=p->link;

delete p;

p=q;

}

}

main()

{

int n,a;

cout<<"Enter limit:";

cin>>n;

cout<<"Enter the element:";

for(int i=0;i<n;i++)

{

cin>>a;

ob.addbeg(a);

}

cout<<"Elements are:";

ob.display();

cout<<"\n";

cout<<"Reversed elements are:";

ob.reverse();

ob.display();

cout<<"\n";

}

**OUTPUT:**

Enter limit:5

Enter the element:34 2 76 3 8

Elements are:8->3->76->2->34

Reversed elements are:34->2->76->3->8

**PROGRAM NO:4**

**AIM: Write a program to implement doubly linked list operations.**

**PROGRAM:**

#include<iostream>

using namespace std;

class doubly

{

public:

int item;

struct node

{

node \*prev;

node \*next;

int data;

}\*p;

doubly()

{

p=new node;

p=NULL;

}

void append();

void instbeg();

void instbw();

void delt(int);

void display();

};

void doubly::append()

{

node \*temp,\*r;

temp=new node;

r=new node;

cout<<"enter item:";

cin>>item;

temp->data=item;

temp->next=NULL;

if(p==NULL)

{

temp->prev=NULL;

p=temp;

}

else

{

for(r=p;r->next!=NULL;r=r->next);

r->next=temp;

temp->prev=r;

}

}

void doubly::instbeg()

{

node \*temp;

temp=new node;

cout<<"enter item:";

cin>>item;

temp->data=item;

temp->prev=NULL;

if(p==NULL)

{

temp->next=NULL;

}

else

{

temp->next=p;

p->prev=temp;

}

p=temp;

}

void doubly::instbw()

{

node \*temp,\*r;

temp=new node;

r=new node;

int item,l,i;

cout<<"Enter item:";

cin>>item;

cout<<"Enter location:";

cin>>l;

if(p==NULL)

cout<<"List empty\n";

else

{

r=p;

for(i=0;i<l;++i)

{

r=r->next;

if(r==NULL)

{

cout<<"Lesser number of nodes\n";

return;

}

}

if(r->next!=NULL)

{

(r->next)->prev=temp;

}

temp->next=r->next;

temp->data=item;

r->next=temp;

temp->prev=r;

}

}

void doubly::delt(int item)

{

node \*temp=p;

while(temp!=NULL)

{

if(temp->data==item)

{

if(temp==p)

{

p=p->next;

p->prev=NULL;

}

else

{

if(temp->next==NULL)

{

temp->prev->next=NULL;

}

else

{

(temp->prev)->next=temp->next;

(temp->next)->prev=temp->prev;

}

delete temp;

}

cout<<item<<" "<<" element deleted\n";

return;

}

temp=temp->next;

}

cout<<item<<" "<<"Not found\n";

}

void doubly::display()

{

node \*temp;

for(temp=p;temp->next!=NULL;temp=temp->next)

cout<<temp->data<<"->";

cout<<temp->data<<"\n";

}

main()

{

doubly ob;

int ch,n,d;

cout<<"\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_DOUBLY LINKED LIST\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n";

cout<<"1.INSERT FRONT\n2.APPEND\n3.INSERT B/W\n4.DELETE\n5.DISPLAY\n6.EXIT\n";

do

{

cout<<"Enter your choice:";

cin>>ch;

switch(ch)

{

case 1:cout<<"Enter how many number of elements:";

cin>>n;

for(int i=0;i<n;i++)

{

ob.instbeg();

}

break;

case 2:cout<<"Enter how many number of elements:";

cin>>n;

for(int i=0;i<n;i++)

{

ob.append();

}

break;

case 3:cout<<"Enter how many number of elements:";

cin>>n;

for(int i=0;i<n;i++)

{

ob.instbw();

}

break;

case 4:cout<<"Enter the item to be deleted:";

cin>>d;

ob.delt(d);

break;

case 5:ob.display();

break;

case 6:cout<<"EXITT!!\n";

break;

}

}while(ch!=6);

}

**OUTPUT:**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_DOUBLY LINKED LIST\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1.INSERT FRONT

2.APPEND

3.INSERT B/W

4.DELETE

5.DISPLAY

6.EXIT

Enter your choice:1

Enter how many number of elements:2

enter item:10

enter item:20

Enter your choice:2

Enter how many number of elements:3

enter item:30

enter item:40

enter item:50

Enter your choice:5

20->10->30->40->50

Enter your choice:3

Enter how many number of elements:2

Enter item:25

Enter location:1

Enter item:34

Enter location:3

Enter your choice:5

20->10->25->30->34->40->50

Enter your choice:4

Enter the item to be deleted:55

55 Not found

Enter your choice:4

Enter the item to be deleted:30

30 element deleted

Enter your choice:4

Enter the item to be deleted:34

34 element deleted

Enter your choice:5

20->10->25->40->50

Enter your choice:6

EXITT!!

**PROGRAM NO:5**

**AIM: Write a program to implement stack using singly linked list.**

**PROGRAM:**

#include<iostream>

using namespace std;

class stack

{

public:

int n,item;

struct node

{

int data;

node \*link;

}\*top;

stack()

{

top=NULL;

}

void push(int);

void pop();

void display();

};

void stack::push(int item)

{

node \*temp;

temp=new node;

cout<<"Enter Item:";

cin>>item;

temp->data=item;

temp->link=top;

cout<<temp->data<<" "<<"pushed \n";

top=temp;

}

void stack::pop()

{

node \*temp;

temp=new node;

if(top==NULL)

{

cout<<"STACK EMPTY\n";

}

else

{

cout<<top->data<<" "<<"poped\n";

delete top;

top=top->link;

}

}

void stack::display()

{

node \*r;

r=new node;

if(top==NULL)

{

cout<<"STACK EMPTY\n";

}

else

{

for(r=top;r->link!=NULL;r=r->link)

{

cout<<r->data<<"->";

}

cout<<r->data<<"\n";

}

}

main()

{

stack s;

int c,n,item,top;

cout<<"\*\*\*\*\*\*STACK\*\*\*\*\*\*\n";

cout<<"1.PUSH\n2.POP\n3.DISPLAY\n4.EXIT\n";

do

{

cout<<"Enter your choice:";

cin>>c;

switch(c)

{

case 1:s.push(item);

break;

case 2:s.pop();

break;

case 3:s.display();

break;

case 4:cout<<"EXIT!!!!\n";

break;

}

}while(c!=4);

}

**OUTPUT:**

\*\*\*\*\*\*STACK\*\*\*\*\*\*

1.PUSH

2.POP

3.DISPLAY

4.EXIT

Enter your choice:1

Enter Item:2

2 pushed

Enter your choice:1

Enter Item:3

3 pushed

Enter your choice:1

Enter Item:5

5 pushed

Enter your choice:3

5->3->2

Enter your choice:2

5 poped

Enter your choice:2

3 poped

Enter your choice:2

2 poped

Enter your choice:3

STACK EMPTY

Enter your choice:2

STACK EMPTY

Enter your choice:4

EXIT!!!!

**PROGRAM NO:6**

**AIM: Write a program to implement queue using array.**

**PROGRAM:**

#include<iostream>

using namespace std;

class queue

{

int n,front,rear,item,i,q[10];

public:

queue()

{

front=0;

rear=0;

};

void read();

void insert(int);

void delt();

void display();

};

void queue::read()

{

cout<<"Enter size:";

cin>>n;

}

void queue::insert(int item)

{

if(rear==n)

{

cout<<"QUEUE IS FULL\n";

}

else

{

cout<<"Enter element:";

cin>>item;

rear=rear+1;

q[rear]=item;

cout<<item<<" "<<"Inserted\n";

}

if((front==0)&&(rear>0))

{

front=1;

}

}

void queue::delt()

{

if(front>rear)

{

front=0;

rear=0;

cout<<"QUEUE EMPTY\n";

}

else

{

if(front!=0)

{

item=q[front];

cout<<item<<" "<<"deleted\n";

front=front+1;

}

else

{

cout<<"QUEUE EMPTY\n";

}

}

}

void queue::display()

{

int i;

if(front>rear)

{

cout<<"QUEUE EMPTY\n";

}

else

{

cout<<"Queue elements are:\n";

for(i=front;i<=rear;i++)

{

cout<<q[i]<<"\n";

}

}

}

main()

{

queue ob;

int ch,n,item;

ob.read();

cout<<"\*\*\*\*\*QUEUE\*\*\*\*\*\n";

cout<<"1.INSERT\n2.DELETE\n3.DISPLAY\n4.EXIT\n";

do

{

cout<<"Enter your choice:";

cin>>ch;

switch(ch)

{

case 1:ob.insert(item);

break;

case 2:ob.delt();

break;

case 3:ob.display();

break;

case 4:cout<<"EXITT!!!!\n";

break;

}

}while(ch!=4);

}

**OUTPUT:**

Enter size:5

\*\*\*\*\*QUEUE\*\*\*\*\*

1.INSERT

2.DELETE

3.DISPLAY

4.EXIT

Enter your choice:1

Enter element:4

4 Inserted

Enter your choice:1

Enter element:8

8 Inserted

Enter your choice:1

Enter element:6

6 Inserted

Enter your choice:1

Enter element:7

7 Inserted

Enter your choice:1

Enter element:6

6 Inserted

Enter your choice:1

QUEUE IS FULL

Enter your choice:3

Queue elements are:

4

8

6

7

6

Enter your choice:2

4 deleted

Enter your choice:2

8 deleted

Enter your choice:2

6 deleted

Enter your choice:2

7 deleted

Enter your choice:2

6 deleted

Enter your choice:2

QUEUE EMPTY

Enter your choice:4

EXITT!!!!

**PROGRAM NO:7**

**AIM: Write a program to convert infix expression to postfix.**

**PROGRAM:**

#include<iostream>

#include<string.h>

#include<ctype.h>

using namespace std;

const int MAX=50;

class infix

{

private:

char target[MAX],stack[MAX];

char \*s,\*t;

int top;

public:

infix();

void setexpr(char \*str);

void push(char c);

char pop();

void convert();

int priority(char c);

void show();

};

infix::infix()

{

top=-1;

strcpy(target,"");

strcpy(stack,"");

t=target;

s="";

}

void infix::setexpr(char \*str)

{

s=str;

}

void infix::push(char c)

{

if(top==MAX)

cout<<"STACK FULL\n";

else

{

top++;

stack[top]=c;

}

}

char infix::pop()

{

if(top==-1)

{

cout<<"STACK EMPTY\n";

return 1;

}

else

{

char item=stack[top];

top--;

return item;

}

}

void infix::convert()

{

while(\*s)

{

if(\*s==' '||\*s=='\t')

{

s++;

continue;

}

if(isdigit(\*s)||isalpha(\*s))

{

while(isdigit(\*s)||isalpha(\*s))

{

\*t=\*s;

s++;

t++;

}

}

if(\*s=='(')

{

push(\*s);

s++;

}

char opr;

if(\*s=='\*'||\*s=='+'||\*s=='/'||\*s=='%'||\*s=='-'||\*s=='$')

{

if(top!=-1)

{

opr=pop();

while(priority(opr)>=priority(\*s))

{

\*t=opr;

t++;

opr=pop();

}

push(opr);

push(\*s);

}

else

push(\*s);

s++;

}

if(\*s==')')

{

opr=pop();

while((opr)!='(')

{

\*t=opr;

t++;

opr=pop();

}

s++;

}

}

while(top!=-1)

{

char opr=pop();

\*t=opr;

t++;

}

\*t='\0';

}

int infix::priority(char c)

{

if(c=='$')

return 3;

if(c=='\*'||c=='/'||c=='%')

return 2;

else

{

if(c=='+'||c=='-')

return 1;

else

return 0;

}

}

void infix::show()

{

cout<<target;

}

main()

{

char expr[MAX];

infix q;

cout<<"Enter an infix expression:";

cin.getline(expr,MAX);

q.setexpr(expr);

q.show();

q.convert();

cout<<"The postfix Expression is:";

q.show();

}

**OUTPUT:**

Enter an infix expression:34+5\*6

The postfix Expression is:3456\*+

Enter an infix expression:(3+4)\*(45+5)

The postfix Expression is:34+455+\*

Enter an infix expression:2+3+5+8+7

STACK EMPTY

The postfix Expression is:23+5+8+7+

**PROGRAM NO: 8**

**AIM: Write a program to implement postfix expression evaluation.**

**PROGRAM:**

#include<iostream>

#include<string.h>

#include<math.h>

using namespace std;

class eval

{

int top,n,a[10];

char str[20];

public:

eval()

{

top=0;

}

void read();

void push(int);

int pop();

void calc();

void display();

};

void eval::read()

{

cout<<"Enter size:";

cin>>n;

cout<<"Enter the postfix expression:";

cin>>str;

}

void eval::push(int c)

{

if(top==n)

cout<<"STACK FULL\n";else

{

top++;

a[top]=c;

cout<<c<<" "<<"inserted\n";

}

}

int eval::pop()

{

int j;

if(top==0)

{

cout<<"STACK EMPTY\n";

}

else

{

j=a[top];

cout<<j<<" "<<"is poped from the stack\n";

top--;

}

return j;

}

void eval::calc()

{

int i,m1,m2,m3,l;

l=strlen(str);

for(i=0;i<l;++i)

{

if(str[i]==' ')

{

continue;

}

if(isdigit(str[i]))

{

int x=str[i]-'0';

push(x);

}

if(str[i]=='+'||str[i]=='-'||str[i]=='\*'||str[i]=='/')

{

cout<<str[i]<<" "<<"operator\n";

m2=pop();

m1=pop();

switch(str[i])

{

case '+':m3=m1+m2;

break;

case '-':m3=m1-m2;

break;

case '\*':m3=m1\*m2;

break;

case '/':m3=m1/m2;

break;

default:continue;

}

push(m3);

}

}

}

void eval::display()

{

cout<<"The result of the postfix expression=";

cout<<a[top];

cout<<"\n";

}

main()

{

eval ob;

cout<<"\_\_\_\_\_\_POSTFIX EVALUATION\_\_\_\_\_\_\n";

ob.read();

ob.calc();

ob.display();

}

**OUTPUT:**

\_\_\_\_\_\_POSTFIX EVALUATION\_\_\_\_\_\_

Enter size:5

Enter the postfix expression:34-567/\*+

3 inserted

4 inserted

- operator

4 is poped from the stack

3 is poped from the stack

-1 inserted

5 inserted

6 inserted

7 inserted

/ operator

7 is poped from the stack

6 is poped from the stack

0 inserted

\* operator

0 is poped from the stack

5 is poped from the stack

0 inserted

+ operator

0 is poped from the stack

-1 is poped from the stack

-1 inserted

The result of the postfix expression=-1

**PROGRAM NO: 9**

**AIM: Write a program to implement circular queue operations.**

**PROGRAM:**

#include<iostream>

using namespace std;

class cqueue

{

public:

int front,rear,n,q[20];

cqueue()

{

front=0;

rear=0;

}

void insert();

void delt();

void display();

};

void cqueue::insert()

{

int item;

if((rear==n&&front==1)||(rear+1==front))

{

cout<<"QUEUE FULL\n";

}

else

{

cout<<"Enter item:";

cin>>item;

rear=rear+1;

if(rear==n+1)

rear=1;

q[rear]=item;

cout<<item<<" "<<"Inserted\n";

if(front==0)

front=1;

}

}

void cqueue::delt()

{

int item;

if(front==0)

{

cout<<"QUEUE EMPTY\n";

}

else

{

if(front!=rear)

{

item=q[front];

cout<<item<<" "<<"deleted\n";

front++;

if(front==n+1)

front=1;

}

else

{

item=q[front];

cout<<item<<" "<<"Deleted\n";

front=0;

rear=0;

}

}

}

void cqueue::display()

{

int i;

if(front==0)

{

cout<<"QUEUE EMPTY\n";

}

else

{

cout<<"Queue elements are:";

for(i=front;i!=rear;)

{

cout<<q[i]<<" ";

if(i==n)

i=1;

else

i++;

}

cout<<q[rear]<<"\n";

}

}

main()

{

cqueue ob;

cout<<"Enter size:";

cin>>ob.n;

int ch;

cout<<"\_\_\_\_\_\_\_\_\_\_\_\_CIRCULAR QUEUE\_\_\_\_\_\_\_\_\_\n";

cout<<"1.INSERT\n2.DELETE\n3.DISPLAY\n4.EXIT\n";

do

{

cout<<"Enter your choice:";

cin>>ch;

switch(ch)

{

case 1:ob.insert();

break;

case 2:ob.delt();

break;

case 3:ob.display();

break;

case 4:cout<<"EXIT!!!\n";

break;

}

}while(ch!=4);

}

**OUTPUT:**

Enter size:8

\_\_\_\_\_\_\_\_\_\_\_\_CIRCULAR QUEUE\_\_\_\_\_\_\_\_\_

1.INSERT

2.DELETE

3.DISPLAY

4.EXIT

Enter your choice:1

Enter item:0

0 Inserted

Enter your choice:1

Enter item:1

1 Inserted

Enter your choice:1

Enter item:2

2 Inserted

Enter your choice:1

Enter item:3

3 Inserted

Enter your choice:2

0 deleted

Enter your choice:2

1 deleted

Enter your choice:3

Queue elements are:2 3

Enter your choice:1

Enter item:4

4 Inserted

Enter your choice:1

Enter item:5

5 Inserted

Enter your choice:1

Enter item:6

6 Inserted

Enter your choice:1

Enter item:7

7 Inserted

Enter your choice:1

Enter item:8

8 Inserted

Enter your choice:3

Queue elements are:2 3 4 5 6 7 8

Enter your choice:1

Enter item:9

9 Inserted

Enter your choice:1

QUEUE FULL

Enter your choice:2

2 deleted

Enter your choice:2

3 deleted

Enter your choice:3

Queue elements are:4 5 6 7 8 9

Enter your choice:2

4 deleted

Enter your choice:2

5 deleted

Enter your choice:2

6 deleted

Enter your choice:2

7 deleted

Enter your choice:2

8 deleted

Enter your choice:2

9 Deleted

Enter your choice:2

QUEUE EMPTY

Enter your choice:4

EXIT!!!

**PROGRAM NO: 10**

**AIM: Write a program to implement binary tree operations.**

**PROGRAM:**

#include<iostream>

using namespace std;

struct node

{

node\* left;

char data;

node \*right;

};

class btree

{

private:

node\* root;

char\* arr;

int\* lc;

int\* rc;

int size;

public:

btree(char \*a,int \*l,int \*r,int size);

void insert(int index);

static node \*buildtree(char \*a,int \*l,int \*r,int index);

void display();

static void inorder(node \*sr);

~btree();

static void del(node \*sr);

};

btree::btree(char \*a,int \*l,int \*r,int size)

{

root=NULL;

arr=new char[size];

lc=new int[size];

rc=new int[size];

for(int i=0;i<size;i++)

{

\*(arr+i)=\*(a+i);

\*(lc+i)=\*(l+i);

\*(rc+i)=\*(r+i);

}

}

void btree::insert(int index)

{

root=buildtree(arr,lc,rc,index);

}

node\* btree::buildtree(char \*a,int \*l,int \*r,int index)

{

node\* temp=NULL;

if(index!=-1)

{

temp=new node;

temp->left=buildtree(a,l,r,\*(l+index));

temp->data=\*(a+index);

temp->right=buildtree(a,l,r,\*(r+index));

}

return temp;

}

void btree::display()

{

inorder(root);

}

void btree::inorder(node \*sr)

{

if(sr!=NULL)

{

inorder(sr->left);

cout<<sr->data<<"\t";

inorder(sr->right);

}

}

btree::~btree()

{

delete arr;

delete lc;

delete rc;

del(root);

}

void btree::del(node\* sr)

{

if(sr!=NULL)

{

del(sr->left);

del(sr->right);

}

delete sr;

}

main()

{

cout<<"Creating binary tree\n";

char a[]={'A','B','C','D','E','F','G','\0','\0','H'};

int l[]={1,3,5,-1,9,-1,-1,-1,-1,-1};

int r[]={2,4,6,-1,-1,-1,-1,-1,-1,-1};

int sz=sizeof(a);

btree bt(a,l,r,sz);

bt.insert(0);

cout<<"Inorder traversal of binary tree\n";

bt.display();

}

**OUTPUT:**

Creating binary tree

Inorder traversal of binary tree

D B H E A F C G

**PROGRAM NO: 11**

**AIM: Write a program to implement recursive traversal of binary tree.**

**PROGRAM:**

#include<iostream>

using namespace std;

class btree

{

private:

struct btreenode

{

btreenode \*leftchild;

int data;

btreenode \*rightchild;

}\*root;

public:

btree();

void buildtree(int num);

static void insert(btreenode \*\*sr,int num);

void traverse();

static void inorder(btreenode \*sr);

static void preorder(btreenode \*sr);

static void postorder(btreenode \*sr);

~btree();

static void del(btreenode \*sr);

};

btree::btree()

{

root=NULL;

}

void btree::buildtree(int num)

{

insert(&root,num);

}

void btree::insert(btreenode \*\*sr,int num)

{

if(\*sr==NULL)

{

\*sr=new btreenode;

(\*sr)->leftchild=NULL;

(\*sr)->data=num;

(\*sr)->rightchild=NULL;

return;

}

else

{

if(num<(\*sr)->data)

insert(&((\*sr)->leftchild),num);

else

insert(&((\*sr)->rightchild),num);

}

return;

}

void btree::traverse()

{

cout<<"Inorder Traversal:";

inorder(root);

cout<<"\nPreorder Traversal:";

preorder(root);

cout<<"\nPostorder Traversal:";

postorder(root);

cout<<"\n";

}

void btree::inorder(btreenode \*sr)

{

if(sr!=NULL)

{

inorder(sr->leftchild);

cout<<"\t"<<sr->data;

inorder(sr->rightchild);

}

else

return;

}

void btree::preorder(btreenode \*sr)

{

if(sr!=NULL)

{

cout<<"\t"<<sr->data;

preorder(sr->leftchild);

preorder(sr->rightchild);

}

else

return;

}

void btree::postorder(btreenode \*sr)

{

if(sr!=NULL)

{

postorder(sr->leftchild);

postorder(sr->rightchild);

cout<<"\t"<<sr->data;

}

else

return;

}

btree::~btree()

{

del(root);

}

void btree::del(btreenode \*sr)

{

if(sr!=NULL)

{

del(sr->leftchild);

del(sr->rightchild);

}

delete sr;

}

main()

{

cout<<"\_\_\_\_\_\_\_Recursive traversal of BinaryTree\_\_\_\_\_\_\n";

btree bt;

int req,i=1,num;

cout<<"Enter the number of items to be inserted:";

cin>>req;

while(i++<=req)

{

cout<<"Enter data:";

cin>>num;

bt.buildtree(num);

}

bt.traverse();

}

**OUTPUT:**

\_\_\_\_\_\_\_Recursive traversal of BinaryTree\_\_\_\_\_\_

Enter the number of items to be inserted:5

Enter data:6

Enter data:23

Enter data:1

Enter data:89

Enter data:5

Inorder Traversal: 1 5 6 23 89

Preorder Traversal: 6 1 5 23 89

Postorder Traversal: 5 1 89 23 6

**PROGRAM NO: 12**

**AIM: Write a program to implement non recursive traversal of binary tree.**

**PROGRAM:**

#include<iostream>

#include<stdlib.h>

using namespace std;

class node

{

public:

class node \*left;

class node \*right;

int data;

};

class tree:public node

{

public:

int stk[50],top;

node \*root;

tree()

{

root=NULL;

top=0;

}

void insert(int ch)

{

node \*temp,\*temp1;

if(root==NULL)

{

root=new node;

root->data=ch;

root->left=NULL;

root->right=NULL;

return;

}

temp1=new node;

temp1->data=ch;

temp1->right=temp1->left=NULL;

temp=search(root,ch);

if(temp->data>ch)

temp->left=temp1;

else

temp->right=temp1;

}

node \*search(node \*temp,int ch)

{

if(root==NULL)

{

cout<<"\n No node present";

return NULL;

}

if(temp->left==NULL&&temp->right==NULL)

return temp;

if(temp->data>ch)

{

if(temp->left==NULL)

return temp;

search(temp->left,ch);

}

else

{

if(temp->right==NULL)

return temp;

search(temp->right,ch);

}

}

void display(node \*temp)

{

if(temp==NULL)

return;

display(temp->left);

cout<<temp->data<<" ";

display(temp->right);

}

void preorder(node \*root)

{

node \*p,\*q;

p=root;

q=NULL;

top=0;

while(p!=NULL)

{

cout<<p->data<<" ";

if(p->right!=NULL)

{

stk[top]=p->right->data;

top++;

}

p=p->left;

if(p==NULL&&top>0)

{

p=pop(root);

}

}

}

void postorder(node \*root)

{

node \*p;

p=root;

top=0;

while(1)

{

while(p!=NULL)

{

stk[top]=p->data;

top++;

if(p->right!=NULL)

stk[top++]=-p->right->data;

p=p->left;

}

while(stk[top - 1]>0||top==0)

{

if(top==0)

return;

cout<<stk[top - 1]<<" ";

p=pop(root);

}

if(stk[top - 1]<0)

{

stk[top - 1]=-stk[top - 1];

p=pop(root);

}

}

}

void inorder(node \*root)

{

node \*p;

p=root;

top=0;

do

{

while(p!=NULL)

{

stk[top]=p->data;

top++;

p=p->left;

}

if(top>0)

{

p=pop(root);

cout<<p->data<<" " ;

p=p->right;

}

}

while(top!=0||p!=NULL);

}

node \*pop(node \*p)

{

int ch;

ch=stk[top - 1];

if(p->data==ch)

{

top--;

return p;

}

if(p->data>ch)

pop(p->left);

else

pop(p->right);

}

};

int main(int argc,char \*\*argv)

{

tree t1;

int ch,c,i,n;

node \*temp;

do

{

cout<<"\n1.INSERT\n2.DISPLAY\n3.INORDER TRAVERSAL\n4.PREORDER TRAVERSAL\n5.POSTORDER TRAVERSAL\n6.EXIT\n";

cout<<"ENTER YOUR CHOICE:";

cin>>ch;

switch(ch)

{

case 1:cout<<"Enter the number of elements to be inserted:";

cin>>n;

cout<<"Enter the elements:";

for(i=1;i<=n;i++)

{

cin>>ch;

t1.insert(ch);

}

break;

case 2:cout<<"The elements are:";

t1.display(t1.root);

break;

case 3:cout<<"After inorder traversal\n";

t1.inorder(t1.root);

break;

case 4:cout<<"After preorder traversal\n";

t1.preorder(t1.root);

break;

case 5:cout<<"After postorder traversal\n";

t1.postorder(t1.root);

break;

case 6:exit(1);

}

cout<<"\n";

cout<<"Do you want to continue(1/0):";

cin>>c;

}while(c==1);

}

**OUTPUT:**

1.INSERT

2.DISPLAY

3.INORDER TRAVERSAL

4.PREORDER TRAVERSAL

5.POSTORDER TRAVERSAL

6.EXIT

ENTER YOUR CHOICE:1

Enter the number of elements to be inserted:10

Enter the elements:11 2 9 13 57 25 17 1 90 3

Do you want to continue(1/0):1

1.INSERT

2.DISPLAY

3.INORDER TRAVERSAL

4.PREORDER TRAVERSAL

5.POSTORDER TRAVERSAL

6.EXIT

ENTER YOUR CHOICE:2

The elements are:1 2 3 9 11 13 17 25 57 90

Do you want to continue(1/0):1

1.INSERT

2.DISPLAY

3.INORDER TRAVERSAL

4.PREORDER TRAVERSAL

5.POSTORDER TRAVERSAL

6.EXIT

ENTER YOUR CHOICE:3

After inorder traversal

1 2 3 9 11 13 17 25 57 90

Do you want to continue(1/0):1

1.INSERT

2.DISPLAY

3.INORDER TRAVERSAL

4.PREORDER TRAVERSAL

5.POSTORDER TRAVERSAL

6.EXIT

ENTER YOUR CHOICE:4

After preorder traversal

11 2 1 9 3 13 57 25 17 90

Do you want to continue(1/0):1

1.INSERT

2.DISPLAY

3.INORDER TRAVERSAL

4.PREORDER TRAVERSAL

5.POSTORDER TRAVERSAL

6.EXIT

ENTER YOUR CHOICE:5

After postorder traversal

1 3 9 2 17 25 90 57 13 11

Do you want to continue(1/0):0

**PROGRAM NO: 13**

**AIM: Write a program to implement binary search tree operations.**

**PROGRAM:**

#include<iostream>

using namespace std;

#define TRUE 1

#define FALSE 0

class btree1

{

private:

struct btreenode

{

btreenode \*leftchild;

int data;

btreenode \*rightchild;

}\*root;

public:

btree1();

void buildtree(int num);

static void insert(btreenode \*\*sr,int);

static void search(btreenode \*\*sr,int num,btreenode \*\*par,btreenode \*\*x,int \*found);

void remove(int num);

static void inorder(btreenode \*sr);

void display();

static void rem(btreenode \*\*sr,int num);

~btree1();

static void del(btreenode \*sr);

};

btree1::btree1()

{

root=NULL;

}

void btree1::buildtree(int num)

{

insert(&root,num);

}

void btree1::insert(btreenode \*\*sr,int num)

{

if(\*sr==NULL)

{

\*sr=new btreenode;

(\*sr)->leftchild=NULL;

(\*sr)->data=num;

(\*sr)->rightchild=NULL;

}

else

{

if(num<(\*sr)->data)

insert(&((\*sr)->leftchild),num);

else

insert(&((\*sr)->rightchild),num);

}

}

void btree1::remove(int num)

{

rem(&root,num);

}

void btree1::rem(btreenode \*\*sr,int num)

{

int found;

btreenode \*parent,\*x,\*xsucc;

if(\*sr==NULL)

{

cout<<"\n Tree is empty\n";

return;

}

parent=x=NULL;

search(sr,num,&parent,&x,&found);

if(found==FALSE)

{

cout<<"\n Data to be deleted is not present\n";

return;

}

if(x->leftchild!=NULL&&x->rightchild!=NULL)

{

parent=x;

xsucc=x->rightchild;

while(xsucc->leftchild!=NULL)

{

parent=xsucc;

xsucc=xsucc->leftchild;

}

x->data=xsucc->data;

x=xsucc;

}

if(x->leftchild==NULL&&x->rightchild==NULL)

{

if(parent->rightchild==x)

parent->rightchild=NULL;

else

parent->leftchild=NULL;

delete x;

return;

}

if(x->leftchild==NULL&&x->rightchild!=NULL)

{

if(parent->leftchild==x)

parent->leftchild=x->rightchild;

else

parent->rightchild=x->rightchild;

delete x;

return;

}

if(x->leftchild!=NULL&&x->rightchild==NULL)

{

if(parent->leftchild==x)

parent->leftchild=x->rightchild;

else

parent->rightchild=x->leftchild;

delete x;

return;

}

}

void btree1::search(btreenode \*\*sr,int num,btreenode \*\*par,btreenode \*\*x,int \*found)

{

btreenode \*q;

q=\*sr;

\*found=FALSE;

\*par=NULL;

while(q!=NULL)

{

if(q->data==num)

{

\*found=TRUE;

\*x=q;

return;

}

\*par=q;

if(q->data>num)

q=q->leftchild;

else

q=q->rightchild;

}

}

void btree1::display()

{

inorder(root);

}

void btree1::inorder(btreenode \*sr)

{

if(sr!=NULL)

{

inorder(sr->leftchild);

cout<<sr->data<<"\t";

inorder(sr->rightchild);

}

}

btree1::~btree1()

{

del(root);

}

void btree1::del(btreenode \*sr)

{

if(sr!=NULL)

{

del(sr->leftchild);

del(sr->rightchild);

}

delete sr;

}

int main()

{

cout<<"\n BINARY SEARCH TREE\n----------------------";

cout<<"\n";

btree1 bt;

int req,i=0,num;

int a[]={17,52,13,24,55,66,78,80,91};

while(i<=8)

{

bt.buildtree(a[i]);

i++;

}

cout<<"\nBinary tree before deletion:\n";

bt.display();

bt.remove(17);

cout<<"\n Binary tree after deletion:\n";

bt.display();

bt.remove(55);

cout<<"\n Binary tree after deletion:\n";

bt.display();

bt.remove(80);

cout<<"\n Binary tree after deletion:\n";

bt.display();

}

**OUTPUT:**

BINARY SEARCH TREE

----------------------

Binary tree before deletion:

13 17 24 52 55 66 78 80 91

Binary tree after deletion:

13 24 52 55 66 78 80 91

Binary tree after deletion:

13 24 52 66 78 80 91

Binary tree after deletion:

13 24 52 66 78 91

**PROGRAM NO: 14**

**AIM: Write a program to sort array elements using heap sort.**

**PROGRAM:**

#include<iostream>

using namespace std;

const int MAX=10;

class array

{

private:

int arr[MAX];

int count;

public:

array();

void add(int num);

void makeheap();

void heapsort();

void display();

};

array::array()

{

count=0;

int i;

for(i=0;i<MAX;i++)

arr[MAX]=0;

}

void array::add(int num)

{

if(count<MAX)

{

arr[count]=num;

count ++;

}

else

cout<<"Array is full";

}

void array::makeheap()

{

for(int i=1;i<count;i++)

{

int val=arr[i];

int s=i;

int f=(s-1)/2;

while(s>0&&arr[f]<val)

{

arr[s]=arr[f];

s=f;

f=(s-1)/2;

}

arr[s]=val;

}

}

void array::heapsort()

{

for(int i=count-1;i>0;i--)

{

int ivalue=arr[i];

arr[i]=arr[0];

int f=0;

int s;

if(i==1)

s=-1;

else

s=1;

if(i>2&&arr[2]>arr[1])

s=2;

while(s>=0&& ivalue<arr[s])

{

arr[f]=arr[s];

f=s;

s=2\*f+1;

if(s+1<=i-1&&arr[s]<arr[s+1])

s++;

if(s>i-1)

s=-1;

}

arr[f]=ivalue;

}

}

void array::display()

{

for(int i=0;i<count;i++)

cout<<arr[i]<<"\t";

cout<<"\n";

}

main()

{

array a;

int n,i,num;

cout<<"\*\*\*\*\*\*\*\*\*HEAP SORT\*\*\*\*\*\*\*\*\*\n";

cout<<"Enter the size of the array:";

cin>>n;

cout<<"Elements are:";

for(i=1;i<=n;i++)

{

cin>>num;

a.add(num);

}

a.makeheap();

cout<<"Before sorting:\n";

a.display();

cout<<"\n";

a.heapsort();

cout<<"After sorting:\n";

a.display();

}

**OUTPUT:**

\*\*\*\*\*\*\*\*\*HEAP SORT\*\*\*\*\*\*\*\*\*

Enter the size of the array:5

Elements are:78 23 45 10 90

Before sorting:

90 78 45 10 23

After sorting:

10 23 45 78 90

**PROGRAM NO: 15**

**AIM: Write a program to implement dijkstra’s algorithm.**

**PROGRAM:**

#include<iostream>

using namespace std;

const int INF=9999;

int main()

{

cout<<"\*\*\*\*\*\*\*\*DIJKSTRAS ALGORITHM\*\*\*\*\*\*\*\*\*\*";

cout<<"\n";

int a[4][4];

int cost[4][4]={7,5,0,0,7,0,0,2,0,3,0,0,4,0,1,0};

int i,j,k,n=4;

for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

if(cost[i][j]==0)

a[i][j]=INF;

else

a[i][j]=cost[i][j];

}

}

cout<<"Adjacency matrix of cost of edges\n";

for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

cout<<a[i][j]<<"\t";

}

cout<<"\n";

}

for(k=0;k<n;k++)

{

for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

if(a[i][j]>a[i][k]+a[k][j])

a[i][j]=a[i][k]+a[k][j];

}

}

}

cout<<"\n";

cout<<"Adjacency matrix of lowest cost between the vertices:\n";

for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

cout<<a[i][j]<<"\t";

}

cout<<"\n";

}

}

**OUTPUT:**

\*\*\*\*\*\*\*\*DIJKSTRAS ALGORITHM\*\*\*\*\*\*\*\*\*\*

Adjacency matrix of cost of edges

7 5 9999 9999

7 9999 9999 2

9999 3 9999 9999

4 9999 1 9999

Adjacency matrix of lowest cost between the vertices:

7 5 8 7

6 6 3 2

9 3 6 5

4 4 1 6

**PROGRAM NO: 16**

**AIM: Write a program to sort array elements using bubble sort.**

**PROGRAM:**

#include<iostream>

using namespace std;

class bubble

{

int i,a[10],j,n;

public:

void getdata();

void sort();

void display();

};

void bubble::getdata()

{

cout<<"Enter limit:";

cin>>n;

cout<<"Enter the elements:";

for(i=0;i<n;i++)

{

cin>>a[i];

}

}

void bubble::sort()

{

int temp;

for(i=0;i<n;i++)

{

for(j=0;j<(n-i-1);j++)

{

if(a[j]>a[j+1])

{

temp=a[j];

a[j]=a[j+1];

a[j+1]=temp;

}

}

}

}

void bubble::display()

{

cout<<"Sorted array is:";

for(i=0;i<n;i++)

{

cout<<a[i]<<" ";

}

}

main()

{

bubble ob;

ob.getdata();

ob.sort();

ob.display();

}

**OUTPUT:**

Enter limit:7

Enter the elements:67 34 12 0 7 2 4

Sorted array is:0 2 4 7 12 34 67

**PROGRAM NO: 17**

**AIM: Write a program to search a particular element in a array.**

**PROGRAM:**

#include<iostream>

using namespace std;

class search

{

int n,i,j,a[10],k;

public:

void getdata();

void sort();

void binary();

void display();

};

void search::getdata()

{

cout<<"Enter limit:";

cin>>n;

cout<<"Enter the elements:";

for(i=0;i<n;i++)

{

cin>>a[i];

}

}

void search::sort()

{

int temp;

for(i=0;i<n;i++)

{

for(j=0;j<(n-i-1);j++)

{

if(a[j]>a[j+1])

{

temp=a[j];

a[j]=a[j+1];

a[j+1]=temp;

}

}

}

}

void search::binary()

{

int mid,k,lower=0,upper=n-1,f=0;

cout<<"Enter the element to search:";

cin>>k;

while(lower<=upper)

{

mid=(lower+upper)/2;

if(a[mid]==k)

{

f=1;

break;

}

if(a[mid]<k)

{

lower=mid+1;

}

else if(a[mid]>k)

{

upper=mid-1;

}

}

if(f==1)

cout<<"Element "<<k<<" is found in position "<<mid+1<<"\n";

else

cout<<"Element not found\n";

}

void search::display()

{

cout<<"Sorted array is:";

for(i=0;i<n;i++)

{

cout<<a[i]<<" ";

}

cout<<"\n";

}

main()

{

search ob;

ob.getdata();

ob.sort();

ob.display();

ob.binary();

}

**OUTPUT:**

Enter limit:7

Enter the elements:89 45 32 12 10 43 66

Sorted array is:10 12 32 43 45 66 89

Enter the element to search:66

Element 66 is found in position 6

Enter limit:5

Enter the elements:10 40 15 67 77

Sorted array is:10 15 40 67 77

Enter the element to search:100

Element not found

**PROGRAM NO: 18**

**AIM: Write a program to sort array elements using quick sort.**

**PROGRAM:**

#include<iostream>

using namespace std;

const int MAX=10;

class quick

{

private:

int a[MAX];

int count;

public:

quick();

void add(int item);

int getcount();

static int split(int \*,int,int);

void quicksort(int lower,int upper);

void display();

};

quick::quick()

{

count=0;

for(int i=0;i<MAX;i++)

a[i]=0;

}

void quick::add(int item)

{

if(count<MAX)

{

a[count]=item;

count++;

}

else

cout<<"Quick is full";

}

int quick::getcount()

{

return count;

}

void quick::quicksort(int lower,int upper)

{

if(upper>lower)

{

int i=split(a,lower,upper);

quicksort(lower,i-1);

quicksort(i+1,upper);

}

}

int quick::split(int \*a,int lower,int upper)

{

int i,p,q,t;

p=lower+1;

q=upper;

i=a[lower];

while(q>=p)

{

while(a[p]<i)

p++;

while(a[q]>i)

q--;

if(q>p)

{

t=a[p];

a[p]=a[q];

a[q]=t;

}

}

t=a[lower];

a[lower]=a[q];

a[q]=t;

return q;

}

void quick::display()

{

for(int i=0;i<count;i++)

{

cout<<a[i];

cout<<"\n";

}

}

main()

{

quick ob;

int s,n;

cout<<"Enter the size:";

cin>>s;

cout<<"Enter the elements:";

for(int i=1;i<=s;i++)

{

cin>>n;

ob.add(n);

}

cout<<"\*\*\*Quick sort\*\*\*\*\n";

cout<<"Quick before sort:\n;

ob.display();

int c=ob.getcount();

ob.quicksort(0,c-1);

cout<<"Quick after quick sorting:\n";

ob.display();

}

**OUTPUT:**

Enter the size:7

Enter the elements:34 56 12 90 1 23 11

\*\*\*Quick sort\*\*\*\*

Quick before sort:

34

56

12

90

1

23

11

Quick after quick sorting:

1

11

12

23

34

56

90

**PROGRAM NO: 19**

**AIM: Write a program to sort array elements using merge sort.**

**PROGRAM:**

#include<iostream>

using namespace std;

class array

{

private:

int \*arr;

int size;

int count;

public:

array();

array(int sz);

void add(int num);

static void sort(int \*a,int sz);

void merge(array &a,array &b);

void display();

~array();

};

array::array()

{

count=size=0;

arr=NULL;

}

array::array(int sz)

{

count=0;

size=sz;

arr=new int[sz];

}

void array::add(int num)

{

if(count<size)

{

arr[count]=num;

count++;

}

else

cout<<"ARRAY FULL\n";

}

void array::display()

{

cout<<"Elements are:";

for(int j=0;j<count;j++)

cout<<arr[j]<<" ";

cout<<"\n";

}

void array::merge(array &a,array &b)

{

sort(a.arr,a.size);

sort(b.arr,b.size);

size=a.count+b.count;

arr=new int[size];

int i,j,k;

for(i=j=k=0;j<a.count||k<b.count;)

{

if(a.arr[j]<=b.arr[k])

arr[i++]=a.arr[j++];

else

arr[i++]=b.arr[k++];

count++;

if(j==a.count||k==b.count)

break;

}

for(;k<b.count;)

{

arr[i++]=b.arr[k++];

count++;

}

}

void array::sort(int \*a,int sz)

{

int temp;

for(int i=0;i<=sz-2;i++)

{

for(int j=i+1;j<=sz-1;j++)

{

if(a[i]>a[j])

{

temp=a[i];

a[i]=a[j];

a[j]=temp;

}

}

}

}

array::~array()

{

delete arr;

}

main()

{

cout<<"\*\*\*\*\* MERGE SORT\*\*\*\*\*\*\*\*\*\n";

int i,n1,n2,num1,num2;

cout<<"Enter the limit for first array:";

cin>>n1;

cout<<"\n";

array a(n1);

cout<<"Enter number:";

for(i=0;i<n1;i++)

{

cin>>num1;

a.add(num1);

}

cout<<"\n";

cout<<" First array:"<<endl;

a.display();

cout<<"\n";

cout<<"Enter the limit for second array:";

cin>>n2;

cout<<"\n";

array b(n2);

cout<<"Enter numbers:";

for(i=0;i<n2;i++)

{

cin>>num2;

b.add(num2);

}

cout<<"\n";

cout<<"Second array:";

b.display();

cout<<"\n";

array c;

c.merge(a,b);

cout<<"Array after sorting:\n";

c.display();

cout<<"\n";

}

**OUTPUT:**

\*\*\*\*\* MERGE SORT\*\*\*\*\*\*\*\*\*

Enter the limit for first array:6

Enter number:12 90 87 1 2 67

First array:

Elements are:12 90 87 1 2 67

Enter the limit for second array:7

Enter numbers:12 123 78 56 45 3 9

Second array:Elements are:12 123 78 56 45 3 9

Array after sorting:

Elements are:1 2 3 9 12 12 45 56 67 78 87 90 123

**PROGRAM NO: 20**

**AIM: Write a program to implement depth first search algorithm in graph.**

**PROGRAM:**

#include<iostream>

using namespace std;

#define TRUE 1

#define FALSE 0

const int MAX=8;

struct node

{

int data;

node \*next;

};

class graph

{

private:

int visited[MAX];

public:

graph();

void dfs(int v,node\*\* p);

node\* getnode\_write(int val);

void del(node \*n);

};

graph::graph()

{

for(int i=0;i<MAX;i++)

visited[i]=FALSE;

}

void graph::dfs(int v,node \*\*p)

{

node \*t;

visited[v-1]=TRUE;

cout<<v<<"\t";

t=\*(p+v-1);

while(t!=NULL)

{

if(visited[t->data-1]==FALSE)

dfs(t->data,p);

else

t=t->next;

}

}

node\* graph::getnode\_write(int val)

{

node \*newnode=new node;

newnode->data=val;

return newnode;

}

void graph::del(node \*n)

{

node \*temp;

while(n!=NULL)

{

temp=n->next;

delete n;

n=temp;

}

}

int main()

{

cout<<"\*\*\*\*\*\*DEPTH FIRST SEARCH\*\*\*\*\*\*\*\*\*\*\n";

node \*arr[MAX];

node \*v1,\*v2,\*v3,\*v4;

graph g;

v1=g.getnode\_write(2);

arr[0]=v1;

v1->next=v2=g.getnode\_write(8);

v2->next=NULL;

v1=g.getnode\_write(1);

arr[1]=v1;

v1->next=v2=g.getnode\_write(3);

v2->next=v3=g.getnode\_write(8);

v3->next=NULL;

v1=g.getnode\_write(2);

arr[2]=v1;

v1->next=v2=g.getnode\_write(4);

v2->next=v3=g.getnode\_write(8);

v3->next=NULL;

v1=g.getnode\_write(3);

arr[3]=v1;

v1->next=v2=g.getnode\_write(7);

v2->next=NULL;

v1=g.getnode\_write(6);

arr[4]=v1;

v1->next=v2=g.getnode\_write(7);

v2->next=NULL;

v1=g.getnode\_write(5);

arr[5]=v1;

v2->next=NULL;

v1=g.getnode\_write(4);

arr[6]=v1;

v1->next=v2=g.getnode\_write(5);

v2->next=v3=g.getnode\_write(8);

v3->next=NULL;

v1=g.getnode\_write(1);

arr[7]=v1;

v1->next=v2=g.getnode\_write(2);

v2->next=v3=g.getnode\_write(3);

v3->next=v4=g.getnode\_write(7);

v4->next=NULL;

cout<<endl;

g.dfs(1,arr);

for(int i=0;i<MAX;i++)

g.del(arr[i]);

}

**OUTPUT:**

\*\*\*\*\*\*DEPTH FIRST SEARCH\*\*\*\*\*\*\*\*\*\*

1 2 3 4 7 5 6 8

**COMPUTER GRAPHICS**

**PROGRAM NO: 1**

**AIM: Program to draw points on screen.**

**PROGRAM:**

#include<GL/glut.h>

void display()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

glPointSize(10.0);

glBegin(GL\_POINTS);

glVertex2i(50,50);

glColor3f(1.0,0.0,0.0);

glVertex2i(20,20);

glColor3f(0.0,0.0,0.0);

glEnd();

glFlush();

}

main(int argc,char \*\*argv)

{

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutCreateWindow("Point Plotting");

glClearColor(0.5,0.0,0.5,0.0);

glOrtho(-100,100,-100,100,-10,10);

glutDisplayFunc(display);

glutMainLoop();

return 0;

}

**OUTPUT:**

![C:\Users\AleeshaKurian\Documents\dbc\2nd sem\point.PNG](data:image/png;base64,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)

**PROGRAM NO: 2**

**AIM**: **Program to draw line on screen.**

**PROGRAM:**

#include<GL/glut.h>

void display()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

glPointSize(10.0);

glBegin(GL\_LINES);

glColor3f(0.0,1.0,0.0);

glVertex2i(60,60);

glVertex2i(20,20);

glColor3f(0.0,0.0,1.0);

glEnd();

glFlush();

}

main(int argc,char \*\*argv)

{

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutCreateWindow("Line Plotting");

glClearColor(0.0,0.0,0.0,0.0);

glOrtho(-100,100,-100,100,-10,10);

glutDisplayFunc(display);

glutMainLoop();

return 0;

}

**OUTPUT:**
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**PROGRAM NO: 3**

**AIM: Program to draw a line using DDA line drawing algorithm.**

**PROGRAM:**

#include<stdio.h>

#include<GL/glut.h>

float x,y,x1,z1,x2,y2,dx,dy,step;

void dda()

{

int xinc,yinc,k;

glClear(GL\_COLOR\_BUFFER\_BIT);

glPointSize(9.0);

glColor3f(1.0,0.0,0.0);

dx=x2-x1;

dy=y2-z1;

if(abs(dx)>abs(dy))

step=abs(dx);

else

step=abs(dy);

xinc=dx/(float)step;

yinc=dy/(float)step;

x=x1;

y=z1;

for(k=0;k<=step;k++)

{

glBegin(GL\_LINES);

glVertex2f(x,y);

x=x+xinc;

y=y+yinc;

glVertex2f(x,y);

}

glEnd();

glFlush();

}

main(int argc,char \*\*argv)

{

printf("\nEnter the cordinates of x1 and z1:");

scanf("%f%f",&x1,&z1);

printf("\nEnter the cordinates of x2 and y2:");

scanf("%f%f",&x2,&y2);

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutCreateWindow("Line\_Drawing");

glClearColor(0.0,1.0,1.0,0.0);

glOrtho(-100,100,-100,100,-10,10);

glutDisplayFunc(dda);

glutMainLoop();

return 0;

}

**OUTPUT:**

Enter the coordinates of x1 and z1:20 20

Enter the coordinates of x2 and y2:60 60
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**PROGRAM NO: 4**

**AIM: Program to draw line using bresenham’s line drawing algorithm**

**PROGRAM:**

#include<stdio.h>

#include<GL/glut.h>

float x1,x2,z1,y2,x,y,step,p,dx,dy;

void bresenham()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

glPointSize(5.0);

glColor3f(1.0,0.0,0.0);

int k;

dx=x2-x1;

dy=y2-z1;

step=dx-1;

p=2\*(dy-dx);

x=x1;

y=z1;

for(k=0;k<step;k++)

{

glBegin(GL\_POINTS);

glVertex2f(x,y);

if(p<0)

{

x=x+1;

p=p+(2\*dy);

}

else

{

x=x+1;

y=y+1;

p=p+2\*(dy-dx);

}

glVertex2f(x,y);

}

glEnd();

glFlush();

}

main(int argc,char \*\*argv)

{

printf("\nEnter the cordinates of x1 and z1:");

scanf("%f%f",&x1,&z1);

printf("\nEnter the cordinates of x2 and y2:");

scanf("%f%f",&x2,&y2);

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutCreateWindow("Line\_Drawing");

glClearColor(0.0,1.0,0.0,0.0);

glOrtho(-100,100,-100,100,-10,10);

glutDisplayFunc(bresenham);

glutMainLoop();

return 0;

}

**OUTPUT:**

Enter the coordinates of x1 and z1:20 20

Enter the coordinates of x2 and y2:50 50
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**PROGRAM NO: 5**

**AIM: Program to fill a region using flood fill algorithm.**

**PROGRAM:**

#include<GL/glut.h>

void floodfill(float,float,float[],float[]);

float fill[3]={1.0,0.0,1.0},old[3]={0.0,0.0,1.0};

void display()

{

glClearColor(0,0,0,0);

glClear(GL\_COLOR\_BUFFER\_BIT);

glColor3fv(old);

glBegin(GL\_POLYGON);

glVertex2i(100,150);

glVertex2i(400,150);

glVertex2i(400,350);

glVertex2i(100,350);

glEnd();

glFlush();

floodfill(200.0,160.0,fill,old);

glFlush();

}

void floodfill(float x,float y,float fill[3],float old[3])

{

float pix[3];

glReadPixels(x,y,1.0,1.0,GL\_RGB,GL\_FLOAT,pix);

if(pix[0]==old[0]&&pix[1]==old[1]&&pix[2]==old[2])

{

glBegin(GL\_POINTS);

glColor3fv(fill);

glVertex2f(x,y);

glEnd();

glFlush();

floodfill(x-1,y,fill,old);

floodfill(x+1,y,fill,old);

floodfill(x,y+1,fill,old);

floodfill(x,y-1,fill,old);

}

}

int main(int argc,char \*argv[])

{

glutInit(&argc,argv);

glutInitWindowSize(640,480);

glutCreateWindow("Flood Fill");

glutDisplayFunc(display);

glOrtho(0.0,640.0,0.0,480.0,1.0,-1.0);

glutMainLoop();

return 0;

}

**OUTPUT:**

![C:\Users\AleeshaKurian\Documents\dbc\2nd sem\flood2.PNG](data:image/png;base64,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)

**PROGRAM NO: 6**

**AIM: Program to draw a circle.**

**PROGRAM:**

#include<stdio.h>

#include<GL/glut.h>

void circle\_plotting(float xx,float yy);

float r,xc,yc,x,y,p;

void circle\_algorithm()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

glColor3f(0.0,0.0,1.0);

glPointSize(4.0);

x=0;

y=r;

p=1-r;

glBegin(GL\_POINTS);

circle\_plotting(x,y);

while(x<=y)

{

if(p<0)

{

x=x+1;

p=p+(2\*x)+1;

}

else

{

x=x+1;

y=y-1;

p=p+(2\*(x-y))+1;

}

circle\_plotting(x,y);

}

glEnd();

glFlush();

}

void circle\_plotting(float xx,float yy)

{

glVertex2f(xc+xx,yc+yy);

glVertex2f(xc-xx,yc-yy);

glVertex2f(xc-xx,yc+yy);

glVertex2f(xc+xx,yc-yy);

glVertex2f(xc+yy,yc+xx);

glVertex2f(xc-yy,yc+xx);

glVertex2f(xc+yy,yc-xx);

glVertex2f(xc-yy,yc-xx);

}

main(int argc,char \*\*argv)

{

printf("Enter radious :");

scanf("%f",&r);

printf("Enter center point xc and yc: ");

scanf("%f%f",&xc,&yc);

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutCreateWindow(" circle\_Drawing");

glClearColor(1.0,1.0,0.0,0.0);

glOrtho(-100,100,-100,100,-10,10);

glutDisplayFunc(circle\_algorithm);

glutMainLoop();

return 0;

}

**OUTPUT:**

Enter radious :30

Enter center point xc and yc: 0.4

0.5

![C:\Users\AleeshaKurian\Documents\dbc\2nd sem\circle.PNG](data:image/png;base64,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)

**PROGRAM NO: 7**

**AIM: Program to implement line clipping using cohen-sutherland algorithm.**

**PROGRAM:**

#include<stdio.h>

#include<GL/glut.h>

#define outcode int

double xmin=50,ymin=50,xmax=100,ymax=100;

double xvmin=200,yvmin=200,xvmax=300,yvmax=300;

const int RIGHT=8;

const int LEFT=2;

const int TOP=4;

const int BOTTOM=1;

outcode computeoutcode(double x,double y);

void cohen\_clipping(double x0,double y0,double x1,double y1)

{

outcode outcode0,outcode1,outcodeout;

int accept=0,done=0;

outcode0=computeoutcode(x0,y0);

outcode1=computeoutcode(x1,y1);

do

{

if(!(outcode0|outcode1))

{

accept=1;

done=1;

}

else if(outcode0 &outcode1)

done=1;

else

{

double x,y;

outcodeout=outcode0?outcode0:outcode1;

if(outcodeout & TOP)

{

x=x0+(x1-x0)\*(ymax-y0)/(y1-y0);

y=ymax;

}

else if(outcodeout & BOTTOM)

{

x=x0+(x1-x0)\*(ymin-y0)/(y1-y0);

y=ymin;

}

else if(outcodeout & RIGHT)

{

y=y0+(y1-y0)\*(xmax-x0)/(x1-x0);

x=xmax;

}

else

{

y=y0+(y1-y0)+(xmin-x0)/(x1-x0);

x=xmin;

}

if(outcodeout==outcode0)

{

x0=x;

y0=y;

outcode0=computeoutcode(x0,y0);

}

else

{

x1=x;

y1=y;

outcode1=computeoutcode(x1,y1);

}

}

}while(!done);

if(accept)

{

double sx=(xvmax-xvmin)/(xmax-xmin);

double sy=(yvmax-yvmin)/(ymax-ymin);

double vx0=xvmin+(x0-xmin)\*sx;

double vy0=yvmin+(y0-ymin)\*sy;

double vx1=xvmin+(x1-xmin)\*sx;

double vy1=yvmin+(y1-ymin)\*sy;

glColor3f(0.0,1.0,0.0);

glBegin(GL\_LINE\_LOOP);

glVertex2f(xvmin,yvmin);

glVertex2f(xvmax,yvmin);

glVertex2f(xvmax,yvmax);

glVertex2f(xvmin,yvmax);

glEnd();

glColor3f(0.0,0.0,1.0);

glBegin(GL\_LINES);

glVertex2d(vx0,vy0);

glVertex2d(vx1,vy1);

glEnd();

}

}

outcode computeoutcode(double x,double y)

{

outcode code=0;

if(y>ymax)

code |=TOP;

if(y<ymin)

code |=BOTTOM;

if(x>xmax)

code |=RIGHT;

if(x<xmin)

code |=TOP;

return code;

}

void display()

{

double x0=120,y0=10,x1=40,y1=130;

glClear(GL\_COLOR\_BUFFER\_BIT);

glColor3f(1.0,0.0,0.0);

glBegin(GL\_LINES);

glVertex2d(x0,y0);

glVertex2d(x1,y1);

glVertex2d(60,20);

glVertex2d(80,120);

glEnd();

glColor3f(1.0,0.0,1.0);

glBegin(GL\_LINE\_LOOP);

glVertex2f(xmin,ymin);

glVertex2f(xmax,ymin);

glVertex2f(xmax,ymax);

glVertex2f(xmin,ymax);

glEnd();

cohen\_clipping(x0,y0,x1,y1);

cohen\_clipping(60,20,80,120);

glFlush();

}

void init()

{

glClearColor(0.0,0.0,0.0,1.0);

glColor3f(1.0,0.0,0.0);

glPointSize(1.0);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

glOrtho(0.0,640.0,0.0,480.0,1.0,-1.0);

}

int main(int argc,char \*\*argv)

{

glutInit(&argc,argv);

glutCreateWindow("Cohen Sutherland line clipping");

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutDisplayFunc(display);

init();

glutMainLoop();

return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**PROGRAM NO: 8**

**AIM: Program to implement polygon clipping.**

**PROGRAM:**

#include <GL/glut.h>

struct Point

{

float x,y;

} w[4],oVer[4];

int Nout;

void drawPoly(Point p[],int n)

{

glBegin(GL\_POLYGON);

for(int i=0;i<n;i++)

glVertex2f(p[i].x,p[i].y);

glEnd();

}

bool insideVer(Point p)

{

if((p.x>=w[0].x)&&(p.x<=w[2].x))

if((p.y>=w[0].y)&&(p.y<=w[2].y))

return true;

return false;

}

void addVer(Point p)

{

oVer[Nout]=p;

Nout=Nout+1;

}

Point getInterSect(Point s,Point p,int edge)

{

Point in;

float m;

if(w[edge].x==w[(edge+1)%4].x)

{ //Vertical Line

m=(p.y-s.y)/(p.x-s.x);

in.x=w[edge].x;

in.y=in.x\*m+s.y;

}

else

{

m=(p.y-s.y)/(p.x-s.x);

in.y=w[edge].y;

in.x=(in.y-s.y)/m;

}

return in;

}

void clipAndDraw(Point inVer[],int Nin)

{

Point s,p,interSec;

for(int i=0;i<4;i++)

{

Nout=0;

s=inVer[Nin-1];

for(int j=0;j<Nin;j++)

{

p=inVer[j];

if(insideVer(p)==true)

{

if(insideVer(s)==true)

{

addVer(p);

}

else

{

interSec=getInterSect(s,p,i);

addVer(interSec);

addVer(p);

}

}

else

{

if(insideVer(s)==true)

{

interSec=getInterSect(s,p,i);

addVer(interSec);

}

}

s=p;

}

inVer=oVer;

Nin=Nout;

}

drawPoly(oVer,4);

}

void init()

{

glClearColor(0.0f,1.0f,1.0f,0.0f);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

glOrtho(0.0,100.0,0.0,100.0,0.0,100.0);

glClear(GL\_COLOR\_BUFFER\_BIT);

w[0].x =15,w[0].y=10;

w[1].x =15,w[1].y=40;

w[2].x =40,w[2].y=40;

w[3].x =40,w[3].y=10;

}

void display(void)

{

Point inVer[4];

init();

glColor3f(0.0f,1.0f,0.0f);

drawPoly(w,4);

glColor3f(0.0f,1.0f,0.0f);

inVer[0].x =10,inVer[0].y=40;

inVer[1].x =10,inVer[1].y=30;

inVer[2].x =30,inVer[2].y=30;

inVer[3].x =30,inVer[3].y=40;

drawPoly(inVer,4);

glColor3f(0.0f,0.0f,1.0f);

clipAndDraw(inVer,4);

glFlush();

}

int main(int argc,char \*argv[])

{

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowSize(400,400);

glutInitWindowPosition(100,100);

glutCreateWindow("Polygon Clipping!");

glutDisplayFunc(display);

glutMainLoop();

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM NO: 9**

**AIM: Two dimensional transformations.**

**PROGRAM:**

#include<stdio.h>

#include<math.h>

#include<GL/glut.h>

int ch;

float x1=0.5,x2=0.8,x3=0.8,x4=0.5,y=0.5,y2=0.5,y3=0.8,y4=0.8;

float X1,X2,X3,X4,Y,Y2,Y3,Y4;

void display(void)

{

float tx,ty;

glClear(GL\_COLOR\_BUFFER\_BIT);

glColor3f(0.3,1.3,0.3);

glPointSize(10.0);

glBegin(GL\_POLYGON);

glVertex2f(x1,y);

glVertex2f(x2,y2);

glVertex2f(x3,y3);

glVertex2f(x4,y4);

glEnd();

glColor3f(0.8,0.0,0.0);

glBegin(GL\_POLYGON);

glVertex2f(X1,Y);

glVertex2f(X2,Y2);

glVertex2f(X3,Y3);

glVertex2f(X4,Y4);

glEnd();

glFlush();

}

void translate()

{

float tx,ty;

printf("ENTER tx AND ty VALUE\n");

scanf("%f%f",&tx,&ty);

X1=x1+tx;

X2=x2+tx;

X3=x3+tx;

Y=y+ty;

Y2=y2+ty;

Y3=y3+ty;

X4=x4+tx;

Y4=y4+ty;

}

void rotate()

{

int theta;

printf("ENTER AN ANGLE\n");

scanf("%d",&theta);

X1=x1\*cos(theta)-y\*sin(theta);

X2=x2\*cos(theta)-y2\*sin(theta);

X3=x3\*cos(theta)-y3\*sin(theta);

X4=x4\*cos(theta)-y4\*sin(theta);

Y=x1\*sin(theta)+y\*cos(theta);

Y2=x2\*sin(theta)+y2\*cos(theta);

Y3=x3\*sin(theta)+y3\*cos(theta);

Y4=x4\*sin(theta)+y4\*cos(theta);

}

void scale()

{

float sx,sy;

printf("ENTER sx AND sy VALUE\n");

scanf("%f%f",&sx,&sy);

X1=x1\*sx;

X2=x2\*sx;

X3=x3\*sx;

X4=x4\*sx;

Y=y\*sy;

Y2=y2\*sy;

Y3=y3\*sy;

Y4=y4\*sy;

}

main(int argc,char \*\*argv)

{

printf("2D TRANSFORMATION OPERATIONS\n");

printf("1:TRANSLATION\n");

printf("2:ROTATION\n");

printf("3:SCALING\n");

printf("ENTER UR CHOICE\n");

scanf("%d",&ch);

switch(ch)

{

case 1: translate();

break;

case 2: rotate();

break;

case 3: scale();

break;

}

glutInit(&argc,argv);

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutCreateWindow("2D TRANSFORMATION");

glClearColor(0.0,1.0,1.3,0.0);

glutDisplayFunc(display);

glutMainLoop();

}

**OUTPUT:**

2D TRANSFORMATION OPERATIONS

1:TRANSLATION

2:ROTATION

3:SCALING

ENTER UR CHOICE

1

ENTER tx AND ty VALUE

-0.4

-0.6
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2D TRANSFORMATION OPERATIONS

1:TRANSLATION

2:ROTATION

3:SCALING

ENTER UR CHOICE

2

ENTER AN ANGLE
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2D TRANSFORMATION OPERATIONS

1:TRANSLATION

2:ROTATION

3:SCALING

ENTER UR CHOICE
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ENTER sx AND sy VALUE
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![C:\Users\AleeshaKurian\Documents\dbc\2nd sem\2dscale.PNG](data:image/png;base64,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)

**PROGRAM NO: 10**

**AIM: Three dimensional viewing.**

**PROGRAM:**

#include<GL/glut.h>

GLint winWidth=600,winHeight=600;

GLfloat x0=100.0,y0=50.0,z0=50.0;

GLfloat xref=50.0,yref=50.0,zref=0.0;

GLfloat Vx=0.0,Vy=1.0,Vz=0.0;

GLfloat xwMin=-40,ywMin=-60,xwMax=40.0,ywMax=60.0;

GLfloat dnear=25.0,dfar=125.0;

void init(void)

{

glClearColor(0.0,0.0,0.0,0.0);

glMatrixMode(GL\_MODELVIEW);

gluLookAt(x0,y0,z0,xref,yref,zref,Vx,Vy,Vz);

glMatrixMode(GL\_PROJECTION);

glFrustum(xwMin,xwMax,ywMin,ywMax,dnear,dfar);

}

void displayFun(void)

{

glClear(GL\_COLOR\_BUFFER\_BIT);

glColor3f(0.0,0.0,1.0);

glPolygonMode(GL\_FRONT,GL\_FILL);

glPolygonMode(GL\_BACK,GL\_LINE);

glBegin(GL\_QUADS);

glVertex3f(0.0,0.0,0.0);

glVertex3f(100.0,0.0,0.0);

glVertex3f(100.0,100.0,0.0);

glVertex3f(0.0,100.0,0.0);

glEnd();

glFlush();

}

void reshapeFun(GLint newWidth,GLint newHeight)

{

glViewport(0,0,newWidth,newHeight);

winWidth=newWidth;

winHeight=newHeight;

}

int main(int argc,char \*\*argv)

{

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowPosition(50,50);

glutInitWindowSize(winWidth,winHeight);

glutCreateWindow("Perspective view of a square");

init();

glutDisplayFunc(displayFun);

glutReshapeFunc(reshapeFun);

glutMainLoop();

}

**OUTPUT:**
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**PROGRAM NO: 11**

**AIM: Three dimensional transformations.**

**PROGRAM:**

#include<stdio.h>

#include<math.h>

#include<GL/glut.h>

int ch;

float x1=0.5,x2=0.8,x3=0.8,x4=0.5,y=0.5,y2=0.5,y3=0.8,y4=0.8,z1=0.6,z2=0.4,z3=0.7,z4=0.2;

float X1,X2,X3,X4,Y,Y2,Y3,Y4,Z1,Z2,Z3,Z4;

void display()

{

float tx,ty;

glClear(GL\_COLOR\_BUFFER\_BIT);

glColor3f(0.68,9.33,0.37);

glPointSize(10.0);

glBegin(GL\_POLYGON);

glVertex3f(x1,y,z1);

glVertex3f(x2,y2,z2);

glVertex3f(x3,y3,z3);

glVertex3f(x4,y4,z4);

glEnd();

glColor3f(8080,0.0,0.0);

glBegin(GL\_POLYGON);

glVertex3f(X1,Y,Z1);

glVertex3f(X2,Y2,Z2);

glVertex3f(X3,Y3,Z3);

glVertex3f(X4,Y4,Z4);

glEnd();

glFlush();

}

void translate()

{

float tx,ty,tz;

printf("ENTER tx ty AND tz VALUE\n");

scanf("%f%f%f",&tx,&ty,&tz);

X1=x1+tx;X2=x2+tx;X3=x3+tx;X4=x4+tx;

Y=y+ty;Y2=y2+ty;Y3=y3+ty;Y4=y4+ty;

Z1=z1+tz;Z2=z2+tz;Z3=z3+tz;Z4=z4+tz;

}

void rotate()

{

int theta;

printf("ENTER AN ANGLE\n");

scanf("%d",&theta);

X1=x1\*cos(theta)-y\*sin(theta);

X2=x2\*cos(theta)-y2\*sin(theta);

X3=x3\*cos(theta)-y3\*sin(theta);

X4=x4\*cos(theta)-y4\*sin(theta);

Y=x1\*sin(theta)+y\*cos(theta);

Y2=x2\*sin(theta)+y2\*cos(theta);

Y3=x3\*sin(theta)+y3\*cos(theta);

Y4=x4\*sin(theta)+y4\*cos(theta);

Z1=z1\*cos(theta)-z1\*sin(theta);

Z2=z2\*cos(theta)-z2\*sin(theta);

Z3=z3\*cos(theta)-z3\*sin(theta);

Z4=z4\*cos(theta)-z4\*sin(theta);

}

void scale()

{

float sx,sy,sz;

printf("ENTER sx ,sy AND sz VALUE\n");

scanf("%f%f%f",&sx,&sy,&sz);

X1=x1\*sx;X2=x2\*sx;X3=x3\*sx;X4=x4\*sx;

Y=y\*sy;Y2=y2\*sy;Y3=y3\*sy;Y4=y4\*sy;

Z1=z1\*sz;Z2=z2\*sz;Z3=z3\*sz;Z4=z4\*sz;

}

int main(int argc,char \*\*argv)

{

printf("3D TRANSFORMATION OPERATIONS\n");

printf("1:TRANSLATION\n");

printf("2:ROTATION\n");

printf("3:SCALING\n");

printf("ENTER UR CHOICE\n");

scanf("%d",&ch);

switch(ch)

{

case 1: translate();

break;

case 2: rotate();

break;

case 3: scale();

break;

}

glutInit(&argc,argv);

glutInitWindowSize(500,500);

glutInitWindowPosition(0,0);

glutCreateWindow("3D TRANSFORMATION");

glClearColor(1.0,0.0,1.0,0.0);

glutDisplayFunc(display);

glutMainLoop();

return 0;

}

**OUTPUT:**

3D TRANSFORMATION OPERATIONS

1:TRANSLATION

2:ROTATION

3:SCALING

ENTER UR CHOICE

1

ENTER tx ty AND tz VALUE

-0.3

-0.4

-0.2
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3D TRANSFORMATION OPERATIONS

1:TRANSLATION

2:ROTATION

3:SCALING

ENTER UR CHOICE

2

ENTER AN ANGLE
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3D TRANSFORMATION OPERATIONS

1:TRANSLATION

2:ROTATION

3:SCALING

ENTER UR CHOICE

3

ENTER sx ,sy AND sz VALUE

0.3

0.4

0.3
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**PROGRAM NO: 12**

**AIM: Three dimensional object representation**

**PROGRAM:**

#include<GL/glu.h>

#include<GL/glut.h>

GLfloat xRotated,yRotated,zRotated;

void displayOctahedron(void)

{

glMatrixMode(GL\_MODELVIEW);

glClear(GL\_COLOR\_BUFFER\_BIT);

glLoadIdentity();

glTranslatef(0.0,0.0,-4.5);

glColor3f(0.8,0.2,0.1);

glRotatef(xRotated,1.0,0.0,0.0);

glRotatef(yRotated,0.0,1.0,0.0);

glRotatef(zRotated,0.0,0.0,1.0);

glScalef(1.0,1.0,1.0);

glutSolidOctahedron();

glFlush();

}

void reshapeOctahedron(int x,int y)

{

if(y==0|x==0)

return;

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

gluPerspective(40.0,(GLdouble)x/(GLdouble)y,0.5,20.5);

glViewport(0,0,x,y);

}

void idleOctahedron(void)

{

yRotated+=0.03;

displayOctahedron();

}

int main(int argc,char\*\* argv)

{

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);

glutInitWindowSize(400,350);

glutCreateWindow("Octahedron Rotating Animation");

glPolygonMode(GL\_FRONT\_AND\_BACK,GL\_LINE);

xRotated=yRotated=zRotated=30.0;

xRotated=33;

yRotated=40;

glClearColor(1.0,1.0,0.0,0.0);

glutDisplayFunc(displayOctahedron);

glutReshapeFunc(reshapeOctahedron);

glutIdleFunc(idleOctahedron);

glutMainLoop();

return 0;

}

**OUTPUT:**
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**PROGRAM NO: 13**

**AIM: Program to implement visible surface detection.**

**PROGRAM:**

#include<GL/gl.h>

#include<GL/glut.h>

void mydraw()

{

glClearColor(0.0,0.0,0.0,0.0);

glClear(GL\_COLOR\_BUFFER\_BIT|GL\_DEPTH\_BUFFER\_BIT);

glColor3f(0.0,1.0,0.0);

glutSolidCube(7.0);

glTranslatef(0.0,0.0,-20.0);

glColor3f(0.0,0.0,1.0);

glutSolidTeapot(7.0);

glutSwapBuffers();

}

int main(int argc,char\*\* argv)

{

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_DOUBLE|GLUT\_RGB|GLUT\_DEPTH);

glutInitWindowSize(400,300);

glutCreateWindow("Depth Test");

glClearColor(0.0,0.0,0.0,1.0);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

gluPerspective(45.0,1.333,0.01,10000.0);

glMatrixMode(GL\_MODELVIEW);

glLoadIdentity();

glTranslatef(0,0,-30);

glEnable(GL\_DEPTH\_TEST);

glutDisplayFunc(mydraw);

glutMainLoop();

return 0;

}

**OUTPUT:**

**![C:\Users\AleeshaKurian\Documents\dbc\2nd sem\New folder\surface detection\surface detection\surface_detection.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZUAAAFICAIAAAAXmfSdAAAAA3NCSVQICAjb4U/gAAAAGXRFWHRTb2Z0d2FyZQBnbm9tZS1zY3JlZW5zaG907wO/PgAAEWlJREFUeJzt3WtsVFW7wPG11syUcquENJjIRanR1FqMgWBe4RwtQdE2wcupR6OJom8R6geDCTFvcvxgognmDX6QCCrRcqnkeE4OOSYa5WCCNNpSY/wAaLV+wJZYwHCxQOm9s9f5sNrt7nRuvdD22fP/kZDdPXvvWdOZ/fRZa569trbWKqWUUlprpdSaNWvcgr8m6UL6RzlCjhwhy838z9jIhfSPZrPAEXLnCF9//XXCxtr9oLW+++67B1cFPp3jWTP5O06HNox5xxC3IfiB841cmc2aMe84Hdow5h1pQ3DN8ePH/8q6rLXB4AUA05wfwsxUtwQAxkgrpUi+AMjiUrDoVDcD08jVq1c9z3PLM2fOnDFjxtS2B0iP+DXddXR0xOPxhJVa67y8vPz8/KQD51nq7Ozs7+93y7FYbPbs2Uqp+vr6hQsXbtu27cCBA2n2vXLlStJxWd8NN9yQZduSNgPIRsr4dfmmp7I8xLyz/z1BjUFyn376qevjx+Pxzs7Otra2o0eP7tmzp729fc6cOZFIZMxHfu+998rLyw8dOrRly5bR7nvy5Mm5c+cmfai4uHjSmoFcli7/+rd/fzjj/v/7P/83cY1BBpFIpKCgoKSkpKSk5IknnnjmmWdOnz49Z86cnp6evr6+YCmfy846Ojr8/qBPa52fn9/X1xdM6/r7+y9fvhzcrLu7u7u7298+oS9ZUFCQJr3SWl+5ciWhMf39/T09PcH2uCME8zi/Gdmnb5hCHR0daR5N9ectqLe3t6+vL2Fjd9i8vLyMIxgZ+o/fHGtK8+h9q+7M2D5MlMbGxk2bNi1evHjdunUvv/zyjTfe+M477zzyyCOdnZ1a61deeeWxxx676aab/vzzz88///ztt9/u6upSQ/3B3bt3L1mypKysrKOjY+fOnR9//HE0Gj18+PDtt9+ulCovL29paVFKLV++3D3XjBkz3nzzzccff7y3t3fHjh21tbXRaDSY6Gmt165dq5Tq6up69913y8rKmpubKysrjTFKqZdeeimhMZ2dnQMDA5WVlZs2bSoqKorH42fOnDly5Mhbb701shkrV670e5SY5mpqapKur6qqymb3vr4+d4SqqioXwjo6Ovw1Y49f1WXeP56/u/lfYloprQfLxJTWWmkztFB0y20LLnz5X/+ZTTsxXp7n9fT0nDt3rqamZubMmZs3b162bFlxcXFzc/OuXbsqKiquXr1aX19fWlpaVVV1yy23bNy40UUTpdSLL774ww8//Pjjj/fcc88bb7xx7ty5urq6X3/9dcGCBfPmzbt8+fLp06eNMX5yVF1drbXWWs+fP//111+vr6//448/Ejqq7s9mb2+v28ta69KrVI0pKiravn27UqqhoWFgYKCoqGjNmjU7d+4c2Yz8/PyBgYFJ/eViqtXU1LiQlyogJpUh/zLaKO3+Wa201oPBa/AhTJGjR49u3rxZKXXrrbcqpSoqKpRSTz31VHNz880331xXV7d27do777zz559/dts3NDRs2rRJKfXRRx+tXr36hRdeOHLkyNatW3fs2FFeXt7Y2Lhly5bZs2f73YGLFy9WVlbGYrH6+vpIJLJy5crPPvssm4YVFxenasyCBQu01i0tLdXV1S5nXLRoked5I5txHX5huI5GplrZx6C5c+dWVVW57YN7+elYepnil9FaaaW0UlYpt2iMS78UwxNTI6FvtWzZMrdw6NCh4PrS0lI/fn3//fdu4bvvvlu9enXG8fUvv/yyq6urt7e3vb29sLCwoKAgy7alacyxY8e6u7uXLl168uTJtra2EydO1NbW/v7779EoX4KLN3L0alT7+iHMyTJ4KRe/Rn4979ODnUZtrdJaa20GVwbiV5rdMbGstV1dXX19fWVlZW7Nb7/95kKGtbampiYSifjdwNbWVn8IPBqNuu6eHyyMMQkXzQbfx/b2ds/zrLV+P87zvKRvdEIVhT8kn9CYlpaWS5cuPf30008++WRxcfFtt922fv36hx9++P777z9//nyqZmCac29WPB4PvmtJV2ZznOCPWe4bVUqN/IrKp7UZjFbW6sEl959LxlT63TF+foAwxsRisfnz5z/66KMbN25USv3000+tra1ukEtr3dDQUFdX57Z86KGHTpw44e/7wAMP7Nq1S2v94IMPKqWam5uj0ajneS48zZo1a2Bg4Nq1a0mnAfB/TPpGJ2zW1NSUtDEnT57My8tra2t77bXXlFIzZsw4fvx4fn5+cXHxhQsXEprhhsAm4peHdK5du5bm0Tlz5mQ8gh0S/GwkXZm+Gfv27Qt+kPbu3fv8889n04AM+ZcZ6izGUxcr8gdzctx7772//PKL/+P58+dfffVVa+2pU6e++uqrdevWffjhh42Njf39/XfddVdhYeGKFSt6e3vdxkuXLj127JhSqrCwUCl14MABrbUxprW1VSl13333ffHFF21tbW5MzUn48GWTf6VpzPLly5csWXLw4MGmpqazZ88uXLgwPz8/Ho+3trZGIpGEZlRXV/OhmgSe5+3fvz/pQxs2bMjmLXBJuud5V69eDa53K7M5Qmdn5/79+92naMOGDUop16S9e/du2LAh42BohvzLZ9zAvdLajehr449+kX9dV9Fo1O8Gep7X2dl59uzZb7/9ds+ePZcuXXLrt27dWl1dvX79+lWrVvX29ra0tBw8eLCnp8c/yO7duxcvXlxRUXHx4sUPPvjgyJEjbv0nn3yycuXKFStWlJSUzJs3Ly8vzz1XNBo1xhhjgj8mfaPdQ0oprXUsFnPj8SMb44bSvvnmmzvuuKO0tHRgYKCpqen9998/c+bMyGa441zH3ymUUkPRJ9VD2bwF7gj79u1LWO/iV/ZHUEo999xzLlo9++yztbW1WbZBq6HvsBK8uPnv/3j1PzI+/T+3b/tw956Mm2FKxONx/3qgmpoaKkIR5CoEU5k1a9YkHKG/v999HxXc2B02FovFYrFUO546dWrw+u1UQe6f27dlfPo0u2Na8TyP+IWg9IOM2ZzX4z9CJBJxdYXBjf3DZjxCyvGv93buzvjckCL7wVRAEK2UWrRo0VQ3AwBGoa2tbbD/yHc9ACRKN/7lvn13pap68LKhoZ/cV5Ej1wyuV3+VvqZaM7hCB9anWBN4rqFdU24wOc0bWkh+3wpgtNx3cNZaZa2roPpr1cg1ygbWp10zuF4FjpBiTeC5Mm4wOc0LHjzVhdwZ61ddwYTRxl37GFjQWpsRC9poM2Lhr70ybpDy+Gp8u4/r2bXRxqgUe03kpxi5ylrPetZaz1rPlX5a66mhBVcNar2hheDGI/ayqfYa/e5qfLuPv3nKs8p6rpRiqt8iAJg41trBysOpbgkAZMsPWUYp5c8SBQDTnx+yyL8ACEP+BUAq8i8AUpF/AZBqWP5lyL8AyGGC+Zcm/wIghx6WfxG/AMjB+D0AqRi/ByAV+RcAqci/AEhF/QQAqaifACBVQv0E+RcAMfyQ5cbvyb8AiOGHLMbvAQhD/QQAqaifACAV9RMApKJ+AoBU1E8AkIr6CQBSUT8BQCrqJwBIRf0EAKmonwAgFfUTAKSifgKAVNRPAJAqoX6C/AuAGORfAKSifhWAVNRPAJCK+gkAUlE/AUAqxu8BSEX9BACphuVfhvwLgBwmmH8xfg9AEE39BAChqJ8AIBX1EwCkon4CgFTUTwCQivoJAFIl1E+QfwEQQ5N/ARCK+lUAUlE/AUAq6icASEX9BACpqJ8AIBX1EwCkon4CgFTUTwCQivoJAFJRPwFAKuonAEhF/QQAqaifACAV9RMApCL/AiAV+RcAqahfBSAV9asApKJ+AoBUjN8DkIrxewBSkX8BkIr8C4BUZvj128QvAGIYQ/8RgEz0HwFIxfg9AKnIvwBIRf4FQCryLwBSGea/ByDU8PsPUf8FQI7h8+fQfwQgB+P3AKRi/B6AVORfAKQi/wIgFfUTAKSifgKAVNRPAJCK8XsAUjF+D0Aq8i8AUpF/AZCK+gkAUlE/AUCqhPoJ8i8AYvghi/wLgDDUrwKQivoJAFJRPwFAKuonAEhF/QQAqaifACAV9RMApKJ+AoBUjN8DkGr4+D35FwA5NPkXAKGonwAgFfUTAKSifgKAVORfAKQaln8Z8i8Acphg/kX9BABBqJ8AIBX1EwCkYvwegFTUTwCQivwLgFTUTwCQyg9ZUUX9BCaSTfsomT4mAPUTuB7SB69sNgAyY/4vAFK5kNXwbV1UkX/BN9706Pp/kPioYihk/W3Vv1I/AUAYF7KuXG6nfgKAMNRPAJAqYf4J8i8AYmjyLwBCMf8XAKmoXwUgFfN/AZBKB69/pH4CuSpNwS4nxfTlhyxXf0/+hdyR8SIDItd0R/0ERhJxcfU4G0nwCgNN/oXcw9w+IcH8X7lMRJ6Vhh1TrCF4hYcfsph/Inykh6dJxodfHj9k0X8MDcJWGvxyQoXx+zCxuXd+TtTr5ZMvEuP3oTHmMzl46uZa+HMIXlIljN/zRgqVKu6M6g0VGryyH8UX+gKREvlXWPGnKEv8ogRj/CuUJryqYJoT3XiMHfN/IUcQ40JoWP5F/EKOocMhG/1HqFDkJulfQgheIJKg/xhKnK5B/DZCi/wLoTm9R/tC+LSL50LW4cNfkX+JxqmYVA5ekJBbXMha8Gc++VfI5Ph5S+TKCS5kRSI6OtUtwZQI2Ume/cvhT3V4GHqO8o08IUMWm4AUIsxcGAaEMOQizcyryCV0HkMlEqH/GBKjSsHIzhAKhvwrPOhFpkfyFTYmEiF+hUnSEEYUQzgZZYlfIZM0yyCEkXyFkKfoP4YQISwBwSu0iF+hlCqE5WAUI3iFlib/Ci9NIkbwCjfP84hf4ZbLJ3Auv/acoC3j9+GXKhELtxx8yTnIcv12jnDnc+g7j4StHOJ5A8SvnBLiKEbkyjlaU7+aizjVEQaejRO/clPIQljIXg6yoi3Xb+eu0JzzoXkhGDXiFwCZ4tR/5bQQZC4heAkYI2uJX7lO9PkvuvEYL839OyCzqILIBeUNkH9hkKCIIKipuI6YPxpBIuKCiEZiUnD/DgBSeVy/DUAooxi/R0C6ztlkDvDTSURWiF/IEjEF0w39RwAycf9tAFIxfzQAwYhfAEQyhvpVADJpRfwCIBPzTwCQSmvGvwCIRfwCIBL5FwCxuP82AKHixC8AQmnGvwDIRfwCIJK1xC8AMhnN+BcAqZg/B4BMlvkLAQhl41z/CEAm5p8AIJYm/wIgk8f9HwEIpS39RwAyMX8hAKmsIn4BkIn7PwKQyvPixC8AIhmuHwIgFfNPABCK6x8BSGUYvwcglOdRPwFALOIXAJEY/wIgGPELgEjaMn4PQCaufwQglqb/CEAo6u8BCMX3jwCkYvwegFiW/AuAUJr4BUAo5r8HIBTzRwOQi/gFQCZN/SoAqfj+EYBU5F8AhGL8HoBUlv4jALGIXwBk0h7xC4BMWhviFwCRmD8HgFTUrwIQi/lXAUhliF8AZLIe8+cAEIrxLwBSUX8PQCyufwQgk+b7RwBCGb5/BCCUJf8CIJRV1E8AkIn7bwOQiusfAUjlcf9aAEIZRf4FQCziFwCRPOYvBCCU9ci/AMikqf8CIBT1EwDEon4VgFDacP80ADJ53gDxC4BMzD8BQCjD/bcBCGWZ/x6AUJr6ewBCeeRfAKTi/rUAhNLMPwFAKK2pvwcgk0f/EYBcxC8AMjH/PQCpuH4bgFDWo/4LgEya67cBCKU1+RcAmeJcPwRAqAjz5wAQivknAEjlUf8FQCituP4RgFBcvw1AKMv12wCk4v7bAISycfIvADIx/yoAqSz1XwCk4vptAEJpxu8BCGUM9V8AZGL+QgBiMf4FQCryLwBCUT8BQCrD/YcACKU11w8BkMky/z0AoSzfPwIQivm/AEiluf8QAKHIvwBIpaPkXwCEIv8CIBbzTwCQSRsVdUuXLl6Y2qYAwKho5v8CIBXzrwIQyhj9/5KgiPo5wuuZAAAAAElFTkSuQmCC)**

**PROGRAM NO: 14**

**AIM: Program to implement rendering.**

**PROGRAM:**

#include<GL/glu.h>

#include<GL/glut.h>

void init()

{

GLfloat mat\_specular[]={1.0,1.0,1.0,1.0};

GLfloat mat\_shininess[]={50.0};

GLfloat light\_position[]={1.0,1.0,1.0,0.0};

glClearColor(0.0,0.0,1.0,0.0);

glShadeModel(GL\_SMOOTH);

glMaterialfv(GL\_FRONT,GL\_SPECULAR,mat\_specular);

glMaterialfv(GL\_FRONT,GL\_SHININESS,mat\_shininess);

glLightfv(GL\_LIGHT0,GL\_POSITION,light\_position);

glEnable(GL\_LIGHTING);

glEnable(GL\_LIGHT0);

glEnable(GL\_DEPTH\_TEST);

}

void display()

{

glClear(GL\_COLOR\_BUFFER\_BIT|GL\_DEPTH\_BUFFER\_BIT);

glutSolidSphere(1.0,20,16);

glFlush();

}

void reshape(int w,int h)

{

glViewport(0,0,(GLsizei)w,(GLsizei)h);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

if(w<=h)

glOrtho(-1.5,1.5,-1.5\*(GLfloat)h/(GLfloat)w,1.5\*(GLfloat)h/(GLfloat)w,- 10.0,10.0);

else

glOrtho(-1.5\*(GLfloat)w/(GLfloat)h,1.5\*(GLfloat)w/(GLfloat)h,-1.5,1.5,-10.0,10.0);

glMatrixMode(GL\_MODELVIEW);

glLoadIdentity();

}

int main(int argc,char\*\* argv)

{

glutInit(&argc,argv);

glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB|GLUT\_DEPTH);

glutInitWindowSize(500,500);

glutInitWindowPosition(100,100);

glutCreateWindow(argv[0]);

init();

glutDisplayFunc(display);

glutReshapeFunc(reshape);

glutMainLoop();

return 0;

}

**OUTPUT**:
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