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# Question 1

## Prompt
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Fais-moi en Qt python une interface ressemblant à la première image et ayant comme code d'usage : en rentrant dans la page stock affiche automatiquement les produit du stock du magasin, ensuite, vas prendre la succursale de l’employés et vas chercher dans la table sql le stock contenue dans son magasin

## Reponse

import sys

from PyQt5.QtWidgets import (

QApplication, QMainWindow, QPushButton, QLabel, QLineEdit, QTableWidget,

QTableWidgetItem, QVBoxLayout, QHBoxLayout, QWidget, QGridLayout

)

from PyQt5.QtCore import Qt

class StockManagementApp(QMainWindow):

def \_\_init\_\_(self):

super().\_\_init\_\_()

self.setWindowTitle("Stock Management")

self.setGeometry(100, 100, 800, 600)

# Create the main layout

main\_layout = QGridLayout()

# Left-side buttons layout (Ajouter, Retirer, Modifier, etc.)

self.add\_button = QPushButton("Ajouter")

self.remove\_button = QPushButton("Retirer")

self.modify\_button = QPushButton("Modifier")

self.back\_button = QPushButton("<-")

self.supplier\_button = QPushButton("Fournisseur")

button\_layout = QVBoxLayout()

button\_layout.addWidget(self.back\_button)

button\_layout.addWidget(self.add\_button)

button\_layout.addWidget(self.remove\_button)

button\_layout.addWidget(self.modify\_button)

button\_layout.addWidget(self.supplier\_button)

# Add button layout to the grid

main\_layout.addLayout(button\_layout, 0, 0)

# Title of the inventory

title\_label = QLabel("Inventaire")

title\_label.setAlignment(Qt.AlignCenter)

main\_layout.addWidget(title\_label, 0, 1)

# Search bar

search\_label = QLabel("Rechercher :")

self.search\_input = QLineEdit()

search\_layout = QHBoxLayout()

search\_layout.addWidget(search\_label)

search\_layout.addWidget(self.search\_input)

main\_layout.addLayout(search\_layout, 1, 1)

# Stock table (Liste, max, qte, restock, prix)

self.stock\_table = QTableWidget()

self.stock\_table.setColumnCount(5)

self.stock\_table.setHorizontalHeaderLabels(

["Liste (nom/code)", "max", "qte", "restock", "prix"]

)

# Dummy data to simulate stock items

self.stock\_table.setRowCount(3)

self.stock\_table.setItem(0, 0, QTableWidgetItem("Item 1"))

self.stock\_table.setItem(0, 1, QTableWidgetItem("100"))

self.stock\_table.setItem(0, 2, QTableWidgetItem("50"))

self.stock\_table.setItem(0, 3, QTableWidgetItem("20"))

self.stock\_table.setItem(0, 4, QTableWidgetItem("10.00"))

self.stock\_table.setItem(1, 0, QTableWidgetItem("Item 2"))

self.stock\_table.setItem(1, 1, QTableWidgetItem("200"))

self.stock\_table.setItem(1, 2, QTableWidgetItem("150"))

self.stock\_table.setItem(1, 3, QTableWidgetItem("50"))

self.stock\_table.setItem(1, 4, QTableWidgetItem("20.00"))

self.stock\_table.setItem(2, 0, QTableWidgetItem("Item 3"))

self.stock\_table.setItem(2, 1, QTableWidgetItem("50"))

self.stock\_table.setItem(2, 2, QTableWidgetItem("30"))

self.stock\_table.setItem(2, 3, QTableWidgetItem("10"))

self.stock\_table.setItem(2, 4, QTableWidgetItem("5.00"))

# Add table to layout

main\_layout.addWidget(self.stock\_table, 2, 1)

# Set central widget

central\_widget = QWidget()

central\_widget.setLayout(main\_layout)

self.setCentralWidget(central\_widget)

# Connect button actions to methods

self.add\_button.clicked.connect(self.add\_item)

self.remove\_button.clicked.connect(self.remove\_item)

self.modify\_button.clicked.connect(self.modify\_item)

def add\_item(self):

# Code to add an item to the stock

print("Add item clicked")

# Add logic to open a form to add stock item

def remove\_item(self):

# Code to remove the selected item from the stock

print("Remove item clicked")

# Add logic to remove selected row from the table

def modify\_item(self):

# Code to modify the selected item in the stock

print("Modify item clicked")

# Add logic to modify the selected row

if \_\_name\_\_ == "\_\_main\_\_":

app = QApplication(sys.argv)

window = StockManagementApp()

window.show()

sys.exit(app.exec\_())

# Question 2

## Prompt
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fait en sorte que quand on clique sur le bouton ajouter sa nous emmené sur une page comme celle de l'image

## response

import sys

from PyQt5.QtWidgets import (

QApplication, QMainWindow, QPushButton, QLabel, QLineEdit, QTableWidget,

QTableWidgetItem, QVBoxLayout, QHBoxLayout, QWidget, QGridLayout, QDialog

)

from PyQt5.QtCore import Qt

class AddModifyDialog(QDialog):

def \_\_init\_\_(self):

super().\_\_init\_\_()

self.setWindowTitle("Ajouter/Modifier")

# Create the layout

layout = QGridLayout()

# Labels and input fields

labels = ["Min", "Max", "Quantité", "Nom", "nb Restock", "Prix", "futur champ\*"]

self.inputs = {}

for i, label in enumerate(labels):

lbl = QLabel(label)

input\_field = QLineEdit()

layout.addWidget(lbl, i, 0)

layout.addWidget(input\_field, i, 1)

self.inputs[label] = input\_field

# Buttons for 'Ajouter/Modifier' and 'Annuler'

self.add\_modify\_button = QPushButton("Ajouter/Modifier")

self.cancel\_button = QPushButton("Annuler")

button\_layout = QHBoxLayout()

button\_layout.addWidget(self.add\_modify\_button)

button\_layout.addWidget(self.cancel\_button)

layout.addLayout(button\_layout, len(labels), 1)

# Set the layout

self.setLayout(layout)

# Connect cancel button to close the dialog

self.cancel\_button.clicked.connect(self.close)

class StockManagementApp(QMainWindow):

def \_\_init\_\_(self):

super().\_\_init\_\_()

self.setWindowTitle("Stock Management")

self.setGeometry(100, 100, 800, 600)

# Create the main layout

main\_layout = QGridLayout()

# Left-side buttons layout (Ajouter, Retirer, Modifier, etc.)

self.add\_button = QPushButton("Ajouter")

self.remove\_button = QPushButton("Retirer")

self.modify\_button = QPushButton("Modifier")

self.back\_button = QPushButton("<-")

self.supplier\_button = QPushButton("Fournisseur")

button\_layout = QVBoxLayout()

button\_layout.addWidget(self.back\_button)

button\_layout.addWidget(self.add\_button)

button\_layout.addWidget(self.remove\_button)

button\_layout.addWidget(self.modify\_button)

button\_layout.addWidget(self.supplier\_button)

# Add button layout to the grid

main\_layout.addLayout(button\_layout, 0, 0)

# Title of the inventory

title\_label = QLabel("Inventaire")

title\_label.setAlignment(Qt.AlignCenter)

main\_layout.addWidget(title\_label, 0, 1)

# Search bar

search\_label = QLabel("Rechercher :")

self.search\_input = QLineEdit()

search\_layout = QHBoxLayout()

search\_layout.addWidget(search\_label)

search\_layout.addWidget(self.search\_input)

main\_layout.addLayout(search\_layout, 1, 1)

# Stock table (Liste, max, qte, restock, prix)

self.stock\_table = QTableWidget()

self.stock\_table.setColumnCount(5)

self.stock\_table.setHorizontalHeaderLabels(

["Liste (nom/code)", "max", "qte", "restock", "prix"]

)

# Dummy data to simulate stock items

self.stock\_table.setRowCount(3)

self.stock\_table.setItem(0, 0, QTableWidgetItem("Item 1"))

self.stock\_table.setItem(0, 1, QTableWidgetItem("100"))

self.stock\_table.setItem(0, 2, QTableWidgetItem("50"))

self.stock\_table.setItem(0, 3, QTableWidgetItem("20"))

self.stock\_table.setItem(0, 4, QTableWidgetItem("10.00"))

self.stock\_table.setItem(1, 0, QTableWidgetItem("Item 2"))

self.stock\_table.setItem(1, 1, QTableWidgetItem("200"))

self.stock\_table.setItem(1, 2, QTableWidgetItem("150"))

self.stock\_table.setItem(1, 3, QTableWidgetItem("50"))

self.stock\_table.setItem(1, 4, QTableWidgetItem("20.00"))

self.stock\_table.setItem(2, 0, QTableWidgetItem("Item 3"))

self.stock\_table.setItem(2, 1, QTableWidgetItem("50"))

self.stock\_table.setItem(2, 2, QTableWidgetItem("30"))

self.stock\_table.setItem(2, 3, QTableWidgetItem("10"))

self.stock\_table.setItem(2, 4, QTableWidgetItem("5.00"))

# Add table to layout

main\_layout.addWidget(self.stock\_table, 2, 1)

# Set central widget

central\_widget = QWidget()

central\_widget.setLayout(main\_layout)

self.setCentralWidget(central\_widget)

# Connect button actions to methods

self.add\_button.clicked.connect(self.open\_add\_modify\_dialog)

def open\_add\_modify\_dialog(self):

# Open the Add/Modify dialog

dialog = AddModifyDialog()

dialog.exec\_()

def remove\_item(self):

# Code to remove the selected item from the stock

print("Remove item clicked")

# Add logic to remove selected row from the table

def modify\_item(self):

# Code to modify the selected item in the stock

print("Modify item clicked")

# Add logic to modify the selected row

if \_\_name\_\_ == "\_\_main\_\_":

app = QApplication(sys.argv)

window = StockManagementApp()

window.show()

sys.exit(app.exec\_())

# Question 3

## Prompt

Fais-moi une fonction qui fait en sorte que quand je clique sur le bouton supprimer je rentre dans un mode sélection qui fait en sorte que si je clique sur un item sa me demande si je veux le supprimer ou non si je dis oui l'item et retirer de la base de données sinon sa annule ma sélection

## Response

from PySide6.QtWidgets import QMessageBox

class QStock(QWidget):

def \_\_init\_\_(self, parent=None):

super().\_\_init\_\_(parent)

# ... (Autres parties du code)

# Connexion à la base de données SQLite

self.conn = sqlite3.connect("erp\_database.db")

self.cursor = self.conn.cursor()

# Créer les tables si elles n'existent pas

self.create\_tables()

# ... (Autres parties du code)

# Tableau pour afficher les stocks

self.stock\_table = QTableWidget()

self.stock\_table.setColumnCount(6)

self.stock\_table.setHorizontalHeaderLabels(

["Nom", "Code Produit", "Max", "Quantité", "Restock", "Prix"]

)

# Charger les données du stock depuis la base de données

self.load\_stock\_data()

# ... (Autres parties du code)

# Connecter les boutons à des méthodes

add\_button.clicked.connect(self.add\_item)

remove\_button.clicked.connect(self.remove\_item)

modify\_button.clicked.connect(self.modify\_item)

def remove\_item(self):

"""Activer le mode sélection pour supprimer un produit."""

# Activer la sélection dans le tableau

self.stock\_table.setSelectionBehavior(QTableWidget.SelectRows)

self.stock\_table.setSelectionMode(QTableWidget.SingleSelection)

# Connecter l'événement de clic à la méthode `confirm\_deletion`

self.stock\_table.itemClicked.connect(self.confirm\_deletion)

def confirm\_deletion(self, item):

"""Demander confirmation avant de supprimer un élément."""

# Obtenir la ligne de l'élément sélectionné

row = item.row()

# Récupérer les informations du produit dans la ligne sélectionnée

nom\_produit = self.stock\_table.item(row, 0).text()

code\_produit = self.stock\_table.item(row, 1).text()

# Boîte de dialogue de confirmation

confirmation\_dialog = QMessageBox()

confirmation\_dialog.setWindowTitle("Confirmer la suppression")

confirmation\_dialog.setText(f"Voulez-vous vraiment supprimer le produit '{nom\_produit}' (Code: {code\_produit}) ?")

confirmation\_dialog.setStandardButtons(QMessageBox.Yes | QMessageBox.No)

confirmation\_dialog.setIcon(QMessageBox.Warning)

# Si l'utilisateur confirme la suppression

if confirmation\_dialog.exec\_() == QMessageBox.Yes:

self.delete\_product(code\_produit)

else:

# Annuler la sélection si l'utilisateur ne veut pas supprimer

self.stock\_table.clearSelection()

# Désactiver la connexion à l'événement après la suppression ou l'annulation

self.stock\_table.itemClicked.disconnect()

def delete\_product(self, code\_produit):

"""Supprimer le produit de la base de données et mettre à jour le tableau."""

try:

# Supprimer le produit de la base de données

self.cursor.execute("DELETE FROM Produits WHERE code\_produit = ?", (code\_produit,))

self.cursor.execute("DELETE FROM Stocks WHERE id\_produit = (SELECT id\_produit FROM Produits WHERE code\_produit = ?)", (code\_produit,))

self.conn.commit()

# Recharger les données dans le tableau

self.load\_stock\_data()

# Message de confirmation

print(f"Le produit avec le code {code\_produit} a été supprimé.")

except Exception as e:

print(f"Erreur lors de la suppression du produit: {e}")

# Question 4

## Prompt

Fait en sorte que quand je clique sur le bouton modifier je passe comme en mode sélection qui fait en sorte que quand je clique sur un item il m'ouvre une boite comme celle d’ajouter produit, mais qui vas, une fois valider, modifier les valeur de l'item sélectionner dans la base de données

## response

class QStock(QWidget):

def \_\_init\_\_(self, parent=None):

super().\_\_init\_\_(parent)

# ... (Autres parties du code)

# Connexion à la base de données SQLite

self.conn = sqlite3.connect("erp\_database.db")

self.cursor = self.conn.cursor()

# Créer les tables si elles n'existent pas

self.create\_tables()

# Tableau pour afficher les stocks

self.stock\_table = QTableWidget()

self.stock\_table.setColumnCount(6)

self.stock\_table.setHorizontalHeaderLabels(

["Nom", "Code Produit", "Max", "Quantité", "Restock", "Prix"]

)

# Charger les données du stock depuis la base de données

self.load\_stock\_data()

# ... (Autres parties du code)

# Connecter les boutons à des méthodes

add\_button.clicked.connect(self.add\_item)

remove\_button.clicked.connect(self.remove\_item)

modify\_button.clicked.connect(self.modify\_item)

def modify\_item(self):

"""Activer le mode sélection pour modifier un produit."""

# Activer la sélection dans le tableau

self.stock\_table.setSelectionBehavior(QTableWidget.SelectRows)

self.stock\_table.setSelectionMode(QTableWidget.SingleSelection)

# Connecter l'événement de clic à la méthode `open\_modify\_dialog`

self.stock\_table.itemClicked.connect(self.open\_modify\_dialog)

def open\_modify\_dialog(self, item):

"""Ouvrir la boîte de dialogue avec les informations de l'élément sélectionné pour modification."""

# Obtenir la ligne de l'élément sélectionné

row = item.row()

# Récupérer les informations du produit dans la ligne sélectionnée

nom\_produit = self.stock\_table.item(row, 0).text()

code\_produit = self.stock\_table.item(row, 1).text()

max\_qte = self.stock\_table.item(row, 2).text()

quantite = self.stock\_table.item(row, 3).text()

restock = self.stock\_table.item(row, 4).text()

prix = self.stock\_table.item(row, 5).text()

# Créer et afficher la boîte de dialogue pour modification

dialog = AddModifyDialog()

# Pré-remplir les champs avec les informations existantes

dialog.inputs["Nom"].setText(nom\_produit)

dialog.inputs["Min"].setText(max\_qte) # Ou ajustez en fonction de vos champs

dialog.inputs["Quantité"].setText(quantite)

dialog.inputs["nb Restock"].setText(restock)

dialog.inputs["Prix"].setText(prix)

# Changer le texte du bouton pour 'Modifier'

dialog.add\_modify\_button.setText("Modifier")

# Si l'utilisateur valide la modification

if dialog.exec\_() == QDialog.Accepted:

# Récupérer les nouvelles valeurs entrées par l'utilisateur

new\_nom\_produit = dialog.inputs["Nom"].text()

new\_max\_qte = dialog.inputs["Min"].text()

new\_quantite = dialog.inputs["Quantité"].text()

new\_restock = dialog.inputs["nb Restock"].text()

new\_prix = dialog.inputs["Prix"].text()

# Mettre à jour les informations dans la base de données

self.update\_product(

code\_produit, new\_nom\_produit, new\_max\_qte, new\_quantite, new\_restock, new\_prix

)

# Recharger les données du tableau

self.load\_stock\_data()

# Désactiver la connexion à l'événement après la modification ou l'annulation

self.stock\_table.itemClicked.disconnect()

def update\_product(self, code\_produit, nom, max\_qte, quantite, restock, prix):

"""Mettre à jour le produit dans la base de données."""

try:

self.cursor.execute("""

UPDATE Produits

SET nom = ?, max\_qte = ?, quantite = ?, restock = ?, prix = ?

WHERE code\_produit = ?

""", (nom, max\_qte, quantite, restock, prix, code\_produit))

self.conn.commit()

print(f"Produit {nom} mis à jour avec succès.")

except Exception as e:

print(f"Erreur lors de la mise à jour du produit: {e}")

# Question 5

## Prompt

![](data:image/png;base64,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)

Dans la main page rajoute un button Finance qui, une fois cliquer, nous emmène sur une page qui ressemble à l'image

## Response

### Étape 1 : Créer la page de finance

Ajoutez une classe QFinance qui définit l'interface de la page de finance :

python

Copier le code

from PySide6.QtWidgets import QWidget, QVBoxLayout, QGridLayout, QPushButton, QLabel

from PySide6.QtCore import Qt, Signal

class QFinance(QWidget):

go\_back = Signal()

def \_\_init\_\_(self, parent=None):

super().\_\_init\_\_(parent)

# Layout principal

layout = QGridLayout()

# Bouton de retour

back\_button = QPushButton("<-")

back\_button.clicked.connect(self.go\_back.emit) # Émet le signal pour revenir en arrière

layout.addWidget(back\_button, 0, 0)

# Titre

title = QLabel("Finance")

title.setAlignment(Qt.AlignCenter)

layout.addWidget(title, 0, 1)

# Boutons principaux

report\_finance\_button = QPushButton("Rapport de finance")

report\_supplier\_finance\_button = QPushButton("Rapport de finance fournisseur")

supplier\_order\_button = QPushButton("Commande Fournisseur")

# Style des boutons (facultatif)

button\_style = "background-color: #f0a500; padding: 20px; font-size: 14px; font-weight: bold;"

report\_finance\_button.setStyleSheet(button\_style)

report\_supplier\_finance\_button.setStyleSheet(button\_style)

supplier\_order\_button.setStyleSheet(button\_style)

# Ajout des boutons au layout

layout.addWidget(report\_finance\_button, 1, 1)

layout.addWidget(report\_supplier\_finance\_button, 1, 2)

layout.addWidget(supplier\_order\_button, 1, 3)

self.setLayout(layout)

### Étape 2 : Intégrer la Page de Finance dans Vue

Ajoutez une instance de QFinance dans le QStackedWidget de Vue, et connectez le signal go\_back pour revenir à la page d'accueil.

python

Copier le code

class Vue(QMainWindow):

def \_\_init\_\_(self, controleur):

super().\_\_init\_\_()

self.controleur = controleur

self.setWindowTitle("Application ERP")

self.setGeometry(100, 100, 800, 600)

self.stacked\_widget = QStackedWidget()

self.setCentralWidget(self.stacked\_widget)

# Création des différents frames

self.frame\_connexion = self.creer\_frame\_connexion()

self.frame\_vente = self.creer\_frame\_vente()

self.frame\_stock = QStock(self)

self.frame\_produit = QProduit(self, self.controleur.db\_manager)

self.frame\_splash = self.creer\_frame\_splash()

self.frame\_greant\_global = QGerantGlobal(self)

self.frame\_succursale = QSuccursale(self)

self.frame\_fournisseur = QFournisseur(self, self.controleur.db\_manager)

self.frame\_finance = QFinance(self) # Instanciation de la page finance

# Ajout des frames au QStackedWidget

self.stacked\_widget.addWidget(self.frame\_connexion)

self.stacked\_widget.addWidget(self.frame\_splash)

self.stacked\_widget.addWidget(self.frame\_vente)

self.stacked\_widget.addWidget(self.frame\_stock)

self.stacked\_widget.addWidget(self.frame\_greant\_global)

self.stacked\_widget.addWidget(self.frame\_succursale)

self.stacked\_widget.addWidget(self.frame\_produit)

self.stacked\_widget.addWidget(self.frame\_fournisseur)

self.stacked\_widget.addWidget(self.frame\_finance) # Ajouter la page finance

# Connecter le signal `go\_back` de `frame\_finance` pour revenir à la page d'accueil

self.frame\_finance.go\_back.connect(self.basculer\_vers\_splash)

# Affichage initial

self.basculer\_vers\_connexion()

# ... (autres méthodes)

def basculer\_vers\_finance(self):

"""Afficher la page de finance."""

self.stacked\_widget.setCurrentWidget(self.frame\_finance)

### Étape 3 : Ajouter un Bouton "Finance" dans la Page d'Accueil

Modifiez creer\_frame\_splash pour inclure le bouton "Finance" qui appelle basculer\_vers\_finance.

python

Copier le code

def creer\_frame\_splash(self):

widget = QWidget()

layout = QVBoxLayout()

titre = QLabel("ERP Manager")

titre.setAlignment(Qt.AlignCenter)

titre.setStyleSheet("font-size: 24px; font-weight: bold;")

layout.addWidget(titre)

sous\_titre = QLabel("Système de gestion intégré pour votre entreprise")

sous\_titre.setAlignment(Qt.AlignCenter)

layout.addWidget(sous\_titre)

buttons\_layout = QHBoxLayout()

self.button\_gestion = QPushButton("Gestion interne")

self.button\_gestion.clicked.connect(lambda: self.controleur.action\_splash("gestion"))

self.button\_options = QPushButton("Options d'utilisation")

self.button\_options.clicked.connect(lambda: self.controleur.action\_splash("options"))

self.button\_formulaire = QPushButton("Formulaire")

self.button\_formulaire.clicked.connect(lambda: self.controleur.action\_splash("formulaire"))

self.button\_stock = QPushButton("Stock")

self.button\_stock.clicked.connect(lambda: self.controleur.action\_splash("stock"))

self.button\_produit = QPushButton("Produit")

self.button\_produit.clicked.connect(lambda: self.controleur.action\_splash("produit"))

self.button\_fournisseur = QPushButton("Fournisseur")

self.button\_fournisseur.clicked.connect(lambda: self.controleur.action\_splash("fournisseur"))

# Nouveau bouton Finance

self.button\_finance = QPushButton("Finance")

self.button\_finance.clicked.connect(self.basculer\_vers\_finance)

buttons\_layout.addWidget(self.button\_gestion)

buttons\_layout.addWidget(self.button\_options)

buttons\_layout.addWidget(self.button\_formulaire)

buttons\_layout.addWidget(self.button\_stock)

buttons\_layout.addWidget(self.button\_produit)

buttons\_layout.addWidget(self.button\_fournisseur)

buttons\_layout.addWidget(self.button\_finance) # Ajout du bouton Finance

layout.addLayout(buttons\_layout)

widget.setLayout(layout)

return widget

# Question 6

## Prompt
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Quand on clique sur le bouton rapport de finance lance une page qui ressemble à l'image et qui affiche, dans les champs, le total des dépenses du stock, le total des ventes et le total des salaires des employés faire une addition des trois informations et le mettre dans total

## Response

from PySide6.QtWidgets import QWidget, QVBoxLayout, QGridLayout, QPushButton, QLabel, QLineEdit

from PySide6.QtCore import Qt, Signal

class QFinanceReport(QWidget):

go\_back = Signal()

def \_\_init\_\_(self, parent=None):

super().\_\_init\_\_(parent)

# Layout principal

layout = QGridLayout()

# Bouton de retour

back\_button = QPushButton("<-")

back\_button.clicked.connect(self.go\_back.emit)

layout.addWidget(back\_button, 0, 0)

# Bouton Durée (on peut ajouter un signal ici pour appliquer des filtres si nécessaire)

duration\_button = QPushButton("Durée")

layout.addWidget(duration\_button, 0, 2)

# Champs pour les données financières

self.expense\_field = QLineEdit()

self.profit\_field = QLineEdit()

self.salary\_field = QLineEdit()

# Définit les champs en lecture seule

self.expense\_field.setReadOnly(True)

self.profit\_field.setReadOnly(True)

self.salary\_field.setReadOnly(True)

# Etiquettes et champs

layout.addWidget(QLabel("Dépense du stock"), 1, 0)

layout.addWidget(self.expense\_field, 1, 1)

layout.addWidget(QLabel("$"), 1, 2)

layout.addWidget(QLabel("Profit du stock"), 2, 0)

layout.addWidget(self.profit\_field, 2, 1)

layout.addWidget(QLabel("$"), 2, 2)

layout.addWidget(QLabel("Paiement employé"), 3, 0)

layout.addWidget(self.salary\_field, 3, 1)

layout.addWidget(QLabel("$"), 3, 2)

# Champ pour le total

self.total\_field = QLineEdit()

self.total\_field.setReadOnly(True)

layout.addWidget(QLabel("Total"), 4, 0)

layout.addWidget(self.total\_field, 4, 1)

layout.addWidget(QLabel("$"), 4, 2)

# Bouton pour afficher un graphique

layout.addWidget(QLabel("Graphique si possible"), 5, 1, 2, 1)

self.setLayout(layout)

def set\_financial\_data(self, expenses, profits, salaries):

"""Remplit les champs financiers et calcule le total."""

self.expense\_field.setText(f"{expenses:.2f}")

self.profit\_field.setText(f"{profits:.2f}")

self.salary\_field.setText(f"{salaries:.2f}")

# Calculer le total

total = expenses + profits + salaries

self.total\_field.setText(f"{total:.2f}")

# Question 7

## Prompt
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Fait en sorte que quand je clique dans la page finance sur le bouton Rapport de finance fournisseur sa vas m'emmener sur la page ressemblant à la photo qui vas lister les commandes et leur prix depuis la table Fourniseur\_produits

## Réponse

### Étape 1 : Créer QFinanceSupplierReport

Voici une classe QFinanceSupplierReport qui correspond au design de la page de la photo. Cette page liste les commandes fournisseurs payées avec leur prix, et montre le total en bas.

python

Copier le code

from PySide6.QtWidgets import QWidget, QVBoxLayout, QGridLayout, QPushButton, QLabel, QTableWidget, QTableWidgetItem

from PySide6.QtCore import Qt, Signal

from ERP\_data\_base import DatabaseManager

class QFinanceSupplierReport(QWidget):

go\_back = Signal() # Signal pour retourner à la page précédente

def \_\_init\_\_(self, parent=None):

super().\_\_init\_\_(parent)

# Initialisation de la base de données

self.db\_manager = DatabaseManager("erp\_database.db")

# Configuration de l'interface

layout = QVBoxLayout()

# Bouton de retour

back\_button = QPushButton("<-")

back\_button.setStyleSheet("background-color: #f0a500; font-weight: bold;")

back\_button.clicked.connect(self.go\_back.emit)

layout.addWidget(back\_button, alignment=Qt.AlignLeft)

# Titre

title = QLabel("Liste des commandes fournisseur payées")

title.setAlignment(Qt.AlignCenter)

title.setStyleSheet("font-size: 18px; font-weight: bold;")

layout.addWidget(title)

# Tableau pour les commandes et leurs prix

self.table = QTableWidget()

self.table.setColumnCount(2)

self.table.setHorizontalHeaderLabels(["Commande", "Prix payé"])

layout.addWidget(self.table)

# Étiquette pour le total

self.total\_label = QLabel("Total : ")

self.total\_label.setAlignment(Qt.AlignRight)

layout.addWidget(self.total\_label)

# Ajouter le layout principal

self.setLayout(layout)

# Charger les données

self.load\_supplier\_payments()

def load\_supplier\_payments(self):

"""Charge les commandes payées depuis la base de données et affiche dans le tableau."""

query = """

SELECT commande\_id, prix\_paye

FROM CommandesFournisseur

WHERE statut = 'Payé'

"""

results = self.db\_manager.execute\_query(query, ())

# Remplissage du tableau

self.table.setRowCount(len(results))

total = 0

for row, data in enumerate(results):

commande\_item = QTableWidgetItem(str(data["commande\_id"]))

prix\_item = QTableWidgetItem(f"{data['prix\_paye']:.2f} €")

self.table.setItem(row, 0, commande\_item)

self.table.setItem(row, 1, prix\_item)

total += data["prix\_paye"]

# Mettre à jour l'affichage du total

self.total\_label.setText(f"Total : {total:.2f} €")

Cette classe QFinanceSupplierReport :

* Affiche un tableau de commandes fournisseurs payées (à partir de la table CommandesFournisseur).
* Calcule et affiche le total des prix payés.
* Dispose d’un bouton de retour pour revenir à la page précédente.

### Étape 2 : Modifier QFinance pour naviguer vers QFinanceSupplierReport

Dans la classe QFinance, ajoutez un slot pour afficher cette page quand le bouton "Rapport de finance fournisseur" est cliqué :

1. **Importer la classe QFinanceSupplierReport**.
2. **Connecter le bouton report\_supplier\_finance\_button** pour ouvrir la nouvelle page.

Voici le code mis à jour pour la classe QFinance :

python

Copier le code

from PySide6.QtWidgets import QWidget, QVBoxLayout, QGridLayout, QPushButton, QLabel

from PySide6.QtCore import Qt, Signal

from ERP\_data\_base import DatabaseManager

from .QFinanceSupplierReport import QFinanceSupplierReport # Import de la nouvelle page

class QFinance(QWidget):

go\_back = Signal()

def \_\_init\_\_(self, parent=None):

super().\_\_init\_\_()

self.vue = parent

self.db\_manager = DatabaseManager("erp\_database.db")

# Layout principal

layout = QGridLayout()

# Bouton de retour

back\_button = QPushButton("<-")

back\_button.clicked.connect(self.go\_back.emit) # Émet le signal pour revenir en arrière

layout.addWidget(back\_button, 0, 0)

# Bouton pour le rapport de finance fournisseur

report\_supplier\_finance\_button = QPushButton("Rapport de finance fournisseur")

report\_supplier\_finance\_button.clicked.connect(self.show\_supplier\_report) # Connexion au slot

layout.addWidget(report\_supplier\_finance\_button, 1, 2)

self.setLayout(layout)

def show\_supplier\_report(self):

"""Affiche la page des commandes fournisseur payées."""

self.supplier\_report\_page = QFinanceSupplierReport(self)

self.supplier\_report\_page.go\_back.connect(self.show) # Retour à la page finance

self.supplier\_report\_page.show()

self.hide()

# Question 8

## Prompt

## Réponse