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# 

# Введение

Многие физические задачи описываются дифференциальными уравнениями в частных производных. Очень часто аналитически решить такие уравнения невозможно. Такие уравнения обычно решаются численно. В данной лабораторной на примере решения динамической одномерной задачи теплопроводности (задача о «стержне») будут рассмотрены параллельные реализации некоторых методов.

# Постановка задачи

С помощью метода частичной дискретизации, используя метод Рунге-Кутта 4-ого порядка решить динамическую одномерную задачу теплопроводности вида:

Со следующими граничными/начальными условиями:

Требуется найти численное решение на равномерной сетке:

![](data:image/png;base64,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)

,

Программа на языке C++ должна реализовывать функцию со следующим заголовком:

class heat\_task {  
public:  
 double T; // момент времени, в который необходимо аппроксимировать u(x, t)  
 double L; // длина стержня  
 int n; // размер сетки по x  
 int m; // размер сетки по t  
 double initial\_condition(double x); // функция, задающая начальное условие  
 double left\_condition (double t); // функция, задающая граничное условие при x = 0  
 double right\_condition (double t); // функция, задающая граничное условие при x = L  
 double f(double x, double t); // функция, задающая внешнее воздействие  
};  
void heat\_equation\_runge\_kutta(heat\_task task, double \* v);

Должны быть выполнены условия на порядок сходимости:

Размерность сетки nm ≤ 226.

# Метод частичной дискретизации

Рассмотрим простейшую версию уравнения теплопроводности:

Аппроксимируем вторую производную разностным оператором второго порядка:

Выполним замену:, после этого в матричном виде можно записать:

Далее к этому выражение нужно применить метод Рунге-Кутта.

# Метод Рунге-Кутта 4 порядка

Cпомощью данного метода выражение вида можно вычислить итерационно:

В данном случае, так как A матрица, то и коэффициенты будут векторными.

Лабораторной поставлена немного другая задача (с ненулевыми граничными условиями, и с внешней функцией воздействия f), но полученные формулы легко дополняются, в частности функция будет иметь вид:

## Сходимость

Чтобы данный метод сходился необходимо чтобы шаг по времени был меньше квадрата шага по x, т. е. . Порядок сходимости данного метода оценивается .

# Параллельная реализация

Реализация кода по формулам выполняется несложно (хотя нужно соблюдать аккуратность с коэффициентами).

Компоненты каждого векторного коэффициента можно вычислять параллельно. Также компоненты можно вычислять параллельно. Единственная проблема, что внутри таких параллельных циклов довольно мало вычислений. В таком случае доля накладных расходов связанных с синхронизацией после каждого параллельного цикла, довольна большая, что плохо сказывается на масштабируемости. Также «вредит» большое количество операций чтения/записей относительно количества вычислительных операций.

Общий вычислительный цикл выглядит так:

for (int tick = 0; tick < m; tick++)

{

curTime = dt \* tick;

v[0] = task.left\_condition(curTime);

v[n] = task.right\_condition(curTime);

calc\_k1(task, v, k1, curTime);

calc\_k2(task, v, k1, k2, curTime + dt/2, tmp.data());

calc\_k3(task, v, k2, k3, curTime + dt/2, tmp.data());

calc\_k4(task, v, k3, k4, curTime + dt, tmp.data());

calc(task, v, k1, k2, k3, k4, curTime);

}

Пример вычисления коэффициента k2 (вычисления других k аналогично):

void calc\_k2(heat\_task &task, const double \*v, const double \*k1, double \*k2, double t,

double \*tmp)

{

const int n = task.n;

const double h = task.L / n;

const double coeff = 1 / (h\*h);

const double dt = task.T/(task.m \* 2.0);

tmp[0] = task.left\_condition(t);

tmp[n] = task.right\_condition(t);

#pragma omp parallel for

for (int i = 1; i < n; i++)

tmp[i] = v[i] + dt \* k1[i];

#pragma omp parallel for

for (int i = 1; i < n; i++)

k2[i] = coeff \* (tmp[i + 1] - 2 \* tmp[i] + tmp[i - 1]) + task.f(h\*i, t);

}

## Проверка корректности

Для проверки корректности была составлена задача с заранее известным аналитическим ответом. Это делалась следующим образом:

Была выбрана функция

Из условия нашей задачи:

Отсюда:

Таким образом была получена задача с известным аналитическим решением:

Для проверки корректности сравнивался ответ полученный алгоритмом, с аналитическим ответом. Использовались следующие параметры:

T = 0.1, n = 50000, m = 50000, ,

Норма вида бесконечность от разности численного и аналитического решения не превышала . При этом, при увеличении h в 10 раз «ошибка» увеличилась приблизительно в 100 раз до , что соотносится с порядком сходимости метода .

# Вычислительные эксперименты

Решалась задача с длиной стрежня L=100, временем T = 0.1, n = 50000, m = 50000 (шаг по времени должен быть ограничен шагом по пространству), , . Функция f и начальные/граничные условия использовались такие же, как в задаче с проверкой корректности.

Запуск производился на восьми ядерном процессоре Intel core i7 9700K, 16 gb ОЗУ. Использовался Intel® C++ Compiler 19.1 for Windows\* с оптимизацией O2.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Время, сек. | 1 core | 2 core | 4 core | 6 core | 8 core |
|  | 11.00 | 5.60 | 2.85 | 1.95 | 1.57 |

Таблица 1. Время решения задачи.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Масштабируемость | 1 core | 2 core | 4 core | 6 core | 8 core |
|  | 1.00 | 0.98 | 0.96 | 0.94 | 0.88 |

Таблица 2. Масштабируемость алгоритма.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Ускорение | 1 core | 2 core | 4 core | 6 core | 8 core |
|  | 1.00 | 1.96 | 3.86 | 5.64 | 7.01 |

Таблица 3. Ускорение алгоритма.

# Заключение

Численный эксперимент показал, что можно получить довольно неплохую масштабируемость (88% на 8 ядрах) при правильно подобранных n и m. Важно, чтобы n было довольно большим, чтобы время синхронизации занимало малую долю времени от общего времени вычислений. Еще одна проблема заключается в том, что параллелится цикл, сложность которого линейно зависит от количества данных. Таким образом увеличение размера данных, увеличивает число чтений/записей пропорционально числу вычислений. Таким образом, производительность упирается в скорость «памяти», а не процессора. Можно заметить, что чем сложнее функция f, тем больше будет вычислений, тем лучшей масштабируемости можно будет добиться. В целом, распараллеливание методов частичной дискретизации и Рунге-Кутта может принести значительное ускорение (в 7 раз на 8 ядрах).
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