Report:

For the Physics for games Assignment 2, we were tasked with creating a small scale physics simulation program using c++. This was to assess my understanding of physics simulation methods and programming skills.

The program uses an OOP design by creating multiple classes, each with their own properties and methods while all inheriting from one parent class, which handles the 3D graphics. The classes are as follows: DynamicObject, KinematicsObject and CollisionPlane.

The DynamicObject class handles the physically simulated objects, objects that can receive impulses, and be moved, blocked and effected by other objects. The class works by using its update function, which checks for collisions and responds to them, uses Euler method to solve the physics step, then sets the physical position and rotation for the 3D graphics to render. Some of these steps are broken down into separate functions to keep the code simpler to read and to follow DRY principles.

The KinematicsObject class handles objects that are physical, and can effect objects from the DynamicObject, but that do not respond to other objects.

The CollisionPlane class works similarly to the KinematicsObject, but handles specifically plane collisions, and span an infinite distance, this is mostly useful for creating a floor to the simulation.

![](data:image/png;base64,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)

There is also a PlaneContainer struct. This struct is designed to hold a list of all CollisionPlane objects, which the DynamicObject can then access through a pointer to the PlaneContainer.

I keep track of each object in a vector for each class, when I want to operate on these objects I must iterate through the vector, the benefit of having the objects stored in a vector is that I can loop through the vector, operating on each object. I can also create theoretically infinite objects, which can each be operated on, without the need to hard code each individually.

To compute the velocity and position I use Euler method, which is an explicit first-order intergration method which means that local error is proportional to the square of the step size, the global error is proportional to the step size and each step is calculated from the previous step. Euler method does not give the exact solution to the differential equations, rather an approximation. <https://x-engineer.org/euler-integration/>

The impulse responses for sphere to sphere collisions work by first testing if the spheres are colliding, simply by testing their distance from one another, then if the spheres collide, an impulse force will be applied to the sphere in the direction away from other sphere. The force varies depending on factors like elasticity, relative velocity and mass.

For sphere to plane collisions, a similar process occurs. The sphere checks for a collision with the plane. Then if the collision check is successful, the sphere has an impulse force applied to it. This force is different from the sphere to sphere collision however, as the balls direction is mirrored across the planes normal, and if the ball has a low enough velocity compared to its elasticity, the ball will roll across the surface of the plane.

I have also created a system to load in parameters from a text file. The code will go through each line of the config file, adding it to a 2d vector of strings, with each column being a different line, and each row being a different parameter. After getting this 2d vector, I can loop through each line and match the contents of each row to a parameter to initialize an object. The format for the config looks something like this:

DynamicObject, Shape, ColorR, ColorG, ColorB, PositionX, PositionY, PositionZ, VelocityX, VelocityY, VelocityZ, AccelerationX, AccelerationY, AccelerationZ, ScaleX, ScaleY, ScaleZ, Radius, Mass, Elasticity,

KinematicsObject, Shape, ColorR, ColorG, ColorB, PositionX, PositionY, PositionZ, ScaleX, ScaleY, ScaleZ,

CollisionPlane, PositionX, PositionY, PositionZ, NormalX, NormalY, NormalZ,

Some of the strengths of my program are its simplicity of parameters. It’s very easy to customise the simulation and it has many parameters that can be changed which makes it very adaptable. Another benefit is the compartmentalised source-code, meaning future modifications to the engine are much easier to implement, and due to the separation of the graphics and physics, it makes the code much more modular, and I could easily port this to another project and use it. Some weaknesses however are the lack of more complex features such as spatial partitioning. If I were to implement spatial partitioning it would mean that there would be a greater potential performance increases by separating the world into different chunks, limiting the number of collision checks that must be conducted. <https://gameprogrammingpatterns.com/spatial-partition.html>

Another downside would be the lack of any sort of physical constraints. Physical constraints like springs or joints can be very useful when creating more advanced physics simulations that implement things like cloth physics or rope physics, which can be made up of a bunch of joint constraints. <https://web.archive.org/web/20070610223835/http://www.teknikus.dk/tj/gdc2001.htm>

I think in the future I would like to add the ability to load in FBX files as collision meshes, with the ability to reduce their geometry. To implement this feature I would have to find a way to build meshes from individual vertices, then a way to make the object interact with the environment. A simpler compromise would be to create a kinematics body which doesn’t simulate physics from CollisionPlane objects, this would create a mesh that could effect the DynamicObjects still but not require physical simulation.