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Abstract

Students of Biochemistry and Biophysics at Oregon State University need to have the opportunity to learn machine learning algorithms that will be useful in their careers. However, grasping the nuances of these algorithms is difficult when they are taught through their application to Biochemistry and Biophysics. One way that may facilitate this learning process is introducing these concepts through their application to something fun and simple, like college basketball statistics. This project will develop an online module where these students can select a machine learning algorithm, choose which college basketball statistics they want to train this algorithm with, and generate a NCAA March Madness bracket.

Introduction

There are many important technological considerations when developing this instructional tool. The page must be reasonably fast, responsive, and usable, it must provide statistics for the user to choose from, and it must provide these statistics as input to machine learning algorithms. Finally, the bracket must be generated and presented to the user. Each one of these necessary components has several potential technologies that could be used satisfactorily. It is the purpose of this document to identify the possible technologies and make reasoned decisions as to what technologies we will be using. The first three technologies found in Section I were written by Alex Hoffer. Section I is chiefly concerned with the usability of the service, specifically the design of the graphical user interface, the instructions that will be presented to the user, and the presentation of the machine learning bracket that is generated. It is our belief that in order for the tool to be effective in educating students it must be well designed and easy to understand.

Role in the project: design of graphical user interface, specifically the creation of the web page itself, the instructions for the user to interact with the module that seamlessly leads into the module, and the presentation of the machine learned bracket that is generated by scikit.

(1)     Technology 1: Graphical user interface of web page

a.       Option 1: Kivy

Option 2: PyQt

Option 3: PyGUI

All three options are libraries to be used with Python.

b.       Goals for use in design

The page must be visually pleasing, interactive, and usable. This tool will be used to demonstrate machine learning processes to programming neophytes so the logic and design of the module has to be easy to understand to ensure that the user will not be confused.

c.       Criteria being evaluated (e.g., cost, availability, speed, security, etc)

Since there are not major concerns with security for this module because of the lack of sensitive information being used, security is not an important criterion. Cost is also not a very crucial factor because there are plenty of free technologies available that can generate visually pleasing and usable web pages. Availability is an important factor because we want the module to work the same on all major browsers, specifically Chrome, Firefox, and Internet Explorer. Speed is also a valuable consideration because we want the machine learning component of this service to be quick. Therefore, the technology that we use to design the web page itself should be reasonably economical so the page loads quickly and doesn’t absorb too many resources that should be allocated for the machine learning processes. Readability is also important- we would like the technology to be easy to understand. Of similar importance as speed is economy. We want this technology to be able to do a lot with only a few lines of code.

d.       Table comparing option 1, option 2, option 3 based on criteria

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Technology | Economy | Readability | Availability | Speed | Notes |
| Kivy | Extremely economical | Extremely readable | Cross-platform | Built over OpenGL ES 2, so very fast. | Might be too fancy, focus is on very innovative UIs, our UI will be simpler. |
| PyQt | Extremely economical | Somewhat readable | Cross-platform | Written in C++ so very fast. | Focus is on mobile development. |
| PyGUI | Extremely economical | Extremely readable | Cross-platform | Not conclusive | Simplest of the three to use and isn’t as massive as the other two. |

e.       Discussion

Each of these three technologies are viable options. Since they are all Python libraries, they should be easy to learn, which is important because the GUI is the first thing to be developed in our project and the other requirements build from it. Each of the three are powerful enough for our purposes, and each have different strengths. Kivy is sophisticated and elegant, but it might be too vast for our uses. Kivy is used in things like touch screen animation, and our project doesn’t call for an extremely sophisticated GUI. In fact, our GUI should be simple and unobtrusive so as not to draw attention away from the machine learning components. PyQt’s strength appears to be in mobile development. Since our module doesn’t have to be usable from a mobile device, it may be best to go with a technology with a focus in computer based web development. This brings us to PyGUI, which is the best of the three options for our purposes. PyGUI is the oldest of the three and was developed to be simple to implement. Its focus matches with ours: we need a simple GUI, and PyGUI is the least flashy and most reasonable of these technologies.

f.        Selection of best option based on criteria

PyGUI is the technology that seems to most closely capture the needs of our GUI without adding fancy features that may slow our module down and make maintenance and testing difficult.

(2)     Technology 2: Instructions for the user to interact with the module before the module itself is presented

a.       Option 1: Webix

Option 2: UKI

Option 3: MochaUI

All three options are freely available JavaScript libraries. Use of JavaScript is important here because we want the instructions to seamlessly lead into the module itself without requiring the user to refresh the page.

b.       Goals for use in design

The module must have instructions for the user to follow so they can effectively use the tool. These instructions should be easy to read and flow seamlessly into the tool. The machine learning component of this project should be the central focus, and so the instructions that we provide to the user have to be designed in such a way that they are not visually offensive or disorganized.

c.       Criteria being evaluated (e.g., cost, availability, speed, security, etc)

Security is again not particularly important due to the innocuousness of the data being transferred from user to server. Cost is not concerning because of the wide availability of open source technologies that can properly satisfy this requirement. Speed is important because we want our server’s processing resources to be saved for the machine learning algorithms and we want the page to be quick. Availability is important because we want this tool to be usable on each of the major browsers. Readability and economy are also important.

d.       Table comparing option 1, option 2, option 3 based on criteria

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Technology | Economy | Readability | Availability | Speed | Notes |
| Webix | Extremely economical | Very readable | Cross-platform | Not conclusive. Documentation claims it is very fast but provides no metrics. | Good option, lightweight (128 KB), reasonable to learn. |
| UKI | Very economical | Somewhat readable | Cross-platform | Extremely fast, uses progressive rendering and can render 30,000 lists instantly. | Intended specifically for desktop-like web applications. Extremely lightweight (34 KB) |
| Angular JS | Very economical | Complex, not very readable | Cross-platform | Somewhat fast | Hard to maintain over time but easy to start out with. |

e.       Discussion

Webix is a popular and reliable option. What makes it so attractive is how feature rich it is, its ease of use, and its readability. One drawback of Webix is that it’s difficult to tell how fast it is. It also isn’t as lightweight as UKI, but it is still quite small, so its size won’t be slowing down the server. UKI is also a good option and its focus appears to directly parallel ours. It is meant for desktop applications, which is the medium of our project. Angular JS seems to be the worst of these three options, as it is hard to learn and its programs grow rapidly in complexity. It may be too ambitious for the requirements of our project to learn Angular JS.

f.        Selection of best option based on criteria

Webix is the best option because it is easy to use, reliable, and offers the features that we need without slowing down the server. UKI is another good option but is harder to use. Angular JS is not necessary for our project.

(3)     Technology 3: Presentation of the machine learned bracket that is generated by scikit

a.       Option 1: TkInter

Option 2: VTK

Option 3: Wax

All three options are freely available Python libraries.

b.       Goals for use in design

The module is functionally useless without the presentation of the bracket that was generated by the machine learning algorithm. This technology must present the bracket in a way that is visually pleasing and easy to understand.

c.       Criteria being evaluated (e.g., cost, availability, speed, security, etc)

Cost and security are again not important for the reasons outlined earlier. Availability is crucial because we want the bracket to appear the same in all major browsers. Speed is important too because we want the user to see their bracket promptly. Readability and economy are also useful considerations.

d.       Table comparing option 1, option 2, option 3 based on criteria

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Technology | Economy | Readability | Availability | Speed | Notes |
| TkInter | Extremely economical | Somewhat readable | Cross-platform | Slow | Most popular GUI library for Python. |
| VTK | Extremely economical | Extremely readable | Cross-platform | Very fast, written in C++ | Its focus is on data display, which is perfect for our needs. |
| Wax | Very economical | Somewhat readable | Cross-platform | Somewhat fast | Good for quick development, maybe not ideal for what we want. Built off wxPython which was difficult to read but technology is more Pythonic. |

e.       Discussion

TkInter is the standard for Python GUIs. However, it isn’t very fast and offers many features that aren’t necessary for our needs. It also isn’t particularly easy to read, which has implications for both testing and maintenance. We need a framework that can accept data generated by a machine learning algorithm and then present the data in bracket form. This is, in essence, data visualization. This makes VTK a compelling option. VTK is economical (you can do a lot with a small amount of code), easy to read, very fast, and was developed with data visualization in mind. Wax is the least compelling option. It is difficult to read, only somewhat fast, and appears to be in many ways flawed. [2] suggests that Wax is a good option if you want to quickly hack something together, but the presentation of the bracket is perhaps the most important part of this project, and as such, it should not be hacked together. We require an elegant solution to this problem and VTK appears to be the tool that will be most poised to fit our needs.

f.        Selection of best option based on criteria

VTK is the option that is most likely to give us the results we want. It is designed with data visualization in mind, which is what we need it for. The other two frameworks are flawed.
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