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1. **Описание условия задачи**

Построить дерево двоичного поиска, в вершинах которого находятся слова из текстового файла. Вывести его на экран в виде дерева. Сбалансировать полученное дерево и вывести его на экран. Построить хеш-таблицу из слов текстового файла. Использовать метод цепочек для устранения коллизий. Осуществить поиск введенного слова в ДДП, в сбалансированном дереве, в хеш-таблице и в файле. Сравнить время поиска, объем памяти и количество сравнений при использовании различных (4-х) структур данных. Если количество сравнений в хеш-таблице больше указанного (вводить), то произвести реструктуризацию таблицы, выбрав другую функцию.

1. **Техническое задание**
2. ***Описание исходных данных***
3. **Имя файла с деревом:** строка, содержащая имя файла.
4. **Максимальное значение допустимых коллизий:** целое число.
5. **Слово для поиска:** строка, содержащая слово, которое планируется найти в дереве
6. ***Описание результата программы***
7. Псевдографическое изображение бинарного дерева.
8. Псевдографическое изображение сбалансированного бинарного дерева.
9. Хеш-таблица, построенная по словам из файла.
10. Количественная характеристика выполнения моделирования (время поиска вершины в различных представлениях дерева, количество занимаемой деревом памяти в различных представлениях, количество сравнений для достижения результата (поиска) в различных представлениях, среднее количество сравнений (при поиске) в различных представлениях).

*.*

1. ***Задача, реализуемая программой***

Программа выполняет ряд функций в порядке:

1. Вывод бинарного дерева.
2. Вывод сбалансированного бинарного дерева.
3. Вывод хеш-таблицы.
4. Вывод количественной характеристики моделирования, указанного в секции выходных данных.
5. ***Обращения к программе***

Способ обращения к программе происходит через консоль.

1. ***Описание возможных аварийных ситуаций и ошибок пользователя***
2. Некорректный ввод имени файла.  
   На входе: имя файла, несуществующего в системе.   
   На выходе: сообщение «Неверное имя файла! Повторите попытку.»
3. Пустой файл в качестве аргумента программы.  
   На входе: пустой файл.  
   На выходе: сообщение «Файл пуст! Проверьте файл.»
4. Некорректный ввод максимального числа коллизий.  
   На входе: буква или, любой другой нечисловой символ или отрицательное число.  
   На выходе: сообщение «Введено недопустимое значение! Повторите попытку.»
5. **Описание внутренних структур данных**

Реализация линейного односвязного списка:

**typedef struct lst**

**{**

***char* \*value;**

***struct lst* \*next;**

**} lst\_t;**

Поля структуры:

* ***char* \*value** **–** указатель на массив символов;
* ***struct lst* \*next –** указатели на следующий элемент списка.

Реализация листа дерева:

**typedef struct tree\_node**

**{**

***char* \*value;**

***struct tree\_node* \*left;**

***struct tree\_node* \*right;**

**} tree\_node;**

Поля структуры:

* ***char* \*value *–*** указатель на массив символов;
* ***struct tree\_node* \*left *–***указатель на левого потомка;
* ***struct tree\_node* \*right *–***указатель на правого потомка.

Реализация динамического массива (для реализации хеш-таблицы):

**typedef struct**

**{**

***tree\_node* \*\*arr;**

***int* size;**

***int* mem\_size;**

**} dynarr\_t;**

Поля структуры:

* ***tree\_node* \*\*arr *–*** указатель на массив указателей листов дерева;
* ***int* size *–***фактическая ёмкость массива;
* ***int* mem\_size –** аллоцированная ёмкость массива.

В лучшем случае, для реализации сбалансированного дерева, нужно ввести такую структуру:

typedef struct BlncTNode {

word\_t \*data;

struct BlncTNode \*left;

struct BlncTNode \*right;

int height;

} balanced\_tree\_node\_t;

typedef struct

{

char value[MAXLEN];

} elem\_t;

word\_t – указатель на данные, хранимые в узле дерева

struct BlncTNode \*left – указатель на левый потомок

struct BlncTNode \*right – указатель на левый потомок

int height – высота узла (листья имеют высоту 0, их непосредственные родители – 1 и т.д.).

При этом слева находится элемент, меньший данного, а справа – больший. Кроме того, выполняется условие балансировки: для каждой вершины (узла) высота её двух поддеревьев различается не более чем на 1.

Данная структура лучше из-за главной особенности:

* за счёт балансировки дерево не вырождается в односвязный список в

случае отсортированных данных, его высота пропорциональна

логарифму

1. **Описание алгоритма**
2. Пользователь вводит имя файла.
3. Выводится дерево из слов, сбалансированное дерево (исходное дерево вытягивается в отсортированный односвязный список, затем происходил рекурсивное построение АВЛ-дерева(методом деления полученного списка на половину)), и хеш-таблица, вместе с характеристиками (время, память, количество коллизий для хеш-таблиц).
4. Пользователь вводит максимальное количество коллизий, и таблица либо перестраивается, если количество меньше исходного, или нет, если количество больше и выводится характеристика моделирования
5. Происходит поиск слова в структурах данных, и выводится либо количественная характеристика поиска, либо сообщение, что слово не найдено.

Алгоритм балансировки дерева **как надо**

Относительно АВЛ-дерева балансировкой вершины называется операция, которая в случае разницы высот левого и правого поддеревьев = 2, изменяет связи предок-потомок в поддереве данной вершины так, что разница становится <= 1, иначе ничего не меняет. Указанный результат получается вращениями поддерева данной вершины. Используются 4 типа вращений:

Малое левое вращения - Данное вращение используется тогда, когда (высота b-поддерева — высота L) = 2 и высота c-поддерева <= высота R.
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Большое левое вращение - Данное вращение используется тогда, когда (высота b-поддерева — высота L) = 2 и высота c-поддерева > высота R.
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Малое правое вращение - Данное вращение используется тогда, когда (высота b-поддерева — высота R) = 2 и высота С <= высота L.
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Большое правое вращение - Данное вращение используется тогда, когда (высота b-поддерева — высота R) = 2 и высота c-поддерева > высота L.

![page10image53036048](data:image/jpeg;base64,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)

Балансировка реализуется с помощью переприсвоения указателей.

Алгоритм вставки **как надо**

Рекурсивный алгоритм:

1. Если на текущем шаге указатель на узел дерева пуст, то мы нашли место вставки, а значит можем создать новый узел и присвоить ему значение данных, переданных для вставки, а затем вернуть этот узел.

2. Если указатель на узел дерева не пуст, то сравниваем значение в этом узле с переданными данными: если значение узла больше, то продолжим поиск места вставки в левом поддереве, иначе в правом (случай равенства зависит от конкретной реализации, например, можно не включать узел, если такой уже есть).

3. Возврат текущего узла дерева (с изменённым левым или правым потомком). **При реализации сбалансированного дерева перед возвратом необходимо применить функцию балансировки к данному узлу**.

**Функции, использующиеся в программе**

int build\_hash\_table(lst\_t \*\*arr, int size, FILE \*f, int (\*hash)(char \*, int)) - функция создания хеш-таблицы

int file\_len(FILE \*f) – функция вычисления длины файла

void print\_hash\_table(lst\_t \*arr, int size) – функция печати хеш-таблицы

char \*\*fill\_words(FILE \*f) – функция чтения слов, содержащихся в файле

int search\_tree(char \*to\_find, tree\_node root) – функция поиска слова в дереве

int search\_hashtable(char \*to\_find, lst\_t \*hash\_lst, int n, int (\*hash)(char \*, int)) – функция поиска в хеш-таблице

int search\_file(char \*to\_find, FILE \*f) – функция поиска слова в файле

tree\_node \*balance\_tree(tree\_node \*root, int \*unique) – функция балансировки дерева

tree\_node \*insert(tree\_node \*node, char \*val) – функция вставки элемента в дерево

void print\_tree(tree\_node \*root, int space) – функция печати дерева

void free\_tree(tree\_node \*node) – функция чистки памяти для дерева

void free\_words(char \*\*words, unsigned long flen) – функция чистки памяти массива слов

int linsert(lst\_t \*arr, char \*buffer) – функция вставки элемента в хеш-таблицу

1. **Тестирование**

|  |  |  |  |
| --- | --- | --- | --- |
|  | Тест | Пользовательский ввод | Результат |
| 1 | Некорректный ввод имени файла | tree07.txt (файл не существует) | Неверное имя файла! Повторите попытку. |
| 2 | Пустой файл | tree06.txt (пустой файл) | Файл пуст! Проверьте файл. |
| 3 | Некорректный ввод максимального количества коллизий | A | Введено недопустимое значение! Повторите поппытку |
| 4 | Некорректный ввод максимального количества коллизий | 0 | Введено недопустимое значение! Повторите поппытку |
| 5 | Некорректный ввод максимального количества коллизий | -1 | Введено недопустимое значение! Повторите поппытку |
| 6 | Ввод несуществующего слова | sdfg (слова нет) | Слово “sdfg” не найдено. |
| 7 | Ввод количества коллизий, большего, чем текущее максимальное | 3 (при максимальном 2) | Результат достижим за введенное количество коллизий.  Пересоздание таблицы не требуется. |
| 8 | Ввод количества коллизий, меньшего, чем текущее максимальное | 1 (при максимальном 2) | Пересоздание хеш-таблицы |
| 9 | Корректный ввод всех характеристик | Корректный файл, корректный ввод числа коллизий | Количественная характеристика моделирования |

1. **Оценка эффективности**

Измерения эффективности реализаций решения задачи на дереве будут производиться в единицах измерения – тактах процессора.

**Построение дерева (в тактах процессора):**

|  |  |  |
| --- | --- | --- |
| **Количество элементов дерева** | **Бинарное дерево** | **Сбалансированное бинарное дерево** |
| 500 | 816230 | 952208 |
| 1000 | 1668440 | 2741224 |

**Поиск слова (в тактах процессора)\*:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Количество элементов дерева** | **Бинарное дерево** | **Сбалансированное бинарное дерево** | **Хеш-таблица (без коллизий/80% коллизий от исходного числа)** | **Файл** |
| 16 | 1140 | 976 | 636/1867 | 7841 |
| 32 | 1563 | 1023 | 720/2093 | 11362 |
| 50 | 1767 | 1351 | 785/2341 | 21022 |
| 500 | 1893 | 1610 | 842/2473 | 43696 |
| 1000 | 2017 | 1724 | 902/2662 | 87986 |

\*в таблице указаны **средние** значения для поиска по всей структуре данных

**Объём занимаемой памяти (в байтах):**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Количество элементов дерева** | **Бинарное дерево** | **Сбалансированное бинарное дерево** | **Хеш-таблица (без коллизий/80% коллизий от исходного числа)** | **Файл** |
| 16 | 384 | 384 | 1432 / 488 | 119 |
| 32 | 768 | 768 | 2104 / 824 | 222 |
| 50 | 1200 | 1200 | 7384 / 1896 | 379 |
| 500 | 12000 | 12000 | 241944 / 11160 | 3737 |
| 1000 | 24000 | 24000 | 858232 / 22120 | 7624 |

**Среднее количество сравнений**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Количество элементов дерева** | **Бинарное дерево** | **Сбалансированное бинарное дерево** | **Хеш-таблица\*\*** | **Файл** |
| 16 | 2.750000 | 2.375000 | 2.000000 | 8.000000 |
| 32 | 5.031250 | 3.218750 | 2.000000 | 16.000000 |
| 50 | 6.000000 | 3.860000 | 2.000000 | 25.000000 |
| 500 | 9.898000 | 6.996000 | 2.500000 | 250.000000 |
| 1000 | 10.767000 | 7.987000 | 2.500000 | 500.000000 |

\*в таблице указаны **средние** значения для поиска по всей структуре данных

\*\* в моих файлах

1. **Выводы по проделанной работе**

Использование хеш-таблицы эффективно в зависимости от количества коллизий в ней, но в том случае, когда количество коллизий минимально, она занимает достаточно большой объем памяти, и наоборот, при большом времени обработки – требования к памяти будут уменьшаться. В случае деревьев, АВЛ дерево в основном выигрывает по времени поиска у несбалансированного дерева, и всегда выигрывает по **среднему** значению количества сравнений и **среднему** времени поиска по дереву. В целом, из моих исследований выше, я могу сделать несколько выводов. Во-первых при большом доступном количестве памяти выгоднее реализовывать хеш-таблицу, ведь время работы с ней выгоднее именно в таком случае. В ситуации, когда время работы совершенно не играет роли, и очень важна память, выгоднее использовать файл. Дерево же выгодно использовать при серединном случае, когда память частично важна, и частично важно время работы. Хочется сказать, что на создание АВЛ дерева в основном уходит больше времени чем на создание обычного дерева, и, чем больше элементов, тем больше разница. И, стоит отметить, что в моем случае, при добавлении или удалении узла из дерева невозможно узнать, осталось оно сбалансированным или нет, а следовательно, при любом таком действием с деревом, нужно его заново балансировать, что дополнительно сильно увеличивает время работы. В лучшем случае, нужно было использовать функцию балансировки, которая не должна была вытягивать дерево в список. Еще стоит отметить, что лучше использовать функции работы с деревом, после работы которых не приходилось каждый раз балансировать дерево

1. **Ответы на вопросы**

**1. Что такое дерево?**

Дерево – это рекурсивная структура данных, используемая для представления иерархических связей, имеющих отношение «один ко многим».

**2. Как выделяется память под представление деревьев?**

В виде связного списка — динамически под каждый узел.

**3. Какие стандартные операции возможны над деревьями?**

Обход дерева, поиск по дереву, включение в дерево, исключение из дерева.

**4. Что такое дерево двоичного поиска?**

Двоичное дерево поиска - двоичное дерево, для каждого узла которого сохраняется условие:  
левый потомок больше или равен родителю, правый потомок строго меньше родителя (либо наооборот).

**5. Чем отличается идеально сбалансированное дерево от АВЛ дерева?**

У АВЛ дерева для каждой его вершины высота двух её поддеревьев различается не более чем на 1, а у идеально сбалансированного дерева различается количество вершин в каждом поддереве не более чем на 1.

**6. Чем отличается поиск в АВЛ-дереве от поиска в дереве двоичного поиска?**

Поиск в АВЛ дереве происходит быстрее, чем в ДДП.

**7. Что такое хеш-таблица, каков принцип ее построения?**

Хеш-таблицей называется массив, заполненный элементами в порядке,

определяемом хеш-функцией. Хеш-функция каждому элементу таблицы ставит в соответствие некоторый индекс. Функция должна быть простой для вычисления, распределять ключи в таблице равномерно и давать минимум коллизий.

**8. Что такое коллизии? Каковы методы их устранения?**

Коллизия – ситуация, когда разным ключам хеш-функция ставит в соответствие один и тот же индекс. Основные методы устранения коллизий: открытое и закрытое хеширование. При открытом хешировании к ячейке по данному ключу прибавляется связанны список, при закрытом – новый элемент кладется в ближайшую свободную ячейку после данной.

**9. В каком случае поиск в хеш-таблицах становится неэффективен?**

Поиск в хеш-таблице становится неэффективен при большом числе коллизий –сложность поиска возрастает по сравнению с О(1). В этом случае требуется реструктуризация таблицы – заполнение её с использованием новой хеш-функции.

**10. Эффективность поиска в АВЛ деревьях, в дереве двоичного поиска и в хеш-таблицах.**

В хеш-таблице минимальное время поиска О(1). В АВЛ: О(log2n). В дереве двоичного поиска О(h), где h - высота дерева (от log2n до n)