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1. **Постановка задачи и описание реализуемого класса и методов.**

Задание: Реализовать кодирование и декодирование по алгоритму Хаффмана входной строки, вводимой через консоль.

Для этого мне понадобились классы “RBTree”, “List”,”Queue”,"HaffmanTree".

1. **Оценка временной сложности каждого метода:**

|  |  |
| --- | --- |
| Функция | Сложность |
| Insert(key,data) | O(log(n)) |
| Remove(key) | O(log(n)) |
| Find(key) | O(log(n)) |
| Clear | O(n) |
| Get\_keys | O(n) |
| Get\_values | O(n) |
| print | O(n) |

1. **Описание реализованных unit-тестов.**

|  |  |
| --- | --- |
| Название теста | Что проверяет |
| RLK\_Test\_plus\_toRbTree\_Test | Проверка кодирования |
| decode\_Test | Проверка декодирования |

1. **Результат выполнения всех unit-тестов**
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1. **Пример работы программы**

![C:\Users\User\Desktop\112132.png](data:image/png;base64,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)

1. **Листинг**

|  |
| --- |
| List.h |
| #ifndef LIST\_H  #define LIST\_H  #include <string>  using namespace std;  template<class T>  class list {  private:  class nodeList;  nodeList\* head;  int size;  public:  list();  ~list();  T pop();  T pop(int);  void push(T value);  int getSize();  void sort();  string getString();  };  template <class T>  class list<T>::nodeList {  private:  T value;  nodeList\* pNext;  public:  nodeList() : pNext(nullptr) {};  nodeList(T \_value, nodeList\* next) :  value(\_value), pNext(next) {}  T getValue() {  return value;  }  void setValue(T \_value) {  value = \_value;  }  nodeList\* getNext() {  return pNext;  }  void setNext(nodeList\* next) {  pNext = next;  }  };  template <class T>  list<T>::list() : head(nullptr), size(0) {}  template<class T>  list<T>::~list()  {  while (size > 0)  this->pop();  }  template <class T>  T list<T>::pop() {  if (size == 0)  return 0;  if (size == 1) {  T tempNextVal = head->getValue();  delete head;  head = nullptr;  this->size = 0;  return tempNextVal;  }  nodeList\* temp = head;  while (temp->getNext()->getNext() != nullptr) temp = temp->getNext();  T tempNextVal = temp->getNext()->getValue();  delete temp->getNext();  size--;  temp->setNext(nullptr);  return tempNextVal;  }  template <class T>  T list<T>::pop(int index) {  if (size == 1 || size == 0 || index == size - 1) {  return this->pop();  }  if (index == 0) {  nodeList\* temp = head->getNext();  T tempvalue = head->getValue();  head = temp;  size--;  return tempvalue;  }  nodeList\* temp = head;  for (int i = 0; i < index - 1; i++)  temp = temp->getNext();  T tempNextVal = temp->getNext()->getValue();  nodeList\* tempNext = temp->getNext()->getNext();  size--;  temp->setNext(tempNext);  return tempNextVal;  }  template <class T>  void list<T>::push(T value) {  if (size == 0) {  head = new nodeList(value, nullptr);  size++;  return;  }  nodeList\* temp = head;  while (temp->getNext() != nullptr) temp = temp->getNext();  temp->setNext(new nodeList(value, nullptr));  size++;  return;  }  template <class T>  int list<T>::getSize() {  return size;  }  template <class T>  void list<T>::sort() {  if (size == 1 || size == 0)  return;  nodeList\* temp = head;  bool f = false;  for (int i = 0; i < size - 1; i++) {  temp = head;  f = false;  for (int j = 0; j < size - 1 - i; j++) {  if (temp->getValue()->getPower() > temp->getNext()->getValue()->getPower()) {  T tempVal = temp->getValue();  temp->setValue(temp->getNext()->getValue());  temp->getNext()->setValue(tempVal);  f = true;  }  temp = temp->getNext();  }  if (!f)  return;  }  }  template <class T>  string list<T>::getString() {  nodeList\* temp = head;  string out = "";  while (temp != NULL) {  out += temp->getValue() + '0';  temp = temp->getNext();  }  return out;  }  #endif |
| RBTree.h |
| #include <iostream>  #include <string>  #include "queue.h"  #include "list.h"  using namespace std;  template <class T\_key, class T\_value>  class RBTree {  class Node;  protected:  Node\* nil;  Node\* root;  private:  enum class Color {  Black,  Red  };  class Node {  public:  Color color;  T\_key key;  Node\* pLeft;  Node\* pRight;  Node\* parent;  T\_value value;  Node() : color(Color::Black), key(0),  pLeft(nullptr), pRight(nullptr),  parent(nullptr) {}  Node(Node\* node) : color(node->color), key(node->key),  pLeft(node->pLeft), pRight(node->pRight),  parent(node->parent), value(node->value) {}  Node(Color \_color, T\_key \_key, Node\* left, Node\* right, Node\* \_parent, T\_value \_value) :  color(\_color), key(\_key),  pLeft(left), pRight(right),  parent(\_parent), value(\_value) {}  };  void leftRotate(Node\* x) {  Node\* y = x->pRight;  x->pRight = y->pLeft;  if (y->pLeft != nil)  y->pLeft->parent = x;  if (y != nil)  y->parent = x->parent;  if (x->parent == nil)  root = y;  else if (x == x->parent->pLeft)  x->parent->pLeft = y;  else  x->parent->pRight = y;  y->pLeft = x;  if (x != nil)  x->parent = y;  }  void rightRotate(Node\* y) {  Node\* x = y->pLeft;  y->pLeft = x->pRight;  if (x->pRight != nil)  x->pRight->parent = y;  if (x != nil)  x->parent = y->parent;  if (y->parent == nil)  root = x;  else if (y == y->parent->pRight)  y->parent->pRight = x;  else  y->parent->pLeft = x;  x->pRight = y;  if (y != nil)  y->parent = x;  }  void rbInsertFixup(Node\* z) {  while (z != root && z->parent->color == Color::Red) {  if (z->parent == z->parent->parent->pLeft) {  Node\* y = z->parent->parent->pRight;  if (y->color == Color::Red) {  z->parent->color = Color::Black;  y->color = Color::Black;  z->parent->parent->color = Color::Red;  z = z->parent->parent;  }  else {  if (z == z->parent->pRight) {  z = z->parent;  leftRotate(z);  }  z->parent->color = Color::Black;  z->parent->parent->color = Color::Red;  rightRotate(z->parent->parent);  }  }  else {  Node\* y = z->parent->parent->pLeft;  if (y->color == Color::Red) {  z->parent->color = Color::Black;  y->color = Color::Black;  z->parent->parent->color = Color::Red;  z = z->parent->parent;  }  else {  if (z == z->parent->pLeft) {  z = z->parent;  rightRotate(z);  }  z->parent->color = Color::Black;  z->parent->parent->color = Color::Red;  leftRotate(z->parent->parent);  }  }  }  root->color = Color::Black;  }  void rbInsert(Node\* z) {  Node\* y = nil;  Node\* x = root;  while (x != nil) {  y = x;  if (z->key < x->key)  x = x->pLeft;  else  x = x->pRight;  }  z->parent = y;  if (y == nil)  root = z;  else if (z->key < y->key)  y->pLeft = z;  else  y->pRight = z;  z->pLeft = nil;  z->pRight = nil;  z->color = Color::Red;  rbInsertFixup(z);  }  void deleteFixup(Node\* x) {  while (x != root && x->color == Color::Black) {  if (x == x->parent->pLeft) {  Node\* w = x->parent->pRight;  if (w->color == Color::Red) {  w->color = Color::Black;  x->parent->color = Color::Red;  leftRotate(x->parent);  w = x->parent->pRight;  }  if (w->pLeft->color == Color::Black && w->pRight->color == Color::Black) {  w->color = Color::Red;  x = x->parent;  }  else {  if (w->pRight->color == Color::Black) {  w->pLeft->color = Color::Black;  w->color = Color::Red;  rightRotate(w);  w = x->parent->pRight;  }  w->color = x->parent->color;  x->parent->color = Color::Black;  w->pRight->color = Color::Black;  leftRotate(x->parent);  x = root;  }  }  else {  Node\* w = x->parent->pLeft;  if (w->color == Color::Red) {  w->color = Color::Black;  x->parent->color = Color::Red;  rightRotate(x->parent);  w = x->parent->pLeft;  }  if (w->pRight->color == Color::Black && w->pLeft->color == Color::Black) {  w->color = Color::Red;  x = x->parent;  }  else {  if (w->pLeft->color == Color::Black) {  w->pRight->color = Color::Black;  w->color = Color::Red;  leftRotate(w);  w = x->parent->pLeft;  }  w->color = x->parent->color;  x->parent->color = Color::Black;  w->pLeft->color = Color::Black;  rightRotate(x->parent);  x = root;  }  }  }  x->color = Color::Black;  }  void deleteNode(Node\* z) {  Node\* x, \* y;  if (z == nil)  return;  if (z->pLeft == nil || z->pRight == nil)  y = z;  else {  y = z->pRight;  while (y->pLeft != nil) y = y->pLeft;  }  if (y->pLeft != nil)  x = y->pLeft;  else  x = y->pRight;  x->parent = y->parent;  if (y->parent != nil) {  if (y == y->parent->pLeft)  y->parent->pLeft = x;  else  y->parent->pRight = x;  }  else  root = x;  if (y != z) {  z->key = y->key;  z->value = y->value;  }  if (y->color == Color::Black)  deleteFixup(x);  delete y;  }  Node\* findNode(T\_key key) {  Node\* it = root;  while (it->key != key && it != nil) {  if (it->key < key)  it = it->pRight;  else  it = it->pLeft;  }  if (it == nil)  return(nullptr);  return it;  }  void recursionForClear(Node\* x) {  if (x->PLeft != nil)  recursionForClear(x->pLeft);  if (x->pRight != nil)  recursionForClear(x->pRight);  delete x;  }  public:  class iterator : public RBTree {  private:  queue<Node\*> queueIt;  T\_value value;  T\_key key;  Node\* it;  Node\* nil;  public:  iterator(RBTree\* tree) : it(NULL),  value(tree->root->value), key(tree->root->key), nil(tree->nil) {  queueIt.push(tree->root);  }  const T\_value& operator++() {  if (queueIt.getSize() == 0)  return NULL;  it = queueIt.front();  queueIt.pop();  if (it->pLeft != nil)  queueIt.push(it->pLeft);  if (it->pRight != nil)  queueIt.push(it->pRight);  value = it->value;  key = it->key;  return it->value;  }  const T\_key& operator\*() {  return key;  }  const T\_value& getValue() {  return value;  }  };  RBTree() {  nil = new Node();  root = nil;  }  void insert(T\_key \_key, T\_value \_value) {  Node\* node = new Node(Color::Red, \_key, nullptr, nullptr, nullptr, \_value);  rbInsert(node);  }  T\_value find(T\_key \_key) {  if (findNode(\_key))  return findNode(\_key)->value;  return 0;  }  void remove(T\_key \_key) {  deleteNode(findNode(\_key));  }  void clear() {  recursionForClear(root);  root = nil;  }  list<T\_key> get\_keys() {  list<T\_key> out;  iterator it(this);  while (++it != NULL) {  out.push(\*it);  }  return out;  }  list<T\_value> get\_values() {  list<T\_value> out;  iterator it(this);  while (++it != NULL) {  out.push(it.getValue());  }  return out;  }  void print() {  iterator it(this);  cout << '\n';  while (++it != NULL) {  cout << \*it << " ";  }  }  int getSize() {  int i = 0;  iterator it(this);  while (++it != NULL) {  i++;  }  return i;  }  };  #pragma once |
| 2labs.cpp |
| #include "list.h"  #include "queue.h"  #include "RBTree.h"  #include "HaffmanTree.h"  #include <string>  #include <iostream>  using namespace std;  string to\_binary\_string(char n)  {  string result;  do  {  result += ('0' + (n % 2));  n = n / 2;  } while (n > 0);  return result;  }  int main() {  string input;  list<HaffmanTree\*> listOfHaffmanTrees;  RBTree<char, int> rbtree;  cin >> input;  int tempVal;  for (int i = 0; i < input.length(); i++) {  if (rbtree.find(input[i]) == 0) {  rbtree.insert(input[i], 1);  }  else {  tempVal = rbtree.find(input[i]);  rbtree.remove(input[i]);  rbtree.insert(input[i], tempVal + 1);  }  }  RBTree<char, int>::iterator it(&rbtree);  ++it;  cout << "symbol rate: \n";  for (int i = 0; i < rbtree.getSize(); i++) {  listOfHaffmanTrees.push(new HaffmanTree(\*it, it.getValue()));  cout << \*it << " " << it.getValue() << endl;  ++it;  }  while (listOfHaffmanTrees.getSize() != 1) {  listOfHaffmanTrees.sort();  listOfHaffmanTrees.push(new HaffmanTree(listOfHaffmanTrees.pop(0), listOfHaffmanTrees.pop(1)));  }  HaffmanTree\* haffmanTree = listOfHaffmanTrees.pop(0);    cout << "First string: ";  for (int i = 0; i < input.length(); i++) {  for (int j = 0; j < (8 - to\_binary\_string(input[i]).length()); j++)  cout << "0";  cout << to\_binary\_string(input[i]) + " ";  }  haffmanTree->RLK(haffmanTree->getRoot());  RBTree<char, string> haffmanTable;  haffmanTree->toRbTree(&haffmanTable, haffmanTree->getRoot());  cout << "\n\nstring weight: " << 8 \* input.length() << " bits";  string encodeInput = "";  cout << "\n\nSecond string: ";  for (int i = 0; i < input.length(); i++) {  encodeInput += haffmanTable.find(input[i]);  cout << haffmanTable.find(input[i]);  cout << " ";  }  cout << "\n\nencode weight: " << encodeInput.length() << " bits";    cout << "\n\nDecode string: ";  cout << haffmanTree->decode(encodeInput);    cout << "\n\nCompression ratio: ";  cout << (float(encodeInput.length()) / float((8 \* input.length()))) \* 100 << " %\n";  return 0;  } |
| queue.h |
| #ifndef QUEUE\_H  #define QUEUE\_H  using namespace std;  template<class T>  class queue {  private:  class nodeQueue;  nodeQueue\* head;  nodeQueue\* tail;  int size;  public:  queue();  ~queue();  T pop();  void push(T value);  int getSize();  T front();  };  template <class T>  class queue<T>::nodeQueue {  private:  T value;  nodeQueue\* pNext;  public:  nodeQueue() : pNext(nullptr) {};  nodeQueue(T \_value, nodeQueue\* next) :  value(\_value), pNext(next) {}  T getValue() {  return value;  }  void setValue(T \_value) {  value = \_value;  }  nodeQueue\* getNext() {  return pNext;  }  void setNext(nodeQueue\* next) {  pNext = next;  }  };  template <class T>  queue<T>::queue() : head(nullptr), tail(nullptr), size(0) {}  template<class T>  queue<T>::~queue()  {  while (size > 0)  this->pop();  }  template <class T>  T queue<T>::pop() {  if (size == 0)  throw "queue error";  nodeQueue\* temp = head;  T tempVal = head->getValue();  head = head->getNext();  delete temp;  size--;  if (head == nullptr)  tail = head;  return tempVal;  }  template <class T>  void queue<T>::push(T value) {  if (size == 0) {  head = new nodeQueue(value, nullptr);  tail = head;  size++;  return;  }  tail->setNext(new nodeQueue(value, nullptr));  tail = tail->getNext();  size++;  return;  }  template <class T>  int queue<T>::getSize() {  return size;  }  template <class T>  T queue<T>::front() {  return this->head->getValue();  }  #endif |
| **HaffmanTree.h** |
| #ifndef HAFFMAN\_H  #define HAFFMAN\_H  #include <stdlib.h>  #include <string>  #include "list.h"  #include "queue.h"  #include "RBTree.h"  using namespace std;  class HaffmanTree {  private:  class nodeHaffman {  public:  nodeHaffman\* parent;  nodeHaffman\* pLeft;  nodeHaffman\* pRight;  string code;  char value;  nodeHaffman(nodeHaffman\* parent, nodeHaffman\* left, nodeHaffman\* right, char value) :  parent(parent), pLeft(left), pRight(right), value(value), code("") {};  void setParent(nodeHaffman\* parent) {  parent = parent;  }  void setCode(string code) {  code = code;  }  };  int power;  nodeHaffman\* root;  public:  nodeHaffman\* getRoot() {  return root;  }  int getPower() {  return power;  }  HaffmanTree(char value, int power) :  power(power) {  root = new nodeHaffman(nullptr, nullptr, nullptr, value);  }  HaffmanTree(HaffmanTree\* leftTree, HaffmanTree\* rightTree) {  power = leftTree->getPower() + rightTree->getPower();  root = new nodeHaffman(nullptr, leftTree->getRoot(), rightTree->getRoot(), NULL);  root->pLeft->setParent(root);  root->pRight->setParent(root);  }  void RLK(nodeHaffman\* node)  {  if (node != nullptr)  {  if (node->pRight != nullptr) {  node->pRight->code = node->code + "1";  RLK(node->pRight);  }  if (node->pLeft != nullptr) {  node->pLeft->code = node->code + "0";  RLK(node->pLeft);  }  }  }  void toRbTree(RBTree<char, string>\* tree, nodeHaffman\* node)  {  if (node != nullptr)  {  if (node->pRight != nullptr) {  toRbTree(tree, node->pRight);  }  if (node->pLeft != nullptr) {  toRbTree(tree, node->pLeft);  }  if (node->value != 0)  tree->insert(node->value, node->code);  }  }  string decode(string encodeInput) {  string out = "";  nodeHaffman\* node = root;  for (int i = 0; i < encodeInput.length(); i++) {  if (encodeInput[i] == '0')  node = node->pLeft;  else if (encodeInput[i] == '1')  node = node->pRight;  if (node->value != 0) {  out += node->value;  node = root;  }  }  return out;  }  };  #endif |

1. **Вывод:**

В ходе лабораторной работы научился кодировать и декодировать строку с помощью алгоритма Хаффмана.