Máster en Cloud Apps

Desarrollo y despliegue de aplicaciones en la nube

Curso académico 2022/2023

Trabajo de Fin de Máster

Título del trabajo

Autor:

Alejandro Quesada Mendo

Tutor:

Micael Gallego Carillo

![](data:image/png;base64,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)

## Índice

[Índice 2](#_Toc166772265)

[Resumen 3](#_Toc166772266)

[Introducción y objetivos 4](#_Toc166772267)

[Introducción 4](#_Toc166772268)

[Objetivos 5](#_Toc166772269)

[Diseño de aplicación web y sus variaciones. 7](#_Toc166772270)

[Framework 7](#_Toc166772271)

[Base de datos 8](#_Toc166772272)

[Modelos de programación 8](#_Toc166772273)

[Tests de carga 9](#_Toc166772274)

[Análisis de los resultados 10](#_Toc166772275)

[Sin VT vs con VT 10](#_Toc166772276)

[Imperativo vs Reactivo 10](#_Toc166772277)

[Spring Boot vs Quarkus 10](#_Toc166772278)

[Conclusiones y futuros trabajos 11](#_Toc166772279)

[Conclusiones 11](#_Toc166772280)

[Trabajos futuros 11](#_Toc166772281)

[Bibliografía 12](#_Toc166772282)

## Resumen

¿En qué ha consistido el trabajo?  
¿Qué se ha intentado conseguir?  
¿Por qué tiene sentido el trabajo?

## Introducción y objetivos

### Introducción

El pasado septiembre de 2022, se introdujo una nueva herramienta en Java 19 los llamados *Virtual Threads,* o hilos virtuales, como *preview feature*. A mediados de 2023, los Virtual Threads se incluyeron en el lanzamiento de java 21. Los Virtual Threads tienen origen en el Proyecto *Loom*, una iniciativa *open-source* cuyo objetivo es conseguir un modelo de concurrencia ligero y de alto rendimiento para el lenguaje de programación Java.

Los hilos de plataforma, o hilos del sistema operativo, han sido, durante mucho tiempo, la base sobre la que se han construido la gran mayoría de aplicaciones Java. Cada declaración en cada método se ejecuta dentro de un hilo, y como Java es un lenguaje multihilo, múltiples hilos de ejecución suceden al mismo tiempo. Generalmente, las aplicaciones web gestionan múltiples usuarios de manera concurrente, por lo que tiene sentido dedicar un hilo a cada petición o usuario. Este enfoque de asignar un hilo por solicitud es sencillo de comprender, implementar, depurar y analizar, ya que utiliza la unidad de concurrencia de Java, el hilo de plataforma, para representar la unidad de concurrencia de la aplicación. No obstante, este enfoque está limitado por el número de hilos de plataforma del sistema operativo. Al ser un número limitado, las aplicaciones tienen una capacidad limitada de responder peticiones de usuario simultáneas sin que su rendimiento se vea afectado.

A parte de la limitación del número de hilos de plataforma disponibles, el estilo de un hilo por petición presenta otro problema potencial. En muchos casos, las aplicaciones web dependen de operaciones de entrada-salida durante su ejecución, ya sea uso de bases de datos, servicios de mensajería o comunicación con otras aplicaciones, por ejemplo. Las aplicaciones que necesitan de muchas operaciones de entrada-salida bloquean el hilo de plataforma en el que se están ejecutando. De esta forma, el procesador se encuentra ocioso durante largos periodos de tiempo.

De este problema nacieron los modelos de programación concurrente, que buscaban exprimir el uso del hardware al máximo. Para conseguir su objetivo, estos modelos querían limitar los tiempos de espera del procesador durante las operaciones de entrada salida, y dedicar ese tiempo a responder nuevas peticiones. Este modelo en el que una misma petición puede ser ejecutada por distintos hilos durante su ciclo de vida presenta dos grandes problemas. En primer lugar, los cambios de contexto, en los que se guardan los estados de los hilos y se comienzan a ejecutar otros, son operaciones costosas que requieren tiempo de procesamiento no dedicado a responder peticiones de usuario. En segundo lugar, la implementación de estos modelos de programación implica un aumento significativo en la complejidad del código y mayor dificultad a la hora de depurar posibles errores en el código.

Junto con los modelos de programación concurrente, la otra gran solución que surgió para hacer frente a este problema es la programación no bloqueante o reactiva. La programación no bloqueante es un modelo de programación en el que los hilos de plataforma no quedan bloqueados durante las operaciones de entrada/salida. En lugar de esperar a que una tarea se complete antes de pasar a la siguiente, los modelos de programación no bloqueante emplean técnicas como callbacks, promesas o async/await en lenguajes de programación para permitir que el código continúe ejecutándose mientras se espera que ciertas operaciones se completen en segundo plano. Esto puede mejorar significativamente la eficiencia y capacidad de respuesta de las aplicaciones al evitar bloqueos innecesarios y permitir que múltiples operaciones se realicen de manera concurrente. No obstante, también puede introducir desafíos adicionales en la gestión de la concurrencia y la sincronización de datos

Los hilos virtuales, nacen con la intención de resolver el problema de la limitación en el número de hilos de plataforma disponibles, sin renunciar a la comodidad del estilo de un hilo por petición. Como las aplicaciones Java no se ejecutan directamente sobre el sistema operativo, sino sobre la Máquina Virtual de Java, o JVM, Java ha podido romper la relación 1:1 que existía entre los hilos de ejecución y los hilos de plataforma. Se puede decir que un hilo virtual es una instancia de java.lang.Thread que no está atado a un hilo de plataforma en concreto.

De esta forma, se puede mantener el estilo de un hilo por petición usando hilos virtuales. Sin embargo, los hilos virtuales solo consumen recursos de los hilos de plataforma en los momentos en los que haya que realizar operaciones que usen el procesador. Cuando el código que se ejecuta en un hilo virtual hace una operación de entrada/salida bloqueante (usando la API de Java), automáticamente se suspende la ejecución de hilo virtual hasta que se pueda reanudar más adelante. De cara a los desarrolladores, los hilos virtuales son hilos baratos de crear y virtualmente infinitos.

Por eso, los hilos virtuales parecen ser una revolución en el mundo del desarrollo de aplicaciones Java. Se presentan como una solución idílica al problema de la limitación de recursos de los procesadores, prometiendo la misma eficiencia que los modelos de programación concurrente, si no más, ya que no existe la necesidad de hacer costosas operaciones de cambio de contexto. A su vez, sin el aumento en complejidad que traían estos modelos. Y, por último, de manera transparente al usuario, ya que la gestión de los hilos virtuales sucede internamente en la JVM.

### Objetivos

El objetivo principal de este proyecto de fin de máster es, por un lado, analizar el impacto en rendimiento del uso de los hilos virtuales en la ejecución de aplicaciones web Java y, por otro lado, entender la facilidad de adaptación de aplicaciones ya existentes al uso de esta tecnología.

Más específicamente, se quiere poner a prueba las diferencias en rendimiento del uso de hilos virtuales en distintas variaciones de una misma aplicación web con acceso a una base de datos.

Se van a comparar 14 versiones distintas de la misma aplicación, usando las siguientes cuatro variables:

* Uso y no uso de hilos virtuales durante la ejecución.
* Framework de desarrollo: Spring Boot y Quarkus.
* Modelo de programación bloqueante y no bloqueante.
* Base de datos relacional y no relacional.
* Uso y no uso de hilos virtuales durante la ejecución.
* Framework de desarrollo: Spring Boot, como estándar en la industria y Quarkus, como un proyecto mucho más joven y adaptado a las tendencias actuales. Pese a que la experiencia del desarrollador es bastante similar con ambos frameworks, su funcionamiento interno puede estar más o menos optimizado para la ejecución sobre hilos virtuales.
* Modelos de programación bloqueante y no bloqueante, solo en el caso de Spring Boot. Aunque parezca poco intuitivo, Spring Boot permite la ejecución de código no bloqueante sobre hilos virtuales. Quarkus, sin embargo, no lo permite.
* Bases de datos: Mysql, como ejemplo de sistema de gestión de bases de datos relacional, y MongoDB, como ejemplo de sistema de gestión de bases de datos no relacional. Las librerías de comunicación con estos dos tipos de bases de datos pueden estar optimizadas para su ejecución sobre hilos virtuales o no, tanto en Spring Boot como en Quarkus.

## Diseño de aplicación web y sus variaciones.

Durante este apartado se va a introducir la aplicación web Java que se ha usado para realizar las comparaciones de rendimiento y cuáles son sus 14 variaciones.

La aplicación web consiste en un sistema de gestión de películas. La aplicación expone una API que permite hacer las siguientes operaciones:

* Obtener una película por su identificador.
* Obtener una lista paginada de 20 películas.
* Guardar una nueva película en el sistema.
* Actualizar los datos de una película.
* Actualizar la nota de una película.
* Borrar una película del sistema.

La aplicación se comunica con una base de datos, donde se almacenan las películas.

Se han desarrollado catorce versiones de la aplicación, de las cuales, ocho se ejecutan sobre hilos de plataforma y seis sobre hilos virtuales.

A continuación, se detallan las variaciones de la aplicación.

### Framework

Se ha implementado la aplicación usando dos de los frameworks más usados para el desarrollo de aplicaciones web Java.

Por un lado, Spring Boot es, actualmente, el framework de referencia para el desarrollo de aplicaciones web Java en la industria. Es un framework con una larga trayectoria y una gran comunidad de usuarios.

Por otra parte, Quarkus es un framework relativamente joven, concebido para adaptarse a las nuevas corrientes de desarrollo y orientado a la nube y a su ejecución en entornos kubernetes. Tiene menos usuarios y trayectoria que Spring Boot.

Aunque la experiencia de uso de ambos frameworks desde el punto de vista del desarrollados es bastante similar, su funcionamiento interno, librerías propias y gestión de recursos es bastante diferente, como se puede comprobar en la sección de análisis de los resultados.

He creído interesante comparar el rendimiento de los hilos virtuales en dos frameworks distintos para poder discernir si el potencial aumento en el rendimiento y eficiencia solo tiene que ver con la actualización de la JVM o no.

### Base de datos

Se han usado dos sistemas de gestión de bases de datos distintos, uno relacional, Mysql, y otro no relacional, MongoDB.

Se han usado estos dos sistemas por ser sistemas populares frecuentemente usados en el desarrollo de aplicaciones web y por gestionar los datos de manera distinta internamente. Cualquier dupla de sistemas relacional y no relacional hubiese servido, aunque los resultados no necesariamente hubiesen sido los mismos.

### Modelos de programación

La implementación de la aplicación se ha realizado usando dos paradigmas de programación diferentes.

En primer lugar, el modelo de programación bloqueante es aquel que permite que una operación o tarea impide que otras operaciones se ejecuten hasta que se complete. En contraposición, el modelo de programación no bloqueante se refiere a un enfoque de programación que permite que múltiples tareas o procesos se ejecuten de manera concurrente sin bloquear el hilo principal de ejecución.

Para la implementación de las versiones no bloqueantes de la aplicación se ha usado la librería Spring Reactor en Spring Boot y Mutiny en Quarkus.

Spring Boot permite la ejecución de código no bloqueante sobre hilos virtuales. Quarkus no.

## Tests de carga

¿Qué tecnologías se han usado para el desarrollo de los test de carga?

¿En que consistían los test de carga y por qué?

¿Sobre que infraestructura se han ejecutado los test de carga? Docker limitado a 2 cores y 500MB

## Análisis de los resultados

### Sin VT vs con VT

### Imperativo vs Reactivo

### Spring Boot vs Quarkus

## Conclusiones y futuros trabajos

### Conclusiones

¿En qué casos tienen sentido (y en cuáles no) el uso de los VT?

¿Por qué a veces el uso de los VT empeora el rendimiento?

¿Cuál es la mejor combinación de framework-arquitectura de bd-modelo de programación y uso de vt?

¿Los vt merecen la pena para lo que cuesta implementarlos?

### Trabajos futuros

Implementación de otros endpoints en el que la app haga de proxy y se bloquee de manera artificial para comprobar el rendimiento de los VT en ese caso.  
Uso de otras bases de datos/frameworks

Comparar uso de VT contra modelos de programación concurrente “clásicos”

## Bibliografía

### 