Lab 07

## setup

setwd("C:/Users/22700/Desktop")  
library(data.table)  
library(sandwich)  
library(lmtest)

## Loading required package: zoo

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

library(stargazer)

##   
## Please cite as:

## Hlavac, Marek (2018). stargazer: Well-Formatted Regression and Summary Statistics Tables.

## R package version 5.2.2. https://CRAN.R-project.org/package=stargazer

## Violation of Simple Linear Regression Assumption 2

## SLR.2: We have a random sample of size n, (xi,yi): i = 1,2,. . . ,n following the population model laid out in SLR.1

# Create data for a population of 10,000 individuals

set.seed(1984)  
x1 <- rnorm(n = 10000, mean = 0 , sd = 3) # create indep. var. 1  
x2 <- rnorm(n = 10000, mean = 0, sd = 4) # create indep. var. 2  
e <- rnorm(n = 10000, mean = 0, sd = 2) # create error  
y <- 2 + 3\*x1 + 4\*x2 + e # create y according to population model

# Create a dataframe named “dt.population” putting together the population data:

dt.population <- data.table( y, x1, x2) # creates tables  
dt.population <- dt.population[order(y)]  
dt.population # shows first and last entries of table

## y x1 x2  
## 1: -65.51931 -8.9425248 -10.925706  
## 2: -64.08313 0.3982382 -16.079049  
## 3: -62.40373 -7.5047649 -10.113220  
## 4: -58.28314 -3.0228161 -12.841153  
## 5: -57.83996 -6.7402440 -9.934788  
## ---   
## 9996: 63.23389 5.1128133 10.935504  
## 9997: 63.99458 7.7187598 10.025892  
## 9998: 67.18546 6.1780560 11.427169  
## 9999: 67.34564 5.1032742 11.854979  
## 10000: 67.38101 3.9659545 13.253237

# Extract a random sample from the population using the function sample.

#help(sample) # when in doubt use help

##Use the function sample to extract a random sample of size 100, choosing from all the rows of our population dataset. This function takes a vector, and randomly selects the specified number of observations. In this case, as the population is 10000, the sample function selects 100 random numbers between 1 and 10000.

r.sample.rows <- sample(1:nrow(dt.population), size = 100)  
r.sample.rows # shows the vector of 100 randomly selected row numbers

## [1] 9312 6165 6458 6477 5188 406 2820 572 652 5549 9072 3968 2815 7752 4184  
## [16] 9956 3045 6106 1921 3925 6653 9426 9697 8545 7052 2314 8746 5711 4654 7588  
## [31] 3315 4286 2542 4340 4799 186 2661 4487 5296 2770 4991 8833 5568 4317 7128  
## [46] 3859 5196 1072 6460 3063 8471 2182 7634 727 8534 8819 597 4368 4776 4845  
## [61] 4483 9155 3458 4571 7679 4408 2644 4230 7691 1020 4918 4983 6298 5278 3204  
## [76] 976 758 8705 2609 4244 6084 5799 5596 9210 8573 6431 7388 388 6286 7904  
## [91] 2573 3262 6379 3460 8385 9613 8025 7927 4496 2157

#Now that we have selected the sample of rows we have to get those observations from our dataset.

r.sample <- dt.population[r.sample.rows,] # select the rows according to random sample  
head(r.sample) # show selection (note that the row numbers are the ones that were randomly selected above

## y x1 x2  
## 1: 29.432379 -2.4933338 8.455335  
## 2: 7.430384 -1.7219022 3.029325  
## 3: 8.966529 0.9625825 1.160981  
## 4: 9.036588 -1.4417106 2.091823  
## 5: 3.144875 1.9221459 -0.930215  
## 6: -30.386939 -0.6415410 -7.397989

# Run regression on a random sample:

summary(lm( y ~ x1 + x2, data = r.sample))

##   
## Call:  
## lm(formula = y ~ x1 + x2, data = r.sample)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -5.1047 -1.4439 -0.0498 1.1808 5.9282   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.90817 0.20551 9.285 4.69e-15 \*\*\*  
## x1 3.00848 0.07517 40.025 < 2e-16 \*\*\*  
## x2 4.09883 0.05554 73.796 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.049 on 97 degrees of freedom  
## Multiple R-squared: 0.9841, Adjusted R-squared: 0.9838   
## F-statistic: 3008 on 2 and 97 DF, p-value: < 2.2e-16

#You can see that the estimated betas are very close to the population betas.

## Extract a non-random sample from the population:

nr.sample <- dt.population[1:100,] # select a subset of the first 100 rows  
head(nr.sample)

## y x1 x2  
## 1: -65.51931 -8.9425248 -10.925706  
## 2: -64.08313 0.3982382 -16.079049  
## 3: -62.40373 -7.5047649 -10.113220  
## 4: -58.28314 -3.0228161 -12.841153  
## 5: -57.83996 -6.7402440 -9.934788  
## 6: -57.68156 -5.4035347 -10.977426

#Run regression on a non-random sample:

summary(lm( y ~ x1 + x2, data = nr.sample))

##   
## Call:  
## lm(formula = y ~ x1 + x2, data = nr.sample)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -4.4988 -1.2392 -0.0186 1.2096 3.9580   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -5.7973 1.5566 -3.724 0.000329 \*\*\*  
## x1 2.5723 0.1078 23.868 < 2e-16 \*\*\*  
## x2 3.4089 0.1294 26.352 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.744 on 97 degrees of freedom  
## Multiple R-squared: 0.8814, Adjusted R-squared: 0.8789   
## F-statistic: 360.3 on 2 and 97 DF, p-value: < 2.2e-16

#You can see that the estimated beta coefficients are now further away from the true betas

## Violation of Simple Linear Regression Assumption 3

## SLR.3: The sample outcomes x ,xi, i = 1,. . . ,n are not all the same value.

# Colinearity: The variable x2 is a constant.

set.seed(1984)  
x1 <- rnorm(n = 1000, mean = 0 , sd = 2) # create indep. var. 1  
x2 <- rep(3, times=1000) # create indep. var. 2 - a constant  
e <- rnorm(n = 1000, mean = 0, sd = 1) # create error  
y <- 2 + 3\*x1 + 4\*x2 + e # create y according to population model

# Run regression including constant.

summary(lm( y ~ x1 + x2 ))

##   
## Call:  
## lm(formula = y ~ x1 + x2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.3114 -0.6618 0.0197 0.6507 3.6707   
##   
## Coefficients: (1 not defined because of singularities)  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 13.98124 0.03209 435.7 <2e-16 \*\*\*  
## x1 2.99665 0.01620 185.0 <2e-16 \*\*\*  
## x2 NA NA NA NA   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.014 on 998 degrees of freedom  
## Multiple R-squared: 0.9717, Adjusted R-squared: 0.9716   
## F-statistic: 3.423e+04 on 1 and 998 DF, p-value: < 2.2e-16

# x2 is dropped from the model. Notice that the intercept is not 2 but 2+β2∗x2=14

## Very high colinearity: x1 and x2 are very highly correlated.

set.seed(1984)  
x1 <- rnorm(n = 1000, mean = 0 , sd = 2) # create indep. var. 1  
x2 <- 0.4\*x1 + rnorm(n=1000, mean = 0, sd =0.01) # create indep. var. 2 - mean = x1  
e <- rnorm(n = 1000, mean = 0, sd = 1) # create error  
y <- 2 + 3\*x1 + 4\*x2 + e # create y according to population model

In statistics, multicollinearity (also collinearity) is a phenomenon in which two or more predictor variables in a multiple regression model are highly correlated, meaning that one can be linearly predicted from the others with a non-trivial degree of accuracy. In this situation the coefficient estimates of the multiple regression may change erratically in response to small changes in the model or the data. Multicollinearity does not reduce the predictive power or reliability of the model as a whole, at least within the sample data set; it only affects calculations regarding individual predictors. That is, a multiple regression model with correlated predictors can indicate how well the entire bundle of predictors predicts the outcome variable, but it may not give valid results about any individual predictor, or about which predictors are redundant with respect to others. In case of perfect multicollinearity the predictor matrix is singular and therefore cannot be inverted. Under these circumstances, the ordinary least-squares estimator does not exist. Note that in statements of the assumptions underlying regression analyses such as ordinary least squares, the phrase “no multicollinearity” is sometimes used to mean the absence of perfect multicollinearity, which is an exact (non-stochastic) linear relation among the regressors.

# Multicollinearity affects your standard errors and thus the significance of your results:

cor.test(x2,x1)

##   
## Pearson's product-moment correlation  
##   
## data: x2 and x1  
## t = 2469.3, df = 998, p-value < 2.2e-16  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.9999074 0.9999277  
## sample estimates:  
## cor   
## 0.9999182

summary(lm( y ~ x1 + x2 ))

##   
## Call:  
## lm(formula = y ~ x1 + x2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.84702 -0.68167 -0.01766 0.69449 2.81105   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.02596 0.03151 64.300 <2e-16 \*\*\*  
## x1 2.18183 1.24299 1.755 0.0795 .   
## x2 6.02423 3.10749 1.939 0.0528 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.9954 on 997 degrees of freedom  
## Multiple R-squared: 0.9882, Adjusted R-squared: 0.9882   
## F-statistic: 4.169e+04 on 2 and 997 DF, p-value: < 2.2e-16

## Violation of Simple Linear Regression Assumption 4

## SLR.4: E(u|x)=0 (the error u has an expected value of zero given any value of the explanatory variable)

# In this case we have variables hidden in the error term that should be in our model.

## If x1 and x2 are positively correlated and β2 is positive, then if we omit x2 from the model βˆ1 will be positively biased.

set.seed(1984)  
x1 <- rnorm(n = 1000, mean = 0 , sd = 3) # create indep. var. 1  
x2 <- rnorm(n = 1000, mean = x1 , sd = 5) # create indep. var. 2  
plot(x1,x2) # plot x1 against x2
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cor.test(x = x1, y = x2) # get correlation coefficient between x1 and x2

##   
## Pearson's product-moment correlation  
##   
## data: x1 and x2  
## t = 18.314, df = 998, p-value < 2.2e-16  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.4536584 0.5465459  
## sample estimates:  
## cor   
## 0.5015462

e <- rnorm(n = 1000, mean = 0, sd = 1) # create error  
y <- 2 + 3\*x1 + 4\*x2 + e # create y according to population model  
out.y.full <- lm ( y ~ x1 + x2) # full model  
out.y.x1.om <- lm ( y ~ x1) # model with x2 ommitted  
stargazer(out.y.full, out.y.x1.om, type="text")

##   
## ===========================================================================  
## Dependent variable:   
## -------------------------------------------------------  
## y   
## (1) (2)   
## ---------------------------------------------------------------------------  
## x1 2.990\*\*\* 6.950\*\*\*   
## (0.012) (0.216)   
##   
## x2 4.004\*\*\*   
## (0.006)   
##   
## Constant 2.026\*\*\* 1.650\*\*   
## (0.032) (0.643)   
##   
## ---------------------------------------------------------------------------  
## Observations 1,000 1,000   
## R2 0.999 0.508   
## Adjusted R2 0.999 0.508   
## Residual Std. Error 0.995 (df = 997) 20.324 (df = 998)   
## F Statistic 422,429.000\*\*\* (df = 2; 997) 1,030.926\*\*\* (df = 1; 998)  
## ===========================================================================  
## Note: \*p<0.1; \*\*p<0.05; \*\*\*p<0.01

## If x1 and x2 are negatively correlated and β2 is negative, then if we omit x2 from the model βˆ1 will be positively biased.

set.seed(1984)  
x1 <- rnorm(n = 1000, mean = 0 , sd = 3) # create indep. var. 1  
x2 <- rnorm(n = 1000, mean = -x1 , sd = 5) # create indep. var. 2  
plot(x1,x2) # plot x1 against x2
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cor.test(x = x1, y = x2) # get correlation coefficient between x1 and x2

##   
## Pearson's product-moment correlation  
##   
## data: x1 and x2  
## t = -18.728, df = 998, p-value < 2.2e-16  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.5544216 -0.4625868  
## sample estimates:  
## cor   
## -0.5099558

e <- rnorm(n = 1000, mean = 0, sd = 1) # create error  
y <- 2 + 3\*x1 - 4\*x2 + e # create y according to population model  
out.y.full <- lm ( y ~ x1 + x2) # full model  
out.y.x1.om <- lm ( y ~ x1) # model with x2 ommitted  
stargazer(out.y.full, out.y.x1.om, type="text")

##   
## ===========================================================================  
## Dependent variable:   
## -------------------------------------------------------  
## y   
## (1) (2)   
## ---------------------------------------------------------------------------  
## x1 2.998\*\*\* 7.039\*\*\*   
## (0.012) (0.216)   
##   
## x2 -3.996\*\*\*   
## (0.006)   
##   
## Constant 2.026\*\*\* 2.401\*\*\*   
## (0.032) (0.642)   
##   
## ---------------------------------------------------------------------------  
## Observations 1,000 1,000   
## R2 0.999 0.516   
## Adjusted R2 0.999 0.515   
## Residual Std. Error 0.995 (df = 997) 20.283 (df = 998)   
## F Statistic 427,153.100\*\*\* (df = 2; 997) 1,061.892\*\*\* (df = 1; 998)  
## ===========================================================================  
## Note: \*p<0.1; \*\*p<0.05; \*\*\*p<0.01

## If x1 and x2 are positively correlated and β2 is negative, then if we omit x2 from the model βˆ1 will be negatively biased.

set.seed(1984)  
x1 <- rnorm(n = 1000, mean = 0 , sd = 3) # create indep. var. 1  
x2 <- rnorm(n = 1000, mean = x1/3 , sd = 5) # create indep. var. 2  
plot(x1,x2) # plot x1 against x2

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAXVBMVEUAAAAAADoAAGYAOpAAZrY6AAA6ADo6AGY6Ojo6kNtmAABmADpmOpBmZmZmtttmtv+QOgCQOmaQ2/+2ZgC2/7a2///bkDrb2//b/9vb////tmb/25D//7b//9v///9UjhNSAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAcEUlEQVR4nO2dC3vjto6Gebbd3dPZS7Ods7Pb6Qz//888SSwAH0BQomTRkRF8z9S1JRIi+RIX2YlTaiq0ykcPIDVXCTi4EnBwJeDgSsDBlYCDKwEHVwIOrgQcXAk4uBJwcCXg4ErAwZWAgysBB1cCDq4EHFwJOLgScHAl4OBKwMGVgIMrAQdXAg6uBBxcCTi4EnBwJeDgSsDBlYCDKwEHVwIOrgQcXAk4uBJwcCXg4ErAwZWAgysBB1cCDq4EHFwJOLgScHAl4OBKwMGVgIMrAQdXAg6uBBxcCTi4EnBwJeDgSsDBlYCDKwEHVwIOrgQcXAk4uBJwcCXg4ErAwZWAgysBB1cCDq4EHFwJOLgScHAl4OBKwMGVgIMrAQdXAg6uBBxcCTi4EnBwJeDgSsDBdTLgknqQPgrwueZSPSXg4ErAwZWAg+tTA95RgjytPjPgUq8xjqn6xIALPMZVAv7gUcxWAv7gUczWJwacOfhYww8xd0xZRR9p+CHmUj0l4OBKwMGVgIMrAQdXAg6uBBxcCTi4EnBwJeDgejDg/T/sl7pP6cHBlYDP0WVjUgLeLY/ldT95TMB75bG88M8OJOCdclkm4NnmHqcE/CHmHqeW5VtOzhw82dx52iyHLcvb66yi55o7RYOuqFmW9tCllIBZwlYGt01uceArTuhdCZi0uCI/pSfbEZv/XVEJmOQA7hbH6Njkvteb0bsScF14CU1Oqz3Ammcxbn8tJWDmpcrh9xe3581QG+5XLqQTsPACQuDEvgPPuhU+fZckYDcQc21s1tsE8w0rdTew85N5Al4FbI6rYL5tpdOyz7xb1R1XAu7yamsnL5g357YOrjnp8wD++XL7wZx/+d9TzE2W+wmvqbDe0yxE6LZDdbeJPbrK8GkAfyu/3Z58pyd3mfsgFVN1FQncnebNIbjbAkPrLvwEOfjnC2P99sufd5v7IOFic1W9c+Rth6I3TtPhKaroH19+p6ffO0H6+oCVqy2AV9kIHW7kePB7HHjgHXN6cE8u4M0aGP/rFFlrifx8zcrBiws/cQ5WiArl4I0qS+6eu3fMEwqpNU2qon98uVXRHf99BsBLXUWcbk/W3nZmwLwZ3KIpBuBHm5uiIo5bKUrL07b58ihlVP+O+clz8IqV5/rVlSaTGsAyD3g3mgN0N5Y/cvbpwWtqSyWJ2xV9cblDpjKsFJ2sP3BDfxbAx5aYSqwqA4Z3uCxyqLKq+hxqKyjP5D/pPlhC8TXug4fznllrL5MyV+3GhYO4zUJbZdXUpDzHg3++dN+EPmJurxqPGKpc7Ye6WDejVQ2YwjEVY4VDNLzdsXr1uWX1pBD98+XXM83tU+sRq7URt2kIKiv8Wp1e7o0hYlMRbe+DDwG+P3jPysHfy++r5ycCdhZMH7K10fK0iBM6VuA10sSwvByiWOBexhnuyr31CcE7YJHleYQKveYIVlJSLK0AlmrZqcIK48WDJrOrH8rsvzt2RvD+JICbn7dqIzIzc+Nq62eFOqEt8eZBv+Q8PjyTnQoIeCuwYSiFoSzJVJVGhb218bPWd+nEgrg7CoVtlWEC7hlfL03E9+y7Eer2Rt6G9vxMPJWByvscsDX8y48B1pvsmEIC3rw4ZE8Ir0tkNfe8wlznUZXFIefimx7+1ZWx9XADm+ygAgIe2++8zIpToUPszSrV4gUW35ZGXF+xz69cWs5vDve+QB0P8Oh+X2AI6AJcKVZTJLd1EXgqQF3S+OYA9oXcBOwY3javP/EpDIcKLSJcwTexA+RlOr5kYCjUHjqjtd5nNvwQc9bwpnkVodmbmW8BqNwIOnBsh+70OHD9/S6cOVgbHgdMYFXmRcAV+KKfQvlFPSA3W4hcqB2pmrKKtpZ964ylqn2AyRedkd5Ptu98qJspDs6wKyhi6/ergDzYm654gPV+hxfkdHq5OcBWwYNllhkxo+TNAWUVs2VP5750EWXpEYoE2IlksMoLEEifKkxXcEAPr0TlStUz2pE3TipFfXrNPp2A7zdZ2kMq3xb0pNthKZn5tse82wGd+X/suZyhYU9weEb3rnzd/ruYExQHsOcXDmB4G0sdFp8sfAMsVdStKXllWR51Ii+CvlCs4LupqmjfUzXt1OcBLIlQ52h+lLelIEjbz/KlHaTh5RwV0sp7Yac0F3+EYgPWYZs9TDXgukqiNRNZvBALbXZWbllteYaEOQSwnQcjvg7guyfuhD5TKkGBXBkYpE5VY+nqGlvDDTLn2qpfQlGFW6Oqdqq1M59TdsIUwD++vP1G0vey5xfAxwuP7sQlbPZsigcLt1pl2Sv4JwTsylsFdgMZBFdnpBSrVWDg1M2WK1f0nRU6gfA8wO+/Vwi/SLpuzg2w3Z6dLV81fccmAyrMmbYFuJW4r9RSRZCpukt8Ve0czOXstbBvOKGjnWMLsq5pgBe0o78+OjwfaNgEZImHdTnvpTzBQL4rWJqSiX0eArfiI83xopXdFa6Eab4owDb07FmQDU0D/Ne/vgM2vwAOKc4zvwswujKnOAzUSFJbKBhXG3eWYTIvPgCIyTqDX6wX2GoVIwPXZJCBMUUcW5Ch9TqzYT3kwcMphyeuUyHfkqjSxl06yb9VMiL4FcRqRa+guAHbw12HUZmGIfGfwwK4ujfKM/jOAvw2iV8rlVtD5lqv7veUydPSFGRQG9fU1o1PiSfJJqkUYRmJoFZxX4Vh2BNiH0MyBAgcsrskowuyvVznNrzplfHf/uj/gv89e7Pghl+4FEHEwDD4aXcoaoeAG/OCQ8QG71a8eRzcQ3iSr1awhSMh5/eHd6pmAX6AOV4VG1IZWsU1Bo8Q3yYfBcB0EDmWnm52JeBKyKgyHBNfVMiuMgg7vVMc+JkB67pGHBGSI/tdFSeiqxfwsiJRAJgp0AqrpOXKD0xY+ld+pOsLfRkCxxJFFJ36HtZPCtgshnhIJd6QFPU/7g/5F9GxJfBfTJtIWe0U2CIIElirZAsmYBPo9YE0tLUG3ZUaaLOv4SPMmSkXBYTmvQTDGwGd6Jan4oMQPCV6Y1Q1ewC9u9kFvMUWvHJtxFY5VRQ5iKdwCs6CqTXow35KwM5i8FoCYQzesoxIReXgyp1LQUA2CzcmmB5nYeyodkoz8A3AZL5dMHV0BXYUwJz3eN2XMxIh+TXsCAjiTED5Y+Fd0nNkqM+EfgXHLWhATb0tonWMtnG6twZ92NEAkxdJroUNTSxVPqXzEN6Vk1ZkWCihAmYxwOGdA0DFPSdXhonQ7qoNGEjZ9kyzBl3YXsf1RT1N95lzdiksMLhOk5zwBBFaThQkj9H9/bQiLw5PAUJtGtw9CmLrh90qWlq7N1FqDeIBtlNmnyEvhWjL/xMPVtlVTDS+hvbUMSP200pOqXwfGBU7eNc7x87i4KVdEMBdswrJ4n/kiuLmVQfTCg2UK1bYIBKVe4zNU8bKG0f8lV90tqralGPzlok00W3MxGjDGeaG51nN6iKYpQEzqkLwdkrd+yBKzcg5RT4MNTk/rcr/YYzeIjCddc/esVhPAXh0tpzLBAOsPpxS7sa9LcAqj7XUUnznrQBUirC69GGYWB7QOYMCd+H+RVpdkzMbnm+uqUH0wlRz2Kw/L7vnoG2ErEBracYmtWnZOxVPQxmmc4KkCj5aYB1kF/uAO5MeW7wzG55vbsEGdYQ7Wcq4KpxKHYuvAT27DZ103LTZG/YUlGZNmKDxcpVl4NtJdgAfjdnPArjIDIs/WWpl8i85ICTfFgC7rgeyVr+jbBYu4GjHQE/owROQixnA/Rx8OGY/A2COcmqbWwttjpXYqPhCAia/A5sWrT2ma61KF8XIjvGdYwp00NzVgsiBoieoAJdm8qtrt6/ht1frtx/G2fo6ynOue2tdYII9wC4Awd64ZmW+WILh6tt8Toctz8opQEwWPSBDpdD2KwqsOLi/XsbNh5ZuZ8Nvf/uj/vjy9tM4jwRc1awkZKsGFB7BQ+GwYSVsTFLWW6HCf/ZkhU3FWCQ1UK7g/eWNWLYgO28Hnxw20drdD7rfkG4Nb39P5efLL38+GjBORFwFDYLfwSV4/VVy5NUurqr73MSCqulzFJDMr7ZFO2ceJu7YbrLlCZeCe2DLnXcCph9k//rLnycC3tiETm+YI2/82xoawJC+ZbHRmzruacot6/9VY+ZjtJHIfZsN0E4aC4C6Alj68aYYar69mtiQ/yLS119XAe/624UDOcVuAZ2MyAOYnOSzSr5hfVQMA1KdPBGNBc2IMbwSbzasL9vMYPlvF+ACXQaa78/BC7IfX/rwdv7tws0xLgtnu8NRJlz08vqA2eiCtb2tcShDZ2gKjO0c1KZpAGP0ae+XNoDhBt1avL2A+W9erX2p+76/fLYxxkIgjdPLupK3MlQEUaS/9kq36mqCsVWVTaH2SG8LQpGlCgc1aY3fbAV34Yp6fWIOHlP/bxcqT1CWe/Yp7OoitFDdojtDnFQXK5SfBSyXXZgl20jOWApvHHJfaW4R0UyrhPcq12sn3fZewWyJru+HA4B//t9m251/u3BtEy5gyJHhqGQ9qJgAI8TsQs3Y42DpxQs7YRlDMvcHF/bX2EZ22pFI2IMNqadHeJ1ou4A7G97ugl8p/s9aDt71twtXhszRGWMgoNX3S8iuKjY6D6voKVG8OKoMhrAyYG3ITAh9HdtgCaDWgjYKNOru+h2ID4To72+/lPLKcK2K3v+3CzuDVklVbXnlD2SC0zWHcPYwnx6uvod5MaXzKTeToKD3WVFcZeNVxc4CbtAOBulVHWl4uwfq/dbRset2B02eh72WF8XwpZbAQdwY/K2lrGK3oJTDeBBO4X6QaIIXYqw0Wh67jUi1RevDWfduv/XOhm+E1/+oyt7rrgy6QJo1K1Is3wrVVTWM6hZgk4Y5tuumhFWj5f9XoQx2lpgjI0akEHnMNNaWbibgr6X890s/+h65rp6cNyg9Y6cNBzoO0zYD80lNRZJqP45bXlCpYQpgj65kinePGrWJ1jIIQeuvgl2rbe0H/Jpeb1+xcuZ70TBod+/y0upj7WlaHvoHi9VQ0wRre4zQ6I50aacoqxwnjHs3s8eoxLuvbqCFxdpshI33NfzxnzfXXaui918X4phz2oNOxxbPoWqmGsBEgpZdlT8KgfVCgQavjTtD4Ee31BZbwrJ3EPAwtbIWwZ1lOrfhMXMw3/Z071iRSClYqiysTq3WqTRdBnazZKN1hQwrTKu1CYuPRiuTY2uQkBjwztUb6nERwBix2tO0uKZH4YxV8BVCkZMeD0eIji9sd4ei35haLlnBFgMuVQ2HQ/I+vlX1HWk6bPM09V3UiT7aCaiLSoYcktn7sAnAbwA1ZZfyRMORLkxxA41VsKUCe4Wrq+jMI97m5K1e8dbKbzps8zS5gHldbGMHMCY+SsAqmRUBTJuAAUBEbj2Rw7/xS+znFVi02mwC8gh7tJQMOPFDy1eGel8IsKxL25gWsMo2gNCml5hipHIxiWeWj/FmjK7GtXWshthfYFSyo2DDMnvaZrSJRwFTe33geQBzDPUv40RwuXksMHmV4rCBZELjksYXVQ2lNgCfqQAZadblCgv6YudU+LzQF/Tbq+W0eiLAZkvb4zJByT4cbbEXuBM7CkQGCNPoo4Z647zSSuICbCHuosKEjUqchsj7ueXgYnUIb3S/CuDOLFRew1ZSIjdOQGtfMFUVPKdY1oKEgXRlulVxr7qP8vZlA1TOKMZRmb6O6kOL5TXc3h7XASzEbCs8yHNl74EASU0QAG4FieEAElAa58UEzqEXo7/eEoJw6S6Tgl0q2/UMwKN9z2x43BwtSzGtCqLnBgyInFQ60TGmwK5Dl8E9oLnyxXAbWHfFwCy9mJ4eqcHDG6VXdTheORCKe7oS4NouhnlskpY4pXNMoauy9Lw/4FGxLtCvcXixBv0w1jBvAG0nzJuupenChGYO/zVdG7DkrSrra9sXLljkYGE/UQwKxfbGaS3fiuToHPetzFIeayVkPDAZizNyxmvQry0PGB7VFMBHvtIfDyMsWhuMhFWdbwI7B2F6ivzAzQQSBHo+RyBVw3YHwAHOJQiuAPXt6W4C3uLf6XBmw3roK/3xuIlGtPCV10kHLHrl+QjcjOjKCx1PUFY5wVdURMGGvUPiJ9RZxqq8XI2+HfjTAN77heB8AqePN0MQraW/RMbGJGDgkonXvgAR8XjsYoOwSdqqCmOflThtNyPB11vYw7Ueg68D2P9K/z3mCvxblhtmT8sHj9QPnUn6UYiWclzCqIq5tCEWNxQjgLyyAzsxGuzXooZYId/wLLzIs7oq18jBRz1YNUHAkOTEAKweeEWRZaXNIR6Kvq3DqM6qVRwVgrhIeTgE+yIDFOpFAS48QOkHrzaWZaCNXsWTG9aDX+nvNqFwWdnNTJTigMkLJ76niFRyYw7O4OgmAAu7ikcJGp+hf7ChYOQyEaTOgwNOXvQ+S1MA1+5X+sOCj10Sdjh3UusAttjpCgCG+FtxPyinrBBRCQKxZjzo+5iwMUyDH7uzqZRrELCK3mcTngX4FHN66e1x3yR4l7gfs6K9AvGA8q14MjaA7Vi0asXmEv9lk7izkbzx/IDhV5QOmivN43bjAo6rUEE7jr7oubhxwMnEL8GDBQ/vI94msCt7Iy1wqQQ8DJhWFnyO6yDsr29qxP+ULXoUQxWcWO+FQrkfr7Y2Xg77Ms1ny8Fveixge4PzfoxpFEQIr1XVtZwj3qbOxo4tCknuXKSNzQvM762QR3RtwBg+R1rqYGnSJqQ9cXXqSNdBPwXHLwBaErAZALq3jhncV81+35IehH9xwFJFb01P1kz8S7rCsi/tim4BaEypr+Mn+LoDcPFf7iq3ADr+HgBcDiKeCfhEc9aH1QqCwdI+Q7YqSMMwpIDic7IbVPws0L0BzKaqeVqqYarnM0BOZZ49eg7AHfdUy+Sxvb2kaCsLxGtV5Dy2AsfzhqLjvZyB7SGv4RyO1lTR2xlITO7SkwHGWdpMSKHY+Ld2UukiHCqX2+DCXa9CB1cNtdvjFnIAe5NbX4FPAViTbVemdWldOavFBP6SPdGfKzTrDqdoexI01PAKnrXWNioyOgCRfoeeA7BJZD3A6oA9SyYsZrIlN01qn+g9o7xSNzYRwsRpOOvPrTjH9KHuDlnVkwBW4VYVLjaZ4SoXtaZuclQu58T4Zs8UeQKP0rDo69d2SzUr0dL0m0euorGbJoC2aMUXCBiB1WVVhlXu5l7MedSbBWOzaW2u60+pWHQrzffqKoBHd6dpZ1YCbm/JHTU7b+Xk7rUlbyol05kvpRuqO7D+dVdOxQPs+M8OMxCkaXHJL/yM215bOyDWS9K+7YxVNJppx7QyQe/U0fXwrZ/b8Ii5wztWdVx8sDKo5RHjZlupOPyltw6fdtkLFsBYpTt3uSshyjt1KN+6xk9veMTc8ZCkHIwIw4d/jIDCZnv/cXs0Dsj7Q0HVnbmP8fLR4KyanQW0MXx6wyPm7sg58NbCba2x/uGb3zaVogHuZ7zZVtHuHHgvLbYO1UvnhWTP8rkND5k7YYJMklkWjtrGNVUvvv/lbk7QXplD0Qe8bLo5tzs2+JYuAviEEAX+Swaliu7RUh/+8DhMyO0Chu2AbU0gpzNrWXjlKnfqKoBPMuncRfGNcXUXHzeAHO8XVqaZeidlOWh6wNtfXUPweLKeC/C6n0sWVVfBxGiaCOCOZSep9sezGtTXGYbPweOdtgjXxqnwLS1zbXl7w7e8c90lZKt32uCi/SAdu4re02egXkHCWBtDsMTW3Vp5R+TUbzvDz3Nh+TbLS1cHdnrDeeZG1shrw8UPOjMdK5KjW8D4TtXmZSHRgy8rwo/n++yAe29beMfYtdq4ueLBWKMNjozjs7Y6LQqv6sGAC+tQbzuO1itcVJKJzedPhN7PwZ7P9weGKBez3lgerWfy4MYJeu7qxVq/yKXW7qYrffZtS2yFb49+MN8nA+wase7ajQ4qMZo61+Mojr8ZcVRYKI31D1Q8wGvt4fMe030ltA95oqDEDzcuoKcGfCgG2gJ3BTA5Y/HOdc1Dxr+AnhvwoRjof2zUHdVooQXNE/CMCDZ2v+p9rmQ/YNA94N/QMJYdM9Z6vsIAHnIynXmllF55Q4P8ccdCHb0LnKIogIfqLeW9+BFh7fvc/mq4/czjI/VpAQ/33VvI7S3tJysBNx7c/NDNvoCbgGeY252D9VGMqkduvW4dV37w6+MUBvC+KrodDPI9NDw2cniHTFEcwNr8zrAK70P13tXYMIlvnVyoiA4KeHGi/Svdf1djyy8vFplZAQC7HwNVqp32maq9m95Nfgl4ljkHY2ked9jy/X7b2LVSL2sK4OPf+L5f3sqPAN6JcWC3XCr1suYBPvaN77vlrjzc2K68QdUh7Pe4qINuahrg+78vekw+xtXPD7q96pobbjnoNR14HuD7v/F9UGsYV3+441yPvKqHP70HH3Od0wFftYieBfjtE7N7v/F9qs52uM8FuHa/8f2oufN1csr8dIAfbG7zcsdxDnb9VDn48eYGrnbwisNdP1MV/XhzIxc7dMnLht5RPRjwfb+6cviq8Pi4rtfQxCr6pun3wQNKwGc2fNPPl+6b0EfM3a0ZOfiiOddqUoj++fLrmebu1vlV9FWrZqtZOfh76XzKcMzc5fQ0oftTVNETlIAfa+7hSsD1nD+rc1l99hz8ptCAP3kV/a7YgJ9ECTi4EnBwxa+inyRXzlJ4wM9S7c5SdMBPc786Swk4uBJwcEUHnDn49IYfYm7tSllFn9vwQ8ylekrAwZWAgysBB9eHAU49SB8E+DzNH9j0K1xibS8xCE8J+BxdYhCeEvA5usQgPCXgc3SJQXhKwOfoEoPwlIDP0SUG4SkBn6NLDMJTAj5HlxiEpwR8ji4xiNQ8JeDgSsDBlYCDKwEHVwIOrgQcXAk4uBJwcCXg4ErAwZWAgysBB9dVAcufD5ij7+Xtq+vnafb4h3VVwH/928zlr9/f/jDBTMKTxz+uqwLu/d2ec3T7HpmvEx1s7vh36KqAv02Nbre//vRtIoS549+hqwL++vfXFNb/uqY7dQugM71s7vh36KKAf3x5+8tbX2et0C39TkzCk8e/QxcFfNM0F5sOeLnMBRLxpQEvfyhxguHpIfp2mVnj36HrAf4myWvavcb8Iut2mQvcK10P8LtuBKa52PTbpMnj36GLAr4t/rwiZfobHZPHP66rAq5fXyP1xAz2bfJblbPHP6zLAk6dowQcXAk4uBJwcCXg4ErAwZWAgysBB1cCDq4EHFwJOLgScHAl4OBKwMGVgIMrAQdXAg6uBBxcCTi4EnBwJeDgSsDBlYCDKwEHVwIOrgQcXAk4uBLwu/7694//PcA5SsBv+vHlAr/oOUcJuL5/K1oCDqi33/D/8eW3V76/XeFXtefoMwN++z3/b2/fhnON38Wfo88M+BXrP/7jj+VZAo6or/R1oQk4pr7Ttywk4JD6+fJfC9gEHFLffvn/l9sX4STgiPrx5Xcim4Aj6uvrLdLPl/cyKwGnnlQJOLgScHAl4OBKwMGVgIMrAQdXAg6uBBxcCTi4EnBwJeDgSsDBlYCDKwEHVwIOrgQcXAk4uBJwcCXg4ErAwZWAgysBB1cCDq5/AjmVbgP48Rs1AAAAAElFTkSuQmCC)

cor.test(x = x1, y = x2) # get correlation coefficient between x1 and x2

##   
## Pearson's product-moment correlation  
##   
## data: x1 and x2  
## t = 5.9669, df = 998, p-value = 3.355e-09  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.1250425 0.2447737  
## sample estimates:  
## cor   
## 0.1855969

e <- rnorm(n = 1000, mean = 0, sd = 1) # create error  
y <- 2 + 3\*x1 - 4\*x2 + e # create y according to population model  
out.y.full <- lm ( y ~ x1 + x2) # full model  
out.y.x1.om <- lm ( y ~ x1) # model with x2 ommitted  
stargazer(out.y.full, out.y.x1.om, type="text")

##   
## ========================================================================  
## Dependent variable:   
## ----------------------------------------------------  
## y   
## (1) (2)   
## ------------------------------------------------------------------------  
## x1 2.993\*\*\* 1.706\*\*\*   
## (0.011) (0.216)   
##   
## x2 -3.996\*\*\*   
## (0.006)   
##   
## Constant 2.026\*\*\* 2.401\*\*\*   
## (0.032) (0.642)   
##   
## ------------------------------------------------------------------------  
## Observations 1,000 1,000   
## R2 0.998 0.059   
## Adjusted R2 0.998 0.058   
## Residual Std. Error 0.995 (df = 997) 20.283 (df = 998)   
## F Statistic 219,639.600\*\*\* (df = 2; 997) 62.351\*\*\* (df = 1; 998)  
## ========================================================================  
## Note: \*p<0.1; \*\*p<0.05; \*\*\*p<0.01

## If x1 and x2 are negatively correlated and β2 is positive, then if we omit x2 from the model βˆ1 will be negatively biased.

set.seed(1984)  
x1 <- rnorm(n = 1000, mean = 0 , sd = 3) # create indep. var. 1  
x2 <- rnorm(n = 1000, mean = -x1 , sd = 5) # create indep. var. 2  
plot(x1,x2) # plot x1 against x2

![](data:image/png;base64,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)

cor.test(x = x1, y = x2) # get correlation coefficient between x1 and x2

##   
## Pearson's product-moment correlation  
##   
## data: x1 and x2  
## t = -18.728, df = 998, p-value < 2.2e-16  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.5544216 -0.4625868  
## sample estimates:  
## cor   
## -0.5099558

e <- rnorm(n = 1000, mean = 0, sd = 1) # create error  
y <- 2 + 3\*x1 + 4\*x2 + e # create y according to population model  
out.y.full <- lm ( y ~ x1 + x2) # full model  
out.y.x1.om <- lm ( y ~ x1) # model with x2 ommitted  
stargazer(out.y.full, out.y.x1.om, type="text")

##   
## ========================================================================  
## Dependent variable:   
## ----------------------------------------------------  
## y   
## (1) (2)   
## ------------------------------------------------------------------------  
## x1 2.998\*\*\* -1.050\*\*\*   
## (0.012) (0.216)   
##   
## x2 4.004\*\*\*   
## (0.006)   
##   
## Constant 2.026\*\*\* 1.650\*\*   
## (0.032) (0.643)   
##   
## ------------------------------------------------------------------------  
## Observations 1,000 1,000   
## R2 0.998 0.023   
## Adjusted R2 0.998 0.022   
## Residual Std. Error 0.995 (df = 997) 20.324 (df = 998)   
## F Statistic 212,442.600\*\*\* (df = 2; 997) 23.551\*\*\* (df = 1; 998)  
## ========================================================================  
## Note: \*p<0.1; \*\*p<0.05; \*\*\*p<0.01

## The bias will be:

out.y.full <- lm ( y ~ x1 + x2)  
coeffs.full <- coefficients(out.y.full)  
b2\_hat <- coeffs.full[3]  
b1\_hat <- coeffs.full[2]  
out.part.x2 <- lm ( x2 ~ x1)  
coeffs.part <- coefficients(out.part.x2)  
delta <- coeffs.part[2]  
bias <- delta\*b2\_hat  
bias

## x1   
## -4.048779

b1\_tilda = b1\_hat + bias  
b1\_tilda

## x1   
## -1.050385

## Violation of Simple Linear Regression Assumption 5

## SLR.5: V (u|x) = σ2 (homoskedasticity)

# The variance of the errror term depends on the x - there is heteroskedasticity in the data. Generate random variables x1, x2, and e.

set.seed(1984)  
x1 <- rnorm(n = 1000, mean = 0 , sd = 3) # create indep. var. 1  
x2 <- rnorm(n = 1000, mean = 0 , sd = 4) # create indep. var. 1  
e <- rnorm(n = 1000, mean = 0, sd = 1) # create error  
s <- exp(0.4 \* x1 ) # create function of x1

# Create a model with heteroskedasticity: the error term is a function of a dependent variable (in this case x1).

yhet <- 2 + 3\*x1 + 4\*x2 + s\*e # model with heteroskedasticity

# You cannot detect heteroskedasticity just by looking at the plot.

plot(x1, yhet)
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# But, you can identify the presence of heteroskedasticity by looking at the residuals plot. If there is a relationship between the x and the residuals then we have heteroskedasticity.

summary(out.lm.het <- lm( yhet ~ x1 + x2))

##   
## Call:  
## lm(formula = yhet ~ x1 + x2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -83.484 -0.660 -0.143 0.716 26.171   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.87087 0.12831 14.58 <2e-16 \*\*\*  
## x1 2.86007 0.04317 66.25 <2e-16 \*\*\*  
## x2 4.01248 0.03164 126.83 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 4.054 on 997 degrees of freedom  
## Multiple R-squared: 0.9533, Adjusted R-squared: 0.9532   
## F-statistic: 1.018e+04 on 2 and 997 DF, p-value: < 2.2e-16

plot(y = residuals(out.lm.het), x=x1) # residual plot with heteroskedasticity

![](data:image/png;base64,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)

# Create the same model without heteroskedasticity.

ynorm <- 2 + 3\*x1 + 4\*x2 + e # model with no heteroskedasticity  
summary(out.lm <- lm( ynorm ~ x1 + x2))

##   
## Call:  
## lm(formula = ynorm ~ x1 + x2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.84702 -0.68167 -0.01766 0.69449 2.81105   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.025961 0.031508 64.3 <2e-16 \*\*\*  
## x1 2.994346 0.010601 282.5 <2e-16 \*\*\*  
## x2 4.005061 0.007769 515.5 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.9954 on 997 degrees of freedom  
## Multiple R-squared: 0.9971, Adjusted R-squared: 0.9971   
## F-statistic: 1.718e+05 on 2 and 997 DF, p-value: < 2.2e-16

plot(y = residuals(out.lm), x=x1) # residual plot without heteroskedasticity
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# Heteroskedasticity does not affect the coefficients but if affects the standard errors.

# How can we know whether or not we have heteroskedasticity in our data? Use Breusch-Pagan test.

help(bptest)

## starting httpd help server ... done

bptest( ynorm ~ x1 + x2 ) # high p-value, can’t reject null of constant variance

##   
## studentized Breusch-Pagan test  
##   
## data: ynorm ~ x1 + x2  
## BP = 0.1777, df = 2, p-value = 0.915

bptest( yhet ~ x1 + x2 ) # low p-value, reject null of constant variance

##   
## studentized Breusch-Pagan test  
##   
## data: yhet ~ x1 + x2  
## BP = 29.487, df = 2, p-value = 3.953e-07

# If we have heteroskedasticity in our data, what can we do about it? We can adjust the way R calculates the variances of the regression coefficients. The usual way

vcov(out.lm)

## (Intercept) x1 x2  
## (Intercept) 9.927650e-04 1.363781e-05 4.528209e-06  
## x1 1.363781e-05 1.123784e-04 5.393789e-07  
## x2 4.528209e-06 5.393789e-07 6.035322e-05

diag(vcov(out.lm))

## (Intercept) x1 x2   
## 9.927650e-04 1.123784e-04 6.035322e-05

sqrt( diag(vcov(out.lm)) ) # standard errors without adjustment

## (Intercept) x1 x2   
## 0.031508173 0.010600868 0.007768733

sqrt( diag(vcovHC(out.lm)) ) # standard errors with adjustment

## (Intercept) x1 x2   
## 0.031558230 0.010320489 0.007555949

# With heteroskedasticity:

vcovHC(out.lm.het)

## (Intercept) x1 x2  
## (Intercept) 0.0198862619 0.0145904657 -0.0007972898  
## x1 0.0145904657 0.0118946088 -0.0006158823  
## x2 -0.0007972898 -0.0006158823 0.0004453495

diag(vcovHC(out.lm.het))

## (Intercept) x1 x2   
## 0.0198862619 0.0118946088 0.0004453495

# If you apply the correction to a model with no heteroskedasticity the SEs become higher

sqrt( diag(vcov(out.lm.het)) ) # standard errors without adjustment

## (Intercept) x1 x2   
## 0.12831348 0.04317084 0.03163729

sqrt( diag(vcovHC(out.lm.het)) ) # standard errors with adjustment

## (Intercept) x1 x2   
## 0.14101866 0.10906241 0.02110331

# How do you apply it to your regression results?

coeftest(out.lm.het) # before correction

##   
## t test of coefficients:  
##   
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.870872 0.128313 14.581 < 2.2e-16 \*\*\*  
## x1 2.860071 0.043171 66.250 < 2.2e-16 \*\*\*  
## x2 4.012475 0.031637 126.827 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

coeftest(out.lm.het, vcov. = vcovHC(out.lm.het)) # after correction

##   
## t test of coefficients:  
##   
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.870872 0.141019 13.267 < 2.2e-16 \*\*\*  
## x1 2.860071 0.109062 26.224 < 2.2e-16 \*\*\*  
## x2 4.012475 0.021103 190.135 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## Extras

# Select rows by inserting the row number, a vector of row numbers or a sequence of row numbers inside the square brackets and before the comma.

dt.population[1,]

## y x1 x2  
## 1: -65.51931 -8.942525 -10.92571

dt.population[1:5,]

## y x1 x2  
## 1: -65.51931 -8.9425248 -10.925706  
## 2: -64.08313 0.3982382 -16.079049  
## 3: -62.40373 -7.5047649 -10.113220  
## 4: -58.28314 -3.0228161 -12.841153  
## 5: -57.83996 -6.7402440 -9.934788

c <- c(1,7,8)  
dt.population[c,]

## y x1 x2  
## 1: -65.51931 -8.942525 -10.92571  
## 2: -55.92612 -3.082815 -11.64722  
## 3: -55.54762 -5.394655 -10.38010

# Select columns by inserting the columns number, a vector of column numbers or a sequence of columns numbers inside the square brackets and before the comma.

head(dt.population[,1])

## y  
## 1: -65.51931  
## 2: -64.08313  
## 3: -62.40373  
## 4: -58.28314  
## 5: -57.83996  
## 6: -57.68156

head(dt.population[,1:2])

## y x1  
## 1: -65.51931 -8.9425248  
## 2: -64.08313 0.3982382  
## 3: -62.40373 -7.5047649  
## 4: -58.28314 -3.0228161  
## 5: -57.83996 -6.7402440  
## 6: -57.68156 -5.4035347

# Select both rows and columns:

dt.population[1,1]

## y  
## 1: -65.51931

dt.population[1:2,1:2]

## y x1  
## 1: -65.51931 -8.9425248  
## 2: -64.08313 0.3982382