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**Цель:** Знакомство С динамическими информационными структурами на примере одно- и двунаправленных списков.

**Постановка задачи:**

Написать программу, в которой создаются динамические структуры и выполнить их обработку в соответствии со своим вариантом.

**Для каждого варианта разработать следующие функции.**

1. Сформировать однонаправленный и двунаправленный списки или очередь, или стек. Тип информационного поля указан в варианте.
2. Распечатать полученную структуру.
3. Выполнить обработку структуры в соответствие с заданием.
4. Распечатать полученный результат.
5. Удалить соответствующую структуру из памяти.

**Вариант:** 16  
Тип информационного поля char\*. Добавить в стек элементы с номерами 1, 3 , 5, и т.д.

**Анализ задачи:**

1. Объявляем структуру типа char\* .
2. Создаем функцию make\_stack() для создания структуры по типу стек, и вводим значения типа char\*.
3. Создаем функцию print(), для печати элементов стека.
4. Создаем функцию add(), для добавления элементов в стек.
5. В главной функции программы main(), запрашиваем размерность стека у пользователя. Заполняем стек с клавиатуры. Печатаем элементы стека для визуального наблюдения. Добавляем в стек на нечетные позиции. Печатаем готовый список.

**Код программы:**

#include <iostream>

using namespace std;

char a;

struct stack{

char data;

stack\* prev;

};

stack\* make\_stack(int n)

{

if (n==0)

{

return NULL;

}

stack\* top, \*p;

top = NULL;

p = new stack;

cout << "Enter first element";

cin >> a;

p->data = a;

p->prev=NULL;

top = p;

for (int i = 2; i <= n; i++)

{

stack \*h = new stack;

cout << "Enter " << i << "element: ";

cin >> a;

h->data = a;

h->prev = top;

top = h;

}

return top;

}

void print(stack\*top)

{

if (top==NULL)

{

cout << "Empty stack" << endl;

}

else {

stack\* p = top;

while(p != NULL)

{

cout << p->data << " ";

p = p->prev;

}

cout << endl;

}

}

void add(stack\* &first, int n)

{

stack\* p = first;

stack\* h = new stack;

cout << "Enter element: ";

cin >> h->data;

h->prev=p;

first=h;

while(p->prev!=NULL){

stack\* h = new stack;

cout << "Enter elemet to add: ";

cin >> h->data;

h->prev = p->prev;

p->prev = h;

if(p->prev->prev!=NULL)

{

p=p->prev->prev;

}

else {

p=p->prev;

}

}

}

int main()

{

cout<<"Stack size: ";

int n;

cin >> n;

stack\* st = make\_stack(n);

cout << "Stack:";

print(st);

add(st, n);

cout << "After:";

print(st);

return 0;

}

**Результат работы программы:**

![](data:image/png;base64,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)

**Блок-схема:**