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## INTRODUCERE

# Motivație

Am ales tema “Subprograme” pentru lucrarea de atestat, deoarece acestea sunt foarte importante in programarea practica C++, iar avantajele oferite de acestea sunt folositoare in programarea de zi cu zi.

Subprogramele, care se mai numesc in limbajul C++ și “funcții”, fac posibila redactarea programului într-un mod mai eficient si mai lizibil/ plăcut estetic, codul sursă arată mult mai aerisit, așadar facilitează citirea și înțelegerea acestuia.

Subprogramele împart o problemă complexă în mai multe probleme mici si simple. Prin intermediul mai multor funcții simple se rezolvă cu ușurință o problema mai complexă.

## CAPITOLUL 1. Subprograme

# Definiție

Blocul este unitatea de bază a unui program C++ și este implementat printr-o instrucțiune compusă, adică nu set de instrucțiuni delimitate de acolade.

Subprogramul este o secvență de instrucțiuni care rezolvă o anumită sarcină și care poate fi descrisă separat de blocul principal și lansată în execuție din cadrul unui bloc, de câte ori este nevoie. În limbajul C++ subprogramele se mai numesc și funcții.

# Avantaje

* Se face economie de memorie internă
* O secvență de instrucțiuni care trebuie să se scrie de mai multe ori într-o aplicație se va scrie o singură dată într-un subprogram și se va executa prin apelarea subprogramului ori de câte ori este nevoie.
* Permite lucrul în echipă
* Fiecare programator scrie subprograme, independent de ceilalți programatori din echipă.
* Depanarea și actualizarea aplicației se fac mai ușor
* Eventualele modificări pentru schimbarea unor cerințe se fac mai simplu la nivelul unui subprogram decât la nivelul întregii aplicații.
* Crește portabilitatea programelor
* Subprogramele dintr-o aplicație pot fi folosite și în alte aplicații in care trebuie rezolvate sarcini similare.

Un program C++ conține cel puțin o funcție **main()** care este apelată la lansarea în execuție a programului, funcții predefinite (de bibliotecă) și funcții construite de programator.

# Structura

Un subprogram sau o funcție are o definiție si atâtea apeluri câte sunt necesare.

**Definiția** unei funcții:

* **Antetul** subprogramului

tip\_rezultat nume\_subprogram (lista\_parametri\_formali)

*lista\_parametri\_formali* este de forma:

tip1 p1, tip2 p2, ..., tipk pk unde tip este tipul parametrului formal (int, char, \*char, void, float, etc.) și p este identificatorul parametrului formal.

*tip\_rezultat* este tipul rezultatului. Poate fi un tip de date sau *void* (dacă nu se returnează un rezultat prin numele subprogramului). În cazul in care tipul rezultatului este diferit de void, corpul funcției trebuie sa conțină cel puțin o instrucțiune return care asigura ieșirea din apel.

* **Corpul** funcției
  + este o instrucțiune compusă care conține declarații și instrucțiuni.
  + apar variabile locale.

{

Instrucțiune 1;

Instrucțiune 2;

(...)

Instrucțiune n;

[return expresie;]

}

**Elemente implicate în utilizarea subprogramelor**

* prototipul subprogramului
  + declara subprogramul
* apelul subprogramului
  + execută subprogramul
* definiția subprogramului
  + descrie antetul si corpul subprogramului
  + antetul subprogramului specifica numele subprogramului si tipul parametrilor si al valorilor returnate
  + corpul subprogramului specifica ceea ce trebuie sa realizeze subprogramul

Ex:

#include <iostream>

using namespace std;

//prototipul funcției

int main(){

//declarații

//instrucțiuni

//apelul funcției

return 0;

}

//definiția funcției

**SAU**

#include <iostream>

using namespace std;

//definiția funcției

int main(){

//declarații

//instrucțiuni

//apelul funcției

return 0;

}

# Terminologie

Într-o structură modulară în care fiecare modul este descris printr-un subprogram, modulele se clasifică astfel:

* + **Modul apelant –** este modulul care apeleaza alte module
  + **Modul apelat** – este un modul apelat de alt modul

![](data:image/png;base64,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)

# Parametrii unui subprogram

**Parametri formali** – apar in antetul subprogramului si sunt utilizați de subprogram pentru descrierea abstracta a unui proces de calcul.

**Parametri actuali –** apar in instrucțiunea de apelare a unui subprogram și sunt folosiți la execuția unui proces de calcul pentru valori concrete.

Parametrii formali nu sunt variabile. O variabila este caracterizată de nume, tip și adresă. Legarea unui parametri formal la o adresă se realizează în timpul execuției instrucțiunii de apelare a subprogramului.

**Parametri de intrare** – sunt date comunicate de modulul apelant si primite de subprogram în vederea prelucrării.

**Parametri de ieșire** - sunt rezultatele obținute de subprogram și sunt primite de modulul apelant după terminarea execuției programului.

**Parametri de intrare-ieșire** - sunt date accesibile modulului apelant și modificate de acestea. Subprogramul le primește la începerea apelului și modulul apelant le primește la terminarea execuției subprogramului.
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# Clasificare

Subprogramele se pot clasifica după:

* + Modalitatea de apel
    - Subprograme apelate ca instrucțiuni procedurale (sau funcții fără tip)
    - Subprograme apelate ca operanzi (sau funcții cu tip)
  + Autor
    - Subprograme predefinite sau subprograme standard (de sistem)

Ex: sqrt(), strcpy(), min(), max(), etc.

* + - Subprograme utilizator

# Variabile

Există mai multe zone de memorie in care sistemul alocă spațiu de memorie pentru variabile:

|  |  |
| --- | --- |
| Zona de adrese libere  (HEAP) | Alocare dinamică realizată prin variabile de tip pointer si utilizarea operatorilor **new** si **delete** (alocare explicită) |
| Stiva sistemului (stack) | Variabile locale (alocare implicită) |
| Segment date | Variabile globale (alocare implicită)  Variabile locale statice (alocare cu **static**) |
| Regiștrii procesorului | Variabile locale (alocare cu **register**) |

1) **Variabile cu durată locală**

* + Se numesc si variabile automatice. Sunt variabile create într-o funcție
  + Sunt create si distruse automat de compilator, la începerea apelului funcției, respectiv la sfârșitul apelului.
  + Sunt stocate temporar in stivă (doar pe timpul execuției funcției)
  + La declarare, vor avea o valoare nedefinita. De aceea, acestea trebuie inițializate

2) **Variabile cu durată statică**

* + Sunt variabile globale sau variabile locale statice
  + Sunt stocate in segmentul de date, la compilare, din momentul declarării și până la terminarea execuției funcției
  + La declarare, sunt inițializare cu valoarea zero

3) **Variabile cu durată dinamică**

* + Sunt create in timpul execuției programului si durează cât este necesar
  + Nu sunt inițializate
  + Spațiul de memorie se alocă în timpul execuției programului in HEAP

Ex:

#include <iostream>

using namespace std;

void f(){

int x=20;

//variabila locala x din f

x++; cout << x << ‘ ‘;

}

int main(){

int x=30;

//variabila locala x din main

cout << x << ‘ ’;

f();

int a=40;

//variabila locala a din main

cout << a << ‘ ‘;

return 0;

}

**Se afiseaza: 31 21 40**

#include <iostream>

using namespace std;

void f1(){

int x1=60;

//variabila locala x1 din f1

x1++;

cout << x1 << ‘ ‘;

}

void f2(){

int x2=90;

//variabila locala x2 din f2

x2++;

cout << x2 << ‘ ‘;

}

int main(){

int x=80;

//variabila locala x din main

cout << x << ‘ ‘;

f1();

f2();

f1();

f2();

return 0;

}

**Se afiseaza: 80 61 91 61 91**

**Variabile globale**

* Sunt variabile definite în exteriorul oricărei funcții.
* Sunt vizibile în toate funcțiile care sunt declarate după definirea lor.
* Variabilele declarate în funcția main sunt variabile locale.
* La declarare, variabilele globale sunt inițializate cu valoarea zero.
* Durata de existență este statică, adică pe toată durata execuției programului, din momentul în care au fost declarate.
* Li se alocă spațiu de memorie în segmentul de date.

Ex:

#include<iostream>

using namespace std;

int a;

//variabila globala a

void f(){

int x=20;

//variabila locala x din f

x++; cout<<x<<‘ ‘;

a++; cout<<a<<‘ ‘;

}

int main(){

a=50;

f();

cout<<a<<‘ ‘;

return 0;

}

**Se afiseaza: 21 51 51**

#include<iostream>

using namespace std;

int a;

//variabila globala a

void f(){

int x=20;

//variabila locala x din f

x++; cout<<x<<‘ ‘;

a++; cout<<a<<‘ ‘;

}

int b;

//variabila globala b

int main(){

a=70; b=80;

f();

cout<<a<<‘ ‘;

b++;

cout<<b<<‘ ‘;

f();

return 0;

}

**Se afiseaza: 21 71 71 81 21 72**

# Transmiterea parametrilor

* Transmiterea prin valoare
  + Parametrul prin intermediul căruia se face transmiterea prin valoare se numește **parametru de valoare.**
  + Se folosește pentru parametrii de intrare.
  + La apel, parametrii actuali sunt expresii.
* Transmiterea prin referință
  + Parametrul prin intermediul căruia se face transmiterea prin referință se numește **parametru variabilă** (sau **referință**).
  + Se folosește pentru parametrii de ieșire și parametrii de intrare-ieșire.
  + În definiția funcției, identificatorul parametrului este precedat de operatorul “&”.
  + La apel, parametrii actuali sunt variabile.

Ex: inversul unui număr natural.

* + Definiția funcției

void invers(int n, int &inv){

inv = 0;

while(n){

inv = inv\*10 + n%10;

n /= 10;

}

}

* + Apelul funcției

invers(a, inv1); cout << inv1 << endl;

invers(n, inv2); cout << inv2 << endl;

invers(3497, inv 3); cout << inv3;

* + Explicație:
    - Funcția determină inversul numărului natural transmis prin intermediul parametrului **n** și returnează inversul lui **n** prin intermediul parametrului **inv.**
    - Parametrii funcției **n** este parametru de intrare (transmitere prin valoare), **inv** este parametru de ieșire (transmitere prin referință).

# Tablouri si funcții

* **Vectori și funcții**

Antetul funcției prin care se actualizează un vector, fără a se modifica numărul de elemente (**v** este parametru de intrare-ieșire, **n** este parametru de intrare).

**void f1(int v[100], int n)**

Antetul funcției prin care se actualizează un vector, iar numărul de elemente se modifică (**v** este parametru de intrare-ieșire, **n** este parametru de intrare-ieșire).

**void f2(int v[100], int &n)**

Antetul prin care se parcurge un vector fără a se modifica numărul de elemente (**v** și **n** parametri de intrare).

**void f3 (int v[100], int n)**

Obs. Dacă vectorul este parametru de ieșire sau parametru de intrare-ieșire, numele vectorului nu este precedat de operatorul referință deoarece numele vectorului este pointer constant.

Ex:

Se citește un vector și se efectuează operații asupra sa: afișarea vectorului, suma elementelor și verificarea proprietății de mulțime.

#include<iostream>

#define MAX 100

using namespace std;

void citire(int v[MAX],int &n){

cin>>n;

for(int i=0;i<n;i++)

cin>>v[i];

}

void afisare(int v[MAX],int n){

for(int i=0;i<n;i++)

cout<<v[i]<<‘ ‘;

}

long suma(int v[MAX],int n){

long s=0;

for(int i=0;i<n;i++)

s+=v[i];

return s;

}

int multime(int v[MAX],int n){

for(int i=0;i<n-1;i++)

for(int j=i+1;j<n;j++)

if(v[i]==v[j])

return 0;

return 1;

}

int main(){

int t[MAX],m;

citire(t,m);

afisare(t,m);

cout<<suma(t,m)<<endl;

if(multime(t,m))

cout<<“da”;

else

cout<<“nu”;

return 0;

}

Antetul funcției prin care se actualizează o matrice, fără a se modifica numărul liniilor și coloanelor (**a** este parametru de intrare-ieșire, **m** și **n** sunt parametri de intrare).

**void f1(int a[100][100], int m, int n)**

Antetul funcției prin care se actualizează o matrice, iar numărul liniilor și coloanelor se modifică (**a, m, n** sunt parametrii de intrare-ieșire).

**void f2(int a[100][100], int &m, int &n)**

Antetul funcției prin care se parcurge o matrice, fără a se modifica numărul liniilor si coloanelor (**a, m, n** sunt parametri de intrare).

**void f3(int a[100][100], int m, int n)**

Obs. Dacă matricea este parametru de ieșire sau parametru de intrare-ieșire, numele matricii nu este precedat de operatorul referință deoarece numele matricii este pointer constant.

Ex:

Se citește o matrice cu m linii și n coloane, iar elementele numere întregi și se efectuează operații asupra sa: afișarea matricii, suma elementelor și afișarea elementelor pare.

#include<iostream>

#define MAX 100

using namespace std;

void citire(int a[MAX][MAX],int &m,int &n){

cin>>m>>n;

int i,j;

for(i=0;i<m;i++)

for(j=0;j<n;j++)

cin>>a[i][j];

}

void afisare(int a[MAX][MAX],int m,int n){

int i,j;

for(i=0;i<m;i++){

for(j=0;j<n;j++)

cout<<a[i][j]<<‘ ‘;

cout<<endl;

}

}

long suma(int a[MAX][MAX],int m, int n){

long s=0; int i,j;

for(i=0;i<m;i++)

for(j=0;j<n;j++)

s+=a[i][j];

return s;

}

void pare(int a[MAX][MAX],int m, int n){

int i,j;

for(i=0;i<m;i++)

for(j=0;j<n;j++)

if(a[i][j]%2==0)

cout<<a[i][j]<<endl;

}

int main(){

int t[MAX][MAX],m,n;

citire(t,m,n);

afisare(t,m,n);

cout<<suma(t,m,n)<<endl;

pare(t,m,n);

return 0;

}

## CAPITOLUL 2. Aplicație

Drept aplicație am ales sa creez un program relativ lung, care dacă nu ar fi fost realizat cu ajutorul funcțiilor/ subprogramelor ar fi durat mult mai mult timp să fie scris și să fie simplu de înțeles.

#include <iostream>  
#include <cmath>  
  
using namespace std;  
  
void comenzi(){  
 cout << "~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~\n";  
 cout << "1. Suma dintre oglinditul lui n si oglinditul lui m." << endl;  
 cout << "2. Verificare daca numarul x este prim." << endl;  
 cout << "3. Determinarea celui mai mare divizor comun (cmmdc) "  
 "a doua numere n si m" << endl;  
 cout << "4. Sa se afiseze toate numerele din intervalul [1000,99999] \n"  
 "care au proprietatea ca atat ele cat si oglinditul lor sunt prime.\n";  
 cout << "5. Sa se afiseze primii n termeni ai sirului lui Fibonacci.\n";  
 cout << "6. Sa se afiseze primele n (n < 101) numere prime folosind Ciurul lui Eraostene\n";  
 cout << "7. Ordonarea si interclasarea a doi vectori cu n, m elemente.\n"  
 "(cei doi vectori de intrare sunt ordonati crescator)\n";  
 cout << "8. Afiseaza il afiseaza pe Darth Vader din Star Wars.\n";  
 cout << "0. Programul ia sfarsit.\n";  
 cout << "~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~\n";  
 cout << "Numarul problemei dorite: ";  
}  
  
int oglindire(int n){  
 int oglindit=0;  
 while(n){  
 oglindit = oglindit\*10 + n%10;  
 n = n/10;  
 }  
 return oglindit;  
}  
  
int prim(int x){  
 bool ok=true;  
 for(int d=2; d<=x/2 && ok; d++)  
 if(x%d == 0)  
 ok=false;  
 return ok;  
}  
  
int cmmdc(int a, int b){  
 while(a != b)  
 if(a > b)  
 a -= b;  
 else  
 b -= a;  
 return a;  
}  
  
void fibonacci(unsigned long n){  
 unsigned long f1=1, f2=1, c;  
 cout << f1 << " " << f2 << " ";  
 for(unsigned long i=3; i<=n; i++){  
 c = f1 + f2;  
 cout << c << " ";  
 f1 = f2;  
 f2 = c;  
 }  
}  
int v[100];  
void Eratostene(int n){  
 v[0] = 1;  
 v[1] = 1;  
 for(int i=2; i<= sqrt(n); i++)  
 if(v[i] == 0)  
 for(int j=2; j<=n/i; j++)  
 v[i\*j] = 1;  
}  
  
void cin\_vector(int x[100], int n){  
 for(int i=0; i<n; i++)  
 cin >> x[i];  
}  
  
void ord\_intr(int a[100], int b[100], int c[200], int n, int m){  
 int i=0, j=0, k=0;  
 while(i<n && j<m){  
 if(a[i] < b[j])  
 c[k++]=a[i++];  
 else  
 c[k++]=b[j++];  
 }  
 if(i<=n){  
 for(int p=i; p<n; p++)  
 c[k++] = a[p];  
 }  
 if(j<=m)  
 for(int p=j; p<m; p++)  
 c[k++] = b[p];  
 for(int p=0; p<k; p++)  
 cout << c[p] << " ";  
}  
  
void darthVader(){  
 cout << ""  
 " .-.\n"  
 " |\_:\_|\n"  
 " /(\_Y\_)\\\n"  
 "|.\\ ( \\/M\\/ )\n"  
 "\\'.\\ \_.'-/'-'\\-'.\_\n"  
 " \\':\\ \_/.--'[[[[]'--.\\\_\n"  
 " \\':\\ /\_' : |::\"| : '.\\\n"  
 " \\':\\ // ./ |ooo| \\.' :\\\n"  
 " \\':\\ \_:'..' \\\_|\_\_\_|\_/ : :|\n"  
 " \\':\\ .' |\_[\_\_\_]\_| :.':\\\n"  
 " [::\\ | : | | : ; : \\\n"  
 " '-' \\/'.| |.' \\ .;.' |\n"  
 " |\\\_ \\ '-' : |\n"  
 " | \\ \\ .: : | |\n"  
 " | \\ | '. : \\ |\n"  
 " / \\ :. .; |\n"  
 " / | | :\_\_/ : \\\\\n"  
 " | | | \\: | \\ | ||\n"  
 " / \\ : : |: / |\_\_| /|\n"  
 " | : : :\_/\_| /'.\_\\ '--|\_\\\n"  
 " /\_\_\_.-/\_|-' \\ \\\n"  
 " '-'"  
 "\n";  
}  
  
int main() {  
 int tasta;  
 int x, n, m, a[100], b[100], c[200];  
  
 cout << "~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~\n";  
 cout << "\t Selectati numarul unei probleme pentru a o executa: \n";  
 comenzi();  
  
 do{  
 cin >> tasta;  
 switch (tasta) {  
 case 0:  
 cout << "Sfarsit program..." << endl;  
 break;  
 case 1:  
 cout << "n="; cin >> n;  
 cout << "m="; cin >> m;  
 cout << oglindire(n) + oglindire(m) << endl;  
 comenzi();  
 break;  
 case 2:  
 cout << "x="; cin >> x;  
 if(prim(x))  
 cout << "Numarul " << x << " este numar prim. \n";  
 else  
 cout << "Numarul " << x << " NU este numar prim. \n";  
 comenzi();  
 break;  
 case 3:  
 cout << "n="; cin >> n;  
 cout << "m="; cin >> m;  
 cout << cmmdc(n, m) << endl;  
 comenzi();  
 break;  
 case 4:  
 for(x=1000; x<100000; x++){  
 if(prim(x) && prim(oglindire(x)))  
 cout << x << " ";  
 }  
 cout << endl;  
 comenzi();  
 break;  
 case 5:  
 cout << "n="; cin >> n;  
 fibonacci(n);  
 cout << endl;  
 comenzi();  
 break;  
 case 6:  
 cout << "n="; cin >> n;  
 Eratostene(n);  
 for(int i=1; i<=n; i++)  
 if(!v[i])  
 cout << i << " ";  
 cout << endl;  
 comenzi();  
 break;  
 case 7:  
 cout << "Cate elemente are vectorul A? "; cin >> n;  
 cout << "Elementele vectorului A: "; cin\_vector(a, n);  
 cout << "Cate elemente are vectorul B? "; cin >> m;  
 cout << "Elementele vectorului B: "; cin\_vector(b, m);  
 ord\_intr(a, b, c, n, m);  
 cout << endl;  
 comenzi();  
 break;  
 case 8:  
 darthVader();  
 comenzi();  
 break;  
 default:  
 cout << "Numarul introdus este incorect, incercati din nou." << endl;  
 comenzi();  
 break;  
 }  
 }while(tasta != 0);  
 return 0;  
}

Vom explica acum utilizarea fiecărei funcții:

1. **Funcția comenzi**

void comenzi(){  
 cout << "~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~\n";  
 cout << "1. Suma dintre oglinditul lui n si oglinditul lui m." << endl;  
 cout << "2. Verificare daca numarul x este prim." << endl;  
 cout << "3. Determinarea celui mai mare divizor comun (cmmdc) "  
 "a doua numere n si m" << endl;  
 cout << "4. Sa se afiseze toate numerele din intervalul [1000,99999] \n"  
 "care au proprietatea ca atat ele cat si oglinditul lor sunt prime.\n";  
 cout << "5. Sa se afiseze primii n termeni ai sirului lui Fibonacci.\n";  
 cout << "6. Sa se afiseze primele n (n < 101) numere prime folosind Ciurul lui Eraostene\n";  
 cout << "7. Ordonarea si interclasarea a doi vectori cu n, m elemente.\n"  
 "(cei doi vectori de intrare sunt ordonati crescator)\n";  
 cout << "8. Afiseaza il afiseaza pe Darth Vader din Star Wars.\n";  
 cout << "0. Programul ia sfarsit.\n";  
 cout << "~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~\n";  
 cout << "Numarul problemei dorite: ";  
}

* + folosind funcția comenzi(); afișăm lista de comenzi după fiecare execuție a unei ramuri din “switch” fără a mai fi nevoie sa scriem toate liniile de cod de fiecare dată, astfel scrierea programului e mai eficientă.

1. **Funcția oglindire**

int oglindire(int n){  
 int oglindit=0;  
 while(n){  
 oglindit = oglindit\*10 + n%10;  
 n = n/10;  
 }  
 return oglindit;  
}

* + prin intermediul funcției oglindire(n); calculăm și returnăm oglinditul numărului n citit de la tastatură.
  + se folosește in instrucțiunea switch de două ori, dar folosind funcția am scris codul o singură dată.

1. **Funcția prim**

int prim(int x){  
 bool ok=true;  
 for(int d=2; d<=x/2 && ok; d++)  
 if(x%d == 0)  
 ok=false;  
 return ok;  
}

* + această funcție determină dacă un număr este prim.

1. **Funcția cmmdc**

int cmmdc(int a, int b){  
 while(a != b)  
 if(a > b)  
 a -= b;  
 else  
 b -= a;  
 return a;  
}

* + determină cel mai mare divizor comun a două numere.

1. **Funcția fibonacci**

void fibonacci(unsigned long n){

unsigned long f1=1, f2=1, c;  
 cout << f1 << " " << f2 << " ";  
 for(unsigned long i=3; i<=n; i++){  
 c = f1 + f2;  
 cout << c << " ";  
 f1 = f2;  
 f2 = c;  
 }  
}

* + afișează primele **n** numere ce se regăsesc în șirul lui Fibonacci.

1. **Funcția Eratostene**

int v[100];  
void Eratostene(int n){  
 v[0] = 1;  
 v[1] = 1;  
 for(int i=2; i<= sqrt(n); i++)  
 if(v[i] == 0)  
 for(int j=2; j<=n/i; j++)  
 v[i\*j] = 1;  
}

* + determină primele **n** numere folosind Ciurul lui Eratostene.

1. **Funcția cin\_vector**

void cin\_vector(int x[100], int n){  
 for(int i=0; i<n; i++)  
 cin >> x[i];

* + ne ajută să citim un vector fără a mai fi nevoiți să scriem de fiecare dată algoritmul de citire al unui vector, scurtând astfel timpul de scriere al algoritmului.

1. **Funcția ord\_intr**

void ord\_intr(int a[100], int b[100], int c[200], int n, int m){  
 int i=0, j=0, k=0;  
 while(i<n && j<m){  
 if(a[i] < b[j])  
 c[k++]=a[i++];  
 else  
 c[k++]=b[j++];  
 }  
 if(i<=n){  
 for(int p=i; p<n; p++)  
 c[k++] = a[p];  
 }  
 if(j<=m)  
 for(int p=j; p<m; p++)  
 c[k++] = b[p];  
 for(int p=0; p<k; p++)  
 cout << c[p] << " ";  
}

* + ordonează și interclasează doi vectori după care afișează vectorul ordonat.

1. **Funcția darthVader()**

void darthVader(){  
 cout << ""  
 " .-.\n"  
 " |\_:\_|\n"  
 " /(\_Y\_)\\\n"  
 "|.\\ ( \\/M\\/ )\n"  
 "\\'.\\ \_.'-/'-'\\-'.\_\n"  
 " \\':\\ \_/.--'[[[[]'--.\\\_\n"  
 " \\':\\ /\_' : |::\"| : '.\\\n"  
 " \\':\\ // ./ |ooo| \\.' :\\\n"  
 " \\':\\ \_:'..' \\\_|\_\_\_|\_/ : :|\n"  
 " \\':\\ .' |\_[\_\_\_]\_| :.':\\\n"  
 " [::\\ | : | | : ; : \\\n"  
 " '-' \\/'.| |.' \\ .;.' |\n"  
 " |\\\_ \\ '-' : |\n"  
 " | \\ \\ .: : | |\n"  
 " | \\ | '. : \\ |\n"  
 " / \\ :. .; |\n"  
 " / | | :\_\_/ : \\\\\n"  
 " | | | \\: | \\ | ||\n"  
 " / \\ : : |: / |\_\_| /|\n"  
 " | : : :\_/\_| /'.\_\\ '--|\_\\\n"  
 " /\_\_\_.-/\_|-' \\ \\\n"  
 " '-'"  
 "\n";  
}

* + folosind codul ASCII afișează portretul lui Darth Vader.

**Funcția main()**

int main() {  
 int tasta;  
 int x, n, m, a[100], b[100], c[200];  
  
 cout << "~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~\n";  
 cout << "\t Selectati numarul unei probleme pentru a o executa: \n";  
 comenzi();  
  
 do{  
 cin >> tasta;  
 switch (tasta) {  
 case 0:  
 cout << "Sfarsit program..." << endl;  
 break;  
 case 1:  
 cout << "n="; cin >> n;  
 cout << "m="; cin >> m;  
 cout << oglindire(n) + oglindire(m) << endl;  
 comenzi();  
 break;  
 case 2:  
 cout << "x="; cin >> x;  
 if(prim(x))  
 cout << "Numarul " << x << " este numar prim. \n";  
 else  
 cout << "Numarul " << x << " NU este numar prim. \n";  
 comenzi();  
 break;  
 case 3:  
 cout << "n="; cin >> n;  
 cout << "m="; cin >> m;  
 cout << cmmdc(n, m) << endl;  
 comenzi();  
 break;  
 case 4:  
 for(x=1000; x<100000; x++){  
 if(prim(x) && prim(oglindire(x)))  
 cout << x << " ";  
 }  
 cout << endl;  
 comenzi();  
 break;  
 case 5:  
 cout << "n="; cin >> n;  
 fibonacci(n);  
 cout << endl;  
 comenzi();  
 break;  
 case 6:  
 cout << "n="; cin >> n;  
 Eratostene(n);  
 for(int i=1; i<=n; i++)  
 if(!v[i])  
 cout << i << " ";  
 cout << endl;  
 comenzi();  
 break;  
 case 7:  
 cout << "Cate elemente are vectorul A? "; cin >> n;  
 cout << "Elementele vectorului A: "; cin\_vector(a, n);  
 cout << "Cate elemente are vectorul B? "; cin >> m;  
 cout << "Elementele vectorului B: "; cin\_vector(b, m);  
 ord\_intr(a, b, c, n, m);  
 cout << endl;  
 comenzi();  
 break;  
 case 8:  
 darthVader();  
 comenzi();  
 break;  
 default:  
 cout << "Numarul introdus este incorect, incercati din nou." << endl;  
 comenzi();  
 break;  
 }  
 }while(tasta != 0);  
 return 0;  
}

* în funcția main folosim o instrucțiune “do... while()” pentru a citi tasta corespunzătoare problemei ce va fi rezolvată folosind programul, după care o instrucțiune de tip “switch” care determină numărul citit și il încadrează într-unul din cazuri (număr al problemei).
* în interiorul instrucțiunii switch urmează să fie utilizată fiecare funcție **cel puțin** o dată

**//aplicatia se gaseste si in proiectul atasat ulterior, pentru a putea fi rulata in Visual Studio ☺**
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