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1. Введение

**Частотомер** — [радиоизмерительный прибор](https://ru.wikipedia.org/wiki/%D0%A0%D0%B0%D0%B4%D0%B8%D0%BE%D0%B8%D0%B7%D0%BC%D0%B5%D1%80%D0%B8%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D1%8B%D0%B5_%D0%BF%D1%80%D0%B8%D0%B1%D0%BE%D1%80%D1%8B) для определения [частоты периодического процесса](https://ru.wikipedia.org/wiki/%D0%A7%D0%B0%D1%81%D1%82%D0%BE%D1%82%D0%B0_%D0%BF%D0%B5%D1%80%D0%B8%D0%BE%D0%B4%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%BE%D0%B3%D0%BE_%D0%BF%D1%80%D0%BE%D1%86%D0%B5%D1%81%D1%81%D0%B0) или частот гармонических составляющих [спектра](https://ru.wikipedia.org/wiki/%D0%A1%D0%BF%D0%B5%D0%BA%D1%82%D1%80) сигнала.

**Идея**: с помощью счетчика подсчитываем количество импульсов эталонного генератора за время, равное одному или нескольким периодам исследуемого входного сигнала.

Необходимо  определить период входного сигнала. А точнее, среднее значение периода за время измерения. Так, если за m периодов входного сигнала мы насчитали n импульсов эталонного генератора, частота которого равна F0, то среднее значение для одного периода входного сигнала T = n / (m F0). Однако, зная период, нетрудно вычислить и частоту (см. Рис. 1):
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1. Определение частоты входного сигнала

В процессе измерений нам нужно выделять один или несколько периодов входного сигнала. Для этого выберем некоторые характерные точки сигнала, которые примем за начала периодов. Тогда период будет заключён между двумя последовательными такими точками (между началом этого периода и началом следующего). Для цифрового (импульсного) сигнала естественно принять фронт или спад сигнала за начало периода. Договоримся, для определённости, что далее началом периода будем считать фронт сигнала.

Перед выполнением измерения следует задать желаемый интервал измерения τ, т.е. время, отводимое на одно измерение. Эту величину можно изменять в широких пределах, в зависимости от требований к скорости измерения и точности результата. Относительная погрешность измерения без учёта ошибки, возникающей из-за нестабильности эталонного генератора (только погрешность счёта) может быть оценена как

Здесь мы учли то, что абсолютная точность подсчёта *n* составляет ±1. Как видим, увеличение интервала измерения снижает относительную погрешность счёта (этого же можно добиться при неизменном интервале, увеличивая частоту эталонного генератора).

Также от выбранного интервала измерения зависит минимальная частота сигнала, которую частотомер способен измерить (нижний предел измерения). Для гарантированно успешного измерения, интервал измерения должен быть хотя бы вдвое больше периода измеряемого сигнала (для большей надёжности лучше, если условие выполняется с запасом), т.е.

При выполнении этого условия, независимо от начальной фазы входного сигнала, в интервал измерения попадёт, как минимум, два фронта сигнала (что позволит выделить хотя бы один период сигнала). Например, при нижнем пределе 10 Гц, интервал измерение должен быть не менее 0.2 с. А при выборе интервала в 1 мс (для проведения высокоскоростных измерений), нижний предел прибора составит 2000 Гц.

Таким образом, задача состоит в измерении двух величин: количества периодов входного сигнала m, определяющих время счёта и количества импульсов n опорного генератора за это время. Зная частоту опорного генератора, рассчитываем частоту сигнала.

![Структурная схема простейшего частотомера на таймере MCU STM32.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkQAAAEICAMAAACJTBviAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAMAUExURQAAAAICAgUFBQgICAoKCgsLCw0NDQ4ODg8PDxAQEBISEhQUFBYWFhgYGBkZGRoaGhsbGxwcHB0dHR8fHwAAOgA6OjoAADoAOjo6ACAgICIiIiQkJCYmJigoKCoqKi4uLjAwMDExMTMzMzQ0NDY2Njc3Nzg4ODo6Ojs7Ozw8PD4+Pj8/PwAAZgA6ZjoAZgBmZjpmZmYAAGYAOmY6AGYAZmZmAGZmOkBAQENDQ0REREVFRUdHR0hISElJSUtLS0xMTE5OTk9PT1BQUFNTU1RUVFdXV1hYWFpaWltbW11dXV9fX2BgYGFhYWNjY2VlZWZmZmdnZ2hoaGlpaWtra2xsbG1tbW5ubm9vb3BwcHJycnNzc3R0dHd3d3h4eHt7e39/fwA6kDo6kABmtjpmtjqQkDqQtjqQ22aQkGa2tma222a2/5A6AJA6OpA6ZrZmAP8AAP8ICP8QEP8gIP8oKP84OP9QUP9oaP9wcJCQOraQOpCQZtuQOv+2ZoODg4eHh4mJiYuLi46Ojo+Pj5KSkpOTk5WVlZeXl5iYmJqampubm52dnZ+fn5C2kKGhoaKioqSkpKenp6ioqK6urq+vr7Ozs7W1tba2tre3t7m5uby8vL+/v5DbtrbbkLb/tpDb25Db/7b/27b///+Hh/+Pj/+fn/+np/+vr/+/v9vbkNv/tv/bkP//tsLCwsfHx8rKys/Pz9HR0dfX19nZ2d/f39v/29v////Hx//X1//f3///2+Dg4Ofn5+jo6O/v7//v7/f39//39////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAH6yCy4AAAAJcEhZcwAADsIAAA7CARUoSoAAABtaSURBVHhe7Z2NnxxnXcBXo2gokRePs1esXmltpDmFU8mqVKVRUVKRqOgFidkY61kT3EAVbXtrlAgoxpdqq4YrEKIguFfaSihyTcIx/5m/t+eZ3zMve7M7u3Pz7P6+n2T3mWdm9mbn+e7zPjOdxDBqYhIZtWlEovd0jfnhlqRqShMS9Q53jPnhpiRrShMSdTorIvF4rB6WgNEmDiYn6nR6EhqP7a4EjHZjEhm1MYmM2phERm1MIqM2TUq01elsUiBJ+p2l6xTYWYdG49oNDA7c2p31c6/gu0kUCQ1LxHYkuxdFoj53PZA+JlGsNCyR5D/DZQ5JhjTodC6YRPHSrETvF0+21t6J9gyXuSADf0AbkyhWmpXocdZj9+L5PkrUxwwI2b1oEkVMsxJdIHcgB6LA7kXJiBiTKFYalmhAec/W2g2UyMkimESx0rBEO+vnqTRLTKI5omGJkj6UYFCamUTzRNMSYXkGpRlJZHWiOaFpiaA8w9KMJKIIBttpgw7EI8NlDphEkdC0RFCefRZKM5ZI9RNBYGddlrYkS2q/RFvS4Q4EJTN8F/yO8qOYexqXaNA5iq6QRDjqgXkRpAW+9XkQbcv1a0csEQpEIi0EjUu0s06lFku0e1GSgLIeGoxF5OTHUZxlanYCfjOp4s0/jUsk3dQsEY2i+RE1+WX7NIlZooWiSYnGJTaJOCdNfyI0IugmvfAgM/6GOtyA6K/dgPBcCGgS1cVLBJoQ4ApJBE6RRFyscfVPSmysQPXXnsSgz4UjxiSqi5No9yL50Md8hiSCshklWjqOyqA9aBdXCNErtqqfrZHHiElUl0ydiDq5UKKd9cew07S/9DQaNVg6Ds7QqA/ugisohxL14sYkqksgERZpZM51KK4+xxI9v475zrmnQCJqRiCwC9ebpLURNyZRXbxEroeCJRouX6DhGwj2z72ys76JtniJSDLazSSqhpy48flp+YBWk9aJyJ/hMpnzeSixnEQD+scSUXFGmERjMWlOFAdOIhGE2/VLT4MbTiLIhiAzQlv8yA7A/WVWJ6rIokiE79Iko74gJ1HSfztUiyjL4cYY51bUuufmWuSYRHXRxRnhBfES0WggSeTqTejT0t0YSrOmeDGJ6uIr1mTR2hewfOL8xUtEJZ1UfiCTYnFgBYQxY4oek+igQLvmBJPooDCJxsIkKsIkGguTqAiTaCxMojnHJDJqYxKV0msTckztxCQqpU0HbRKZRLUxiUyi2phEJlFtTCKTqDYmkUlUG5PIJKqNSWQS1cYkMolqYxKZRLUxiUyi2phEJlFtTCKTqDYmkUlUG5PIJKqNSRRKdEVmyIxP/lnaM8UkqkrzEq3gJXsTsS2f0BAmUVUOQqLTkrOMx4pJ1FYOQqLJiqVuINGdT20/dzt58dr2Z5Lkb7evfS159bntf02S3+31Pp3s/U5v49XkE2d6H0+SD/XOfib5xK/0fv128sGzZ/8q+drP9E69nFw50/vtJPn37e3byZ1r2y8kySO47vav4jqPSVSVWCX6m+/urrwvedu93e+6dafT/eH7klMr3e/7++Q1H9i4K3lupXfsVPLAz/Zee3Ov0zu5mvzaW3urn0xet7HxuuS5I71jG8m7H4F1yXd0V+9PfvOe7pF/Tg5/ANZduwfXeUyiqsQq0XY36fWSR68mKzfhO6ilmys113lMoqqYRNl1HpOoKjOWaFUaVsCqRJlEE7DQEqmPd0GTaAJMIsYkqoFJxJhENTCJmJlJNKk2t44UrvOYRFWZokSfXO3m0BJJ1KG2SFSyzmMSVWWKEp09uZ1DSyRRR0yi8VkYiXQCOLRE8t6a4qyGRJPPRBjFHfn0AkwiZp4kmnwmwihGnBeTiJkviSabiTCKwyYRoBPAMSOJruCw6pmT2z9/NXn9M8+8Mbm2un3ybPJLZ7bfADL0Tj6YbBzrPXAVh1yP0LDqmeThR3p30XDs/cmpY723/l1yF67bhv16yS+f2X5juu7ynvyRkRJN9h1GMfIzF1qiw5JTA4clagoS7V3ubXw6+Zf7u/e9mvzcQw/9YvLyfd37/yk582D3Xcnee3tnriT/dqp38lWc/PFBnOCx8ULy7Nneh2hiyD8mL2/0fut28vHe2fcmL/5gd/VK8r4Huu9O1/mqiUlUlRlLRMxiALYBTKKqmESlmERVMYlKMYmqMh2JTmBX9D334OtpiVKUSsQP5qGHNSP8CB63SEvqGTyRSKQOmx59xnH4uDNP8UNhFl6il7Ar+to1fH1JohRlErnzKreWd4ucAvg0HsQrFodE+rAH7uhNovqUSASnFc8x/HRJm+GyPIpQnvpNakE60AOegCgkCg4bXvn3Qc+sAvxTrYowiUZSLNFw2T3cgp8ONvA/WzjT/BhDwBcJ7ZBImv9lCR4e9qDzDn6kp0lUhYJZsIpiidIn6PJzUJ1EBD8gFaBHyBOtkOje07fwrSzBw8OGb8Rf0iSqgvqUgg8slEifUDrVUpwRRWe7FRKtdA6hRiUJnjlskIifHGwSVWECidyJRTgTgiqEq3TqlY6WSNRBjUoSPHPY+LXoq5lEVZiKRFgaIOqsa+6lla3g0PdWlogea2YSVWFKEgHYdXS+UKK3dU7KeHdDHJN3DY0FHjr9puoS4UOETaIqTCCRPqFpHRvAanbR2W5LcYaVopIEzxw2/zbgy5lEVSgYrFcUSgQn12U/1DpLf8WoVKqVb/C0QyKqV5cmeHjYLBGY8zmTqDbFEmX6iaAckwTAWoTqcHHnvRUSXaYWfmmCh4ctpfSg85hJVJtiieBnSyfZ9Vi7QYI+tdCgjo1OwTbut90KiYTSBA8O21X1INIk2h8aO2MKzkSJRHiqCcmRgkUemwU4HYAoJAoO20kEPxOTaH9oFP8tb8HXRyVKUSaRnHKX1eDJBmigABguw4Ir8YAoJAoO20kEPw+TqCI2n6gWJhFiEtXCJEJMolqYREiRRDO7yVUDmERVmbFE6uNd0CQqxiRCFkoiuwJWYRKVMlKifTkk72NgEi2URBXuCqJPbOGEgDx2V5CFkqgCgUS1HVgYif5ScuUAWQdIBGASjc3CSFSElkjeLSeaAJOIMYlqYBIxJlENTCLGJKrBQks0m5tcNYNJVJUZS0TM3wBsBUyi6WISmUS1MYlMotqYRCZRbbISLcTTqE2i6ZKVaFJMopbSvESTPxdjsmJwYkyiqjQvUTSYRFUxiUoxiapiEpViElXFJCrFJKqKSVSKSVQVk6gUk6gqJlEpJlFVTKJSTKKqmESltFgi9RSaNmASldJeifRTaNqASVRKayXKPzzngDGJSmmrRAUPzzlgTKJS2ipR+BQavNeu+MSl3AWOwZuwuzsY4vb+bpKwwOumh0lUSkslytz4kZThW4vmJaLHpWCcSXRAtFSizLMfSJktuskx2yNvKAo/AwzkAmfEveDhBdPCJCplwoO++TDeRLcbSLRCUZdlcQJGS7SzTrdbz0kkUNAkOhAmPOi99zyI9/PWz8K9gxFXj/yHLE7AaIn6/OAHJ5GUWyIRFmmw0iQ6ECY+6CsnCu40tL36vxKaBHUs+TrRcJkfQZOXiOvVJtHBMflBP9vNzeT91MMjbmG1P/pYwqfQ9Jc+D420QCJfnGFlGuKHy7OXyFXh4S9Nzs46HFzfF8MBi1exfmn1qxISTv/GnoQmQx9L+BSa/tLT4EWxRFIvovZ/QxLVG4wBgUikAhZPouRO96qEkDsnrkhoUoJjgfIKTzQ/hQYWqNwqlgiTlJtuM5eIx2D6tcZiMOss2X8BJUr2Hj0tIWivdZ+V0MQEx+K7fPB88xhIeXFGnPs6F2wikeRQU0NJRAcyCxZRIlW9/uqqbqlNRuZY1FNoqBOoRCK2aO0LF6HexLlXAxK5DNB3UrmKEh00L6hDVFtwbMlgzmJK5KrXV7u1qtRMu09gUJyBpPRQTXqR5iGVpMUSqS0oljvf8yyoRFy9Pv1ovSo1E4FEAmYumAlRkxCcglfIDzF2uAx+cXGnJFJbUCzX4PLMn0QVr+I980N//a5fkHAFYr6PtZeIDBgu/9hPcrZCeRCXbAPMpLIS6S0wVjrf88yfRJXvJ/A93ymBKoy4TDwCibg4k+cDQn6Cy67yRTWxAWtFEsk39r0QtAVKJJ3veeZRInu2h0JJ5DMZeVMSbWGes49ErvM9zzxKNP2bS4z8zHgkIl+wVYgqOEWwuk2zn3LFmd5Cdb7nMYmqMCcSueaZNM7SGs9wGbfIShTWiXznex6TqArzIdEWNtaxZcaVad32IluyEgVbpJ3veUyiKsQukQMLLnSE2vjSC7R03c0nAEAmJZHfAiXCV5OoBvMhEWY3W5ihoBOYOUl/dKlEfgsM4PJCS0SnibLszFLYhYLsrEsFQhO3RPuBwyEMF2vjUPAg4WgYTyLXamU99FKa08vpgxqASTQG6uMr/KV2MZZE4QWFwZKrczp3sP1rEo3BvEkk6ZxL8PCCwnDJt365tAezjs5coimM+Y7BjJN23iRaOUHTOnIJTr0jCF9QGCx5iWSa6tJ1H6OZqkT3nr4loSYwiUoplKjTQY2yCR5Ong+XvERpVWj2Eq10DjWoUYMS4XUzMXFS3jVHsH584qVsgofN0kwjNVexbkSiToMazUKiLp8yQqIAiZgLXjORRK5qWSyRejTctDj0e/LZM8ZyolJKc6IjV75/PIlQGe5JYwolelNnQ8bzC6j2YP0UMrKxrKhBieQ9GkrqREeu7OWKnip1ImVRI8VZg5Uik6iUQolQoYIEpwkQBLbMwiVRZmfdxzYgUZP1apOonKKEe4YnTOcSPLygMFxyyqSXMcxeossNKmQSjWBEwuUTvM9d1XxBYbjklGmyid8sQdLiiA8W3DzISr8cHgSqcPetYgqeRh0NY0nkTwXpESx5ZVQGNbcSyWg9moPKwGKhRK7FCuLsLxGxGKP46oLCcClVxtWt51giN8eMp91jXux8cnkTSsQzjvh8VLy+2+YTVWEuJJLZrigKKjPFu2+ZRFWYC4mUIajMFO++ZRJVYQ4lmubdt2Yq0Y88RPdDFH40uGZ50nWMSVSVEommevetmUr0hmdkRIJ4fZAQk65jTKKq5OpEqM6U7741U4lWglM/nSVmpER2BawilYhbZ/C6iYUXlVvFEqE43HRbYIlmQcExOFohUeH1BYiSSPUTpRcA5STyfUOZu2+NYP4kmvzZ/qNo+11Bhj9ALuRREmEuJD3W9FosEVuUv/vWCOZPosZpxbFsUZZRQCDRjDCJatOGY9m9SLXhAkwiIlxi2iqR626BCkp/7QYsUcU0LUd0rBQk0i/Me3JUOgKqShkO8nQDqPYiaTWo7ObAJpEQLjFRSPQkhjDp0xqtji2SiFaoEdCsRDxoKg4piQYiax6TiAiXmNZKRIlOg7hgBVrAjSHMhej6dx0bSkRLOFFOj4BmJaKW9846xeqh4j4KWohJRIRLTBQSYRqjEXKFqVz25mJLJRJUGeaDPGhKrapAot2LqU8ZTCIiXGJikIgdgeax3N+XqkJpLAgjcbo4I90AGQGVWJcp8aApzeYIJCpt4JtEQrjExCARmAFoiUgDF+sFuaAlwtVqBDSUyA2aug/0EtEtF4sxiYhwiYlMIpe/6Fi/7XlVnOHtg/QIKMdKcabumsgaeYlKnv6DxCqRPN+w2z0cTEk/fFSiideOuS58ql0MElGZw3WiNKNIY2VbsOLrqUToiDjHM6C1ROldE+lmwmlxVt7Aj1eiPRl+335RIpgXJZZ5QWKZ/deFl0hEIRGGuY2FaS5Zi4qVbXVOBEuwHTqnJ6+yRFSoSXGGW6QS0V2oS4i+OJsdMUi0dDcWOZjcrpID+YWKLawTwTbpCGhGIgyTRNzESyUqHfMATKJSopDoOoghyYuKoDg6lrWBHbREXNhBAEdAXZEnEsELSSQXyXmJRjTwTaIRtFUiBad/luLYGWISlWISVSV6ib4s70VMuo4xiaoSu0T/+ZH/k1CeUeu+dOkbEirFJKpK5BJ94yOX/vTbEs4yat03P3rpiW9JuIwIJGoJcUv0rScuXbr057KQYdS6b/8ZrPuYLJRhElUlbok+Bi5cuvTfshQyat1f0Lr/kqUSTKKqRC3RF8mFSx/9pixrRq37Mq8bUWVCTKKqxF6xTi7JexFPFBkkjFrHLIpEbpIjdVTiUIjrVpTnAlDPZGbgLLx6yCQqZdEk4q5sHk9DQB2RaLjs4hzh5CKTqJTFkYhzlS1yBiRK1ZHQ1tJxCTnCkTSTqJRFkwj8OY8v73dSrb2T1dlZP/cVevamJ3P1kElUSmslgsyCBkpl5B4LIRlaxeRXFwxxvGQaGMzsxahBVthrq/M4TSdCUaTXEjagVSmZyUUmUSlycXM7kGNC0CHyQV/2I0GSKHsZEaa/BEEPtRfjJYJPptsnszvDZQlQDziuSslcPWQSxQbNYcSX/GU/pAP4RFaBL/QC9WPcQIIX9F5MKtGAJcI3LM1u8KfKHDV48WSuHjKJokTNhpV5rUoidEJNmVVB2pZIQ4FEmygRXX6E1R7+VHo4ubjHZCcXmUQRAiWSS1IsnCBb0BLxKpDBiaKCguzlFpwSWGbhf5zpD6UZf5ToI08HJrJXD5lEEYIOQJK6GbEZiTiPKpVI7cXkJaJiDT6GPtVfjMSfi2SvHjKJogSzB5zhCiaoy35KJOprifRejJdIWmd4ucd5asTTp7o6+4irh6KX6Al5L+JLZTNBgC/Ke6SkjqjLflgisIAty9eJqMcn3YvxEkk/EVbL1z4LpRl9qq99pdrlrh6KXqKFA6/4wTIJJMLk5WGKQCLOP2CrbOsMXjf1XoyTyPVYgyGDzlHcCj+V/hySVq1zVw+ZRLGB5RFAl8szGYlylxHhOt9PpPdiXMcRdx2RRLA1qgOfmqqT6pS7esgkig7SANORAvqyH5EocxmRCqIFai/GScTbkUSwMb3ipfneGFew5a8eaoFEkLW6o/KTD6YMn+PF4AC+azskEtvhR2IS1WVhJZLvnU4+mDIm0UxphUS5yQfTxiSaKa2QKDf5wNcHXSUJKn9Y0/O1QzlV2FWCUYgbLwT0xAVslmz2l57HN1jkbdK+FR5p8h/LjRipVMIr9cVk9+Gg4WmFRJnJB9IcpZ4KqXTDO7c8EUzBNI1HSyS7MPBR7g+IECDnpvpY11CBv5X+gew+EjQ87ZAonHyg+8iWjmN6YTJjwlJ2QZmHSmPMGdg0igOURLQL1LoggrrZaBuuymOQ5jQUTpNQfyCzjwQNTzskCiYfqN56WH4ak22wdBwkCu6QitH7S8SfBYLgBtgFwn/APVRyiLM+5e/JZ7mQ+gPhPi5oeNohUTD5wKUmp/nzeHFK/9xTsKDHk10hFkhEMbAylUg+yxmxSaH0oZI0HJ3aQ2CRFloa7uOCBwXkgw68jZDgD4hOgvv69PsB6PTMjpZIpCcfhBJdhxJnZ30TF7xEmJISzEsEBV+pRJTVufujwuZ06pVEUjvKS+T3SYMHRbFE4o1fKV/JLdOXmRktkUhPPnCJil3vsDygfyyRT22dxpnizN2gkJAN3BrMifRDJSk+/Vj82cIKNbmC1gX7qNurHhz+C8o3Twts96uC08XLGA2/DXdCZkJLJCqYfCB1ouuQDUFmxKalp0KlcUYiSGG6VSrh60RUcYfX8KGS9C4fC2E9TUL9gWCf9PaqB0hOIj4keZYCwENew2W3rKZUz4C2SKQmH8A3hjMACU/pByK9HapFbBqu4BOk0jgjUZAT8dmDHyREDPAFyjCIECHwIgbYs3CahPoDep80eJDkJaKTQt+G6WOIThqhBuP9aaKvw9Gcc7nqAJ5t+iBsyXClCsAN0g+hjeFUEG2RCHJcPCQ6TKmZYJATml54I8J/n4xEvFbXifwuBGzFp81LRFvKNpnJFRKEsN4nDR4kOYmoONOmIOo0KJ/8OeYv6c4cnlP5xthzRl8Qa6rFEvlTRkttkQi+Ab3yYeLXoQPEZTJFTgKuoDPDGxZJBCv02cOTcF71WJOrXiLYldyF/fCdzphMrqAPA1CidJ80eJAoiRwQkT0sveyzLDl1LrsNuuHonNKWFKS/In+Kzj9vgPiuNVpqgUQNkH77sSl/QNMBkpdIuS15R1h1y0jku71UN5ycJdqSXugnWihRpmvNJNqHtkuEbki1eQyJfLeX6obTEtGuW7gcSEQfDGucPYJJtA8xSCQW+VgAEz27LMDJUN1eaTeclgjDNDJQIBGUnCbReEQhEVRq0BHVOqNET5fD1pnuKku74QKJhsvQVsVAIBFtQM3YBZRo3shKBO/oetovxIle3E+U7Spz3XCBRJANPUWLeYnAoLRrjX5hJlGM5CSCehAGXI81DhBBouMyRkNGJdsjUCjBRk4i3Q2nJMJdyZDCnAj+40qejGUSxUlOItCGYnxrjZKbVNCLRKarLO2GCyQCD+EdK+nkEm/AHwZ/qXX9RMbY5CWCBOYCi7RJneGmGuZKHtXXhdpQ/SYvEf8J3J12VhLxn8Yw/0WTyChBJm9VwiQyCqGspyImkZHHV4WqYRIZBfR1c25fTCKjNiaRURuTyKiNSRQhW9Vb32Mj3Yg8zHrBD5xAVftCMvzx4oqSSRQfZWk5NcAeeeN+awpjk7/EXpMoOkY+on4qaImOclN/680Yl7tbI2MSRQfeRRqfNyY3MePyh7IIHPLAVOYoDGEMKCej7jxgmo/jG86m94TVEv0R3bN698P/QHHZ+8YyJlF04C0TUSK6oANlgHdKdpyJyBeG/wRqBjE8Nka3rIAleIWVBXG0t5iDaIn+mPK9wbmvUFzmoR6CSRQbdJEnmIOmICQRvlCAriN2ErEMELOz/o4/AAPeDO4UxdFH0iXljJboAt3ms7/JcbImg0kUG04adw9XWsaLe/jOwFTYiUQSg3Nh//BPbiT9x2DTojgUiEQSRBV4w3/8gRzHomYxiWJDJPJjWxAEwACZS4SlFTTfSCLKXEiYzf6F3Q/jrPyiONJFPa+DhRGJ0K7BuVc4ziSaD0SiTVf80DKlNOUxCKQ5S+TyJthmcH74+/+DEhXEYYVZ35w6kAi1g+qXSTRPuDqRK384XcEBSXpcoC2COtHmzk89uYmbFsWBdkt3Kzvkk+ANQzvrj0PxyHGyJoNJFB2udca3l2OJyCi6Tgya69SRhBKplhjdmYk2LYqDBcqghFCihCZUc5y1zuYEqumSDpSiXCeiwgh7gPBiIIwAINWl5wg3hzKOhSmKC6+MykhEE2Y5zvqJ5oT9eqwpD/Jv1di9WGnjks80ieJjn7GzSSQqLqZy2NjZ/DDtUXwoACsJZ6P4xswwiYzamERGbUwiozYmkVEbk8iojUlk1KYJiYw5xyQyamMSGTVJkv8H22dWo41HoeoAAAAASUVORK5CYII=)

1. Вычисление частоты на микроконтроллере STM32

Таймеры микроконтроллеров STM32 прекрасно подходят для реализации описанной выше идеи измерения частота (рис. 2). Таймеры общего назначения этих микроконтроллеров имеют так называемые каналы, которые способны фиксировать текущее значение счётчика таймера по фронту внешнего сигнала.

Если упрощённо описывать процесс измерения, то всё что нужно, это настроить таймер и запустить его. При этом, в зависимости от настроек, на счётный вход таймера может быть подан как сигнал от отдельного внешнего опорного генератора, так и тактовый сигнал с шины. То есть, в простейшем случае, можно обойтись тактовым сигналом микроконтроллера для использования в качестве сигнала эталонного генератора.

По каждому фронту входного сигнала таймер будет фиксировать текущее значение счётчика в специализированном регистре канала. Наша задача - сохранить результат первой фиксации *n1*, затем дождаться, пока истечёт интервал измерения, сохранить результат последней фиксации *n2* и общее количество фиксаций *c*. Тогда количество импульсов от первой до последней фиксации составит *n2 - n1*. Количество периодов входного сигнала между первой и последней фиксацией будет равно *c - 1* (так как количество отрезков разбиения на 1 меньше количества точек разбиения). Частоту сигнала вычисляем как

Если *c < 2*, значит, нам не удалось выделить полный период за выбранный интервал измерения (слишком низкая частота входного сигнала для данного интервала измерения).

1. Программа для частотомера на основе STM32

// Частотомер 1Гц..10МГц.

// Отлажено на MCU: STM32F100RB; кварц 8МГц; тактовая частота 24МГц.

// Вход прибора: PA1 вывод MCU (цифровой TTL/CMOS3.3V совместимый).

// (PA1 - вход канала TIM2\_CH2 или TIM1\_CH1).

#include "stm32f10x.h"

// Объявление функций для инициализации средств отображения и

// вывода результатов (определения функций - в отдельном файле).

**int** display\_init();

**int** display(uint32\_t fclk, uint32\_t m, uint32\_t n, uint32\_t err);

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// Глобальные переменные, используемые обработчиком прерывания

// TIM2\_IRQHandler для собственных нужд, а также для взаимодействия

// обработчика и основной программы.

// Определение этих переменных как глобальных упрощает выполнение их

// начальной инициализации, которая необходима перед каждым запуском

// измерения.

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// Предыдущее значение количества подсчитанных фронтов входного сигнала:

// сравнивая с текущим количеством (подсчитанных с начала измерения),

// обработчик TIM2\_IRQHandler определяет, были ли с момента предыдущего

// вызова обнаружены новые фронты входного сигнала.

// При каждом вызове обработчик обновляет переменную текущим значением.

**volatile** uint32\_t N1\_prev=0;

// Корректирующее значение для счётчика TIM1->CNT, учитывающее

// переполнения счётчика; действительное значение количества импульсов

// равно (N1\_correction + TIM1->CNT)

**volatile** uint32\_t N1\_correction = 0;

// Корректирующее значение для счётчика TIM2->CNT, учитывающее

// переполнения счётчика.

**volatile** uint32\_t N2\_correction = 0;

// Корректирующее значение счётчика для момента, когда фиксируется

// значение N2b\_naked (фиксация по первому фронту входного сигнала).

**volatile** uint32\_t N2b\_correction = 0;

// Значение счётчика TIM2->CNT в момент обнаружения первого фронта

// входного сигнала (соответствующая ему поправка на переполнения

// хранится в переменной N2b\_correction).

// Значение записывается в переменную системой DMA.

**volatile** uint32\_t N2b\_naked = 0;

// Количество учтённых фронтов сигнала за интервал измерения

// (истинное значение, с учётом переполнений счётчика).

**volatile** uint32\_t N1e = 0;

// Значение счётчика таймера TIM2 в момент последней фиксации (по

// последнему учитываемому фронту входного сигнала); скорректировано

// с учётом количества переполнений счётчика.

**volatile** uint32\_t N2e = 0;

// Флаг, устанавливаемый в true после того как в переменные N1e, N2e

// записываются результаты, полученные в процессе измерения

// (устанавливается в false перед началом измерения в функции measure).

**volatile** **bool** fN2e = **true**;

// Время, отводимое на измерение в тактах сигнала на счётном входе TIM2.

// За точную выдержку длительности интервала измерения отвечает канал 3

// таймера TIM2.

uint32\_t time\_slot = 0;

// Учёт переполнений счётчика в таймере TIM1.

**extern** "C" **void** TIM1\_UP\_TIM16\_IRQHandler()

{

**if**(TIM1->SR & TIM\_SR\_UIF)

{

TIM1->SR = ~TIM\_SR\_UIF;

N1\_correction += TIM1->ARR + 1; // По умолчанию 0x10000.

}

}

// Таймер TIM2 настроен таким образом, что прерывание возникает

// при переполнении счётчика и при достижении счётчиком половины

// переполняющего значения (за это отвечает канал 2).

// Это необходимо для правильного определения корректирующего значения

// в момент выполнения фиксации в канале 1 (для учёта переполнений).

// Обработчик прерываний от TIM2 выполняет основную работу по измерению.

// Вызывается при переполнении счётчика; "полупереполнении" и

// при срабатывании схемы сравнения в канале 3.

**extern** "C" **void** TIM2\_IRQHandler()

{

// Если отведённое время истекло, завершаем измерение.

**if**(TIM2->SR & TIM\_SR\_CC3IF)

{

TIM2->SR = ~TIM\_SR\_CC3IF; // Сброс флага.

uint32\_t t = N2\_correction + TIM2->CCR3;

// Учёт только что произошедшего переполнения.

**if**((TIM2->SR & TIM\_SR\_UIF) &&

TIM2->CCR3 < TIM2->CNT)

t += TIM2->ARR + 1;

**if**(t >= time\_slot)

{

// Отключаем канал 1 таймера (с этого момента прекращаются

// фиксации значения счётчика по фронту входного сигнала).

TIM2->CCER &= ~TIM\_CCER\_CC1E;

// Останавливаем таймеры.

TIM2->CR1 &= ~TIM\_CR1\_CEN;

TIM1->CR1 &= ~TIM\_CR1\_CEN;

// При следующем измерении необходимо разрешить генерацию

// запросов DMA от таймера, но перед этим её обязательно

// следует запретить (цикл запрет/разрешение обязателен, чтобы

// избежать ложного срабатывания канала DMA

// при последующем его включении).

TIM2->DIER &= ~TIM\_DIER\_CC1DE;

// Также отключаем канал DMA до следующего измерения

// (для нового измерения нужно будет перенастроить канал DMA,

// что возможно только при отключённом канале).

DMA1\_Channel5->CCR &= ~DMA\_CCR5\_EN;

}

**else** // Если время не истекло, выходим из обработчика, а

**return**; // если истекло - продолжаем завершающие действия.

}

// Маска для интересующих нас флагов

// (переполнение и сравнение в канале 2).

**const** uint16\_t mask = TIM\_SR\_UIF | TIM\_SR\_CC2IF;

// Запоминаем значение из регистра состояния таймера TIM2.

uint16\_t sr = TIM2->SR;

// Сразу же сбрасываем установленные обрабатываемые флаги.

TIM2->SR = ~(sr & mask);

// Если произошло переполнение счётчика, учитываем его.

**if**(sr & TIM\_SR\_UIF)

N2\_correction += TIM2->ARR + 1;

// Определяем текущее значение счётчика фиксаций в канале 1 таймера

// (подсчёт количества фиксаций ведёт счётчик таймера TIM1).

uint32\_t N1 = N1\_correction + TIM1->CNT;

// Корректируем текущее значение при обнаружении переполнения.

**if**(N1 < N1\_prev)

N1 += TIM1->ARR + 1;

// Проверяем наличие новых фиксаций с момента последнего выполнения

// данного обработчика.

**if**(N1 != N1\_prev)

{

// Если обнаружена первая фиксация, определяем и сохраняем

// корректирующее значение для неё.

**if**(N1\_prev == 0)

{

N2b\_correction = N2\_correction;

// Проверяем, не произошла ли эта фиксация до переполнения.

**if**((sr & TIM\_SR\_UIF) &&

N2b\_naked > TIM2->CNT)

N2b\_correction -= TIM2->ARR + 1;

}

// Любая фиксация может оказаться последней, поэтому всегда

// обновляем переменную N2e (при этом учитываем, что

// фиксация могла произойти и до последнего переполнения).

uint32\_t ccr = TIM2->CCR1;

N2e = N2\_correction + ccr;

**if**((sr & TIM\_SR\_UIF) &&

ccr > TIM2->CNT)

N2e -= TIM2->ARR + 1;

}

// Значение N1 становится "предыдущим"

// при следующем вызове обработчика.

N1\_prev = N1;

// Если канал 1 отключён, значит, измерение уже завершено и можно

// готовить результаты (счётчики остановлены, можно не опасаться

// несогласованности значений).

**if**(!(TIM2->CCER & TIM\_CCER\_CC1E))

{

// Количество учтённых фронтов входного сигнала.

N1e = N1\_correction + TIM1->CNT;

**if**(TIM1->SR & TIM\_SR\_UIF)

{

TIM1->SR = ~TIM\_SR\_UIF;

N1e += TIM1->ARR + 1;

}

// Устанавливаем флаг завершения измерения.

fN2e = **true**;

}

}

// Функция записывает значения в аргументы, передаваемые по ссылке:

// N1 - количество учтённых периодов входного сигнала в интервале

// измерения;

// N2 - количество импульсов опорного генератора (тактовых импульсов

// таймера TIM2) за N1 периодов входного сигнала;

// тогда частота входного сигнала f=f0\*N1/N2, где f0 - частота опорного

// генератора.

// Важно!

// Если измерение после вызова measure ещё не завершено, функция ждёт

// завершения измерения (ждёт установки флага fN2e).

// Возвращает код ошибки:

// 0 - без ошибок;

// -1 - не удалось измерить частоту, так как в интервал измерения

// попало менее двух фронтов сигнала (слишком низкая частота сигнала

// для выбранного интервала измерения).

**int** get\_result(uint32\_t &N1, uint32\_t &N2)

{

N1 = 0;

N2 = 0;

// Если процесс измерения ещё не завершён, ждём его завершения.

**while**(!fN2e) {}

// Слишком низкая частота для выбранного интервала измерения.

**if**(N1e < 2)

**return** -1;

// Количество периодов сигнала на 1 меньше количества подсчитанных

// фронтов.

N1 = N1e - 1;

// Количество тактов опорного генератора за N1 период входного

// сигнала равно разности между значениями счётчика таймера TIM2

// в момент последней и первой фиксации (с учётом переполнений).

N2 = N2e - (N2b\_correction + N2b\_naked);

**return** 0;

}

// Запустить процесс измерения.

// Функция не дожидается завершения измерения; запустив измерение в

// фоновом режиме, она сразу завершает своё выполнение.

// Само измерение происходит за счёт работы таймеров и их обработчиков

// прерываний.

// Если функция вызвана до завершения предыдущего измерения, она

// возвращает false; выполнение ранее запущенного измерения продолжается.

// ticks задаёт желаемый интервал измерения в тактах сигнала на счётном

// входе таймера TIM2.

**bool** measure(uint32\_t ticks)

{

// Ошибка, если предыдущее измерение ещё не завершилось.

**if**(!fN2e)

**return** **false**;

// Выполняем начальную инициализацию переменных.

time\_slot = ticks;

N1\_prev = 0;

N1\_correction = 0;

N2\_correction = 0;

N2b\_correction = 0;

N2b\_naked = 0;

N2e = 0;

fN2e = **false**;

// На всякий случай сбрасываем флаг фиксации в канале 1 таймера TIM2.

TIM2->SR = ~TIM\_SR\_CC1IF;

// Последовательность отключение/включение генерации запроса DMA

// сбрасывает те запросы, которые были сформированы при

// остановленном канале DMA.

TIM2->DIER |= TIM\_DIER\_CC1DE;

// Разрешаем счёт таймеру TIM1 (импульсы на счётный вход не будут

// поступать, пока не включен канал 1 таймера TIM2).

TIM1->CNT = 0;

TIM1->CR1 |= TIM\_CR1\_CEN;

// Готовим канал DMA к пересылке одного значения из TIM2->CCR1 в

// переменную N2b\_naked (основная инициализация DMA выполняется

// один раз при старте программы; при каждом измерении остаётся

// только указать количество пересылок и включить DMA).

DMA1\_Channel5->CNDTR = 1;

DMA1\_Channel5->CCR |= DMA\_CCR5\_EN;

// Запускаем с 0 счёт в таймере TIM2 (на счётный вход поступает

// тактовый сигнал микроконтроллера).

TIM2->CNT = 0;

TIM2->CCR2 = (TIM2->ARR + 1) >> 1; // По умолчанию 0x8000.

TIM2->CCR3 = ticks & 0xFFFF;

TIM2->CR1 |= TIM\_CR1\_CEN;

// Разрешаем работу каналов 1, 2 и 3 в таймере TIM2.

// В канале 1 фиксируется значение счётчика таймера по каждому

// фронту входного сигнала (а также при этом на 1 увеличивается

// счётчик в TIM1);

// канал 2 используется для генерации дополнительного прерывания

// посередине между переполнениями;

// канал 3 служит для своевременного завершения измерения.

TIM2->CCER |= TIM\_CCER\_CC1E | TIM\_CCER\_CC2E | TIM\_CCER\_CC3E;

**return** **true**;

}

// Начальная инициализация используемых для измерения частоты

// периферийных устройств микроконтроллера.

**void** fm\_init()

{

// Настраиваем приоритеты прерываний и разрешаем их обработку

// (предполагается, что прерывание от TIM2 будет более

// высокоприоритетным).

NVIC\_SetPriority(TIM1\_UP\_TIM16\_IRQn, 1);

NVIC\_SetPriority(TIM2\_IRQn, 0);

NVIC\_EnableIRQ(TIM1\_UP\_TIM16\_IRQn);

NVIC\_EnableIRQ(TIM2\_IRQn);

// Включаем тактовый сигнал для используемых устройств

// (DMA, TIM1, TIM2, GPIOA).

RCC->AHBENR |= RCC\_AHBENR\_DMA1EN;

RCC->APB1ENR |=

RCC\_APB1ENR\_TIM2EN;

RCC->APB2ENR |=

RCC\_APB2ENR\_TIM1EN |

RCC\_APB2ENR\_IOPAEN;

// Настраиваем вход PA1 (TIM2\_CH2) (как цифровой вход с подтяжкой).

GPIOA->CRL =

GPIOA->CRL & ~0xF0|

0x80;

// Настраиваем таймер TIM2:

// таймер тактируется от шины (источник опорного

// сигнала - системный тактовый сигнал);

// по переднему фронту исследуемого сигнала производим

// фиксацию состояния счётчика таймера;

// сигнал захвата в канале 1 таймера используем в качестве TRGO.

TIM2->ARR = 0xFFFF;

TIM2->CR2 |= 0x3 << 4; // The trigger output (TRGO) send

// a positive pulse when the CC1IF flag is to be set.

TIM2->CCMR1 = 2; // CC1 channel is configured as input, IC1 is mapped on TI2.

TIM2->DIER |=

TIM\_DIER\_CC1DE | // DMA запрос при фиксации в канале 1.

TIM\_DIER\_UIE | // Прерывание при переполнении.

TIM\_DIER\_CC2IE | // Прерывание, если CNT==CCR2.

TIM\_DIER\_CC3IE; // Прерывание, если CNT==CCR3.

// Базовая настройка DMA для сохранения первого результата фиксации.

// TIM2\_CH1 - DMA1 Ch5

// Сброс значимых битов регистра CCR.

DMA1\_Channel5->CCR &= ~0x7FFF;

// Устанавливаем нужные биты.

// PL[1:0].MSIZE[1:0].PSIZE[1:0]=11.10.01

// (priority level = very high;

// MSIZE=32bits, PSIZE=16bits).

DMA1\_Channel5->CCR |= 0x39 << 8;

DMA1\_Channel5->CMAR = (uint32\_t)&N2b\_naked;

DMA1\_Channel5->CPAR = (uint32\_t)&TIM2->CCR1;

// Таймер TIM1 будет подсчитывать количество захватов в TIM2.

TIM1->ARR = 0xFFFF;

TIM1->SMCR |= (1 << 4) | 0x7; //TS=1 (ITR1 selected - TRGO of TIM2); SMS=bx111.

TIM1->DIER |= TIM\_DIER\_UIE; // Прерывание по переполнению.

}

**int** main(**void**)

{

// Инициализируем частотомер.

fm\_init();

// Инициализируем средство отображения информации.

display\_init();

// Готово. Можно приступать к измерениям частоты.

**while**(**true**)

{

// Запуск очередного измерения, интервал измерения 3 с.

measure(72000000);

// Ожидание завершения измерения, считывание результата и

// его отображение.

uint32\_t N1, N2;

**int** err = get\_result(N1, N2);

display(SystemCoreClock, N1, N2, err);

}

}

1. Комментарии к программе
   1. Определение переменных

volatile uint32\_t N1\_prev;

Вообще, переменные с именами вида N1xxx используются для сохранения результатов счёта таймера TIM1 в определённые моменты времени (соответственно, переменные N2xxx относятся к результатам счёта TIM2). В частности, N1\_prev используется для хранения значения таймера TIM1, считанного при предыдущем выполнении обработчика прерывания от TIM2. Переменная служит для того, чтобы обработчик TIM2\_IRQHandler мог определить, происходили ли фиксации в канале TIM2 (которые и подсчитывает TIM1) с момента предыдущего считывания значения счётчика TIM1 (во время предыдущего вызова этого обработчика). Для определения, считываем текущее значение счётчика, сравниваем с предыдущим из N1\_prev. Если значения отличаются - были фиксации, которые нужно учесть в обработчике. Если не отличаются - фиксаций не было. После выполнения проверки, присваиваем переменной N1\_prev уже считанное текущее значение, которое станет "предыдущим" при следующем вызове обработчика.

Естественно, при определении текущего результат счёта таймера TIM1, требуется учёт переполнений счётчика. Выполняется это просто: если текущее значение больше предыдущего, то переполнения не было и значение корректно; если текущее значение меньше - переполнение было и требуется корректировка на коэффициент пересчёта счётчика в таймере TIM1, т.е. на TIM1->ARR + 1 (по умолчанию это 0xFFFF+1). Благодаря такому алгоритму, при выполнении в обработчике фрагмента

uint32\_t N1 = N1\_correction + TIM1->CNT;

который считывает текущее (истинное) значение счётчика в TIM1, совершенно не важно, успел ли обработчик переполнения от TIM1 обновить переменную N1\_correction или не успел - в любом случае, мы обнаружим неучтённое переполнение и при необходимости скорректируем значение.

Теперь о том, зачем такие сложности с обнаружением фиксаций, если, как известно, существует флаг, устанавливаемый аппаратно при выполнении фиксации (TIM2->SR, бит TIM\_SR\_CC1IF). Дело в том, что, во-первых, при выполнении первой фиксации, происходит пересылка данных средствами DMA и DMA самостоятельно сбрасывает бит. Это уже требует введения дополнительных программных проверок, кроме проверки флага. Во-вторых, между чтением флага и его сбросом (для обнаружения последующих фиксаций), может произойти ещё одна (или даже не одна) фиксация. Но мы сбросим флаг, и если после сброса не будет фиксаций, при последующем вызове обработчика, проверив флаг, ошибочно придём к выводу, что фиксаций не было. Если это происходит в конце измерения (для последней фиксации), она не будет должным образом скорректирована. Это очень серьёзная ошибка, сильно искажающая результат, но возникающая не всегда, а потому трудно выявляемая.

В предлагаемом же варианте, фактически мы каждый раз вычисляем "флаг" фиксации, поэтому пропуски невозможны: мы сначала считываем текущее количество фиксаций и запоминаем, а затем приступаем к обработке фактически последней. Возможна ситуация, когда после считывания счётчика TIM1 и обнаружения неучтённых фиксаций, происходят новые фиксации, и мы обрабатываем результат последней из них. Тем не менее, при следующем вызове обработчика TIM2\_IRQHandler мы опять обнаружим наличие необработанных фиксаций, хотя фактически обработка была выполнена. Но повторная обработка не представляет никакой опасности, она не изменяет результата; важно, что нет пропусков события.

volatile uint32\_t N1\_correction;

Переменная содержит поправку для значения счётчика TIM1, учитывающая переполнения счётчика (т.е. при переполнении мы увеличиваем переменную сразу на коэффициент пересчёта счётчика); истинное значение количества подсчитанных импульсов к данному моменту будет равно

N1\_correction + TIM1->CNT;

volatile uint32\_t N2\_correction;  
Поправка для таймера счётчика TIM2; истинное значение количества импульсов, подсчитанных таймером, составляет

N2\_correction + TIM2->CNT;

volatile uint32\_t N2b\_correction;

Переменная содержит корректирующее значение для результата первой фиксации (корректирующее значение для счётчика в TIM2 в тот момент, когда происходит первая фиксация). Переменная необходима, потому как при низкочастотном сигнале счётчик может успеть переполниться до того, как произойдёт первая фиксация.

volatile uint32\_t N2b\_naked;

В эту переменную система DMA помещает результат первой фиксации, т.е. значение счётчика таймера в момент, соответствующий первому фронту входного сигнала. Значение должно быть скорректировано с учётом переполнений счётчика. Истинное значение составит

N2b\_correction + N2b\_naked;

volatile uint32\_t N1e;

Когда измерение завершается, обработчик прерывания TIM2\_IRQHandler помещает в эту переменную подсчитанное за интервал измерения количество фронтов входного сигнала (иначе говоря, количество фиксаций от первой учтённой до последней, включая первую и последнюю). Это значение на 1 больше периодов входного сигнала, образующих истинный интервал измерения.

volatile uint32\_t N2e;

Количество импульсов опорного генератора, подсчитанных таймером TIM2 на момент последней учтённой фиксации (верное значение, с учётом переполнений).

volatile bool fN2e;

Присваивая этой переменной значение **true**, обработчик прерывания TIM2\_IRQHandler тем самым сообщает основной программе, что измерение завершено и результаты готовы для считывания.

uint32\_t time\_slot;

Переменная содержит заданное время измерения в тактах сигнала на счётном входе TIM2.

* 1. Определение функций

extern "C" void TIM1\_UP\_TIM16\_IRQHandler();

Функция является обработчиком прерываний от таймера TIM1, она просто учитывает переполнения счётчика таймера, обновляя значение глобальной переменной N1\_correction. Заметим, что переменная содержит не количество переполнений, а корректирующее значение, сложив которое с текущим значением счётчика, сразу получим истинное значение результата счёта. Так как переполняющее счётчик значение равно TIM1->ARR + 1, то при каждом переполнении для обновления переменной выполняется код

N1\_correction+=TIM1->ARR + 1;

extern "C" void TIM2\_IRQHandler();

Функция является обработчиком прерываний от таймера TIM2, на эту функцию возложена основная работа по измерению частоты входного сигнала; измерение идёт в фоновом режиме, поэтому одновременно с ним микроконтроллер может заниматься другими делами.

При настройке NVIC для прерываний от TIM2 задаётся более высокий приоритет, чем для прерываний от TIM1 для того, чтобы при переполнении счётчика таймера TIM1, не прерывалась работа обработчика TIM2\_IRQHandler.

Обработчик TIM2\_IRQHandler ведёт учёт переполнений счётчика таймера TIM2, обновляя переменную N2\_correction. Но это лишь малая часть того, что делает обработчик. Самая главная его задача - отслеживать уже произошедшие в канале 1 таймера фиксации и сопоставлять соответствующие им корректирующие значения, учитывающие переполнения счётчика. Также обработчик следит за временем, прошедшим с начала измерения и останавливает измерение, когда заданное время истекает. Время может отмерять отдельный таймер, но здесь эту функцию выполняет третий канал, который работает в режиме сравнения. Если следует остановить измерение после ticks импульсов на счётном входе таймера, то с учётом переполнений, понятно, что в этот момент в счётчике будет значение ticks % 0x10000 (остаток от деления ticks на модуль пересчёта, здесь оно также оказывается равным ticks & 0xFFFF). Поэтому проверять, не истекло ли время, следует всякий раз, когда значение в счётчике становится равным ticks & 0xFFFF. Для этого в регистр сравнения канала 3 таймера, перед запуском измерения, помещаем значение ticks & 0xFFFF и, обрабатывая прерывание от канала, сравниваем прошедшее время (в тактах) с заданным.

Если время на измерение вышло, останавливаем счёт: сначала отключаем канал 1 таймера, тем самым запрещая дальнейшее выполнение фиксаций в канале по фронтам входного сигнала, после чего можем остановить счётчики таймеров (с этого момента можем быть уверены, что больше переполнения счётчиков происходить не будут), обработать результаты последней фиксации и установить флаг завершения измерения (присвоить **true** глобальной переменной fN2e).

Как уже отмечалось, самая важная задача обработчика - определять корректирующие значения (учитывающие переполнения) для первой и последней фиксации. Корректирующие значения определяются всякий раз, когда обнаруживается, что с момента последнего вызова обработчика изменилось количество фронтов, подсчитанных счётчиком TIM1. Смотрим, если прерывание произошло по "полупереполнению", то, несомненно, последней фиксации соответствует текущее корректирующее значение. Если обрабатывается прерывание по переполнению, уточняем, произошла ли фиксация до переполнения или уже после (по величине зафиксированного значения в сравнении с текущим значением счётчика). Если фиксация была после переполнения, за корректирующее значение для фиксации выбираем текущее корректирующее значение, иначе - предыдущее (до переполнения). Определив корректирующее значение, складываем его с результатом последней фиксации и сохраняем результат в глобальной переменной N2e. Измерение может быть остановлено в любой момент, и последняя учтённая фиксация может оказаться вообще последней на интервале измерения. Но регулярное обновление N2e гарантирует, что переменная будет содержать актуальное значение.

Корректирующее значение первой фиксации определяется аналогичным образом (поскольку первая фиксация была выполнена между предыдущим вызовом обработчика и данным). Разумеется, это делается только один раз за измерение. Обработчик обнаруживает то, что первая фиксация произошла по выполнению условия  
N1\_prev == 0 && N1 != 0.  
Для первой фиксации корректирующее значение и нескорректированный результат фиксации сохраняются в отдельные переменные (нескорректированный результат фиксации сохраняется с помощью DMA).

int get\_result(uint32\_t &N1, uint32\_t &N2);

Функция помещает в свои аргументы, передаваемые по ссылке:  
N1 - количество периодов входного сигнала, образующих действительный интервал измерения;  
N2 - количество импульсов эталонного генератора (в нашем случае - тактового сигнала микроконтроллера) за этот интервал, образованный N1 периодами входного сигнала.

Возвращаемое значение:

0 - в случае успешного завершения;

-1 - в случае ошибки, когда в заданный интервал измерения не "поместился" даже один период входного сигнала (период, ограниченный двумя последовательными фронтами); это означает, что выбранный интервал слишком мал для измерения столь низкой частоты.

Если измерение не завершено, функция ожидает его завершения для получения результатов.

Значения N1, N2 функция определяет по результатам работы обработчика прерываний от TIM2, которые помещаются обработчиком в глобальные переменные.  
N1 - это просто уменьшенный на 1 результат счёта таймера TIM1 с учётом поправки на переполнения (счётчик подсчитывает фронты сигнала; количество периодов, заключённых между первым и последним фронтом будет на единицу меньше; учёт начального значения не требуется, поскольку счётчик изначально устанавливается на 0).  
N2 определяется как разность между результатами последней и первой фиксации в канале 1 таймера TIM2 (с учётом переполнений).

bool measure(uint32\_t ticks);

Функция запускает новое измерение (если в данный момент не происходит ещё не завершившееся измерение) и сразу завершается, освобождая микроконтроллер для выполнения других вычислений, пока идёт измерение. Для запуска измерения, функция выполняет инициализацию глобальных переменных, используемых в процессе работы обработчиков прерываний от таймеров; выполняет те действия по инициализации оборудования, которые требуется выполнять каждый раз заново (например, каждый раз нужно задавать количество передаваемых с помощью DMA данных); разрешает счёт для таймеров; разрешает работу каналов таймера TIM2. С момента включения каналов TIM2 измерение начинается, а функция возвращает управление вызвавшей программе.

void fm\_init();

Функция отвечает за начальную инициализацию периферийных устройств микроконтроллера, задействованных в измерении частоты. Вызывается однократно, до первого измерения. Например, в начале основной функции main.

int main();

Основная функция программы. Выполняет начальную инициализацию частотомера путём вызова fm\_init, затем приступает к циклическому измерению частоты с выводом результатов каждого измерения на дисплей.

int dispaly\_init();

int display(uint32\_t fclk, uint32\_t m, uint32\_t n, uint32\_t err);

Функции для начальной инициализации индикатора и вывода на него результатов измерений. Здесь они только объявлены, но не определены. Определяются функции в отдельном файле; их реализация зависит от используемого индикатора. Можно выводить результат на семисегментный индикатор достаточной разрядности; текстовый или графический дисплей с интерфейсом SPI или I2C; можно передавать данные на компьютер, например, через UART.