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**Цель работы:** научиться разрабатывать приложения с использованием пула потоков.

**Задание**: Разработать http­сервер (использовать пул потоков для параллельной обработки запросов клиентов). В качестве клиентского приложения используется веб­браузер. Все заголовки формируются вручную. Браузер должен правильно отображать получаемую информацию. Рекомендуется на GET­запрос возвращать html страницу с формой ввода, и выполнять POST­запрос, на который сервер присылает решение.

Разработать конечный автомат для анализа надежности и корректности пароля.

Длина пароля не менее 6 символов. Разрешены только латинские буквы, цифры и знаки: пробел \_­. В пароле обязательно должны присутствовать знаки в верхнем и нижнем регистре и цифры.

Пользователю возвращается информация о том, можно ли использовать указанный пароль.
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Рисунок 1 – Клиентское приложение

![](data:image/png;base64,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)

Рисунок 2 – Результат выполнения работы

**Вывод:** в ходе выполнения лабораторной работы был разработан http­сервер с использованием пула потоков.

**Приложение А**

**Листинг программы**

Client:

using System;

using System.IO;

using System.Net;

using System.Net.Sockets;

using System.Text;

using System.Text.RegularExpressions;

namespace Lab5PSP

{

// Класс-обработчик клиента

class Client

{

// Отправка страницы с ошибкой

private void SendError(TcpClient Client, int Code)

{

// Получаем строку вида "200 OK"

// HttpStatusCode хранит в себе все статус-коды HTTP/1.1

string CodeStr = Code.ToString() + " " + ((HttpStatusCode)Code).ToString();

// Код простой HTML-странички

string Html = "<html><body><h1>" + CodeStr + "</h1></body></html>";

// Необходимые заголовки: ответ сервера, тип и длина содержимого. После двух пустых строк - само содержимое

string Str = "HTTP/1.1 " + CodeStr + "\nContent-type: text/html\nContent-Length:" + Html.Length.ToString() + "\n\n" + Html;

// Приведем строку к виду массива байт

byte[] Buffer = Encoding.ASCII.GetBytes(Str);

// Отправим его клиенту

Client.GetStream().Write(Buffer, 0, Buffer.Length);

// Закроем соединение

Client.Close();

}

// Конструктор класса. Ему нужно передавать принятого клиента от TcpListener

public Client(TcpClient Client)

{

// Объявим строку, в которой будет хранится запрос клиента

string Request = "";

// Буфер для хранения принятых от клиента данных

byte[] Buffer = new byte[1024];

// Переменная для хранения количества байт, принятых от клиента

int Count;

// Читаем из потока клиента до тех пор, пока от него поступают данные

while ((Count = Client.GetStream().Read(Buffer, 0, Buffer.Length)) > 0)

{

// Преобразуем эти данные в строку и добавим ее к переменной Request

Request += Encoding.ASCII.GetString(Buffer, 0, Count);

// Запрос должен обрываться последовательностью \r\n\r\n

// Либо обрываем прием данных сами, если длина строки Request превышает 4 килобайта

// Нам не нужно получать данные из POST-запроса (и т. п.), а обычный запрос

// по идее не должен быть больше 4 килобайт

if (Request.IndexOf("\r\n\r\n") >= 0 || Request.Length > 4096)

{

break;

}

}

// Парсим строку запроса с использованием регулярных выражений

// При этом отсекаем все переменные GET-запроса

Match ReqMatch = Regex.Match(Request, @"^\w+\s+([^\s]+)[^\s]\*\s+HTTP/.\*|");

// Если запрос не удался

if (ReqMatch == Match.Empty)

{

// Передаем клиенту ошибку 400 - неверный запрос

SendError(Client, 400);

return;

}

// Получаем строку запроса

string RequestUri = ReqMatch.Groups[1].Value;

// Приводим ее к изначальному виду, преобразуя экранированные символы

// Например, "%20" -> " "

RequestUri = Uri.UnescapeDataString(RequestUri);

// Если в строке содержится двоеточие, передадим ошибку 400

// Это нужно для защиты от URL типа http://example.com/../../file.txt

if (RequestUri.IndexOf("..") >= 0)

{

SendError(Client, 400);

return;

}

string Headers;

byte[] HeadersBuffer;

// Если строка запроса оканчивается на "/", то добавим к ней index.html

if (RequestUri.EndsWith("/") ||

RequestUri.EndsWith(".css") ||

RequestUri.EndsWith(".html") ||

RequestUri.EndsWith(".js") ||

RequestUri.EndsWith(".ico") ||

RequestUri.EndsWith(".htm"))

{

if (RequestUri.EndsWith("/"))

{

RequestUri += "index.html";

}

string FilePath = "Resources/" + RequestUri;

// Если в папке www не существует данного файла, посылаем ошибку 404

if (!File.Exists(FilePath))

{

SendError(Client, 404);

return;

}

// Получаем расширение файла из строки запроса

string Extension = RequestUri.Substring(RequestUri.LastIndexOf('.'));

// Тип содержимого

string ContentType = "";

// Пытаемся определить тип содержимого по расширению файла

switch (Extension)

{

case ".htm":

case ".html":

ContentType = "text/html";

break;

case ".css":

ContentType = "text/stylesheet";

break;

case ".js":

ContentType = "text/javascript";

break;

case ".jpg":

ContentType = "image/jpeg";

break;

case ".jpeg":

case ".png":

case ".gif":

ContentType = "image/" + Extension.Substring(1);

break;

default:

if (Extension.Length > 1)

{

ContentType = "application/" + Extension.Substring(1);

}

else

{

ContentType = "application/unknown";

}

break;

}

// Открываем файл, страхуясь на случай ошибки

FileStream FS;

try

{

FS = new FileStream(FilePath, FileMode.Open, FileAccess.Read, FileShare.Read);

}

catch (Exception)

{

// Если случилась ошибка, посылаем клиенту ошибку 500

SendError(Client, 500);

return;

}

// Посылаем заголовки

Headers = "HTTP/1.1 200 OK\nContent-Type: " + ContentType + "\nContent-Length: " + FS.Length + "\n\n";

HeadersBuffer = Encoding.ASCII.GetBytes(Headers);

Client.GetStream().Write(HeadersBuffer, 0, HeadersBuffer.Length);

// Пока не достигнут конец файла

while (FS.Position < FS.Length)

{

// Читаем данные из файла

Count = FS.Read(Buffer, 0, Buffer.Length);

// И передаем их клиенту

Client.GetStream().Write(Buffer, 0, Count);

}

// Закроем файл и соединение

FS.Close();

Client.Close();

}

else if(RequestUri.Length > 2)

{

string password = RequestUri.Remove(0, 1);

Console.WriteLine(password);

bool correct = false;

var regexstr = @"^(?=.\*?[A-Z])(?=.\*?[a-z])(?=.\*?[0-9])(?=.\*?[-\_]).{6,}$";

Regex regex = new Regex(regexstr);

if (regex.IsMatch(password))

{

if (!Regex.Match(password, @"[а-яА-Я]").Success && !Regex.Match(password, @"[/\*+=!@#$%^,.<>;:()&|\`~{}]").Success)

{

correct = true;

}

}

var correctStr = correct ? "Correct" : "Incorrect";

byte[] message = Encoding.ASCII.GetBytes(correctStr);

Headers = "HTTP/1.1 200 OK\nContent-Type: " + "text" + "\nContent-Length: " + message.Length + "\n\n";

HeadersBuffer = Encoding.ASCII.GetBytes(Headers);

Client.GetStream().Write(HeadersBuffer, 0, HeadersBuffer.Length);

Client.GetStream().Write(message, 0, message.Length);

Client.Close();

}

}

}

}

Server:

using System;

using System.Net;

using System.Net.Sockets;

using System.Threading;

namespace Lab5PSP

{

class Server

{

TcpListener Listener; // Объект, принимающий TCP-клиентов

// Запуск сервера

public Server(int Port)

{

string s = IPAddress.Any.ToString();

Listener = new TcpListener(IPAddress.Any, Port); // Создаем "слушателя" для указанного порта

Listener.Start(); // Запускаем его

// В бесконечном цикле

while (true)

{

// Принимаем новых клиентов. После того, как клиент был принят, он передается в новый поток (ClientThread)

// с использованием пула потоков.

ThreadPool.QueueUserWorkItem(new WaitCallback(ClientThread), Listener.AcceptTcpClient());

}

}

static void ClientThread(Object StateInfo)

{

// Просто создаем новый экземпляр класса Client и передаем ему приведенный к классу TcpClient объект StateInfo

new Client((TcpClient)StateInfo);

}

// Остановка сервера

~Server()

{

// Если "слушатель" был создан

if (Listener != null)

{

// Остановим его

Listener.Stop();

}

}

}

}

Program:

using System;

using System.Threading;

namespace Lab5PSP

{

class Program

{

static void Main(string[] args)

{

// Определим нужное максимальное количество потоков

// Пусть будет по 4 на каждый процессор

int MaxThreadsCount = Environment.ProcessorCount \* 4;

// Установим максимальное количество рабочих потоков

ThreadPool.SetMaxThreads(MaxThreadsCount, MaxThreadsCount);

// Установим минимальное количество рабочих потоков

ThreadPool.SetMinThreads(2, 2);

new Server(80);

}

}

}