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# Darbo užduotis

Tarkime, keli draugai sugalvojo eiti į miestą pavakarieniauti. Prieš išsirenkant restoraną reikia nuspręsti ar tai brangus, prieinamos kainos ar pigus restoranas. Tam tikslui reikia sukurti sistemą, kuri padės atsakyti į išsikeltą klausimą ir kuri susideda iš trijų agentų: **Agentas A, Agentas V ir Agentas SP.**

Sistemoje įtrauktas **Agentas A** atlieka apklausą, siekdamas išsiaiškinti kas yra brangu ir nebrangu. **Agentas A** turi trijų patiekalų sąrašą, kurių kainų įvertis jam leidžia klasifikuoti restoranus. Tas sąrašas susideda iš tokių patiekalų/produktų: (1) juodos kavos puodelio kaina, (2) dienos sriubos kaina ir (3) jautienos kepsnio kaina. **Agentas A** komunikuoja su **Agentu V**, kuris pateikia atsakymus į užduotus jam klausimus. **Agentas A** klausia kokia kaina kiekvienam iš patiekalų yra brangu, normalu ir pigu. Pvz., vartotojas gali atsakyti, kad kava brangi >3EUR, normali kaina =2 EUR, pigi >1.5 EUR. Tokius klausimus jis užduoda **Agentui V**, kuris kiekvieną kartą imituoja skirtingus vartotojus su tam tikrais atsakymas. **Agentas A** yra nuolatos veikiantis agentas, kuris cikliškai užduoda tokius klausimus ir kas penktą atsakymą suformuoja/atnaujina Fuzzy priklausomybės funkcijas kiekvienam iš įėjimų (kava, sriuba, kepsnys). Kiekvienam įėjimui priskiriamos trys kategorijos, kurios aprašomos priklausomybės funkcijomis, tačiau tų funkcijų kintamųjų reikšmės kinta laike, nes su lauku didėja duomenų kiekis. Pvz.:

1 lentelė. Kavos kainos vidurkio reikšmės kitimo laike pavyzdys

|  |  |  |  |
| --- | --- | --- | --- |
| Klientas | Kavos kaina | | |
|  | Brangi? | Normali? | Pigi? |
| 1 | >3 | <2 | <1.5 |
| 2 | >4 | <3 | <2 |
| 3 | >2.5 | <1.5 | <1.1 |
| 4 | >2.2 | <1.5 | <1.3 |
| 5 | >3.5 | 2 | <1.8 |
| **Vidurkis** | **3.5** | **2.33** | **2.0** |
| 6 | >3.1 | <2 | <1.3 |
| 7 | **…** | **…** | **….** |

Pagal pateiktą lentelę galima nubrėžti priklausomybės funkcijas (trikampes, trapecines ir pan.), kadangi žinomos vidutinės, minimalios ir maksimalios funkcijų reikšmės.

**Agentas V** gavęs klausimą iš **Agento A,** imituoja skirtingus vartotojus, tačiau kas tam tikrą laiką, **Agentas V** imituoja ir turistą, kuriam pagal pateiktas trijų patiekalų kainas svarbu sužinoti koks tai restoranas, brangus, normalus ar pigus. Šį klausimą su input‘ų reikšmėmis jis užduoda **Agentui A**.

**Agentų funkcionalumai:**

**Agento A** funkcija yra sudaryti priklausomybių funkcijas visiems trims įėjimas ir jas kas tam tikrą laiką atnaujinti. Šiuos duomenis jis turi perduoti **Agentui SP**, kuris remiantis priklausomybės funkcijomis ir sudarytomis taisyklėmis (jas sudaro Agentas SP) paskaičiuoja atsakymą (output) ir perduoda atgal **Agentui A**. **Agentas V** yra ir vartotojas ir turistas. Jeigu Agentas A užduoda klausimus kas Δt, tai turistas inicijuojamas kas Δt\*s, kur

**Agentas A** nuolatos komunikuoja su **Agentu Vartotojas**.

**Agentas SP** komunikuoja tik su **Agentu A**.

# Užduoties sprendimas

Šiame skyriuje pateikiamas užduoties sprendimas, pasitelkiant Fuzzy logiką bei jos metodus, ir Fuzzy logikos panaudojimas realizuojant sistemą, pasitelkiant agentų paradigmą.

## Fuzzy logikos dalis

Užduoties sprendimui naudojama Fuzzy logika, todėl šiame skyriuje pateikiama platesnė informacija apie pačią Fuzzy logiką bei kaip ji buvo pritaikyta mūsų sprendžiamos užduoties kontekste.

### Fuzzy logika

Didžioji dalis tiksliai žinomų faktų gali būti aprašomi tam tikra kiekybine forma, pvz., akmuo sveria 10 kg, PVM tarifas Lietuvoje yra 21% ir pan. Tačiau dalis faktų yra apibrėžiami žodine forma, pvz., žmogus yra aukštas/žemas, jaunas/senas ir t.t. Kai kurių situacijų negalima vertinti griežtai (tiesa-melas), būtina naudoti aritmetines, žmogaus mąstymui artimesnes logikos rūšis. Vienas iš tokių logikos rūšių yra Fuzzy (miglotoji) logika, kai kažkokios tai situacijos „tiesos“ reikšmė gali svyruoti tarp 0 ir 1. Ši logika naudojama tada, kai savybės, kurių įverčiai pateikti miglotai, informacija nėra tiksli, negali būti vertinamos kategoriškai.

### Priklausomybės funkcijų sudarymas

Užduoties sąlygoje yra pateikta tam tikra informacija, reikalinga nustatyti restorano kokybę:

1. Juodos kavos puodelio kaina (€);
2. Dienos sriubos kaina (€);
3. Jautienos kepsnio kaina (€);

Šie kriterijai yra suskirstomi į tam tikrus miglotosios logikos lygmenis, kurie yra pateikti 2-4 lentelėse:

2 lentelė. Juodos kavos puodelio kainos Fuzzy lygmenys

|  |  |
| --- | --- |
| Kaina, (€) | Kavos kainos Fuzzy lygmuo |
| <2.50 | Cheap |
| 2.00-3.00 | Normal |
| >2.50 | Expensive |

3 lentelė. Dienos sriubos kainos Fuzzy lygmenys

|  |  |
| --- | --- |
| Kaina, (€) | Sriubos kainos Fuzzy lygmuo |
| <3.50 | Cheap |
| 3.00-4.50 | Normal |
| >4.00 | Expensive |

4 lentelė. Jautienos kepsnio kainos Fuzzy lygmenys

|  |  |
| --- | --- |
| Kaina, (€) | Kepsnio kainos Fuzzy lygmuo |
| <12.00 | Cheap |
| 8.00-15.00 | Normal |
| >13.00 | Expensive |

Pagal šias tris rodiklių grupes yra nusprendžiama, kokia bus restorano kokybė (5 lentelė):

5 lentelė. Restorano kokybės Fuzzy lygmenys

|  |  |
| --- | --- |
| Balas dešimtbalėje sistemoje | Kokybės Fuzzy lygmuo |
| <4 | Cheap |
| 2-8 | Affordable |
| >6 | Luxurious |

Remiantis 2-4 lentelių duomenimis buvo sudarytos įėjimo reikšmių priklausomybės funkcijos:
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1 pav. Kavos kainos priklausomybės funkcijos

Kavos kainos priklausomybės funkcijų parametrai:

**Cheap** – [0 1.5 X1 2.5], kur X1 – laike kintanti pigios kainos kavos kintamojo reikšmė;

**Normal** – [2 X2 3], kur X2 – laike kintanti normalios kainos kavos kintamojo reikšmė;

**Expensive** – [2.5 X3 3.5 4], kur X3 – laike kintanti brangios kainos kavos kintamojo reikšmė.
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2 pav. Sriubos kainos priklausomybės funkcijos

Sriubos kainos priklausomybės funkcijų parametrai:

**Cheap** – [0 2 X4 3.5], kur X4 – laike kintanti pigios kainos sriubos kintamojo reikšmė;

**Normal** – [3 X5 4.5], kur X5 – laike kintanti normalios kainos sriubos kintamojo reikšmė;

**Expensive** – [4 X6 5.5 6], kur X6 – laike kintanti brangios kainos sriubos kintamojo reikšmė.
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3 pav. Kepsnio kainos priklausomybės funkcijos

Kepsnio kainos priklausomybės funkcijų parametrai:

**Cheap** – [3 5 X7 12], kur X7 – laike kintanti pigios kainos kepsnio kintamojo reikšmė;

**Normal** – [8 X8 15], kur X8 – laike kintanti normalios kainos kepsnio kintamojo reikšmė;

**Expensive** – [13 X9 20 21], kur X9 – laike kintanti brangios kainos kepsnio kintamojo reikšmė.

Remiantis 5 lentelės duomenimis buvo sudarytos išėjimo reikšmių priklausomybės funkcijos:

![](data:image/png;base64,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)

4 pav. Restorano kokybės priklausomybės funkcijos

Restorano kokybės priklausomybės funkcijų parametrai:

**Cheap** – [-1 0 2 4];

**Affordable** – [2 5 8];

**Luxurious** – [6 8 10 11].

### Taisyklių sudarymas

Sudarius įvesties ir išvesties kintamųjų funkcijas, sudaromos taisyklės, kurios susieja įėjimo kintamuosius su išėjimo kintamuoju. Visi galimi taisyklių variantai pateikti 6 lentelėje:

6 lentelė. Visų galimų taisyklių rinkinys

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Nr. | Kavos kaina |  | Sriubos kaina |  | Kepsnio kaina | Restoranas |
| 1. | Cheap | *and* | Cheap | *and* | Cheap | Cheap | |
| 2. | Cheap | *and* | Cheap | *and* | Normal | Cheap | |
| 3. | Cheap | *and* | Cheap | *and* | Expensive | Affordable | |
| 4. | Cheap | *and* | Normal | *and* | Cheap | Cheap | |
| 5. | Cheap | *and* | Normal | *and* | Normal | Affordable | |
| 6. | Cheap | *and* | Normal | *and* | Expensive | Affordable | |
| 7. | Cheap | *and* | Expensive | *and* | Cheap | Cheap | |
| 8. | Cheap | *and* | Expensive | *and* | Normal | Luxurious | |
| 9. | Cheap | *and* | Expensive | *and* | Expensive | Luxurious | |
| 10. | Normal | *and* | Cheap | *and* | Cheap | Cheap | |
| 11. | Normal | *and* | Cheap | *and* | Normal | Cheap | |
| 12. | Normal | *and* | Cheap | *and* | Expensive | Affordable | |
| 13. | Normal | *and* | Normal | *and* | Cheap | Cheap | |
| 14. | Normal | *and* | Normal | *and* | Normal | Affordable | |
| 15. | Normal | *and* | Normal | *and* | Expensive | Luxurious | |
| 16. | Normal | *and* | Expensive | *and* | Cheap | Affordable | |
| 17. | Normal | *and* | Expensive | *and* | Normal | Affordable | |
| 18. | Normal | *and* | Expensive | *and* | Expensive | Luxurious | |
| 19. | Expensive | *and* | Cheap | *and* | Cheap | Cheap | |
| 20. | Expensive | *and* | Cheap | *and* | Normal | Affordable | |
| 21. | Expensive | *and* | Cheap | *and* | Expensive | Affordable | |
| 22. | Expensive | *and* | Normal | *and* | Cheap | Affordable | |
| 23. | Expensive | *and* | Normal | *and* | Normal | Luxurious | |
| 24. | Expensive | *and* | Normal | *and* | Expensive | Luxurious | |
| 25. | Expensive | *and* | Expensive | *and* | Cheap | Affordable | |
| 26. | Expensive | *and* | Expensive | *and* | Normal | Luxurious | |
| 27. | Expensive | *and* | Expensive | *and* | Expensive | Luxurious | |

Nemažai taisyklių galima apjungti tarpusavyje, todėl sistemos realizavime sudaromas bei naudojamas optimizuotas 13-kos taisyklių variantas (7 lentelė):

7 lentelė. Optimizuotas taisyklių rinkinys

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Nr. | Kavos kaina |  | Sriubos kaina |  | Kepsnio kaina | Restoranas |
| 1. | Cheap | *and* | NOT(Cheap) | *and* | Cheap | Cheap | |
| 2. | Normal | *and* | NOT(Expensive) | *and* | Cheap | Cheap | |
| 3. | NOT(Expensive) | *and* | Cheap | *and* | Normal | Cheap | |
| 4. | NOT(Normal) | *and* | Cheap | *and* | Cheap | Cheap | |
| 5. | Cheap | *and* | NOT(Expensive) | *and* | Expensive | Affordable | |
| 6. | Expensive | *and* | Cheap | *and* | NOT(Cheap) | Affordable | |
| 7. | Expensive | *and* | NOT(Cheap) | *and* | Cheap | Affordable | |
| 8. | Normal | *and* | Cheap | *and* | Expensive | Affordable | |
| 9. | Normal | *and* | Expensive | *and* | NOT(Expensive) | Affordable | |
| 10. | NOT(Expensive) | *and* | Normal | *and* | Normal | Affordable | |
| 11. | Cheap | *and* | Expensive | *and* | NOT(Cheap) | Luxurious | |
| 12. | Expensive | *and* | NOT(Cheap) | *and* | NOT(Cheap) | Luxurious | |
| 13. | Normal | *and* | NOT(Cheap) | *and* | Expensive | Luxurious | |

### Taisyklių skaičiavimai

Visos optimizuotos taisyklės tarpusavyje jungiamos logine operacija *and*, todėl taisyklės išėjimams skaičiuoti naudojamas *min* metodas, kurio išėjimo reikšmė yra lygi visų taisyklę sudarančių teiginių minimaliam teisingumui:

### Agregacija

Agregacijos metu Fuzzy aibės, kurios atvaizduoja kiekvienos taisyklės išėjimus, yra sujungiamos į vieną Fuzzy aibę. Šiam veiksmui atlikti pasirinktas *max* metodas, kai agreguotos funkcijos vertė taške y lygi didžiausiai iš visų aktyvuotų priklausomumo funkcijų verčių tame pačiame taške y.

### Defuzifikacija

Defuzifikacija – iš agreguotosios išvadų priklausomumo funkcijos m(y) (gauta po agregacijos) y skaitinės vertės radimas. Defuzifikacija gali būti atliekama keliais būdais, tačiau pasirinktas *centroid* metodas, kurio esmė – paskaičiuoti svorio centrą plotui, esančiam žemiau kreivės. *Centroid* metodo formulė:

## Agentų dalis

Pagal užduoties sąlyga sistema turi būti agentinė, todėl Fuzzy logika apibrėžtus veiksmus pasirinkta realizuoti Java programavimo kalba, naudojant Java JADE biblioteką – agentų kūrimo karkasą.

### Sistemoje naudojami agentai ir jų paskirtis

Iš užduoties sąlygos išplaukia, kad sistemoje turi būti realizuoti bei naudojami 3 skirtingi agentai: Agentas A, Agentas V bei Agentas SP.

**Agentas A**: agento paskirtis yra „klausinėti“ (rinkti informaciją, pagal kurią vėliau pats sudaro Fuzzy priklausomybės funkcijas) Agentą V apie trijų skirtingų patiekalų kainas. Priklausomybės funkcijas Agentas A turi sudaryti kas penktą atsakymą, gautą iš agento V. Taip pat Agentas A bendrauja su Agentu SP, kuriam jis turi perduoti informaciją apie pasikeitusias priklausomybės funkcijas, bei persiųsti Agento V, kaip turisto, užduotą klausimą apie restorano kokybę, o atsakymą perduoti atgal Agentui V.

**Agentas V**: agento paskirtis – imituoti skirtingus vartotojus bei, Agentui A paprašius informacijos apie patiekalų kainas, sugeneruoti bei Agentui A persiųsti paprašytos informacijos. Taip pat Agentas V kas kažkiek laiko imituoja turistą, kurio tikslas – suformuoti klausimą apie restorano kokybę, kurį turi perduoti Agentui A, o vėliau iš to paties agento ir sulaukti atsakymo, koks yra paklaustasis restoranas: pigus, prieinamos kainos, prabangus.

**Agentas SP**: agento paskirtis – pritaikyti Fuzzy logiką restorano kokybės nustatymui. Agentas SP saugo priklausomybės funkcijų reikšmes, išėjimų priklausomybės funkcijų reikšmes, aprašytas Fuzzy taisykles, turi aprašytus metodus Fuzzy logikai realizuoti, išėjimo reikšmei (restorano kokybei) apskaičiuoti.

### Agentų bendravimas

Agentai tarpusavyje bendrauja siųsdami vienas kitam žinutes su skirtingais žinučių tipais. Žinutės agentų sistemoje yra aprašomos FIPA specifikacija, konkrečiai – FIPA ACL message struktūra. Struktūra apibrėžia, kad žinutė savyje gali talpinti siuntėją, gavėją, žinutės tekstą, protokolą, kalbą, žinutės tipą bei kitus parametrus. Vienas svarbesnių parametrų – *performative*, kuris apibrėžia žinutės paskirtį/žinutės veiksmą. Sistemoje naudojami 3 tipų *performative* parametrai (8 lentelė):

8 lentelė. Sistemoje naudojami skirtingi performative tipų parametrai ir jų paaiškinimai

|  |  |
| --- | --- |
| *Performative* tipas | Paaiškinimas |
| Request | Žinutės paskirtis – žinutės siuntėjas prašo gavėjo atlikti kažkokį tai veiksmą. Žinutės tekstas gali talpinti veiksmo informaciją. pvz., žodine forma, kurį turi atlikti gavėjas. |
| Inform | Žinutės paskirtis – siuntėjas perduoda kažkokią tai informaciją gavėjui, pvz., persiunčia patiekalų kainų sąrašą. |
| Confirm | Žinutės paskirtis – patvirtinti siuntėjui apie gautą pranešimą ir/ar persiųsti informaciją, kurios prašė siuntėjas. |

Iš sąlygos taip pat aišku, kad Agentas A nuolatos bendrauja su Agentu V ir taip pat bendrauja su Agentu SP, kai reikia atnaujinti priklausomybės funkcijas arba reikia paprašyti, kad pastarasis agentas nustatytų restorano kokybę. Agentas V nuolatos bendrauja tik su Agentu A, o Agentas SP – taip pat tik su Agentu A.

# Užduoties realizacija

Kaip jau minėta anksčiau, sistema realizuota JAVA programavimo kalba, naudojant JAVA JADE agentų kūrimo karkasą. Šiame skyriuje pateikiamas programinis kodas, kuriuo realizuota pateikta užduotis.

## Konstantos

Norint sistemoje išlaikyti vientisumą, buvo sukurtas atskiras konstantų failas, kuriame aprašomi sistemos veikimo metu nekintantys dydžiai, pvz., Agento A patiekalų kainų klausinėjimo intervalas, minimalios bei maksimalios priklausomybės funkcijų reikšmės, Fuzzy reikšmių indeksai, išėjimo reikšmių žodinės išraiškos ir pan. Taip pat konstantų faile aprašytas metodas constantsToArray(), padedantis visų priklausomybės funkcijų minimalias ir maksimalias reikšmes patalpinti į sąrašą (tai reikalinga generuojant patiekalų kainas).

**Programinis kodas:**

package Libraries;

import java.util.ArrayList;

public class Constants {

// General constants

public static final int ASKING\_TIME = 10000;

public static final int ASKING\_TIME\_TOURIST = 9 \* ASKING\_TIME;

public static final String NAME\_AGENT\_A = "AgentA";

public static final String NAME\_AGENT\_V = "AgentV";

public static final String NAME\_AGENT\_SP = "AgentSP";

public static final String AGENTS\_PACK = "Agents";

// Coffee constants

public static final Double COFFEE\_CHEAP\_MIN = 1.5;

public static final Double COFFEE\_CHEAP\_MAX = 2.5;

public static final Double COFFEE\_NORMAL\_MIN = 2.0;

public static final Double COFFEE\_NORMAL\_MAX = 3.0;

public static final Double COFFEE\_EXPENSIVE\_MIN = 2.5;

public static final Double COFFEE\_EXPENSIVE\_MAX = 3.5;

// Soup constants

public static final Double SOUP\_CHEAP\_MIN = 2.0;

public static final Double SOUP\_CHEAP\_MAX = 3.5;

public static final Double SOUP\_NORMAL\_MIN = 3.0;

public static final Double SOUP\_NORMAL\_MAX = 4.5;

public static final Double SOUP\_EXPENSIVE\_MIN = 4.0;

public static final Double SOUP\_EXPENSIVE\_MAX = 5.5;

// Stake constants

public static final Double STEAK\_CHEAP\_MIN = 5.0;

public static final Double STEAK\_CHEAP\_MAX = 12.0;

public static final Double STEAK\_NORMAL\_MIN = 8.0;

public static final Double STEAK\_NORMAL\_MAX = 15.0;

public static final Double STEAK\_EXPENSIVE\_MIN = 13.0;

public static final Double STEAK\_EXPENSIVE\_MAX = 20.0;

// Output functions constants

public static final Double OUTPUT\_CHEAP\_MIN = 0.0;

public static final Double OUTPUT\_CHEAP\_MAX = 4.0;

public static final Double OUTPUT\_AFFORDABLE\_MIN = 2.0;

public static final Double OUTPUT\_AFFORDABLE\_MAX = 8.0;

public static final Double OUTPUT\_LUXURIOUS\_MIN = 6.0;

public static final Double OUTPUT\_LUXURIOUS\_MAX = 10.0;

// Fuzzy values indexes

public static final int INDEX\_COFFE\_CHEAP = 0;

public static final int INDEX\_COFFE\_NORMAL = 1;

public static final int INDEX\_COFFE\_EXPENSIVE = 2;

public static final int INDEX\_SOUP\_CHEAP = 3;

public static final int INDEX\_SOUP\_NORMAL = 4;

public static final int INDEX\_SOUP\_EXPENSIVE = 5;

public static final int INDEX\_STEAK\_CHEAP = 6;

public static final int INDEX\_STEAK\_NORMAL = 7;

public static final int INDEX\_STEAK\_EXPENSIVE = 8;

// Price types

public static final String PRICE\_CHEAP = "Cheap";

public static final String PRICE\_NORMAL = "Normal";

public static final String PRICE\_EXPENSIVE = "Expensive";

// Restaurant states

public static final String RESTAURANT\_CHEAP = "Cheap";

public static final String RESTAURANT\_AFFORDABLE = "Affordable";

public static final String RESTAURANT\_LUXURIOUS = "Luxurious";

// Function to get dishes price ranges values array

public static ArrayList<Double> constantsToArray(){

ArrayList<Double> constants = new ArrayList<>();

constants.add(COFFEE\_CHEAP\_MIN);

constants.add(COFFEE\_CHEAP\_MAX);

constants.add(COFFEE\_NORMAL\_MIN);

constants.add(COFFEE\_NORMAL\_MAX);

constants.add(COFFEE\_EXPENSIVE\_MIN);

constants.add(COFFEE\_EXPENSIVE\_MAX);

constants.add(SOUP\_CHEAP\_MIN);

constants.add(SOUP\_CHEAP\_MAX);

constants.add(SOUP\_NORMAL\_MIN);

constants.add(SOUP\_NORMAL\_MAX);

constants.add(SOUP\_EXPENSIVE\_MIN);

constants.add(SOUP\_EXPENSIVE\_MAX);

constants.add(STEAK\_CHEAP\_MIN);

constants.add(STEAK\_CHEAP\_MAX);

constants.add(STEAK\_NORMAL\_MIN);

constants.add(STEAK\_NORMAL\_MAX);

constants.add(STEAK\_EXPENSIVE\_MIN);

constants.add(STEAK\_EXPENSIVE\_MAX);

return constants;

}

}

## Agentas A

**Programinis kodas:**

package Agents;

import Libraries.Constants;

import jade.core.AID;

import jade.core.Agent;

import jade.core.behaviours.CyclicBehaviour;

import jade.core.behaviours.OneShotBehaviour;

import jade.core.behaviours.TickerBehaviour;

import jade.lang.acl.ACLMessage;

import jade.lang.acl.UnreadableException;

import jade.wrapper.AgentContainer;

import jade.wrapper.AgentController;

import jade.wrapper.StaleProxyException;

import java.io.IOException;

import java.util.ArrayList;

import java.util.Arrays;

public class AgentA extends Agent{

// List dishesList - answers from users

// List in list (ArrayList<Double>):

// Index 0-2: Coffee (cheap, normal, expensive)

// Index 3-5: Soup (cheap, normal, expensive)

// Index 6-8: Steak (cheap, normal, expensive)

private final ArrayList<ArrayList<Double>> allAnswersList;

// DishesList input functions

private final ArrayList<ArrayList<Double>> inputFunctions;

int answersCounter = 0;

private AgentController AC = null;

// Constructor

public AgentA(){

this.inputFunctions = new ArrayList<>();

this.allAnswersList = new ArrayList<>();

initializeInputFunctions();

}

@Override

protected void setup(){

// Behaviour purpose - create all necessary agents

addBehaviour(new OneShotBehaviour() {

@Override

public void action() {

System.out.println(getAID().getLocalName() + " has been created.");

createAgent(Constants.NAME\_AGENT\_V);

createAgent(Constants.NAME\_AGENT\_SP);

}

});

// Ask AgentV for answers about dishes prices

addBehaviour(new TickerBehaviour(this, Constants.ASKING\_TIME) {

@Override

protected void onTick() {

ACLMessage message = new ACLMessage(ACLMessage.REQUEST);

message.addReceiver(new AID(Constants.NAME\_AGENT\_V, AID.ISLOCALNAME));

myAgent.send(message);

}

});

// Behaviour for incoming messages handling

addBehaviour(new CyclicBehaviour() {

@Override

public void action() {

ACLMessage receivedMessage = myAgent.receive();

if(receivedMessage != null){

String agentName = receivedMessage.getSender().getName();

agentName = agentName.substring(0, agentName.indexOf("@"));

// Check sender's name

if(agentName.equals(Constants.NAME\_AGENT\_V)){

// Check received message's type

switch(receivedMessage.getPerformative()){

// Received meesage about dishes prices from AgentV

case ACLMessage.INFORM:

// Getting prices

ArrayList<Double> answersList = new ArrayList<>();

try {

answersList = (ArrayList<Double>)receivedMessage.getContentObject();

} catch (UnreadableException ex) {}

allAnswersList.add(answersList);

// Check if input functions update is needed

if(++answersCounter % 5 == 0){

// Calculate average of last 5 answers about dishes price

int index = allAnswersList.size()-5;

ArrayList<Double> resultsSum = new ArrayList<>(Arrays.asList(0.0, 0.0, 0.0, 0.0, 0.0, 0.0, 0.0, 0.0, 0.0));

for (int i = index; i < allAnswersList.size(); i++){

answersList = allAnswersList.get(i);

for (int j = 0; j < answersList.size(); j++){

resultsSum.set(j, answersList.get(j) + resultsSum.get(j));

}

}

// Calculate average price of every dish and update input functions

for(int i = 0; i < inputFunctions.size(); i++){

inputFunctions.get(i).set(1, Math.round((Double)((inputFunctions.get(i).get(1)\*(answersCounter-5) + resultsSum.get(i))/answersCounter)\*100.0)/100.0);

}

// Inform AgentSP about input functions changes

ACLMessage message = new ACLMessage(ACLMessage.INFORM);

message.addReceiver(new AID(Constants.NAME\_AGENT\_SP, AID.ISLOCALNAME));

try {

message.setContentObject(inputFunctions);

} catch (IOException ex) {}

myAgent.send(message);

}

break;

// Received message from tourist to identify restaurant quality

case ACLMessage.REQUEST:

ArrayList<Double> touristQuestionPrices = new ArrayList<>();

try {

touristQuestionPrices = (ArrayList<Double>)receivedMessage.getContentObject();

} catch (UnreadableException ex) {}

// Generating message for Agent\_SP in order to identify restaurant's quality

ACLMessage message = new ACLMessage(ACLMessage.REQUEST);

message.addReceiver(new AID(Constants.NAME\_AGENT\_SP, AID.ISLOCALNAME));

try {

message.setContentObject(touristQuestionPrices);

} catch (IOException ex) {}

myAgent.send(message);

break;

}

}

// If the message's sender is Agent\_SP

else if(agentName.equals(Constants.NAME\_AGENT\_SP)){

// Generating message for Agent\_V to send the answer to the question about restaurant's quality

ACLMessage message = new ACLMessage(ACLMessage.INFORM);

message.setContent(receivedMessage.getContent());

message.addReceiver(new AID(Constants.NAME\_AGENT\_V, AID.ISLOCALNAME));

myAgent.send(message);

}

}

else{

block();

}

}

});

}

// Function which creates an agent of name Pav and appends it to main container

private void createAgent(String Pav){

try{

AgentContainer Konteineris = (AgentContainer) getContainerController();

AC = Konteineris.createNewAgent(Pav, Constants.AGENTS\_PACK + "." + Pav, null);

AC.start();

}

catch(StaleProxyException any){}

}

// Function for dishes prices input functions initialization

private void initializeInputFunctions(){

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.COFFEE\_CHEAP\_MIN, 0.0, Constants.COFFEE\_CHEAP\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.COFFEE\_NORMAL\_MIN, 0.0, Constants.COFFEE\_NORMAL\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.COFFEE\_EXPENSIVE\_MIN, 0.0, Constants.COFFEE\_EXPENSIVE\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.SOUP\_CHEAP\_MIN, 0.0, Constants.SOUP\_CHEAP\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.SOUP\_NORMAL\_MIN, 0.0, Constants.SOUP\_NORMAL\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.SOUP\_EXPENSIVE\_MIN, 0.0, Constants.SOUP\_EXPENSIVE\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.STEAK\_CHEAP\_MIN, 0.0, Constants.STEAK\_CHEAP\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.STEAK\_NORMAL\_MIN, 0.0, Constants.STEAK\_NORMAL\_MAX)));

inputFunctions.add(new ArrayList<>(Arrays.asList(Constants.STEAK\_EXPENSIVE\_MIN, 0.0, Constants.STEAK\_EXPENSIVE\_MAX)));

}

}

## Agentas V

**Programinis kodas:**

package Agents;

import Libraries.Constants;

import jade.core.AID;

import jade.core.Agent;

import jade.core.behaviours.CyclicBehaviour;

import jade.core.behaviours.TickerBehaviour;

import jade.lang.acl.ACLMessage;

import java.io.IOException;

import java.util.ArrayList;

import java.util.Random;

public class AgentV extends Agent{

@Override

protected void setup(){

System.out.println(getAID().getLocalName() + " has been created.");

// Behaviour for incoming messages handling

addBehaviour(new CyclicBehaviour() {

@Override

public void action() {

ACLMessage receivedMessage = myAgent.receive();

if(receivedMessage != null){

switch(receivedMessage.getPerformative()){

// Received message from Agent\_A to provide answer about dishes prices

case ACLMessage.REQUEST:

// Generating message with answers about dishes prices

ACLMessage answerMessage = receivedMessage.createReply();

answerMessage.setPerformative(ACLMessage.INFORM);

ArrayList<Double> answersList = generatePrices(1);

try {

answerMessage.setContentObject(answersList);

} catch (IOException ex) {}

myAgent.send(answerMessage);

break;

// Received the answer from Agent\_A about restaurant's quality

case ACLMessage.INFORM:

System.out.println(receivedMessage.getContent());

break;

}

}

else{

block();

}

}

});

// Behaviour for simulation of tourists and their questions about dishes prices

addBehaviour(new TickerBehaviour(this, Constants.ASKING\_TIME\_TOURIST) {

@Override

protected void onTick() {

// Generating message for Agent\_A about dishes prices in restaurant

ACLMessage message = new ACLMessage(ACLMessage.REQUEST);

message.addReceiver(new AID(Constants.NAME\_AGENT\_A, AID.ISLOCALNAME));

ArrayList<Double> pricesList = generatePrices(5);

try {

message.setContentObject(pricesList);

} catch (IOException ex) {}

myAgent.send(message);

}

});

}

// Generating random prices using price ranges from constants

private ArrayList<Double> generatePrices(int rangeOffset){

ArrayList<Double> answersList = new ArrayList<>();

ArrayList<Double> rangesList = Constants.constantsToArray();

Random rnd = new Random();

for (int i = 0; i < rangesList.size(); i+= (rangeOffset+1)){

Double minRangeDouble = rangesList.get(i)\*100;

Double maxRangeDouble = rangesList.get(i+rangeOffset)\*100;

answersList.add((double)(rnd.nextInt(maxRangeDouble.intValue() - minRangeDouble.intValue() + 1) + minRangeDouble.intValue())/100);

}

return answersList;

}

}

## Agentas SP

**Programinis kodas:**

package Agents;

import Libraries.Constants;

import jade.core.Agent;

import jade.core.behaviours.CyclicBehaviour;

import jade.lang.acl.ACLMessage;

import jade.lang.acl.UnreadableException;

import java.util.ArrayList;

import java.util.Arrays;

import java.util.List;

public class AgentSP extends Agent {

// The list of input functinos

private ArrayList<ArrayList<Double>> inputFunctions;

// The list of output functions

private final ArrayList<ArrayList<Double>> outputFunctions;

// Constructor

public AgentSP(){

this.inputFunctions = new ArrayList<>();

this.outputFunctions = new ArrayList<>();

// Initialising output functions list

this.outputFunctions.add(new ArrayList<>(Arrays.asList(-1.0, Constants.OUTPUT\_CHEAP\_MIN, Constants.OUTPUT\_CHEAP\_MAX)));

this.outputFunctions.add(new ArrayList<>(Arrays.asList(Constants.OUTPUT\_AFFORDABLE\_MIN, 5.0, Constants.OUTPUT\_AFFORDABLE\_MAX)));

this.outputFunctions.add(new ArrayList<>(Arrays.asList(Constants.OUTPUT\_LUXURIOUS\_MIN, Constants.OUTPUT\_LUXURIOUS\_MAX, 11.0)));

}

@Override

protected void setup(){

System.out.println(getAID().getLocalName() + " has been created.");

// Behaviour for incoming messages handling

addBehaviour(new CyclicBehaviour() {

@Override

public void action() {

ACLMessage receivedMessage = myAgent.receive();

if(receivedMessage != null){

// Check received message's type

switch(receivedMessage.getPerformative()){

// Received message about input functions update

case ACLMessage.INFORM:

try {

// Updating input functions

inputFunctions = (ArrayList<ArrayList<Double>>)receivedMessage.getContentObject();

} catch (UnreadableException ex) {}

System.out.print("Input functions values: ");

System.out.println(inputFunctions);

break;

// Received a request to identify restaurant quality

case ACLMessage.REQUEST:

ArrayList<Double> touristQuestionPrices = new ArrayList<>();

try {

touristQuestionPrices = (ArrayList<Double>)receivedMessage.getContentObject();

} catch (UnreadableException ex) {}

System.out.print("Tourist prices: ");

System.out.println(touristQuestionPrices);

// Calculating fuzzy values from input functions using tourist's provided dishes prices

ArrayList<Double> fuzzyValues = calculateFuzzyValuesOfInput(touristQuestionPrices);

System.out.print("Calculated fuzzy values: ");

System.out.println(fuzzyValues);

// Calculating values of every rule using calculated fuzzy values

ArrayList<Double> rulesValues = calculateRulesValues(fuzzyValues);

System.out.print("Calculated rules values: ");

System.out.println(rulesValues);

// Defuzification using centroid method

double outputValue = calculateOutputUsingCentroid(calculateAggregatedFunctionsValuesFromRules(rulesValues));

System.out.print("Calculated output: ");

System.out.println(outputValue);

// Generating message for Agent\_A about calculated restaurant quality

ACLMessage answerMessage = receivedMessage.createReply();

answerMessage.setPerformative(ACLMessage.CONFIRM);

answerMessage.setContent("Restaurant is: " + verbalizeOutputValue(outputValue));

myAgent.send(answerMessage);

break;

}

}

else{

block();

}

}

});

}

// Function for fuzzy values calculation of every input function

private ArrayList<Double> calculateFuzzyValuesOfInput(ArrayList<Double> input){

ArrayList<Double> fuzzyValues = new ArrayList<>();

int inputIndex = 0;

for(int i = 0; i < inputFunctions.size(); i++){

switch((i+1)%3){

// If the function is of type cheap (trapezium function)

case 1:

fuzzyValues.add(calculateFuzzyValueFromFunction(inputFunctions.get(i), input.get(inputIndex), Constants.PRICE\_CHEAP));

break;

// If the function is of type normal (triangle function)

case 2:

fuzzyValues.add(calculateFuzzyValueFromFunction(inputFunctions.get(i), input.get(inputIndex), Constants.PRICE\_NORMAL));

break;

// If the function is of type expensive (trapezium function)

case 0:

fuzzyValues.add(calculateFuzzyValueFromFunction(inputFunctions.get(i), input.get(inputIndex), Constants.PRICE\_EXPENSIVE));

inputIndex++;

break;

}

}

return fuzzyValues;

}

// Function for getting y value from input function, when x is a dish price provided by tourist

private double calculateFuzzyValueFromFunction(ArrayList<Double> inputFunction, double inputValue, String priceType){

double fuzzyValue = 0.0;

switch(priceType){

case Constants.PRICE\_CHEAP:

if(inputValue >= inputFunction.get(0) && inputValue < inputFunction.get(1)){

fuzzyValue = 1.0;

}

else if(inputValue >= inputFunction.get(1) && inputValue <= inputFunction.get(2)){

fuzzyValue = (double)(inputFunction.get(2)-inputValue)/(inputFunction.get(2)-inputFunction.get(1));

}

break;

case Constants.PRICE\_NORMAL:

if(inputValue >= inputFunction.get(0) && inputValue < inputFunction.get(1)){

fuzzyValue = (double)(inputValue - inputFunction.get(0))/(inputFunction.get(1)-inputFunction.get(0));

}

else if(inputValue >= inputFunction.get(1) && inputValue <= inputFunction.get(2)){

fuzzyValue = (double)(inputFunction.get(2)-inputValue)/(inputFunction.get(2)-inputFunction.get(1));

}

break;

case Constants.PRICE\_EXPENSIVE:

if(inputValue >= inputFunction.get(0) && inputValue < inputFunction.get(1)){

fuzzyValue = (double)(inputValue - inputFunction.get(0))/(inputFunction.get(1)-inputFunction.get(0));

}

else if(inputValue >= inputFunction.get(1) && inputValue <= inputFunction.get(2)){

fuzzyValue = 1.0;

}

break;

}

return fuzzyValue;

}

// Function for rules' values calculation using fuzzy values of every dish price

private ArrayList<Double> calculateRulesValues(ArrayList<Double> fuzzyValues){

ArrayList<Double> rulesValues = new ArrayList<>();

// There are 13 different rules, so loop from 1 to 13

for (int i = 1; i <= 13; i++){

// Calculates using minimum of all fuzzy values

switch(i){

// Coffe - Cheap, soup - NOT(Cheap), steak - Cheap

// Result: Restaurant - Cheap

case 1:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_CHEAP), (1-fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP))), fuzzyValues.get(Constants.INDEX\_STEAK\_CHEAP)));

break;

// Coffe - Normal, soup - NOT(Expensive), steak - Cheap

// Result: Restaurant - Cheap

case 2:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_NORMAL), (1-fuzzyValues.get(Constants.INDEX\_SOUP\_EXPENSIVE))), fuzzyValues.get(Constants.INDEX\_STEAK\_CHEAP)));

break;

// Coffe - NOT(Expensive), soup - Cheap, steak - Normal

// Result: Restaurant - Cheap

case 3:

rulesValues.add(Math.min(Math.min((1-fuzzyValues.get(Constants.INDEX\_COFFE\_EXPENSIVE)), fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP)), fuzzyValues.get(Constants.INDEX\_STEAK\_NORMAL)));

break;

// Coffe - NOT(Normal), soup - Cheap, steak - Cheap

// Result: Restaurant - Cheap

case 4:

rulesValues.add(Math.min(Math.min((1-fuzzyValues.get(Constants.INDEX\_COFFE\_NORMAL)), fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP)), fuzzyValues.get(Constants.INDEX\_STEAK\_CHEAP)));

break;

// Coffe - Cheap, soup - NOT(Expensive), steak - Expensive

// Result: Restaurant - Affordable

case 5:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_CHEAP), (1-fuzzyValues.get(Constants.INDEX\_SOUP\_EXPENSIVE))), fuzzyValues.get(Constants.INDEX\_STEAK\_EXPENSIVE)));

break;

// Coffe - Expensive, soup - Cheap, steak - NOT(Cheap)

// Result: Restaurant - Affordable

case 6:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_EXPENSIVE), fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP)), (1-fuzzyValues.get(Constants.INDEX\_STEAK\_CHEAP))));

break;

// Coffe - Expensive, soup - NOT(Cheap), steak - Cheap

// Result: Restaurant - Affordable

case 7:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_EXPENSIVE), (1-fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP))), fuzzyValues.get(Constants.INDEX\_STEAK\_CHEAP)));

break;

// Coffe - Normal, soup - Cheap, steak - Expensive

// Result: Restaurant - Affordable

case 8:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_NORMAL), fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP)), fuzzyValues.get(Constants.INDEX\_STEAK\_EXPENSIVE)));

break;

// Coffe - Normal, soup - Expensive, steak - NOT(Expensive)

// Result: Restaurant - Affordable

case 9:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_NORMAL), fuzzyValues.get(Constants.INDEX\_SOUP\_EXPENSIVE)), (1-fuzzyValues.get(Constants.INDEX\_STEAK\_EXPENSIVE))));

break;

// Coffe - NOT(Expensive), soup - Normal, steak - Normal

// Result: Restaurant - Affordable

case 10:

rulesValues.add(Math.min(Math.min((1-fuzzyValues.get(Constants.INDEX\_COFFE\_EXPENSIVE)), fuzzyValues.get(Constants.INDEX\_SOUP\_NORMAL)), fuzzyValues.get(Constants.INDEX\_STEAK\_NORMAL)));

break;

// Coffe - Cheap, soup - Expensive, steak - NOT(Cheap)

// Result: Restaurant - Luxurious

case 11:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_CHEAP), fuzzyValues.get(Constants.INDEX\_SOUP\_EXPENSIVE)), (1-fuzzyValues.get(Constants.INDEX\_STEAK\_CHEAP))));

break;

// Coffe - Expensive, soup - NOT(Cheap), steak - NOT(Cheap)

// Result: Restaurant - Luxurious

case 12:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_EXPENSIVE), (1-fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP))), (1-fuzzyValues.get(Constants.INDEX\_STEAK\_CHEAP))));

break;

// Coffe - Normal, soup - NOT(Cheap), steak - Expensive

// Result: Restaurant - Luxurious

case 13:

rulesValues.add(Math.min(Math.min(fuzzyValues.get(Constants.INDEX\_COFFE\_NORMAL), (1-fuzzyValues.get(Constants.INDEX\_SOUP\_CHEAP))), fuzzyValues.get(Constants.INDEX\_STEAK\_EXPENSIVE)));

break;

}

}

return rulesValues;

}

// Calculating function values necessary for output functions aggregation

private ArrayList<Double> calculateAggregatedFunctionsValuesFromRules(ArrayList<Double> rulesValues){

ArrayList<Double> aggregatedValues = new ArrayList<>();

// 72---------------------------

double aggregatedCheapValue = maxOfArrayList(rulesValues.subList(0, 4));

double aggregatedAffordableValue = maxOfArrayList(rulesValues.subList(4, 10));

double aggregatedLuxuriousValue = maxOfArrayList(rulesValues.subList(10, 13));

//-------------------------------

for (int i = 0; i <= 10; i++){

if(i <= 2)

aggregatedValues.add(aggregatedCheapValue);

else if(i == 3)

aggregatedValues.add(aggregatedCheapValue >= aggregatedAffordableValue ? aggregatedCheapValue : aggregatedAffordableValue);

else if(i >= 4 && i <= 6)

aggregatedValues.add(aggregatedAffordableValue);

else if(i == 7)

aggregatedValues.add(aggregatedLuxuriousValue >= aggregatedAffordableValue ? aggregatedLuxuriousValue : aggregatedAffordableValue);

else

aggregatedValues.add(aggregatedLuxuriousValue);

}

return aggregatedValues;

}

// Function for finding the maximum value of list

private double maxOfArrayList(List<Double> list){

double currentMax = 0.0;

for(Double d : list) currentMax = Math.max(currentMax, d);

return currentMax;

}

// Function for calculation of output value using centroid method

private double calculateOutputUsingCentroid(ArrayList<Double> outputValues){

double numerator = 0.0;

for(int i = 0; i <= 10; i++) numerator += i \* outputValues.get(i);

double denominator = 0.0;

for(double d : outputValues) denominator += d;

return (double)numerator/denominator;

}

// Function for output value verbalisation (converting output value to one of String values: "Cheap", "Affordable", "Luxurious" according to the calculated output value)

private String verbalizeOutputValue(double outputValue){

int outputIndex = 0;

double maxValue = 0.0;

for(int i = 0; i < outputFunctions.size(); i++){

double fuzzyValue = 0.0;

ArrayList<Double> function = outputFunctions.get(i);

if(outputValue >= function.get(0) && outputValue < function.get(1)){

fuzzyValue = (double)(outputValue - function.get(0))/(function.get(1)-function.get(0));

}

else if(outputValue >= function.get(1) && outputValue <= function.get(2)){

fuzzyValue = (double)(function.get(2)-outputValue)/(function.get(2)-function.get(1));

}

if (fuzzyValue > maxValue){

maxValue = fuzzyValue;

outputIndex = i;

}

}

return outputIndex == 0 ? Constants.RESTAURANT\_CHEAP : outputIndex == 1 ? Constants.RESTAURANT\_AFFORDABLE : Constants.RESTAURANT\_LUXURIOUS;

}

}

# Sistemos veikimas bei rezultatai

Šiame skyriuje pateikiama informacija apie tai, kaip sistema veikia, kokie buvo gauti rezultatai bei parodoma, kaip agentai bendrauja tarpusavyje sistemos veikimo metu.

## Agentų bendravimas

5 paveiklėlyje pateiktas grafinės agentų valdymo sąsajos sniffer langas, kuriame matoma, kaip agentai bendrauja tarpusavyje:
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5 pav. Agentų grafinės valdymo sąsajos sniffer langas

Agentų bendravima galima suskirstyti į tokias dalis:

1. Agentas A klausinėja Agento V apie kiekvieno patiekalo kainas (ar patiekalo kaina yra pigi/normali/brangi). Kaip matome, tai vyksta 5 kartus (1.1 – 1.5) punktai;
2. Gavus 5 atsakymus, pakeičiamos priklausomybės funkcijos, todėl po 5 gautų atsakymų Agentas A siunčia žinutę su tipu *inform* apie pasikeitusias funkcijų reikšmes;
3. Toliau vyksta komunikacija tarp Agento A ir Agento V dėl patiekalų kainų reikšmių (3.1 – 3.3 punktai);
4. Po tam tikro laiko Agentas V imituoja turistą ir siunčia žinutę Agentui A su klausimu apie restorano kokybę – žinutės tipas *request* nurodo, kad Agentas V prašo Agento A įvykdyti restorano kokybės nustatymo veiksmą;
5. Iš Agento V gavęs žinutę apie prašymą nustatyti restorano kokybę, Agentas A prašo (žinutės tipas *request*) Agento SP nustatyti restorano kokybę, persiųsdamas jam turisto perduotas patiekalų kainas. Agentas SP patvirtina gavęs restorano kokybės nustatymo prašymą kartu persiųsdamas Agentui A atsakymą apie restorano kokybę;
6. Gavęs rezultatus iš Agento SP, Agentas A informuoja (žinutės tipas *inform*) Agentą V apie tai, jog buvo nustatyta restorano kokybė, kartu persiųsdamas restorano kokybės įvertinimą (ar tai pigus/prieinamos kainos/brangus restoranas).

## Sistemos veikimo rezultatai

Sistemos veikimo metu, svarbiausia informacija apie priklausomybės funkcijų pasikeitimus, apskaičiuotas Fuzzy reikšmes, nustatytą restorano kokybę ir kitus panašius aspektus, išvedama JAVA output konsolės lange (6 paveikslėlis):
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6 pav. JAVA output konsolės lange pateikiama sistemos vykdymo informacija

# Išvados

Sistema buvo realizuota naudojant JAVA programavimo kalbą bei JAVA JADE biblioteką. Kadangi sistemą realizuoti pavyko, galime daryti išvadą, jog sistemos realizacijai pasirinktos teisingos priemonės.

Duomenų apdorojimui, rezultatų skaičiavimui buvo naudojama Fuzzy logika. Kaip matome iš gautų rezultatų, pasirinkti šią logikos rūšį buvo tinkamas variantas, pilnai išpildęs projekto užduotį, o miglotosios logikos metodai pagelbėjo skaičiavimus, jų rezultatus paversti bei pateikti žmogaus mąstymui priimtinesne – žodine forma.

Iš sistemos veikimo rezultatų bei pateiktos informacijos JAVA output konsolės lange galime teigti, kad sistema veikia taip, kaip buvo suplanuota, t.y., pritaikyti Fuzzy logikos metodai veikia tinkamai, priklausomybės funkcijos parinktos tinkamos (turint omeny, kad jos yra koreguojamos sistemos veikimo metu), taisyklės optimizuotos tinkamai, nes remiantis įvedimo duomenimis (input) ir gautais rezultatais (output) matoma, kad sistema pateikia teisingus rezultatus/žodines išvadas apie restorano kokybę.