**Introduction to Pandas**

Pandas is a software library focused on fast and easy data manipulation and analysis in Python. In particular, it offers high-level data structures (like DataFrame and Series) and data methods for manipulating and visualizing numerical tables and time series data. It is built on top of NumPy and is highly optimized for performance (about 15x faster), with critical code paths written in Cython or C. The ndarray data structure and NumPy’s broadcasting abilities are heavily used.  
Pandas creator Wes McKinney starting developing the library in 2008 during his tenure at AQR, a quantitative investment management firm. He was motivated by a distinct set of data analysis requirements that were not well-addressed by any single tool at his disposal at the time.

**Pandas Features**

1. Data structures with labeled axes supporting automatic or explicit data alignment capable of handling both time-series and non-time-series data
2. Ability to add and remove columns on the fly
3. Flexible handling of missing data
4. SQL-like merge and other relational operations
5. Tools for reading and writing data between in-memory data structures and different file formats  (csv, xls, HDF5, SQL databases)
6. Reshaping and pivoting of data sets
7. Label-based slicing, fancy indexing, and subsetting of large data sets
8. Group by engine allowing split-apply-combine operations on data sets
9. Time series-functionality: date range generation and frequency conversion, moving window statistics, moving window linear regressions, date shifting and lagging
10. Hierarchical axis indexing to work with high-dimensional data in a lower-dimensional data structure

**Pandas Installation**

* **Make sure you have Python and pip**

All modern operating systems (Windows, Mac OS and Linux) come pre-installed with Python. To check whether your OS has Python, start up the command line tool (Command Prompt on Windows, Terminal on MacOS or Linux) and type python. If you see some welcome messages followed by the >>> sign, it means that you’ve successfully launched the Python interpreter.  
Next, ensure that you have pip installed by typing pip at the command line. If you do not see a help file, follow this guide: <https://packaging.python.org/en/latest/installing/> and get pip.

* **Install Pandas**

Simply go to your command line tool and type

pip install pandas

Ensure that the installation was successful by launching Python and write

import pandas as pd

print pd.\_\_version\_\_

* **Alternative – install Anaconda**

Anaconda is a free Python distribution that comes loaded with 330+ of the most popular Python packages (including pandas) for data science.  Download it here: <https://store.continuum.io/cshop/anaconda/>

**Reading Data into Pandas**

* **Reading a CSV file**

Reading a comma separated file is as simple as calling the read\_csv function. By default, the read\_csv function expects the column separator to be a comma, but you can change that using the sep parameter.

Syntax:

pd.read\_csv(filepath, sep=, header=, names=, skiprows=, na\_values= ... )

Help File: for a detailed explanation of all parameters, run

pd.read\_csv?

* **Reading an Excel File**

Pandas allows you to read from and write to Excel files, so you can easily read from Excel, write your code in Python, and then write back out to Excel –  no need for VBA. Reading Excel files requires the xlrd library. You can install it via pip using:

pip install xlrd

Syntax:

pd.read\_excel('my-excel.xlsx', 'sheet1')

* **Support for SQL Databases**

Pandas enables you to connect to external databases like Teradata or MS SQL database to read/write data. First, we create a connection to the database (supplying username, password and DB name if required) Then we pass a SQL query as a Python string through that connection. The query is run on the database and the table returned is imported into a pandas object.

Sample query:

import sqlite3

from pandas.io import sql

conn = sqlite3.connect('C:/Users/userX/Downloads/towed.db')

query = "SELECT \* FROM towed WHERE make = 'FORD';"

results = pd.read\_sql(query, con=conn)

print results.head()

* **Reading from the clipboard**

If you can copy a table (using CTRL + C) on the web or from an Excel sheet, you can quickly import it into your code using the pandas function *read\_clipboard()*.

**Pandas Data Structure**

Pandas has two **core** data structures – Series and DataFrame. Core operations using these structures include

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Create | Select | Insert | Update | View |
| Filter | Append | Sort | Join | Merge |
| Group | Summarize | Reshape | Map | Apply |

**Pandas Series**

A Series is a one-dimensional array-like object containing an array of data (of any NumPy data type) and an associated array of data labels, called its index.

* **Creating a Series**

It can be created in the same way as a NumPy array is created. Syntax:

Series(numpy-array, index = )

Example:

Series([21, 42, -31, 85], index=['d', 'b', 'a', 'c'])

If you do not specify an index for the data, a default one consisting of the integers 0 through N - 1 (where N is the length of the data) is created. Unlike the NumPy array, though, this index can be something other than integers.

We can also convert a Python dictionary to a Series, where the keys will become the index

d = {'Chicago': 1000, 'New York': 1300, 'Portland': 900, 'San Francisco': 1100, 'Austin': 450, 'Boston': None}

cities = pd.Series(d)

cities

* **Attributes of a Series**

These include *.values* and *.index*, using which we can get the array representation and index object of the Series respectively. We can assign a name to the Series using the *.index.name*

Example:

my\_series = Series(np.random.randn(5))

my\_series.values

my\_series.index

my\_series.index.name = 'row.names'

* **Subsetting a Series**

We can use the labels in the index, a list of labels, a Boolean vector or positional slicing for extracting elements from a Series. This is mostly similar to numPy array slicing except the returned values have the index associated.

Example:

my\_series = Series(np.arange(50, 71, 5), index = list('abcde'))

my\_series

my\_series['a'] # slice using index label

my\_series[['a', 'c', 'e']] # slicing using a list of labels

my\_series[0:3] # positional slicing

my\_series[my\_series > .60] # slicing using a boolean

* **Array Operations on a Series**

Array or Vectorized operations on a Series preserve the index-value links.

my\_series \* 2

np.sqrt(my\_series)

* **Check if an item exists in a Series**

This can be done using the in keyword. 'b' in my\_series

Missing values appear as NaN. Funtions isnull and notnull are used to detect missings.

index2 = ['a', 'd', 'e', 'f', 'g']

my\_series2 = my\_series[index2]; my\_series2

my\_series2.isnull() # or pd.isnull(my\_series2)

my\_series2.notnull() # or pd.notnull(my\_series2)

[![http://s3.amazonaws.com/files.dezyre.com/images/blog/Marketing+Banners+for+Blogs/Work-on-hands-on-projects-in-big-data-and-data-science.jpg](data:image/jpeg;base64,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)](http://www.dezyre.com/data-science-in-python-online-training/36?from=tpanda1sgb)

**Pandas Dataframe**

It is 2-dimensional table-like data structure that

* Has both a row and column index for
  + Fast lookups
  + Data alignment and joins
* Is quite similar to the R data frame.
* Can contain columns of different data types
* Can be thought of a dict of Series objects.
* Has a number of associated methods that make commonplace tasks very simple

* **Creating a DataFrame**

Syntax:

DataFrame(data=, index=, columns=)

where ‘data’ can be a 2-d numpy array.

Example:

my\_df = DataFrame(np.arange(20, 32).reshape(3, 4),

columns = ['c1', 'c2', 'c3', 'c4'],

index = list('abc'))

One of the most common ways of creating a pandas DataFrame is from a Python dict of arrays or lists. The dict keys will be used as column names, and a string list can be supplied to act as the index.

Example:  
# creating DataFrame using a dict of equal length lists

my\_dict = {'ints': np.arange(5),

'floats': np.arange(0.1, 0.6, 0.1),

'strings': list('abcde')}

my\_df2 = DataFrame(my\_dict, index = list('vwxyz'))

* **Adding or Deleting Columns**

New columns can be created or derived from other existing columns. The syntax is similar to R DataFrames.

my\_df2['const'] = np.pi

my\_df2

del my\_df2['const']

We can also use the drop DataFrame method to remove one or more columns or rows

my\_df2.drop(['x', 'y']) # delete rows

my\_df2.drop(['const', 'ints'], axis=1) # delete columns

* **Attributes of the DataFrame**

Some of the most commonly used ones are –*index, columns, dtypes, info*

Code:

# Create a DataFrame using a dict of lists

data = {'country': ['Belgium', 'France', 'Germany', 'Netherlands', 'UK'],

'population': [11.3, 64.3, 81.3, 16.9, 64.9],

'area': [30510, 671308, 357050, 41526, 244820],

'capital': ['Brussels', 'Paris', 'Berlin', 'Amsterdam', 'London']}

countries = pd.DataFrame(data)

countries

Some DataFrame attributes

countries.index # Check row names

countries.columns # Check column names

countries.dtypes # Check data types

countries.info # Gives overview of the dataset

* **Some popular DataFrame methods**

***set\_index()***  
for setting an arbitrary *Index*.  
If we don't like what the index looks like, we can reset it and set one of our columns like this

countries = countries.set\_index('country')

***sort() or sort\_index()***  
for arranging the data. It has a simple syntax:

countries.sort('population', ascending=False)

***describe()***  
This is used to  compute summary statistics for each column numerical (default) column. Syntax:

countries.describe()

***plot()***  
This is used to quickly visualize the data in different ways. The available plotting types are: *‘line’ (default), ‘bar’, ‘barh’, ‘hist’, ‘box’ , ‘kde’, ‘area’, ‘pie’, ‘scatter’, ‘hexbin’*.

countries['population'].plot(kind='bar') # barcharts

countries.plot(kind='scatter', x='population', y='area') # scatterplots

* **Subsetting a DataFrame**

**Selecting 1 Column**

For a DataFrame, basic indexing selects the columns. An individual column can be retrieved as a Series using  
*df['col'] or df.col*  
This is especially helpful for creating boolean indexes.

Examples:

my\_df2['floats']

countries.area

**Selecting 2+ Columns**

Multiple columns are retrieved as a DataFrame using a list of column names  
*df[['col1', 'col2']]*

Examples:

my\_df2[['ints', 'strings']]

countries[['area', 'population']]

**Advanced Indexing using loc(), iloc()and ix( )**

For advanced indexing, the DataFrame attributes  
***.loc****(label indexing), and****.iloc****(integer indexing)*  
 are used.

**Using loc( )**  
Syntax: *df.loc[[indices], [colnames]]*  
Where [indices] could be specified as a list, splice (start : end) or a Boolean.

Examples  
# Using a row index (before comma) and a column name (after comma)

countries.loc['Germany', 'area']

# Using a row index splice and a column index splice

countries.loc['France':'Germany', :]

# Using a boolean for rows and a list of column names

countries.loc[countries['population']>5, ['capital', 'area']]

**Using iloc( )**  
Selecting by position with iloc works similar as indexing numpy arrays

Syntax:  
*df.iloc[row-positions, col-positions]*

Example:  
# Using splices for both rows and columns  
*countries.iloc[0:2, 1:3]*

**Using ix( )**  
This method is more general than the loc and iloc methods and can work both with labels and positions.  
Syntax: *df.ix[, ]*

Here,  
specify-cols could be done as a singular/list/splice of column name(s)  
Additionally we could even specify integer ranges (splices).  
specify-rows can be done using indices (if you want to subset rows by name) or by using integer splices (if you want to subset by position)

Examples:

**Subsetting Columns**

print my\_df2.ix[:, 'strings'] # select a column by name

print my\_df2.ix[:, ['strings', 'floats']] # select multiple columns by name

print my\_df2.ix[:, 0:2] # select columns by position

**Subsetting Rows**

print my\_df2.ix[0] # first row

print my\_df2.ix[2] # second row

print my\_df2.ix[0:2] # by position: returns the first 2 rows

print my\_df2.ix['x':'z'] # by index: returns the last three rows

**IMPORTANT NOTE**  
The columns returned when indexing a DataFrame is a **view** on the underlying data, **not a copy**. Thus, any in-place modifications to the Series will be reflected in the original DataFrame. The column can be explicitly copied using the Series copy method.

**Sorting Data**

* **Series**

To sort a series on its index, use:   *my\_series.sort\_index()*  
To sort a series on its values, use: *my\_series.order(ascending=)*

Examples:  
# Create a Series with explicit index

s9 = Series(np.random.randn(5), index=list('dcbae')); print s9

s9.sort\_index() # Sorting on the index

s9.order(ascending=False) # Sorting on the values

* **DataFrame**

For Reordering rows or columns use: *sort\_index()*  
For Sorting on column values use: *sort() or sort\_index(by=)*

Example:

d9 = DataFrame(np.random.randn(9).reshape(3,3),

index=list('cba'),

columns=list('prq'))

print d9

# without arguments, sort\_index() will sort the index (rows) of the DataFrame

d9.sort\_index()

# To sort column names

d9.sort\_index(axis=1)

# Sort the data by the values of a column

d9.sort\_index(by='p')

# Sort the data by the values of 2 columns

d9.sort\_index(by=['p', 'r'], ascending=False)

**Handling Missing Data**

Pandas treats the numpy NaN and the Python None as missing values.

* These can be detected in a Series or DataFrame using notnull() which returns a boolean.
* To filter out missing data from a Series, or to remove rows (default action) or columns with missing data in a DataFrame, we use dropna()
* Missing Value imputation is done using the fillna() method

Examples:

# Create a string Series and set some values to missing

s12 = Series(['abc', 'pqr', np.nan, 'xyz', np.nan, 'ijk', None])

# Detect missing values

s12.notnull()

# Replace missing values with a string

s12.fillna('--missing--')

# Create a numeric Series

s13 = Series(np.random.randn(8), index=list('abcdefgh'))

# set a few values to missing

s13[::2] = np.nan

# Fill with median

s13.fillna(s13.median())

# Note: We could use 0, or .mean() or some arbitrary method

**Descriptive Statistics**

* **Numeric Data**

Pandas objects have a set of common math/stat methods that extract

* a single summary value from a Series
* a Series of summary values by row/column from a DataFrame (along a specified axis)

These Methods include:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| count | sum | mean | median |  |
| min/max | skew | kurt | cumsum |  |

Note: When these methods are called on a DataFrame, they are applied over each row/column as specified and results collated into a Series. Missing values are ignored by default by these methods.  
Pass *skipna=False* to disable this.

Example:

d11 = DataFrame(np.random.randn(25).reshape(5,5),

index=list('abcde'),

columns=list('vwxyz')); print df8

# Getting colsums is as simple as calling the .sum() method of a DataFrame

d11.sum()

# For rowsums, pass axis=1 to the .sum() method

d11.sum(axis=1)

# Find the min/max for each column/row

d11.min(axis=0)            # by column

d11.min(axis=1)      # by row

# Find the location of the min value across rows

d11.idxmin()

# Calculate quantiles for each column

d11.quantile([0.2, 0.4, 0.6, 0.8])

**The describe() function – Numeric Data**

This function deserves a special mention because of its versatility. It works on numeric Series and produces the summary statistics including – min, max, count, mean, standard deviation, median and percentiles (25th, 75th). You can call describe on a Series (a column in a DataFrame) or an entire DataFrame (in which case it will produce results for each **numeric** column.).

# Summary Stats for each column!

d11.describe()

* **Categorical Data**

Pandas has some interesting methods for working on Categorical data. These include functions for getting unique values *(unique), frequency tables (value\_counts), membership (isin).*

Examples

# Getting distinct values in a Series

s12 = Series(list('the quick brown fox jumped over the lazy dog'))

s12.unique()

# Can also use: set(s12)

# Getting a Frequency Table

s12.value\_counts()

# isin returns a boolean indicating the position where a match occurred

colours = Series(['red', 'blue', 'white', 'green', 'black', 'white', None])

colours.isin(['white'])

**The describe() function – Categorical Data**

Calling the describe() function on categorical data returns summary information about the Series that includes the

- count of non-null values,  
- the number of unique values,  
- the mode of the data  
- the frequency of the mode

Example

colours.describe()