***An array is an index collection of fixed nos. of homogeneous data elements.***

***The main advantage of array is we can represent multiple value by using single variable so that readability of code is improved.***

***LIMITATION OF ARRAYS:***

* ***Arrays are fixed in size i.e. once we create an array there is no chance of increasing or decreasing size based on our requirement due to this to use array concepts compulsory, we know the size in advance. Which may not possible always.***
* ***Array can hold only homogeneous Data type elements exam.***

***Student [] s=new Student [1000];***

***S [0] = new Student ();***

***S [0] = new customer (); \*\*\*this will show an error***

***We can solve this problem by object type Array.***

***Object [] s=new Object [1000];***

***S [0] = new Student ();***

***S [0] = new customer () ;/\*\*\*\*both are valid.***

* ***Arrays concept is not implemented based on some std. Data structure and hence readymade method support is not available for every requirement we have to write code explicitly, which increases complexity of programming.***

***TO overcome above problems of array we should go for COLLECTION CONCEPT***

* ***Collections are growable in nature, i.e. based on our requirement we can increase or decrease the size.***
* ***Collection can hold both homogeneous and heterogeneous objects.***
* ***Every collection class is implemented based on some std. data structure hence for every requirement ready made method support is available being a programmer we are responsible to use those method and we are not responsible to implement those methods.***

***Differences between Arrays & collection.***

|  |  |
| --- | --- |
| ***Arrays*** | ***Collection*** |
| ***Arrays is fixed in size, once we create an array we can’t increase and decrease size based on our requirement.*** | ***Based on our requirement we can increase and decrease size*** |
| ***With respected to memory Array is not recommended to use*** | ***w.r.t memory it is recommended to use.*** |
| ***w.r.t performance Arrays is recommended to use*** | ***w.r.t performance collection are not recommended to use*** |
| ***It can hold only homo. Data type element*** | ***Collection can hold both homo, hetro elements.*** |
| ***There is no underline data structure for Arrays and hence ready made method support is not available, for every requirement we need to write explicitly that increase complexity*** | ***Every collection class is implemented based on some std. data structure and hence for every requirement ready made method support is available being a programmer we can used this method directly*** |
| ***Arrays can hold both primitives and the objects*** | ***It can hold only object not primitive type*** |

***COLLECTION:***

***If we want to represent a group of individual objects as a single entity then we should go for collection.***

***Collection framework:***

***It contains several Classes, Interfaces which can be used to represent a group of individual obj. as a single entity.***

***9 key interfaces of collection Framework:***

1. ***Collection***
2. ***List***
3. ***Set***
4. ***Sorted Set***
5. ***Navigable Set***
6. ***Queue***
7. ***Map***
8. ***Sorted Map***
9. ***Navigable Map***

* ***If we want to represent a group of individual objects as a single entity then we should go for collection***
* ***Collection interference define most common method which are applicable for any collection object.***
* ***In general collection interface is considered as root interface of collection framework.***

***Difference between collection and collections.***

***Collection is an interface***

***If we want to represent a group of individual objects as a single entity then we should go for collection.***

***Collections is a utility class present in JAVA.UTIL package to define several utility methods for collection objects [like sorting, searching, etc.]***

***2) LIST {I}:***

* ***It is the child interface of collection***
* ***If we want to represent group of individual objects as a single entity***

***Where duplicates are allowed and insertion ordered should be preserved then we should go for LIST.***

***3) set (I):***

* ***It is child interface of collection.***
* ***If we want to represent group of individual objects as a single entity***

***Where duplicates are not allowed and insertion ordered not required to be preserved then we should go for SET.***

***4) Sorted set (I):***

* ***It is the child interface of Set.***
* ***If we want to represent a group of individual as a single entity where duplicates are not allowed and all the object should be inserted according to some sorting order then go for sorted set.***

***5) navigable Set (I):***

* ***It is child interface of sorted set***
* ***It contain several methods for navigation purposes.***
* ***For diagram go to register .***

***6) queue (I):***

* ***It is the child interface of collection***
* ***If we want to represent a group of individual obj. prior to processing then we should go for queue.***
* ***Usually queue follows 1st in 1st out order but based on our requirement we can implement our own priority order also.***
* ***Eg. Before sending a mail all mail ID’s we have to store in some data structure, in which order we added mail ID’s, in the same order only mail should be delivered for this requirement Queue is the best choice.***

***NOTE: all the above interfacess ( collection,list,sorted set,navigable set and queue) meant for representing a group of individual objects.***

***If we want to represent a group of object as KEY-VALUE-PAIRES then we should go for MAP concept.***

***7) Map(I):***

* ***Map is not child interface of collection.***
* ***If we want to represent a group of objects as KEY-VALUES paires then we should go for map.***

|  |  |
| --- | --- |
| ***KEY*** | ***VALUE*** |
| ***1*** | ***Bushra*** |
| ***2*** | ***zoha*** |
| ***3*** | ***faizan*** |

1. ***Both key and value are objects only.***
2. ***Duplicate keys are not allowed but value can be duplicated.***

***8) Sorted map:***

* ***It is the child interface of map***
* ***If we want a represent group of key value pairs according to some sorting order of keys, then we should we go for sorted map.***
* ***In sorted map the sorting should be based on key but not based on value.***

***9) navigable map:***

***It defines several methods for navigation purposes.***

***\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\****

***1) COLLECTION(I):***

1. ***If we want to represent a group of individual object as single entity then we should go for collection.***
2. ***Collection interface defines the most common method which are applicable for any collection object.***

***Different methods of collection interface which is applicable to all its child interface.***

1. ***boolean add(Object o)***
2. ***boolean addAll(Collection c )***
3. ***boolean remove(Object o )***
4. ***boolean removeAll(Collection c )***
5. ***boolean retainAll(Collection c ) to remove except those who in c***
6. ***void clear()***
7. ***boolean contains(Object 0 ) object is present or not***
8. ***boolean containsAll(Collecion c)***
9. ***Boolean isEmpty()***
10. ***Int size() to check how many***
11. ***Object [ ] ---- toArray();***
12. ***Iterator -----Iterator() if we want object one by one***

***NOTE: there is no concrete class which implement inter. Directly***

1. ***List( I): child intereface of collection (I),duplication are allowed and insertion ordered must be preserved then we should go for List.***

***We can preserve insertion order via index & we can differentiate duplicate object by using index hence index will play very important role in List***

***List interface defines following methods***

1. ***Void add(int index,object o)***
2. ***Boolean addAll(int index,collection c)***
3. ***Object get(int index)***
4. ***Object remove(int index)***
5. ***Object set(int index,object new) to replace the element at specific index with provided object and return old object***
6. ***int indexOf(object o)***

***return index of fist occurrence of “O”***

1. ***int lastIndexOf(object o)***

***return index of last occurrence of “O”***

1. ***ListIterator listIterator();***

***Four classes in list(I):***

1. ***ArrayList***
2. ***LinkedList***
3. ***Vector ¬stack***

***ArrayList: underline data structure is resizable array or cc growable array***

***Duplicates are allowed***

***Insertion order is preserved***

***Heterogeneous object are allowed ( except TreeSet and TreeMap) everywhere hetro. Object are allowed) why?***

***Because TreeSet and TreeMap implements the SortedSet and sortedMap – It means that it uses the comparator internally to store the elements based on some sorting order and to achieve that we need all element should be same.***

***Null insertion is possible.***

***CONSTRUCTOR:***

1. ***ArrayList A=new ArrayList();***

***It will creates empty ArrayList object with default initial capacity “10”. Once ArrayList reaches its max capacity a new ArrayList object will be created with new capacity is equal to.***

***New capacity=(current capacity \*3/2)+1***

1. ***ArrayList A = new ArrayList(int initialcapacity);***

***It will create empty ArrayList object with specified initial capacity***

1. ***ArrayList A = new ArrayList(Collection c);***

***It will create equivalent ArrayList object for given collection ( treeset,stack etc)***

***Note: usually we can use collections to hold and transfer object from one location to another location{container}.o provide support for this requirement every collection class by default implements serializable and cloneable interfaces***

***Arraylist and vector classes implement RandomAccess interface so any random element we can access with the same speed***

***RndomeAcess Interface : present in JAVA.Util.Package and it doesn’t contain any methods. It is a Marker interface where required ability will be provided automatically by the JVM***

1. ***If our frequent operation is retrieval then ArrayList is the best option ( bcz it supports RandomAcess Interface)***
2. ***ArrayList is the worst choice if our frequent operation is Insertion or deletion in the middle.***

***Differences between ArrayList and the vector***

|  |  |
| --- | --- |
| ***ArrayList*** | ***Vector*** |
| ***Every method is non synchronized*** | ***Every method present in vector is synchronized*** |
| ***At a time Multiple thread are available to operate and hence it is not thread safe*** | ***At a time only one thread is allowed to operate on vector object and hence it is thread safe*** |
| ***Relatively performance is high bcz threads are not required to wait to operate in ArrayList object*** | ***Performance is low relatively bcz threads need to wait*** |
| ***1.2 V*** | ***1.0 legacy*** |

***Q 1) how to get synchronized version of ArrayList object?***

***By default ArrayList is non synchronized but we can get synchronized version of ArrayList object by method of collections class***

***(Public Static List synchronizedList(List L))***

***E.G:***

***ArrayList L = new ArrayList();***

***List l1 = Collections.synchronizedList (l);***

***Similarly we can get synchronized version of Set and Map object by using following methods of collections class***

***Public Static Set synchronizedSet(Set s)***

***Public Static Map synchronizedMap(Map m)***

***LinkedList:***

1. ***Underline data structure is double linked list***
2. ***Insertion order is preserved***
3. ***Duplicate objects are allowed***
4. ***Hetro. object are allowed***
5. ***Null insertion is possible***
6. ***It implements Serializable and Colonel interface but not Random access interface.***
7. ***It is best choice when frequent operation is insertion and deletion in middle***
8. ***It is worst choice if our frequent operation is retrieval operation.***

***Constructors:***

1. ***LinkedList L=new LinkedList();***

***Creates empty list object***

1. ***LinkedList L=new LinkedList(Collection C);***

***Create equivalent LinkedList object for given collection.***

***LinkedList class contains following method***

***Usually we can use LinkedList to develop stack and queue, to provide support this requirement LinkedList class defines the following methods.***

1. ***Void addFirst(Object o)***
2. ***Void addLast(Object o)***
3. ***Object getFirst()***
4. ***Object getLast()***
5. ***Object removeFirst()***
6. ***Object removeLast()***

***Differencess between ArrayList and LinkedList***

|  |  |
| --- | --- |
| ***ArrayList*** | ***LinkedList*** |
| ***It is the best choice when frequent operation is retrieval operation*** | ***It is the best choice if frequent operation is insertion and deletion in middle*** |
| ***It is worst when insertion or deletion in middle bcz internally several “shift” operation is performed*** | ***It is worst when retrieval operation*** |
| ***Memory stored in consequent memory location*** | ***Vice versa*** |

***Vector:***

1. ***Underline data structure is resizable array or growable array.***
2. ***Insertion is preserved***
3. ***Duplication are allowed***
4. ***Heterogeneous objects are allowed***
5. ***Null insertion is possible***
6. ***It implements serializable, cloneable and Random-access interface***
7. ***Every method present in vector is synchronized and hence it is safe in thread***

***Constructor:***

1. ***Vector v=new Vector();***

***Creates with default capacity 10***

***Once it reaches its max capacity then new vector object will be created with (new capacity = current capacity \*2)***

1. ***Vector v = new Vector(int intialcapacity)***

***Creates empty vector with specified capacity.***

1. ***Vector v =new Vector(int initialcapacity, incremental capacity)***
2. ***Vector v =new Vector(Collection c)***

***Collect equivalent vector object for given collection, this constructor meant for interconversion between objects)***

***Vector specific method:***

***{ add(object o)-----colle.***

***add(int index,Object o)----list***

***addElement(object o)-----vector }***

***for remove {***

***remove(object o)-----C***

***removeElement(object o)---V***

***remove(int index)---L***

***removeElemetAt(int index)—V***

***clear()---C***

***removeAllElement()---V }***

***to get objects{***

***Object get(int index)---L***

***Object elementAt(int index)—V***

***Object firstElement()---V***

***Object lastElement()---V}***

***Other miscellaneous method of vector***

***Int size()***

***Int capacity()***

***Enumeration element()***

***Stack:***

***Child class of Vector, especially design for LIFO***

***Only one default constructor***

***Stack s = new Stack();***

***Methods:***

1. ***Object push(Object 0)***

***To insert object into stack***

1. ***Object pop ()***

***To remove and return top of the stack***

1. ***Object peek()***

***To return top of the stack without removal***

1. ***Boolean empty()***

***Return true if the stack is empty***

1. ***Int search(object 0)***

***Return offset if the element is available otherwise return -1***

***THREE CURSERS OF JAVA:***

***If we want to get an object one by one from the collection then we should go for curser.***

***There are three types of curser available in java***

1. ***Enumeration***
2. ***Iterator***
3. ***Listiterator***
4. ***Enumeration:***

***We can use this to get object one by one from legacy collection object***

1. ***We can create enumeration //\*\*object by using “Elements method” of vector class .***

***Public Enumeration elements();***

***e.g:***

***Enumeration e =v.elements();***

***Where v is vector object***

***Methods of enumeration:***

1. ***Public Boolean hasMoreElements();***
2. ***Public Object nextElement();***

***Limitation of enumeration:***

1. ***We can apply enumeration concept only for legacy classes and it’s a not a universal curser***
2. ***By using enumeration, we can get only read access and we can’t perform remove operation***
3. ***To overcome above limitation***
4. ***We should go for iterator***

***Iterator***

1. ***We can apply iterator concept for any collection object and hence it is a universal curser***
2. ***By using iterator, we can perform both read and remove operation***
3. ***We can create iterator //\*\*object by using iterator method of collection interface***

***Public Iterator iterator()***

***e.g:***

***Iterator itr=c.iterator();***

***C is any collection object***

***Methods:***

1. ***Public Boolean hasNext()***
2. ***Public object next()***
3. ***Public void remove()***

***Limitation of iterator:***

1. ***We can always move in forward direction we cant move towards backward direction bcz these are single direction curser but not the bi directional curser both (E,I )***
2. ***We can only perform read and remove operation and we cant perform replacement and add operation***
3. ***To overcome above limitation we should go for ListIterator***

***ListIterator:***

1. ***By using it we can move in both direction bcz it is bi direction curser***
2. ***We can perform Read, Remove, Replace, Add operation***

***We can create list iterator by using listIterator method of list interface***

***Public ListIterator listiterator()***

***e.g:***

***ListIterator ltr=l.listIterator();***

1. ***Listiterator is chiuld interface of Iterator (i)***
2. ***And hence all method present in iterator by default available to the listIterator***

***9 methods in ListIterator:***

Forward

1. ***Public Boolean hasnext()***
2. ***Public object next()***
3. ***Public int nextIndex()***
4. ***Public Boolean hasPrevious()***

Back ward

1. ***Public object previous()***
2. ***Public int previousIndex()***
3. ***Public void remove()***

Extra op.

1. ***public void add(object)***
2. ***public void set(object)***

***limitation:***

***it is applicable to list object only.***

***COMPARISION TABLE OF 3 CURSER***

|  |  |  |  |
| --- | --- | --- | --- |
| ***Property*** | ***Enumeration*** | ***Iterator*** | ***ListIterator*** |
| ***Where we can perform*** | ***Only for legacy classes*** | ***For any collection object*** | ***Only for list object*** |
| ***It is legacy*** | ***Yes(1.0)*** | ***No(1.2)*** | ***No(1.2)*** |
| ***Movement*** | ***Single direction(F)*** | ***Single direction (F)*** | ***Bi direction*** |
| ***Allowed operation*** | ***Only read*** | ***Read and remove*** | ***Red, remove, add, replace*** |
| ***How we can get*** | ***Element()***  ***Of vector class*** | ***Iterator()***  ***Of collection(I)*** | ***listIterator()***  ***of List(I)*** |
| ***Methods*** | ***2 method*** | ***3 method*** | ***9 method*** |

***When explaining to an interviewer why the `remove` and `add` operations on an `Iterator` do not throw a `ConcurrentModificationException`,*** *you can use the following explanation:*

*"The `remove` and `add` operations on an `Iterator` do not throw a `ConcurrentModificationException` because these iterators are designed to be fail-fast iterators, meaning they are capable of handling modifications to the underlying collection while iterating. This behavior is not a contradiction; it's by design.*

*Here's why it works this way:*

*1. `remove`: When you call `iterator.remove()`, the iterator knows exactly which element it is currently pointing to in the collection. It can safely remove that element from the collection because it is under the iterator's control. The iterator is aware of its own modifications, so it can adjust its internal state accordingly.*

*2. `add`: When you call `iterator.add(element)`, the iterator is responsible for inserting the new element into the collection at the appropriate position. It does this without interfering with the ongoing iteration because it maintains its own position within the collection.*

*In essence, the iterator is designed to be self-aware. It can manage its own modifications to the collection without causing inconsistencies or concurrency issues. However, if you were to modify the collection directly while iterating with an iterator, such as using the `add` or `remove` methods of the collection itself, that would indeed lead to a `ConcurrentModificationException`. This exception is intended to catch situations where the collection is modified by external factors during iteration, helping developers detect potential concurrency problems.*

*In summary, the behavior of `remove` and `add` methods on an `Iterator` is not a loophole but a well-thought-out design to allow controlled modifications while iterating without risking data corruption or undefined behavior."*

*This explanation should demonstrate your understanding of the concept and convince the interviewer that you have a solid grasp of how iterators work in Java.*

***SET:***

***Set is child interface of collection, if we want to represent a group of individual object as a single entity “where duplications are not allowed and insertion order not preserved “then we should go for set.***

***Set interface doesn’t contain any new method and we have to use only collection interface method.***

***HashSet:***

1. ***underline data structure is Hash table***
2. ***duplicate objects are not allowed***
3. ***insertion order is not preserved***
4. ***and its based-on hash code of object***
5. ***null insertion is possible (only once)***
6. ***hetro objects are allowed***
7. ***implements serializable and clonoble but not marker interface (RAI)***
8. ***best choice when frequent operation is search operation.***

***Note: in hash set duplication is not allowed if we are trying to insert duplicate then we won’t get any compile time and run time error and add method simply return false (Boolean).***

***Constructor:***

1. ***HashSet h=new HashSet();***

***It will create empty hashset creates empty object with default initial capacity 16 and the “ default fill ratio=0.75” (load factor)***

1. ***HashSet h =new HashSet(int initialcapacity)***

***Creates with the specified initial capacity and the default fill ratio is “0.75”***

1. ***HashSet h=new HashSet(int initialcapacity,float fillRatio);***
2. ***HashSet h=new HashSet(collection c);***

***Creates equivalent HashSet for given collection ,this constructor meant for inter-conversion between collection object.***

***NOTE:***

***Fill Rtio/Load factor:***

***After filling how much ratio new hashset object will be created this ratio is called fill ratio or load factor.***

***Ex. Fill ratio=0.75 means after filling 75% ratio a new hashset object will be created.***

***LinkedHashSet:***

***It is the child class of HashSet, it is exactly same as HashSet including Constructor and Method except following differences.***

|  |  |
| --- | --- |
| ***HashSet*** | ***LinkHashSet*** |
| ***Data structure is Hash table*** | ***Data structure is a combination of LinkedList and HashTable*** |
| ***Insertion order not preserved*** | ***Insertion order preserved*** |
| ***1.2 v*** | ***1.4*** |

***In the above program if we replace HashSet with LinkedHashSet then out put is according to above .***

***Note: in general we can used LinkedHashSet to develop cache based Application where duplications are not allowed and insertion order preserved***

***SortedSet(I):***

***Is the child interface of set where duplication's are not allowed and insertion order must be according to some sorting order.***

***Sorted interface defines the following specific methods:***

1. ***Object first();***

***Return first element of the sortedSet***

1. ***Object last();***

***Return last element of the SortedSet***

1. ***SortedSet headset(object obj)***

***Return SortedSet whose element are less than obj***

1. ***SortedSet tailSet(Object o)***

***Return SortedSet whose element are>=obj***

1. ***SortedSet subset(object obj1,object obj2)***

***Return elements are>=obj1 and <obj2***

1. ***Comparator comparator()***

***Return object that describe underline sorting technique. If we are using default sorting it will return Null.***

***For nos ----Ascending order***

***For String ----Alphabetical order***

***This are the above default natural sorting order.***

***E.x – 100,101,104,106,110,115,120***

***Answer according to above method serial wise***

***100,120,[100,101,104],[106,110,115,120],[101,104,106,110],Null***

***TreeSet(implementation class of sortedset):***

1. ***Underline data structure is balanced tree***
2. ***Duplicates are not allowed***
3. ***Insertion order not preserved***
4. ***Hetro. objects are not allowed otherwise we will get run time exception [ when we used default]***
5. ***Null insertion possible only once***
6. ***It implements serializable and cloneable but not Random Access***
7. ***All objects should be inserted based on some sorting order it may be default sorting order or customize sorting order***

***Constructor:***

1. ***TreesSet t=new TreeSet();***

***Where elements is inserted according to default natural order***

1. ***TreesSet t=new TreeSet(Comparator);***

***Where elements are inserted according to customize sorting order specified by comparator object.***

***3) TreesSet t=new TreeSet(Collection c);***

***4) TreesSet t=new TreeSet(Sorted s);***

***Note:***

***For non empty TreeSet if we are trying to insert Null we will get Null Pointer Exception***

***For empty TreeSet Null is allowed but after inserting null if we are trying any other object then we will get run time exception.***

***\*\*until 1.6 version was allowed as first element as empty tree set but 1.7 version after it is not allowed, so Null such type of story is not applicable after 1.7v***

***If we are using default constructor the object should be homogeneous and comparable otherwise it will show exception.***

***If corresponding object class implements “comparable interface” then it is comparable.***

***Comparable (I):***

***It contain only one method and present in Java.lang package .***

***compareTo();***

***public int compareTo(Object obj);***

***ex. Obj1.compareTo(obj2)***

1. ***Return -ve if obje1 has to come before obj2***
2. ***Return +ve if obj1 has to come after obj2***
3. ***Return 0 if obj1 and obj2 both are equal n***

***If we are depending on default natural sorting order then while adding object in to Treeset JVM call compareTo method.*** We can say that TreeSet<T> uses the Comparable internally for natural sorting order.

***Ex. TreeSet t= new TressSet();***

***t.add(“k”);--first object***

***t.add(“a”);--“a” compareTo(“k”); -ve***

***t.add(“a”);---" a” compareTo(“a”); 0***

***t.add(“z”); “z” compareTo(“k”);+ve***

***syso(t)***

***o/p [a,k,z]***

![](data:image/png;base64,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)

[This Photo](http://stackoverflow.com/questions/17683803/java-treeset-ordering-algorithm) by Unknown Author is licensed under [CC BY-SA](https://creativecommons.org/licenses/by-sa/3.0/)

***Note : if natural default sorting order is not available or if we are not satisfied with the default natural sorting order then we can go for customized sorting by using comparator***

***Comparable meant for Default natural sorting***

***Order***

***Comparator meant for customized sorting order***

***Note: comparable present in java.lang package***

***And comparator present in java.util package***

***Comparator: two method***

***1) Public int compare(obj1,obj2)***

1. ***Return -ve if obje1 has to come before obj2***
2. ***Return +ve if obj1 has to come after obj2***
3. ***Return 0 if obj1 and obj2 both are equal n***

***2] public Boolean equals (object obj)***

***Whenever we are implementing comparator interface compulsory, we should provide implementation only for compare method but we are not providing it for equals method.***

***Bcz its already available from object through inheritance.***

***Question 1) write a program to insert INTEGER object to TreeSet where sorting order is descending oder.***

Important point : When u are adding value in tree set then internally it uses the comparable<Used Type>

so if custom object we are trying to add then custom object should implements the Comparable<MyClass>.

***Various possible implementation of compare method:***

***For better understanding refer set package***

**static** **class** My\_Comparator1 **implements** Comparator<Object> {

**public** **int** compare(Object obj1, Object obj2) {

// **TODO** Auto-generated method stub

String i1=(String)obj1;

String i2=(String)obj2;

1. ***Return i1.compareTo(i2)\*\*\*\*default sorting method***
2. ***Return – i1.compareTo(i2)\*\*\*\*Descending order***
3. ***Return i2.compareTo(i1)\*\*\*descending order***
4. ***Return -i2.compareTo(i1)\*\*\*\*Ascending order***
5. ***Return +1; [ comes according to insertion order]***
6. ***Return -1;[ reverse of insertion order]***
7. ***Return 0;[only first element will come then all duplicates that’s why will dive only 1st object only]***

***NOTE:***

***If we depend on natural sorting order then object should be comparable and it should be homogeneous. Otherwise we will get runtime exception.***

***If we are defining our own sorting by comparator then objects need not be comparable and not to be homogeneous.***

***If two objects having same length then consider there alphabetical order***

***Comparable vs comparator***

1. ***For pre determine comparable classes deafult sorting order is already available if we are not satisfied with default sorting then we can define over own sorting by comparator***
2. ***For some classes default sorting is not available so we can define our own sorting by comparator***
3. ***For our classes like Employee, the person who is writing the class is responsible to define default sorting order by comparable interface***

***If the person who is not satisfied by natural sorting order then he can define by using comparator .***

***Comparison of comparable and comparator***

|  |  |
| --- | --- |
| ***Comparable*** | ***Comparator*** |
| ***It is for default sorting order*** | ***It is for customizer sorting order*** |
| ***Java.lang*** | ***Java.util*** |
| ***Only one method compareTo()*** | ***Two method***  ***Compare()***  ***Equal()*** |
| ***All string and rapper classes*** | ***Implemented classes is collector and RuledBased Collector*** |

***Comparison table of Set implemented classes***

|  |  |  |  |
| --- | --- | --- | --- |
| ***Point*** | ***HastSet*** | ***LinkedHashSet*** | ***TreeSet*** |
| ***Data structure*** | ***Hashtable*** | ***Linkedlist and hashtable*** | ***Balanced tree*** |
| ***Duplicates*** | ***No*** | ***No*** | ***No*** |
| ***Insertion order*** | ***No*** | ***Preserved*** | ***No*** |
| ***Sorting*** | ***Not appli.*** | ***No.*** | ***Applicable*** |
| ***Hetro*** | ***Allowed*** | ***Allowed*** | ***Not(default)*** |
| ***Null*** | ***Allowed*** | ***Allowed*** | ***No such case*** |

***Map(I):***

***1) map is not child interface of collection.***

***2) if we want to represent as key value paires then we should go for Map***

|  |  |
| --- | --- |
| **101** | **Shifa** |
| **102** | **Kahekahs** |
| **103** | **Faizan** |

1. **Both key and values are objects only**
2. **Duplication keys are not allowed but value can be duplicated**
3. **Each key value pair is called Entry. hence map is considered as a collection of entry objects**

**Map Interface Methods:**

1. **Object put(Object key , Object value):**

**To add one key value to the map**

**If the key is already present then old value will be replaced with new value and returns old value**

**Ex. M.put( 101,”shiva”);//return Null \*\*\*\*\*replaced new value by Anisha**

**M.put(102,”ravi”);Null**

**M.put(103,”ravina”);//null**

**M.put(101,”anisha”);go up and return old object value shiva**

1. **Void putAll(Map m);**
2. **Object get(Object key) returns the value associated with specified key**
3. **Object remove(Object key)**
4. **boolean containsKey(Object key)**
5. **boolean containsValue(Object value)**
6. **boolean isEmpty();**
7. **Int size()**
8. **Void clear();**

**Collection views of Map:**

1. **Set keyset()//only give key**
2. **Collection values()**
3. **Set entrySet()**

**Entry(I): A map is a group of key value pairs and each key value pairs is called Entry.**

**Therefore, map is considered as collection of Entry Objects. Without existing map object there is no chance of existing Entry object. hence interface is defined inside Map Interface**

**Intetrface Map{**

**Interface Entry{**

**Object getKey();**

**Object getValue();  
Object setValue(Object obj);return old value**

**}**

**}**

**These three method is specific entry method and we can apply only on Entry object.**

**HashMap:**

1. **Data structure is hash table**
2. **Insertion order is not preserved and it is based on hash code of key**
3. **Duplication key is not allowed but value can be duplicated**
4. **Hetro objects are allowed for both key and value**
5. **Null is allowed for key but only once time but in value we can used it multiple times**
6. **HahMap implements serializable and clonable interfaces but not random interface,**
7. **hash map preferred is frequent operation is search operation**

**Constructor:**

1. **HashMap m= new HashMap()**

**With default initial capacity Is 16 with fill ratio is 0.75**

1. **HashMap m= new HashMap(int initialcapacity);with fill ratio 0.75**
2. **HashMap m= new HashMap(int initialcapacity,float fill ratio)**
3. **HashMap m= new HashMap(Map m)**

**Differences of hashMap and HashTable**

|  |  |
| --- | --- |
| **HashMap** | **HashTable** |
| **Non synchronized** | **Synchronized** |
| **Thread not safe** | **Thread safe** |
| **1.2** | **1.0 legacy** |
| **Null we can add** | **No such story** |
| **Performance is high** | **Not high** |

**How to get synchronized version of hash map object**

**By default HashMap is non synchronized but we can get synchronized version of hash map by using synchronized map method of collection Class**

**HashMap m=new HashMap();**

**Map m1=Collections.synchronizedMap(m);**

**Where m=non synchronized**

**And m1=synchronized**

**LinkedHashMap:**

**Same difference like hashSet and linkedHashSet**

**Including and method and constructor**

**Difference between == and .equal()**

**In general == meant for reference comparison and .equal for content comparison**

**Integer I= new Integer(10);**

**Integer i1=new Integer (10);**

1. **Sopln(I==I1);----false**

**Bothe are different and represent individual different object having same value-----so it will return false  
2) sopln(I.equals(I1);-----true  
 bcz it deals with content if content is same then will return true**

**IdentityHashMap:**

**It is exactly same as hashmap including method and constructor except following difference**

**In the case of normal hash map JVM will “used .equals” method to identify duplication but it in the case of identihashmap JVM will used “==” to identify duplication which will give u false so here it will show the same key**

**WeakHashMap: it is exactly same as hashmap but have one difference**

**In the case of hasmap even though object doesn’t have any reference variable it is not available for gc if it associated with the hashmap i.e hashmap dominate GC**

**But in the case of weakhasmap if obj doesn’t contain any reference then it is available for GC i.e GC dominates weakHahMap.**

**SortedMap (I): child interface of map**

**If we want to represent a group of key value pairs according to some sorting order of keys then we should go for sorted map.**

**Sorting is based on the key not on value**

**Sorted map defined same method as sortedSet in place of set use map only.**

**Treemap:**

1. **Data structure is RED-BLACK Tree**
2. **Insertion order is not preserved and it is based on some order of keys.**
3. **Duplicate keys are not allowed but value can be.**
4. **If we are depending on default natural sorting order then keys should be homo. And comparable otherwise we will get error.**
5. **If we are defining our own sorting by comparator then keys need not be comparable and homogenous .[customizer sorting order]**
6. **Null Acceptance :**

**Same as like as sortingset.**

**For values we can use null any numbers of time there is no restriction whether it is1.6 or1.7 v**

**Constructor:**

**Same as like treeset**

**HashTable:**

1. **Underline data structure is HasTable**
2. **Insertion order is not preserved and it is based on hash code of key**
3. **Duplication keys are not allowed and values can be duplicated**
4. **Hetro object allowed for both keys and value**
5. **Null is not allowed for both keys and value otherwise we will get null pointer exception**
6. **It implements sereializable and clonoble interface but not random access**
7. **Every method is synchronized hence hastable object is thread safe**
8. **It is best one when frequent operation is search operation.**

**Constructor:**

**Hashtable h = new Hashtable ();**

**With initial default capacity is 11 and 0.75 fill ratio**

**Hashtable h = new Hashtable (int initialcapacity);**

**Hashtable h = new Hashtable (int initialcapacity,float fillRatio);**

**Hashtable h = new Hashtable (Map m);**

**Properties (MAP implemented class): java.util.properties**

**In our program anything which changes so frequently like mail id, mob no, and password. Are not recommend to use while writing a code(hardcode) bcz the value will change w.r.t time.**

**Bcz if we do any change then to reflect that change recompilation ,rebuild and re deploy and sometime server restart will require , which is not at all recommended.**

**So we can overcome with this problem by using properties file.**

**Such type of variable things we have to configure in the properties file . from the properties file we have to read in to java file and use those properties. The main advantage of this, is to use minimum time to reflect that change**

**Bcz for that redeployment is only needed.**

**We can use java properties object to hold properties which are coming from properties file.**

**In normal map implemented classes, key and value can be of any type but in case of properties KEY AND VALUE SHOULD BE “STRING TYPE”.**

**Constructor:**

**Properties p= new Properties( );**

**Methods of properties:**

1. **String setProperty(String Pname, String Pvalue)**

**To set a new property.**

1. **String getProperty(String Pname);**

**To get value associated with the specific property.**

1. **Enumeration propertyNames()**

Properties file

ABC.properties

Load ( );

**prop f b**

Store( );

**void load (InputStream is)**

**to load properties from properties file into java properties object**

**void store(OutputStream os, String comment)**

**to store properties from java properties object into properties file.**

**QUEUE (i):**

**1.5 version enhancements (queue interface )**

**It is the child interface of collection.**

**IF we want to represent a group of individual obj. PRIOR to processing then we should go for queue.**

**For ex. Before sending sms all no we have to store all mobile no in some data structure. So in which order we have stored mob no in same order msg should be deliver. For this 1st in 1st out requirement, then queue is the best choice . usually queue follows 1st in 1st out but based on our requirement we can implement our own priority with the help of priority queue.**

**For 1.5 v LinkedList class also can implement for queue and which will followed 1st in 1st out.**

**Methods queue(I):**
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1. **Boolean offer(object o) // to add object into queue**
2. **Object peek( ) //to return head element of the queue.**

**\*\*if the queue element is empty then this method simply returns Null.**

1. **Object element( ) // to return head element of the queue \*\* if queue is empty then it will rise run time exception [ NoSuchElementException]**
2. **Object poll( )// to remove and return head element of the queue.\*\*if there Is no element in queue the return null**
3. **Object remove( )// to remove and return head element of the queue . if no element present in queue then raise an exception [NoSuchElementException].**

**PriorityQueue(class):**

**If we want to represent a group of individual object prior to processing according to some priority then we should go for priority queue.**

1. **The priority can be according to default sorting order or by customize sorting order**
2. **Insertion order is not preserved and it is based on some priority.**
3. **Duplication's are not allowed.**
4. **If we are doing according default sorting order then object should be homo, and it should implement comparable interface.**
5. **For customize, object need not to be comparable**

**And we can add hetro obj.**

**Constructors:**

1. **PriorityQueue q=new PriorityQueue ( );**

**//intial capacity 11, default sorting order.**

1. **PriorityQueue q=new PriorityQueue (int initialcapacity);**
2. **PriorityQueue q=new PriorityQueue(int initialcapacity, Comparator c)//for only customizer sorting order we don’t have separate constructor here , we have to do that with initial capacity.**
3. **PriorityQueue q = new PriorityQueue(sortedSet s);**
4. **PriorityQueue q= new PriorityQueue(Collection c);**

**For example just refer to the IDE in Queue package.**

**Note: some platform won’t provide proper support for thread priority and priority queues.**

**1.6 V ENHANCEMENT IN COLLECTION FRAMEWORK**

1. **NavigableSet(I)**
2. **NavigableMap(I)**
3. **NavigableSet(I) 1.6 v**

**Child interface of sortedSet and it defines the several method for navigation purposes.**

|  |
| --- |
| **00.20** |
| **1.30** |
| **2.22** |
| **3.00** |
| **7.00** |
| **8.52** |
| **11.30** |
| **12.30** |
| **13.25** |
| **17.32** |

**This is the chart of flights boarding**

**From Nagpur to Mumbai.**

***Methods:***

1. ***Floor(e)***

***It returns highest element which is <=e***

***Ex. floor (3.00)//3.00***

***floor (4.00)//3.00***

1. ***Lower(e)***

***It returns element which is < e***

***Ex. lower (3.00) // 2.22***

***lower (4.00) //3.00***

1. ***Ceiling ( e)***

***It returns lowest element which is >= e***

***Ex. ceiling (7.00) // 7.00***

***Ceiling (7.30) // 8.52***

1. ***higher (e)***

***It returns lowest element which is > e***

***higher (7.00)//8.52***

***higher (7.30)// 8.52***

1. ***pollFirst( )***

***remove and return first element***

1. ***pollLast()***

***remove and return last element***

1. ***descendingSet( )***

***it returns NavigableSet in reverse order.***

***TreeSet(C ) implementation class of NvigableSet***

***NavigableMap(I):***

***Child interface of sortedMap and havig different methods for navigable purpose.***

1. ***It defines the following methods.***

***Same methods of above navigableSet but here key we have to put as a parameter.***

***Collections class (utility class for collections objects)***

***define several utility method for collection classes.***

***For sorting of list object:***

1. ***Sorting element of list:***

***Collections class defines 2 sort method.***

**Public static void sort(list l) *–***

***to sort according to default sorting order [ list should compulsory contains homogeneous and comparable object otherwise we will get run time exception classCastException, and it should not contain Null bcz of compareTo( )***

1. ***Customize Sorting of list:***

***Public static void sort(list l.Comparator c);***

***Searching for list object:***

***Collections defines binarysearch method for that***

1. ***Public static int binarySearch(list l,Object target);***

***If the list is sorted according to default sorting order. Then we can use above method.***

1. ***Public static int binarySearch(list l,Object target,Comparator c);***

***If the list is sorted according to customize sorting order. Then we can use above method.***

***NOTE:***

1. ***Above search method internally will use binary search Algorithm.***
2. ***Successful search return int index***
3. ***Unsuccessful return insertion point***
4. ***Insertion point: Where we can place target element in sorted list***
5. ***Before calling above method, list object should be sorted otherwise, we won’t get error but we get unpredicted answer.***

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ***Z*** | ***A*** | ***M*** | ***K*** | ***B*** | ***G*** | ***S*** |

1. ***THIS ONE IS LIST OBJECT***

***2) WE NEED TO SORT ACCORDING TO DEFAULT SORTING ORDER BY sort (list l)***

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ***-1***  ***A***  ***0*** | ***-2***  ***B***  ***1*** | ***-3***  ***G***  ***2*** | ***-4***  ***K***  ***3*** | ***-5***  ***M***  ***4*** | ***-6***  ***S***  ***5*** | ***-7***  ***Z***  ***6*** |

***Then I need to apply search method which follows binary search***

***\*\*\*\*\*\* Above -1,-2 are insertion point***

***Collections.binarySearch(list l,”z”); // 6***

***Collections.binarySearch(list l,”y”); // -7***

***NOTE: if we are providing our own customize sorting order then then we should pass comparator object otherwise we will get unpredictable answer.***

***Reversing element of list:***

***Public static void reverse (List l)***

***We have one another utility class for Array in util packge***

***Arrays class has several utility methods for array objecs.***

1. ***Sorting element of Array***
2. ***Public static void sort(primitive [ ] p)***

***// sort according to default sorting. We cant do customizer sorting order here.bcz customizer sorting is only for OBJECT NOT FOR PRIMITIVE TYPE.***

1. ***Public static void sort(Object [ ] o)***

***// according to natural sorting order.***

1. ***Public static void sort(Object [ ] o, comparator c )// according to cust. Sorting order.***

***/\* int [ ]a = new int [3]{10,2,5}***

***\*Arrays. sort( a)***

1. ***Searching for array***
2. ***Public static int binarySearch(primitive [ ] p,primitive target)***
3. ***Public static int binarySearch(Object [ ] o, Object target)***
4. ***Public static int binarySearch(Object [ ] o ,Object target, Comparator c)***

***All concepts are same as collections searching.\****

***If we want to convert array into list***

***Public static List asList(Object [ ] o);***

***String [ ] s={ “a”, “b”, “C”};***

***List l=Arrays.asList(s);***

***It will not create the list object . it will just show in the form of list.***

|  |  |  |
| --- | --- | --- |
| ***A*** | ***B*** | ***C*** |

***S***

***L \*\*\*\*\* if we do any change trough any reference variable then change will be performed there.***

***BUT remember we cant increase the size even if we are using formula with the list reference . bcz Array will be dominated over list. so we cant perform any operation which varies the size otherwise we will get RE.***

***And we cant insert hetro object in this type bcz internally it is array object which we defined already.***