**Introduction to SIFT (Scale-Invariant Feature Transform)**

**Goal**

In this chapter,

We will learn about the concepts of SIFT algorithm

We will learn to find SIFT Keypoints and Descriptors.

**Theory**

In last couple of chapters, we saw some corner detectors like Harris etc. They are rotation-invariant, which means, even if the image is rotated, we can find the same corners. It is obvious because corners remain corners in rotated image also. But what about scaling? A corner may not be a corner if the image is scaled. For example, check a simple image below. A corner in a small image within a small window is flat when it is zoomed in the same window. So Harris corner is not scale invariant.
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So, in 2004, D.Lowe, University of British Columbia, came up with a new algorithm, Scale Invariant Feature Transform (SIFT) in his paper, Distinctive Image Features from Scale-Invariant Keypoints, which extract keypoints and compute its descriptors. (This paper is easy to understand and considered to be best material available on SIFT. So this explanation is just a short summary of this paper).

There are mainly four steps involved in SIFT algorithm. We will see them one-by-one.

**1. Scale-space Extrema Detection**

From the image above, it is obvious that we can’t use the same window to detect keypoints with different scale. It is OK with small corner. But to detect larger corners we need larger windows. For this, scale-space filtering is used. In it, Laplacian of Gaussian is found for the image with various \sigma values. LoG acts as a blob detector which detects blobs in various sizes due to change in \sigma. In short, \sigma acts as a scaling parameter. For eg, in the above image, gaussian kernel with low \sigma gives high value for small corner while guassian kernel with high \sigma fits well for larger corner. So, we can find the local maxima across the scale and space which gives us a list of (x,y,\sigma) values which means there is a potential keypoint at (x,y) at \sigma scale.

But this LoG is a little costly, so SIFT algorithm uses Difference of Gaussians which is an approximation of LoG. Difference of Gaussian is obtained as the difference of Gaussian blurring of an image with two different \sigma, let it be \sigma and k\sigma. This process is done for different octaves of the image in Gaussian Pyramid. It is represented in below image:

![](data:image/jpeg;base64,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)

Once this DoG are found, images are searched for local extrema over scale and space. For eg, one pixel in an image is compared with its 8 neighbours as well as 9 pixels in next scale and 9 pixels in previous scales. If it is a local extrema, it is a potential keypoint. It basically means that keypoint is best represented in that scale. It is shown in below image:
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egarding different parameters, the paper gives some empirical data which can be summarized as, number of octaves = 4, number of scale levels = 5, initial \sigma=1.6, k=\sqrt{2} etc as optimal values.

**2. Keypoint Localization**

Once potential keypoints locations are found, they have to be refined to get more accurate results. They used Taylor series expansion of scale space to get more accurate location of extrema, and if the intensity at this extrema is less than a threshold value (0.03 as per the paper), it is rejected. This threshold is called contrastThreshold in OpenCV

DoG has higher response for edges, so edges also need to be removed. For this, a concept similar to Harris corner detector is used. They used a 2x2 Hessian matrix (H) to compute the pricipal curvature. We know from Harris corner detector that for edges, one eigen value is larger than the other. So here they used a simple function,

If this ratio is greater than a threshold, called edgeThreshold in OpenCV, that keypoint is discarded. It is given as 10 in paper.

So it eliminates any low-contrast keypoints and edge keypoints and what remains is strong interest points.

**3. Orientation Assignment**

Now an orientation is assigned to each keypoint to achieve invariance to image rotation. A neigbourhood is taken around the keypoint location depending on the scale, and the gradient magnitude and direction is calculated in that region. An orientation histogram with 36 bins covering 360 degrees is created. (It is weighted by gradient magnitude and gaussian-weighted circular window with \sigma equal to 1.5 times the scale of keypoint. The highest peak in the histogram is taken and any peak above 80% of it is also considered to calculate the orientation. It creates keypoints with same location and scale, but different directions. It contribute to stability of matching.

**4. Keypoint Descriptor**

Now keypoint descriptor is created. A 16x16 neighbourhood around the keypoint is taken. It is devided into 16 sub-blocks of 4x4 size. For each sub-block, 8 bin orientation histogram is created. So a total of 128 bin values are available. It is represented as a vector to form keypoint descriptor. In addition to this, several measures are taken to achieve robustness against illumination changes, rotation etc.

**5. Keypoint Matching**

Keypoints between two images are matched by identifying their nearest neighbours. But in some cases, the second closest-match may be very near to the first. It may happen due to noise or some other reasons. In that case, ratio of closest-distance to second-closest distance is taken. If it is greater than 0.8, they are rejected. It eliminaters around 90% of false matches while discards only 5% correct matches, as per the paper.

So this is a summary of SIFT algorithm. For more details and understanding, reading the original paper is highly recommended. Remember one thing, this algorithm is patented. So this algorithm is included in Non-free module in OpenCV.

**SIFT in OpenCV**

So now let’s see SIFT functionalities available in OpenCV. Let’s start with keypoint detection and draw them. First we have to construct a SIFT object. We can pass different parameters to it which are optional and they are well explained in docs.

sift.detect() function finds the keypoint in the images. You can pass a mask if you want to search only a part of image. Each keypoint is a special structure which has many attributes like its (x,y) coordinates, size of the meaningful neighbourhood, angle which specifies its orientation, response that specifies strength of keypoints etc.

OpenCV also provides cv2.drawKeyPoints() function which draws the small circles on the locations of keypoints. If you pass a flag, cv2.DRAW\_MATCHES\_FLAGS\_DRAW\_RICH\_KEYPOINTS to it, it will draw a circle with size of keypoint and it will even show its orientation .

See the two results below:
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Now to calculate the descriptor, OpenCV provides two methods.

1-Since you already found keypoints, you can call sift.compute() which computes the descriptors from the keypoints we have found. **Eg: kp,des = sift.compute(gray,kp)**

2-If you didn’t find keypoints, directly find keypoints and descriptors in a single step with the function, **sift.detectAndCompute().**

Chapter 2

**Definition of a Thread:**

Thread or a Thread of Execution is defined in computer science as the smallest unit that can be scheduled in an operating system. Threads are normally created by a fork of a computer script or program in two or more parallel (which is implemented on a single processor by multitasking) tasks. Threads are usually contained in processes. More than one thread can exist within the same process. These threads share the memory and the state of the process. In other words: They share the code or instructions and the values of its variables.

There are two different kind of threads:

Kernel threads

User-space Threads or user threads

Kernel Threads are part of the operating system, while User-space threads are not implemented in the kernel.

In a certain way, user-space threads can be seen as an extension of the function concept of a programming language. So a thread user-space thread is similar to a function or procedure call. But there are differences to regular functions, especially the return behaviour.

Threads and global Variables Every process has at least one thread, i.e. the process itself. A process can start multiple threads. The operating system executes these threads like parallel "processes". On a single processor machine, this parallelism is achieved by thread scheduling or timeslicing.

Advantages of Threading:

Multithreaded programs can run faster on computer systems with multiple CPUs, because theses threads can be executed truly concurrent.

A program can remain responsive to input. This is true both on single and on multiple CPU

Threads of a process can share the memory of global variables. If a global variable is changed in one thread, this change is valid for all threads. A thread can have local variables.

The handling of threads is simpler than the handling of processes for an operating system. That's why they are sometimes called light-weight process (LWP)

Threads in Python
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**Threads in Python:**

There are two modules which support the usage of threads in Python:

**.**thread

and

**.**threading

Please note: The thread module has been considered as "deprecated" for quite a long time. Users have been encouraged to use the threading module instead. So,in Python 3 the module "thread" is not available anymore. But that's not really true: It has been renamed to "\_thread" for backwards incompatibilities in Python3.

The module "thread" treats a thread as a function, while the module "threading" is implemented in an object oriented way, i.e. every thread corresponds to an object.

**Thread-Local Data**

Thread-local data is data whose values are thread specific. To manage thread-local data, just create an instance of local (or a subclass) and store attributes on it:

mydata = threading.local()

mydata.x = 1

The instance’s values will be different for separate threads.

class threading.local

A class that represents thread-local data.

For more details and extensive examples, see the documentation string of the \_threading\_local module.

**Thread Objects**

The Thread class represents an activity that is run in a separate thread of control. There are two ways to specify the activity: by passing a callable object to the constructor, or by overriding the **run()** method in a subclass. No other methods (except for the constructor) should be overridden in a subclass. In other words, only override the **\_\_init\_\_()** and **run()** methods of this class.

Once a thread object is created, its activity must be started by calling the thread’s **start()** method. This invokes the run() method in a separate thread of control.

Once the thread’s activity is started, the thread is considered ‘alive’. It stops being alive when its **run()** method terminates – either normally, or by raising an unhandled exception. The is\_alive() method tests whether the thread is alive.

Other threads can call a thread’s join() method. This blocks the calling thread until the thread whose join() method is called is terminated.

A thread has a name. The name can be passed to the constructor, and read or changed through the name attribute.

A thread can be flagged as a “daemon thread”. The significance of this flag is that the entire Python program exits when only daemon threads are left. The initial value is inherited from the creating thread. The flag can be set through the daemon property or the daemon constructor argument.

**Note:** Daemon threads are abruptly stopped at shutdown. Their resources (such as open files, database transactions, etc.) may not be released properly. If you want your threads to stop gracefully, make them non-daemonic and use a suitable signalling mechanism such as an Event.

There is a “main thread” object; this corresponds to the initial thread of control in the Python program. It is not a daemon thread.

There is the possibility that “dummy thread objects” are created. These are thread objects corresponding to “alien threads”, which are threads of control started outside the threading module, such as directly from C code. Dummy thread objects have limited functionality; they are always considered alive and daemonic, and cannot be join()ed. They are never deleted, since it is impossible to detect the termination of alien threads.

class threading.**Thread**(group=None, target=None, name=None, args=(), kwargs={}, \*, daemon=None)

This constructor should always be called with keyword arguments. Arguments are:

group should be None; reserved for future extension when a ThreadGroup class is implemented.

target is the callable object to be invoked by the run() method. Defaults to None, meaning nothing is called.

name is the thread name. By default, a unique name is constructed of the form “Thread-N” where N is a small decimal number.

args is the argument tuple for the target invocation. Defaults to ().

kwargs is a dictionary of keyword arguments for the target invocation. Defaults to {}.

If not None, daemon explicitly sets whether the thread is daemonic. If None (the default), the daemonic property is inherited from the current thread.

If the subclass overrides the constructor, it must make sure to invoke the base class constructor (Thread.\_\_init\_\_()) before doing anything else to the thread.

Changed in version 3.3: Added the daemon argument.

**start()**

Start the thread’s activity.

It must be called at most once per thread object. It arranges for the object’s **run()** method to be invoked in a separate thread of control.

This method will raise a RuntimeError if called more than once on the same thread object.

run()

Method representing the thread’s activity.

You may override this method in a subclass. The standard run() method invokes the callable object passed to the object’s constructor as the target argument, if any, with sequential and keyword arguments taken from the args and kwargs arguments, respectively.

join(timeout=None)

Wait until the thread terminates. This blocks the calling thread until the thread whose join() method is called terminates – either normally or through an unhandled exception – or until the optional timeout occurs.

When the timeout argument is present and not None, it should be a floating point number specifying a timeout for the operation in seconds (or fractions thereof). As join() always returns None, you must call is\_alive() after join() to decide whether a timeout happened – if the thread is still alive, the join() call timed out.

When the timeout argument is not present or None, the operation will block until the thread terminates.

A thread can be join()ed many times.

join() raises a RuntimeError if an attempt is made to join the current thread as that would cause a deadlock. It is also an error to join() a thread before it has been started and attempts to do so raise the same exception.

name

A string used for identification purposes only. It has no semantics. Multiple threads may be given the same name. The initial name is set by the constructor.

**getName()**

**setName()**

Old getter/setter API for name; use it directly as a property instead.

ident

The ‘thread identifier’ of this thread or None if the thread has not been started. This is a nonzero integer. See the get\_ident() function. Thread identifiers may be recycled when a thread exits and another thread is created. The identifier is available even after the thread has exited.

is\_alive()

Return whether the thread is alive.

This method returns True just before the run() method starts until just after the run() method terminates. The module function enumerate() returns a list of all alive threads.

daemon

A boolean value indicating whether this thread is a daemon thread (True) or not (False). This must be set before start() is called, otherwise RuntimeError is raised. Its initial value is inherited from the creating thread; the main thread is not a daemon thread and therefore all threads created in the main thread default to daemon = False.

The entire Python program exits when no alive non-daemon threads are left.

**isDaemon()**

**setDaemon()**

Old getter/setter API for daemon; use it directly as a property instead.

CPython implementation detail: In CPython, due to the Global Interpreter Lock, only one thread can execute Python code at once (even though certain performance-oriented libraries might overcome this limitation). If you want your application to make better use of the computational resources of multi-core machines, you are advised to use multiprocessing or concurrent.futures.ProcessPoolExecutor. However, threading is still an appropriate model if you want to run multiple I/O-bound tasks simultaneously.

**Lock Objects**

A primitive lock is a synchronization primitive that is not owned by a particular thread when locked. In Python, it is currently the lowest level synchronization primitive available, implemented directly by the \_thread extension module.

A primitive lock is in one of two states, “locked” or “unlocked”. It is created in the unlocked state. It has two basic methods, acquire() and release(). When the state is unlocked, acquire() changes the state to locked and returns immediately. When the state is locked, acquire() blocks until a call to release() in another thread changes it to unlocked, then the acquire() call resets it to locked and returns. The release() method should only be called in the locked state; it changes the state to unlocked and returns immediately. If an attempt is made to release an unlocked lock, a RuntimeError will be raised.

Locks also support the context management protocol.

When more than one thread is blocked in acquire() waiting for the state to turn to unlocked, only one thread proceeds when a release() call resets the state to unlocked; which one of the waiting threads proceeds is not defined, and may vary across implementations.

All methods are executed atomically.

class threading.Lock

The class implementing primitive lock objects. Once a thread has acquired a lock, subsequent attempts to acquire it block, until it is released; any thread may release it.

Note that Lock is actually a factory function which returns an instance of the most efficient version of the concrete Lock class that is supported by the platform.

acquire(blocking=True, timeout=-1)

Acquire a lock, blocking or non-blocking.

When invoked with the blocking argument set to True (the default), block until the lock is unlocked, then set it to locked and return True.

When invoked with the blocking argument set to False, do not block. If a call with blocking set to True would block, return False immediately; otherwise, set the lock to locked and return True.

When invoked with the floating-point timeout argument set to a positive value, block for at most the number of seconds specified by timeout and as long as the lock cannot be acquired. A timeout argument of -1 specifies an unbounded wait. It is forbidden to specify a timeout when blocking is false.

The return value is True if the lock is acquired successfully, False if not (for example if the timeout expired).

Changed in version 3.2: The timeout parameter is new.

Changed in version 3.2: Lock acquisition can now be interrupted by signals on POSIX if the underlying threading implementation supports it.

**release()**

Release a lock. This can be called from any thread, not only the thread which has acquired the lock.

When the lock is locked, reset it to unlocked, and return. If any other threads are blocked waiting for the lock to become unlocked, allow exactly one of them to proceed.

When invoked on an unlocked lock, a RuntimeError is raised.

There is no return value.

RLock Objects

A reentrant lock is a synchronization primitive that may be acquired multiple times by the same thread. Internally, it uses the concepts of “owning thread” and “recursion level” in addition to the locked/unlocked state used by primitive locks. In the locked state, some thread owns the lock; in the unlocked state, no thread owns it.

To lock the lock, a thread calls its acquire() method; this returns once the thread owns the lock. To unlock the lock, a thread calls its release() method. acquire()/release() call pairs may be nested; only the final release() (the release() of the outermost pair) resets the lock to unlocked and allows another thread blocked in acquire() to proceed.

Reentrant locks also support the context management protocol.

class **threading.RLock**

This class implements reentrant lock objects. A reentrant lock must be released by the thread that acquired it. Once a thread has acquired a reentrant lock, the same thread may acquire it again without blocking; the thread must release it once for each time it has acquired it.

Note that RLock is actually a factory function which returns an instance of the most efficient version of the concrete RLock class that is supported by the platform.

acquire(blocking=True, timeout=-1)

Acquire a lock, blocking or non-blocking.

When invoked without arguments: if this thread already owns the lock, increment the recursion level by one, and return immediately. Otherwise, if another thread owns the lock, block until the lock is unlocked. Once the lock is unlocked (not owned by any thread), then grab ownership, set the recursion level to one, and return. If more than one thread is blocked waiting until the lock is unlocked, only one at a time will be able to grab ownership of the lock. There is no return value in this case.

When invoked with the blocking argument set to true, do the same thing as when called without arguments, and return true.

When invoked with the blocking argument set to false, do not block. If a call without an argument would block, return false immediately; otherwise, do the same thing as when called without arguments, and return true.

When invoked with the floating-point timeout argument set to a positive value, block for at most the number of seconds specified by timeout and as long as the lock cannot be acquired. Return true if the lock has been acquired, false if the timeout has elapsed.

Changed in version 3.2: The timeout parameter is new.

**release()**

Release a lock, decrementing the recursion level. If after the decrement it is zero, reset the lock to unlocked (not owned by any thread), and if any other threads are blocked waiting for the lock to become unlocked, allow exactly one of them to proceed. If after the decrement the recursion level is still nonzero, the lock remains locked and owned by the calling thread.

Only call this method when the calling thread owns the lock. A RuntimeError is raised if this method is called when the lock is unlocked.

There is no return value.

**Condition Objects**

A condition variable is always associated with some kind of lock; this can be passed in or one will be created by default. Passing one in is useful when several condition variables must share the same lock. The lock is part of the condition object: you don’t have to track it separately.

A condition variable obeys the context management protocol: using the with statement acquires the associated lock for the duration of the enclosed block. The acquire() and release() methods also call the corresponding methods of the associated lock.

Other methods must be called with the associated lock held. The wait() method releases the lock, and then blocks until another thread awakens it by calling notify() or **notify\_all().** Once awakened, **wait()** re-acquires the lock and returns. It is also possible to specify a timeout.

The **notify()** method wakes up one of the threads waiting for the condition variable, if any are waiting. The **notify\_all()** method wakes up all threads waiting for the condition variable.

Note: the notify() and notify\_all() methods don’t release the lock; this means that the thread or threads awakened will not return from their wait() call immediately, but only when the thread that called notify() or notify\_all() finally relinquishes ownership of the lock.

The typical programming style using condition variables uses the lock to synchronize access to some shared state; threads that are interested in a particular change of state call wait() repeatedly until they see the desired state, while threads that modify the state call notify() or notify\_all() when they change the state in such a way that it could possibly be a desired state for one of the waiters. For example, the following code is a generic producer-consumer situation with unlimited buffer capacity:

# Consume one item

with cv:

while not an\_item\_is\_available():

cv.wait()

get\_an\_available\_item()

# Produce one item

with cv:

make\_an\_item\_available()

cv.notify()

The while loop checking for the application’s condition is necessary because wait() can return after an arbitrary long time, and the condition which prompted the notify() call may no longer hold true. This is inherent to multi-threaded programming. The wait\_for() method can be used to automate the condition checking, and eases the computation of timeouts:

# Consume an item

with cv:

cv.wait\_for(an\_item\_is\_available)

get\_an\_available\_item()

To choose between notify() and notify\_all(), consider whether one state change can be interesting for only one or several waiting threads. E.g. in a typical producer-consumer situation, adding one item to the buffer only needs to wake up one consumer thread.

class threading.Condition(lock=None)

This class implements condition variable objects. A condition variable allows one or more threads to wait until they are notified by another thread.

If the lock argument is given and not None, it must be a Lock or RLock object, and it is used as the underlying lock. Otherwise, a new RLock object is created and used as the underlying lock.

Changed in version 3.3: changed from a factory function to a class.

acquire(\*args)

Acquire the underlying lock. This method calls the corresponding method on the underlying lock; the return value is whatever that method returns.

release()

Release the underlying lock. This method calls the corresponding method on the underlying lock; there is no return value.

wait(timeout=None)

Wait until notified or until a timeout occurs. If the calling thread has not acquired the lock when this method is called, a RuntimeError is raised.

This method releases the underlying lock, and then blocks until it is awakened by a notify() or notify\_all() call for the same condition variable in another thread, or until the optional timeout occurs. Once awakened or timed out, it re-acquires the lock and returns.

When the timeout argument is present and not None, it should be a floating point number specifying a timeout for the operation in seconds (or fractions thereof).

When the underlying lock is an RLock, it is not released using its release() method, since this may not actually unlock the lock when it was acquired multiple times recursively. Instead, an internal interface of the RLock class is used, which really unlocks it even when it has been recursively acquired several times. Another internal interface is then used to restore the recursion level when the lock is reacquired.

The return value is True unless a given timeout expired, in which case it is False.

Changed in version 3.2: Previously, the method always returned None.

wait\_for(predicate, timeout=None)

Wait until a condition evaluates to true. predicate should be a callable which result will be interpreted as a boolean value. A timeout may be provided giving the maximum time to wait.

This utility method may call wait() repeatedly until the predicate is satisfied, or until a timeout occurs. The return value is the last return value of the predicate and will evaluate to False if the method timed out.

Ignoring the timeout feature, calling this method is roughly equivalent to writing:

while not predicate():

cv.wait()

Therefore, the same rules apply as with wait(): The lock must be held when called and is re-acquired on return. The predicate is evaluated with the lock held.

New in version 3.2.

notify(n=1)

By default, wake up one thread waiting on this condition, if any. If the calling thread has not acquired the lock when this method is called, a RuntimeError is raised.

This method wakes up at most n of the threads waiting for the condition variable; it is a no-op if no threads are waiting.

The current implementation wakes up exactly n threads, if at least n threads are waiting. However, it’s not safe to rely on this behavior. A future, optimized implementation may occasionally wake up more than n threads.

Note: an awakened thread does not actually return from its wait() call until it can reacquire the lock. Since notify() does not release the lock, its caller should.

notify\_all()

Wake up all threads waiting on this condition. This method acts like notify(), but wakes up all waiting threads instead of one. If the calling thread has not acquired the lock when this method is called, a RuntimeError is raised.