Data exploration and cleaning

This notebook looks for common sources of error and flags those records manual revision by the assessors who capture data from each country.

The output is a file showing the records that need manual review or corrections, if any

## Get data

Load required libraries:

library(tidyr)  
library(dplyr)  
library(utile.tools)  
library(stringr)  
library(ggplot2)

Get Kobo raw output data:

kobo\_output<-read.csv(file="International\_Genetic\_Indicator\_testing\_V\_4.0\_-\_latest\_version\_-\_False\_-\_2023-11-02-08-23-26.csv", sep=";", header=TRUE) %>%  
  
## add taxon column  
mutate(taxon=(utile.tools::paste(genus, species, subspecies\_variety, na.rm=TRUE))) %>%  
 # remove white space at the end of the name  
 mutate(taxon=str\_trim(taxon, "right"))

Filter out records which were marked as “not\_approved” in the manual Kobo validation interface (this means country assessors determined the is something wrong with that particular record).

# check if any species is flagged as "validation\_status\_not\_approved"  
kobo\_output %>%  
 filter(X\_validation\_status=="validation\_status\_not\_approved") %>%  
 select(country\_assessment, name\_assessor, taxon)

## country\_assessment name\_assessor taxon  
## 1 south\_africa Paulette Bloomer Panthera leo  
## 2 south\_africa Rob Tolcher Oryx gazella  
## 3 mexico Romina Miranda Méndez Pseudoeurycea lineola  
## 4 mexico Ana Weiger Ambystoma altamirani  
## 5 mexico Romina Miranda Méndez Castilleja tolucensis  
## 6 france Fleur Visser Columba palumbus  
## 7 mexico Vania Jiménez Lobato Cucurbita argyrosperma sororia  
## 8 france Fleur Visser Vipera ursinii ursinii  
## 9 france Gaëlle Brahy Halichoerus grypus

# omit those records from data:  
kobo\_output<- kobo\_output %>%  
 filter(X\_validation\_status!="validation\_status\_not\_approved")

### Filter out any sort of tests

# select likely columns to say "test"  
cols= c("name\_assessor", "email\_assessor", "genus", "species", "subspecies\_variety",  
 "scientific\_authority", "common\_name", "GBIF\_taxonID", "NCBI\_taxonID", "time\_populations")  
  
# check for "test" or "template" on any of them  
kobo\_output %>%   
 filter(if\_any(all\_of(cols), ~ grepl("test", .)) |  
 if\_any(all\_of(cols), ~ grepl("Template", .))) %>%   
 select(country\_assessment, name\_assessor, genus, species)

## country\_assessment name\_assessor genus species  
## 1 united\_kingdom test test test  
## 2 united\_kingdom test test test  
## 3 united\_kingdom test test test  
## 4 united\_kingdom test test test

# filter them out of dataset  
kobo\_output<- kobo\_output %>%   
 filter(if\_any(all\_of(cols), ~ !grepl("test", .))) %>%   
 filter(genus!="Template")

## Check for common data capture errors

### Number of populations

In the form, -999 was used to mark taxa with unknown number of extant populations. This was used because answering the question was mandatory, so leaving it blank wasn’t possible. We have to change -999 to NA.

kobo\_output<-kobo\_output %>%  
 mutate(n\_extant\_populations= na\_if(n\_extant\_populations, -999))

We can now explore how many populations per species are still extant (still existing! NOT extinct!)?

summary(kobo\_output$n\_extant\_populations)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 0.00 1.00 3.00 63.28 8.00 47364.00 19

table(kobo\_output$n\_extant\_populations)

##   
## 0 1 2 3 4 5 6 7 8 9 10 11 12   
## 4 303 134 86 76 41 36 15 23 14 21 13 9   
## 13 14 15 16 17 18 19 20 21 22 23 24 25   
## 13 6 15 7 2 11 11 4 3 3 2 5 2   
## 26 27 28 30 33 34 35 36 37 38 40 42 43   
## 2 1 2 9 2 1 3 3 3 2 1 2 1   
## 45 47 48 50 53 54 55 57 60 65 68 69 72   
## 3 1 1 1 1 1 2 1 1 3 1 1 1   
## 74 75 77 79 80 85 87 89 91 95 100 104 105   
## 1 1 2 1 1 1 1 1 1 1 1 1 2   
## 113 116 122 124 127 137 146 148 150 173 176 180 186   
## 1 1 1 1 1 1 1 1 1 1 1 1 1   
## 200 241 242 284 286 311 330 345 347 840 47364   
## 1 1 1 1 1 1 1 1 1 1 1

Plot histogram

ggplot(kobo\_output, aes(x=n\_extant\_populations))+  
 geom\_histogram()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

## Warning: Removed 19 rows containing non-finite values (`stat\_bin()`).
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Zoom Plot histogram

kobo\_output %>%  
 filter(n\_extant\_populations>=0, n\_extant\_populations<25) %>%  
  
ggplot(., aes(x=n\_extant\_populations))+  
 geom\_histogram()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,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)

Once -999 was replaced by NA there should be no negative number of populations (if they are, they are typos that need to be corrected).

kobo\_output %>%  
 filter(n\_extant\_populations<0) %>%  
 select(country\_assessment, taxon, name\_assessor, n\_extant\_populations, n\_extint\_populations)

## [1] country\_assessment taxon name\_assessor   
## [4] n\_extant\_populations n\_extint\_populations  
## <0 rows> (or 0-length row.names)

Show which taxa (if any) have 0 (zero) extant populations. **Is this correct? needs to be manually checked**

kobo\_output %>%  
 filter(n\_extant\_populations==0) %>%  
 select(country\_assessment, taxon, name\_assessor, n\_extant\_populations, n\_extint\_populations)

## country\_assessment taxon name\_assessor  
## 1 france Hieracium sandozianum Myriam Heuertz  
## 2 united\_states Planorbella magnifica Meg Mahoney  
## 3 sweden Charadrius alexandrinus Viktoria Köppä  
## 4 united\_states Heterelmis stephani Taylor Stack  
## n\_extant\_populations n\_extint\_populations  
## 1 0 1  
## 2 0 3  
## 3 0 3  
## 4 0 2

Show which species (if any) have 999 extant populations. **Should this be -999? OR n\_extinct pops??**

kobo\_output %>%  
 filter(n\_extant\_populations==999) %>%  
 select(country\_assessment, taxon, name\_assessor, n\_extant\_populations, n\_extint\_populations)

## [1] country\_assessment taxon name\_assessor   
## [4] n\_extant\_populations n\_extint\_populations  
## <0 rows> (or 0-length row.names)

Show which species (if any) have 999 EXTINCT populations. **Should this be -999?**

kobo\_output %>%  
 filter(n\_extint\_populations==999) %>%  
 select(country\_assessment, taxon, name\_assessor, n\_extant\_populations, n\_extint\_populations)

## [1] country\_assessment taxon name\_assessor   
## [4] n\_extant\_populations n\_extint\_populations  
## <0 rows> (or 0-length row.names)

Put all taxa with weird number of populations that need to be checked together:

check\_n\_pops <- kobo\_output %>%   
 # variables of interest  
 select(country\_assessment, name\_assessor, taxon, n\_extant\_populations, n\_extint\_populations) %>%  
  
 # same filters that discussed above  
 filter(n\_extant\_populations<0 |  
 n\_extant\_populations==0 |   
 n\_extant\_populations==999 |   
 n\_extint\_populations==999) %>%   
  
# add a column stating what needs to be checked:  
  
 mutate(need\_to\_check="check number of extant or extint populations. Are 0 correct? should 999 be -999? are extant/extint confused?")

### GBIF ID codes

Check GBIF

# check IDs  
head(kobo\_output$GBIF\_taxonID)

## [1] "2440940" "2337607" "2477927" "" "2422522" "5219516"

GBIF IDs tend to be 7 characters long. Some can be larger or shorter, but these seem to be exceptions. Therefore let’s flag any records where the GBIF Id is =/= 7 to manually check if it is correct.

kobo\_output %>%  
 filter(nchar(GBIF\_taxonID)>0, nchar(GBIF\_taxonID)!=7) %>%  
 # show only relevant columns  
 select(country\_assessment, name\_assessor, taxon, GBIF\_taxonID)

## country\_assessment name\_assessor taxon  
## 1 france Iris Lang Miniopterus schreibersii  
## 2 france Ivan Paz-Vinas Zingel asper  
## 3 australia Glenn Shea Phyllurus kabikabi  
## 4 australia Robyn Shaw Gymnobelideus leadbeateri  
## 5 australia Marlien van der Merwe Caladenia woolcockiorum  
## 6 mexico Eugenia Zarza Phonotimpus talquian  
## 7 australia Tanya Latty Leucopatus anophthalmus  
## 8 south\_africa Samantha Mynhardt Chersobius signatus  
## 9 australia Catherine Grueber Hypotaenidia sylvestris  
## 10 australia Rebecca Jordan Ambuchanania leuchbryoides  
## 11 united\_states Brenna Forester Anaxyrus williamsi  
## 12 australia Georgina Wood Ecklonia radiata brevipes  
## 13 colombia Victor Rincon-Parra Megascops gilesi  
## 14 colombia Victor Rincon-Parra Dubusia carrikeri  
## GBIF\_taxonID  
## 1 176678740  
## 2 172830100  
## 3 185106797  
## 4 220657  
## 5 185788620  
## 6 157318142  
## 7 10882478  
## 8 11030052  
## 9 10913878  
## 10 5792195; 8052578  
## 11 10897495  
## 12 177596818  
## 13 10784281  
## 14 10869060

Put them in their own happy df with a column stating what is the likely problem:

check\_GBIF <- kobo\_output %>%  
 filter(nchar(GBIF\_taxonID)>0, nchar(GBIF\_taxonID)!=7) %>%  
 # show only relevant columns  
 select(country\_assessment, name\_assessor, taxon, GBIF\_taxonID) %>%  
# add a column stating what needs to be checked:  
  
 mutate(need\_to\_check="check the GBIF taxonID. Either it looks plain different, or has more or less than 7 digits (most ids are 7 digits long, and this isn't, it could be an exception, or a mistake).")

### Species names

Genus, species and subspecies should be a single word, check if there are cases where it isn’t. Only exception would be “var.” or “subsp.” in the subspecies\_variety field:

kobo\_output %>%   
 filter(grepl(" ", genus) |   
 grepl(" ", species) |   
 grepl(" ", subspecies\_variety)) %>%  
 filter(!grepl("var.", subspecies\_variety)) %>%  
 filter(!grepl("subsp.", subspecies\_variety)) %>%  
 # show only relevant columns  
 # show only relevant columns  
 select(country\_assessment, name\_assessor, taxon, genus, species, subspecies\_variety)

## country\_assessment name\_assessor taxon  
## 1 sweden Viktoria Köppä Coregonus albula morphotype trybomi  
## genus species subspecies\_variety  
## 1 Coregonus albula morphotype trybomi

Put them in their own happy df with a column stating what is the likely problem:

check\_taxon\_names <- kobo\_output %>%   
 filter(grepl(" ", genus) |   
 grepl(" ", species) |   
 grepl(" ", subspecies\_variety)) %>%  
 filter(!grepl("var.", subspecies\_variety)) %>%  
 filter(!grepl("subsp.", subspecies\_variety)) %>%  
 # show only relevant columns  
 select(country\_assessment, name\_assessor, taxon, genus, species, subspecies\_variety) %>%  
 mutate(need\_to\_check="check genus, species or subspecies\_variety, we are targeting to have single words in each field, except in the ifraspecific names, where 'var.' and 'subsp.' (only) would be accepted. Other details or taxonomic notes should be added in the comments.")

## Create a single file for assessors review:

to\_check<-full\_join(check\_n\_pops, check\_GBIF) %>% full\_join(check\_taxon\_names) %>%  
 # show columns in desired order:  
select(country\_assessment, name\_assessor, taxon, need\_to\_check, n\_extant\_populations,  
 n\_extint\_populations, GBIF\_taxonID, genus, species, subspecies\_variety)

## Joining, by = c("country\_assessment", "name\_assessor", "taxon",  
## "need\_to\_check")  
## Joining, by = c("country\_assessment", "name\_assessor", "taxon",  
## "need\_to\_check")

# save file:  
  
write.csv(to\_check, "kobo\_output\_tocheck\_30april.csv", row.names = FALSE, fileEncoding = "UTF-8")

Session Info for reproducibility purposes:

sessionInfo()

## R version 4.2.1 (2022-06-23)  
## Platform: x86\_64-apple-darwin17.0 (64-bit)  
## Running under: macOS Big Sur ... 10.16  
##   
## Matrix products: default  
## BLAS: /Library/Frameworks/R.framework/Versions/4.2/Resources/lib/libRblas.0.dylib  
## LAPACK: /Library/Frameworks/R.framework/Versions/4.2/Resources/lib/libRlapack.dylib  
##   
## locale:  
## [1] en\_US.UTF-8/en\_US.UTF-8/en\_US.UTF-8/C/en\_US.UTF-8/en\_US.UTF-8  
##   
## attached base packages:  
## [1] stats graphics grDevices utils datasets methods base   
##   
## other attached packages:  
## [1] ggplot2\_3.4.1 stringr\_1.4.0 utile.tools\_0.2.7 dplyr\_1.0.9   
## [5] tidyr\_1.2.0   
##   
## loaded via a namespace (and not attached):  
## [1] highr\_0.9 pillar\_1.7.0 compiler\_4.2.1 tools\_4.2.1   
## [5] digest\_0.6.29 evaluate\_0.15 lifecycle\_1.0.3 tibble\_3.1.7   
## [9] gtable\_0.3.0 pkgconfig\_2.0.3 rlang\_1.0.6 cli\_3.6.0   
## [13] DBI\_1.1.3 rstudioapi\_0.13 yaml\_2.3.5 xfun\_0.31   
## [17] fastmap\_1.1.0 withr\_2.5.0 knitr\_1.39 generics\_0.1.3   
## [21] vctrs\_0.5.2 grid\_4.2.1 tidyselect\_1.1.2 glue\_1.6.2   
## [25] R6\_2.5.1 fansi\_1.0.3 rmarkdown\_2.14 farver\_2.1.1   
## [29] purrr\_0.3.4 magrittr\_2.0.3 scales\_1.2.0 ellipsis\_0.3.2   
## [33] htmltools\_0.5.5 assertthat\_0.2.1 colorspace\_2.0-3 labeling\_0.4.2   
## [37] utf8\_1.2.2 stringi\_1.7.6 munsell\_0.5.0 crayon\_1.5.1