**Создаем проект**

Если вы правильно установили Django, то после запуска django-admin --version вы увидите текущую версию фреймворка. Теперь создадим проект. Это можно сделать следующим образом: django-admin startproject example\_project.

Как только создание проекта будет завершено, взглянем на директорию нашего проекта:

* example\_project **/\_\_init\_\_.py**— пустой файл, который говорит Python, что данная директория должна восприниматься в качестве пакета.
* example\_project **/settings.py**содержит конфигурацию нашего проекта.
* example\_project **/urls.py**— здесь объявляются URL.
* example\_project **/wsgi.py** — с помощью него приложение может работать с веб-сервером по протоколу WSGI.
* **manage.py**позволяет взаимодействовать с проектом.

Теперь пришло время запустить наше приложение. Для этого в командной строке нужно написать python manage.py runserver. После этого в адресной строке браузера нужно написать: <http://127.0.0.1:8000/>.

**Создаем приложение**

Определим различие между проектом и приложением. Приложение — это программа, которая что-то делает, а проект — это группа приложений.

Итак, приступим к созданию приложения. Это делается следующим образом: python manage.py startapp application.  
Как только приложение создано, давайте напишем простой вид, по правилам Django все виды должны храниться в файле views.py.

*application/views.py*

from django.http import HttpResponse

def index(request):

return HttpResponse("Hello, World!")

Теперь, чтобы привязать наш вид к URL, создадим файл urls.py.

*application/urls.py*

from django.conf.urls import url

from . import views

app\_name = 'application'

urlpatterns = [

url(r'^$', views.index, name='index'),

]

В urls.py мы должны написать следующее:

*example\_project/urls.py*

from django.conf.urls import include, url

from django.contrib import admin

urlpatterns = [

url(r'^application/', include('application.urls'), name=”application”),

url(r'^admin/', admin.site.urls),

]

Теперь, если мы запустим наше приложение http://127.0.0.1:8000/application/, мы увидим «Hello, World!».

**Установка базы данных**

По умолчанию в Django используется SQLite.

Теперь откроем example\_project/settings.py и взглянем на переменную INSTALLED\_APPS, она хранит все приложения, которые активны в текущем проекте. По умолчанию она содержит:

* **django.contrib.admin**— админка, скоро мы ей воспользуемся.
* **django.contrib.auth** — система аутентификации.
* **django.contrib.contenttypes** — фреймворк для content types.
* **django.contrib.sessions** — сессионный фреймворк.
* **django.contrib.messages**— фреймворк для отправки сообщений.
* **django.contrib.staticfiles** — фреймворк для работы со статичными файлами.

Некоторые из этих приложений используют базы данных, но они еще не установлены, поэтому мы и видели «You have unapplied migrations; your app may not work properly until they are applied.». Поправить это можно следующим образом: python manage.py migrate. Вы должны увидеть следующее:

Operations to perform:

Apply all migrations: admin, sessions, auth, contenttypes

Running migrations:

Rendering model states... DONE

Applying contenttypes.0001\_initial... OK

Applying auth.0001\_initial... OK

Applying admin.0001\_initial... OK

Applying admin.0002\_logentry\_remove\_auto\_add... OK

Applying contenttypes.0002\_remove\_content\_type\_name... OK

Applying auth.0002\_alter\_permission\_name\_max\_length... OK

Applying auth.0003\_alter\_user\_email\_max\_length... OK

Applying auth.0004\_alter\_user\_username\_opts... OK

Applying auth.0005\_alter\_user\_last\_login\_null... OK

Applying auth.0006\_require\_contenttypes\_0002... OK

Applying auth.0007\_alter\_validators\_add\_error\_messages... OK

Applying sessions.0001\_initial... OK

Теперь создадим нашу модель. Для начала создадим Riddle и Option. В Riddle будет содержаться загадка, в Option — один из возможных ответов на нее.

*application/models.py*

from django.db import models

class Riddle(models.Model):

riddle\_text = models.CharField(max\_length=255)

pub\_date = models.DateTimeField('date published')

def \_\_str\_\_(self): return self.riddle\_text

class Option(models.Model):

riddle = models.ForeignKey(Riddle, on\_delete=models.CASCADE)

text = models.CharField(max\_length=255)

correct = models.BooleanField(default=False)

def \_\_str\_\_(self):

if self.correct:

value = "Correct"

else:

value = "Wrong"

return "{} - ({}) [{}]".format(self.text,value,self.riddle.riddle\_text)

Данная модель обеспечивает Django информацией, необходимой для создания схемы базы данных и database-access API для доступа к объектам. Теперь нам нужно привязать наше приложение к нашему проекту, делается это следующим образом:

*example\_project/settings.py*

INSTALLED\_APPS = [

'application.apps.ApplicationConfig',

'django.contrib.admin',

'django.contrib.auth',

'django.contrib.contenttypes',

'django.contrib.sessions',

'django.contrib.messages',

'django.contrib.staticfiles',

]

После этого нужно сделать миграцию: python manage.py makemigrations application. Вы должны увидеть следующее:

Migrations for 'application':

0001\_initial.py:

- Create model Option

- Create model Riddle

- Add field riddle to option

Так мы говорим Django, что в моделях были сделаны некоторые изменения, и их нужно сохранить в качестве миграции.

Теперь мы можем начать пользоваться панелью администратора. Но для этого нам нужен пользователь. Создать его можно следующим образом: python manage.py createsuperuser. Username: Alina, Password: VKUSNIYTORTIK97531. После этого запускаем сервер, если он не запущен, и переходим на http://127.0.0.1:8000/admin/. Вы увидите следующее:

![Форма логина](data:image/png;base64,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)

Теперь дадим админу возможность изменять наши модели. Делается это так:

*application/admin.py*

from django.contrib import admin

from .models import Option, Riddle

admin.site.register(Riddle)

admin.site.register(Option)

Вот что получится в итоге:

![Панель администратора](data:image/png;base64,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)

**Главная страница**

Что нам нужно для создания главной страницы?

* Templates: скелет нашей страницы.
* Views: функция на Python для отображения контента.

Начнем с шаблонов. Создадим папку templates внутри папки application, а в ней создадим index.html.

*application/templates/index.html*

<h1>Available Riddles</h1>

{% if message %}

<p><strong>{{ message }}</strong></p>

{% endif %}

{% if latest\_riddles %}

<ul>

{% for riddle in latest\_riddles %}

<li>

<a href="/application/{{ riddle.id }}/">

{{ riddle.riddle\_text }}

</a>

</li>

{% endfor %}

</ul>

{% else %}

<p>No riddles are available right now.</p>

{% endif %}

Теперь создадим макет для ответов:

*application/templates/answer.html*

<h1>{{ riddle.riddle\_text }}</h1>

{% if error\_message %}

<p>

<strong>{{ error\_message }}</strong>

</p>

{% endif %}

<form action="{% url 'application: answer' riddle.id %}" method="post">

{% csrf\_token %}

{% for option in riddle.option\_set.all %}

<input type="radio" name="option" id="option{{ forloop.counter }}" value="{{ option.id }}" />

<label for="option{{ forloop.counter }}">{{ option.text }}</label><br>

{% endfor %}

<input type="submit" value="Answer" />

</form>

Здесь мы используем csrf\_token, он нужен для защиты от [межсайтовой подделки запроса](https://ru.wikipedia.org/wiki/%D0%9C%D0%B5%D0%B6%D1%81%D0%B0%D0%B9%D1%82%D0%BE%D0%B2%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%B4%D0%B5%D0%BB%D0%BA%D0%B0_%D0%B7%D0%B0%D0%BF%D1%80%D0%BE%D1%81%D0%B0), каждая внутренняя форма должна его использовать. Теперь напишем виды для рендеринга наших шаблонов:

*application/views.py*

from django.http.response import HttpResponse

from django.shortcuts import get\_object\_or\_404, render

from .models import Riddle, Option

def index(request):

return render(request, "index.html", {"latest\_riddles": Riddle.objects.order\_by('-pub\_date')[:5]})

def detail(request, riddle\_id):

return render(request, "answer.html", {"riddle": get\_object\_or\_404(Riddle, pk=riddle\_id)})

def answer(request, riddle\_id):

riddle = get\_object\_or\_404(Riddle, pk=riddle\_id)

try:

option = riddle.option\_set.get(pk=request.POST['option'])

except (KeyError, Option.DoesNotExist):

return render(request, 'answer.html', {'riddle': riddle, 'error\_message': 'Option does not exist'})

else:

if option.correct:

return render(request, "index.html", {"latest\_riddles": Riddle.objects.order\_by('-pub\_date')[:5], "message": "Nice! Choose another one!"})

else:

return render(request, 'answer.html', {'riddle': riddle, 'error\_message': 'Wrong Answer!'})

Давайте пройдемся по каждой функции отдельно:

* **index:**Index использует функцию render. На вход она получает HttpRequest, местонахождение шаблона и его содержимое, а возвращает HttpResponse с окончательным html.
* **detail:**Detail делает практически то же самое, но только функция get\_object\_or\_404 возвращает HttpResponse404, если нужный объект не был найден.
* **answer:** Answer ищет предоставленную загадку (и возвращает 404, если она не найдена) и проверяет правильность ответа.

Теперь добавим наши функции в urls.py:

*application/urls.py*

from django.conf.urls import url

from . import views

app\_name = 'application'

urlpatterns = [

url(r'^$', views.index, name='index'),

url(r'^(?P< riddle\_id>[0-9]+)/$', views.detail, name='detail'),

url(r'^(?P< riddle\_id>[0-9]+)/answer/$', views.answer, name='answer')

]

### Добавим немного стилей

Для начала создадим директорию static, а в ней создадим файл main.css.

riddles/static/main.css

body{

margin:40px auto;

max-width:650px;

line-height:1.6;

font-size:18px;

color:#444;

padding:0 10px;

}

h1,h2,h3{

line-height:1.2;

text-align: center;

}

a {

color: blue;

}

form {

margin: 0 auto;

padding: 1em;

border: 1px solid #CCC;

border-radius: 1em;

}

form div + div {

margin-top: 1em;

}

label {

display: inline-block;

text-align: center;

width: 40%;

}

input {

font: 1em sans-serif;

-moz-box-sizing: border-box;

box-sizing: border-box;

border: 1px solid #999;

width: 50%;

}

input:focus {

border-color: #000;

}

p, div.button {

text-align: center;

}

p.error-message {

color: lightcoral;

}

Немного изменим наши шаблоны:

riddles/templates/index.html

{% load staticfiles %}

<link rel="stylesheet" type="text/css" href="{% static 'main.css' %}" />

<h1>Available Riddles</h1>

{% if message %}

<p><strong>{{ message }}</strong></p>

{% endif %}

{% if latest\_riddles %}

<ul>

{% for riddle in latest\_riddles %}

<li>

<a href="/application/{{ riddle.id }}/">

{{ riddle.riddle\_text }}

</a>

</li>

{% endfor %}

</ul>

{% else %}

<p>No riddles are available right now.</p>

{% endif %}

riddles/templates/answer.html

{% load staticfiles %}

<link rel="stylesheet" type="text/css" href="{% static 'main.css' %}" />

<h1>{{ riddle.riddle\_text }}</h1>

{% if error\_message %}

<p>

<strong>{{ error\_message }}</strong>

</p>

{% endif %}

<form action="{% url 'application:answer' riddle.id %}" method="post">

{% csrf\_token %}

{% for option in riddle.option\_set.all %}

<input type="radio" name="option" id="option{{ forloop.counter }}" value="{{ option.id }}" />

<label for="option{{ forloop.counter }}">{{ option.text }}</label><br>

{% endfor %}

<input type="submit" value="Answer" />

</form>

Первая строка загружает статические файлы, потом мы используем {% static '#' %}, где # — путь к вашему файлу. Аналогичная процедура проводится и для JavaScript.