![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEA3ADcAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAAYACgDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD95MnGK/NL9vL/AILZ/tS/A/8A4KGzf8E9v2P/ANiiP4leIrPQba/uJJNYkjkmaW3W5bZGkbBY443XLs3JOMAYJ/S4/M9fkZp2m+MtV/4Omfi1pvw98QW+l65L8BY10vULy286OGb7Jpe0smRuXscHvXPRipVFF6eb2+YVJShTckm7dFuzrJ/+CoX/AAXetoWnuf8AgjZHHHHGWkY+IpQqj1/1dbH7Fv8AwVo/ai/a++NPw18J+PfhtpPgi31TUJZte0vS7iS6eSIwOYo5HkQGPDgEqB1wM8EVj+N/iV/wUM+HWpeKP2LvHRvta8R/EjUohouvI5Km3ZCs/kOBhUZFQMOPL2ue+a5P/g31v/FT/t/ftYfCnxpcWd0fhrq1n4c02SCH5U+z6hqVvLKhb5h5rQBj7BR2r71ZZlPD+X1a2LcatSorUlF3Wq1m/S9lfqmfD/2lmmf46nRwkZUoU2nUclZ6PSH4XZ+uSElBiilXO1aK/Pj7wc/3cCvzS/bZ/wCCM/7YHxW/4KOX3/BQ39jf9tOz+HOual4ftNNuIbnRZJnRYrdYHj3K+2SJ1ijYqy/eGecCiiqiBn3n/BOD/gvJfahb6pe/8FY/DUt1a7/sd1J4FXzIdylW2t1XIODg816V/wAEdP8Agkx8Xf8Agnd8RPi58Zfjt+0Ja+PvFHxW1C2utSu7XTnhHmpLczyzuzuzPJJJcsTjAGM854KKcqk5Rs3tovJEqnCErxVrq78z7yQNmiiioKP/2Q==)![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEA3ADcAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAAYACgDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD95MnGK/NL9vL/AILZ/tS/A/8A4KGzf8E9v2P/ANiiP4leIrPQba/uJJNYkjkmaW3W5bZGkbBY443XLs3JOMAYJ/S4/M9fkZp2m+MtV/4Omfi1pvw98QW+l65L8BY10vULy286OGb7Jpe0smRuXscHvXPRipVFF6eb2+YVJShTckm7dFuzrJ/+CoX/AAXetoWnuf8AgjZHHHHGWkY+IpQqj1/1dbH7Fv8AwVo/ai/a++NPw18J+PfhtpPgi31TUJZte0vS7iS6eSIwOYo5HkQGPDgEqB1wM8EVj+N/iV/wUM+HWpeKP2LvHRvta8R/EjUohouvI5Km3ZCs/kOBhUZFQMOPL2ue+a5P/g31v/FT/t/ftYfCnxpcWd0fhrq1n4c02SCH5U+z6hqVvLKhb5h5rQBj7BR2r71ZZlPD+X1a2LcatSorUlF3Wq1m/S9lfqmfD/2lmmf46nRwkZUoU2nUclZ6PSH4XZ+uSElBiilXO1aK/Pj7wc/3cCvzS/bZ/wCCM/7YHxW/4KOX3/BQ39jf9tOz+HOual4ftNNuIbnRZJnRYrdYHj3K+2SJ1ijYqy/eGecCiiqiBn3n/BOD/gvJfahb6pe/8FY/DUt1a7/sd1J4FXzIdylW2t1XIODg816V/wAEdP8Agkx8Xf8Agnd8RPi58Zfjt+0Ja+PvFHxW1C2utSu7XTnhHmpLczyzuzuzPJJJcsTjAGM854KKcqk5Rs3tovJEqnCErxVrq78z7yQNmiiioKP/2Q==)

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEA3ADcAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAAYACgDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD95MnGK/NL9vL/AILZ/tS/A/8A4KGzf8E9v2P/ANiiP4leIrPQba/uJJNYkjkmaW3W5bZGkbBY443XLs3JOMAYJ/S4/M9fkZp2m+MtV/4Omfi1pvw98QW+l65L8BY10vULy286OGb7Jpe0smRuXscHvXPRipVFF6eb2+YVJShTckm7dFuzrJ/+CoX/AAXetoWnuf8AgjZHHHHGWkY+IpQqj1/1dbH7Fv8AwVo/ai/a++NPw18J+PfhtpPgi31TUJZte0vS7iS6eSIwOYo5HkQGPDgEqB1wM8EVj+N/iV/wUM+HWpeKP2LvHRvta8R/EjUohouvI5Km3ZCs/kOBhUZFQMOPL2ue+a5P/g31v/FT/t/ftYfCnxpcWd0fhrq1n4c02SCH5U+z6hqVvLKhb5h5rQBj7BR2r71ZZlPD+X1a2LcatSorUlF3Wq1m/S9lfqmfD/2lmmf46nRwkZUoU2nUclZ6PSH4XZ+uSElBiilXO1aK/Pj7wc/3cCvzS/bZ/wCCM/7YHxW/4KOX3/BQ39jf9tOz+HOual4ftNNuIbnRZJnRYrdYHj3K+2SJ1ijYqy/eGecCiiqiBn3n/BOD/gvJfahb6pe/8FY/DUt1a7/sd1J4FXzIdylW2t1XIODg816V/wAEdP8Agkx8Xf8Agnd8RPi58Zfjt+0Ja+PvFHxW1C2utSu7XTnhHmpLczyzuzuzPJJJcsTjAGM854KKcqk5Rs3tovJEqnCErxVrq78z7yQNmiiioKP/2Q==)

For RHanoi

If k = 1

Public List<String> solve ( \*\*\*\*) calls private void solve(\*\*\*\*)

n!=0 first time so it runs solve again

n==0 so it returns

Then list.add(getKey(n, source, destination)); record the step just taken

Then it runs solve again to take the one ring from the intermediate to the destination.

Private Solve was called 3 times

If k = 2

Public List<String> solve ( \*\*\*\*) calls private void solve(\*\*\*\*)

2!=0 so run solve again with n-1 (goal: source -> intermediate)

1!=0 –we’ve been here before +2 iterations to solve

Then list.add(getKey(n, source, destination)); record the step just taken

run solve again with n-1 (goal: intermediate -> destination)

1!=0 –we’ve been here before +2 iterations to solve

Private Solve was called 7 times

If k = 3

Public List<String> solve ( \*\*\*\*) calls private void solve(\*\*\*\*)

3!=0 so run solve again with n-1 (goal: source -> intermediate)

2!=0 –we’ve been here before +6 iterations to solve

Then list.add(getKey(n, source, destination)); record the step just taken

run solve again with n-1 (goal: intermediate -> destination)

2!=0 –we’ve been here before +6 iterations to solve

Private Solve was called 15 times

Conclusion : for recursive Hanoi the formula is k0=1, kn=2n+1-1

This makes sense after walking through my explanation above. It involves using repetitive solutions from previous steps to solve the current issue.

* For each k, how many methods called
* What is the pattern
* Explain

Task

For DHanoi

If k = 1

Public List<String> solve ( \*\*\*\*) calls private void solve(\*\*\*\*)

1!=0 first time so it runs solve again after it fails (sub != null) as there have been no previous steps recorded (goal: source -> intermediate)

n==0 so it returns

Then list.add(getKey(n, source, destination)); record the step just taken

Check if previous steps exist for n-1 again (fails) (goal: intermediate -> destination)

So run solve for n-1

n==0 so it returns

if steps don’t exist- add them to the map

Private Solve was called 3 times

If k = 2

Public List<String> solve ( \*\*\*\*) calls private void solve(\*\*\*\*)

2!=0 but doesn’t fail (sub != null) this time as there are previous steps recorded (goal: source -> intermediate)

So it copies the list of steps leading up to this point from the map in a sublist then records them into the original list

Then list.add(getKey(n, source, destination)); record the step just taken

Check if previous steps exist for n-1 (goal: intermediate -> destination) (they do exist)

So it copies the list of steps leading up to this point from the map in a sublist then records them into the original list

if steps (key) don’t exist- add them to the map

Private Solve will be called 1 time if k =1 has been run before. Else solve will be run 7 times as it needs to save steps into the map

Conclusion: for dynamic Hanoi the number of times private void solve(\*\*\*\*) is called depends on if the map and list are populated with the previous k=1 to k = k-1 solutions. If so then solve will only be called once, except for when k =1. Else the program will require just as many recursive calls as Rhanoi to populate the map and list.  
so k0=1, kn=2n+1-1 or k0=1, k1=2, kn=1