# **Objective:** To gain experience implementing linked data structures by implementing a cursor-based list using doubly-linked nodes.

**To start the homework:** Download and extract the file hw3.zip from eLearning at Course Content | Unit 1 | Homework #3. The hw3.zip file contains:

1. the Node class (in the node.py module) and the Node2Way class (in the node2way.py module)
2. the skeleton CursorBasedList class (in the cursor\_based\_list.py module) which you will complete
3. the cursorBasedListTester.py file that you can use to interactively test your CursorBasedList class.

Recall that in a **cursor-based list** a *cursor* (indicating the *current item*) can be moved around the list with the cursor being used to identify the region of the list to be manipulated. We will insert and removing items relative to the current item. A *current item* must always be defined as long as the list is not empty.

| **Cursor-based operations** | **Description of operation** |
| --- | --- |
| L.getCurrent() | Precondition: the list is not empty. Returns the current item without removing it or changing the current position. |
| L.hasNext() | Precondition: the list is not empty. Returns True if the current item has a next item; otherwise return False. |
| L.next() | Precondition: hasNext returns True. Postcondition: The current item has moved right (i.e., toward the tail) one item |
| L.hasPrevious() | Precondition: the list is not empty. Returns True if the current item has a previous item; otherwise return False. |
| L.previous() | Precondition: hasPrevious returns True. Postcondition: The current item has moved left (i.e., toward the head) one item |
| L.first() | Precondition: the list is not empty. Makes the first item the current item. |
| L.last() | Precondition: the list is not empty. Makes the last item the current item. |
| L.insertAfter(item) | Inserts item after the current item, or as the only item if the list is empty. The new item is the current item. |
| L.insertBefore(item) | Inserts item before the current item, or as the only item if the list is empty. The new item is the current item. |
| L.replace(newValue) | Precondition: the list is not empty. Replaces the current item by the newValue. |
| L.remove() | Precondition: the list is not empty. Removes and returns the current item. Making the next item the current item if one exists; otherwise the tail item in the list is the current item unless the list in now empty. |
| len(L)  Calls \_\_len\_\_ method | Precondition: None. Returns the number of items in the list. |
| L.isEmpty() | Precondition: None. Returns True if the number of items in the list is 0; otherwise return False. |

The cursor\_based\_list.py file contains a skeleton CursorBasedList class. **You MUST uses a doubly-linked list implementation with a *header* node and a *trailer* node. All “real” list items will be inserted between the header and trailer nodes to reduce the number of “special cases”** (e.g., inserting first item in an empty list, deleting the last item from the list, etc.). An empty list looks like:

![Empty CursorBasedList with header and trailer nodes.](data:image/x-wmf;base64,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)

The skeleton CursorBasedList class’s \_\_init\_\_ method already creates the above empty list.

Use the provided cursorBasedListTter.py program to test your list methods. NOTE: You don’t need to do all the list methods before testng. I suggest doing \_\_len\_\_, isEmpty, getCurrent, and insertAfter methods first.

Starting with a newly constructed empty CursorBasedList and doing an insertAfter of item ‘a’, then the list would look like:

![CursorBasedList after insertAfter method called with the item 'a' .](data:image/x-wmf;base64,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)**On eLearning (Course Content | Unit #1 | Homework #3 subfolder), submit a single .zip file, hw3.zip containing the following:**

1. the Node class (in the node.py module) and the Node2Way class (in the node2way.py module)
2. the completed CursorBasedList class (in the cursor\_based\_list.py module)
3. the cursorBasedListTester.py file

Note: No design document needed for this homework.

(If you miss the deadline, you can still submit it without a late penalty. However, this assignment is good preparation for Test 1. Plus, there will be a homework 4, etc. and you don’t want to get too far behind!)