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# ВВЕДЕНИЕ

## Применение валидаторов

Валидаторы в языках программирования применяются для анализа кода на наличие в нем ошибок, которые могут привести к неправильному выводу информации или к сбою в программе. Вне зависимости от профессионализма программиста с увеличением количества строк кода увеличивается возможность допущения ошибок по невнимательности, которые могут существенно повлиять на работоспособность программы.

Валидаторы присутствуют во встроенном функционале большинства современных *IDE* и помогают разработчикам писать чистый и рабочий код. Основная задача таких программных средств – обнаруживать ошибки в программном коде и своевременно уведомлять об этом программиста.

Программа может пропускать некритические ошибки, однако наиболее правильным подходом при разработке современного программного обеспечения, будет стремление свести количество ошибок и недочетов к минимуму. Любой известный недочет или уязвимость в долгосрочной перспективе может привести к полноценному сбою в работе программы.

## Выбор языка программирования

Для разработки собственного валидатора был выбран востребованный в современном мире язык программирования *GoLang*, разработанный компанией *Google* в 2009 году. Преимуществами данного языка является знакомый *C-*подобный синтаксис, а также простота и компактность в парсинге, позволяющая проводить быстрый и доступный анализ с применением средств автоматизации. Семантика языка *Go* обычно *C*-подобна. Это компилируемый, статически типизированный, процедурный язык с указателями.

## Спецификация языка *GoLang*

Несмотря на схожие черты с *C*, *Go* имеет значительные отличия:

* Отсутствие арифметики указателей
* Границы массива всегда проверяются
* Отсутствие неявных числовых преобразований

Также для языка *GoLang* доступна подробная спецификация, описывающая все основные аспекты языка, такие, как модули, переменные, объекты, функции, и. т. д. Разработка собственного валидатора исходных кодов велась в соответствии с документацией для достижения максимального соответствия между валидатором и актуальной структурой языка.

# Практическая часть

## Ключевые конструкции языка *GoLang*

Разработка валидатора началась с изучения ключевых конструкций выбранного языка:

### Используемый алфавит

Исходный код языка *GoLang* представляет собой текст *Unicode*, закодированный в *UTF-8*. Конструкции языка пишутся символами латиницы. Строковые константы (руны) могут содержать произвольные символы таблицы *Unicode*.

### Пакеты

Программы *Go* создаются путем связывания пакетов. Пакет, в свою очередь, создается из одного или нескольких исходных файлов, которые вместе объявляют константы, типы, переменные и функции, принадлежащие пакету и доступные во всех файлах того же пакета. Эти элементы разрешается экспортировать и использовать в другом пакете.

### Объектно-ориентированное программирование

*Go* использует необычный подход к объектно-ориентированному программированию, позволяя использовать методы не только для классов, но без какой-либо формы наследования на основе типов, такой как создание подклассов. Вместо этого у *Go* есть интерфейсы – набор методов. Например, на рисунке ниже представлено определение интерфейса *Hash* из стандартной библиотеки.
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Рисунок 1 – Определение интерфейса.

### Ошибки

*Go* не имеет средств исключений в общепринятом смысле, то есть нет структуры управления, связанной с обработкой ошибок. Но в то же время *Go* предоставляет механизмы для обработки исключительных ситуаций, например, деление на ноль. Особенностью языка для обработки ошибок является предопределенный тип интерфейса, называемый *error*, который представляет значение, которое имеет метод *Error*, возвращающий строку.
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Рисунок 2 – Интерфейс *error* из стандартной библиотеки *GoLang*.

Таким образом, библиотеки используют тип *error*, чтобы вернуть описание ошибки в виде строки.

### Программные модули

Модуль — это набор пакетов *Go*, хранящихся в файловом дереве с файлом *go.mod* в корне. Файл *go.mod* определяет путь модуля, который также является путем импорта, используемым для корневого каталога, а также его требования к зависимостям, которые являются другими модулями, необходимыми для успешной сборки. Каждое требование зависимости записывается в виде пути к модулю и определенной семантической версии.

### Встроенные типы данных

Встроенные типы языка *GoLang* разделяются на четыре категории:

1. Базовые типы. К ним относят числа (целые и с плавающей точкой), строки и логические (булевые) значения.
2. Агрегированные типы. К ним относят массивы и структуры (записи).
3. Ссылочные типы. К ним относят указатели, срезы, ассоциативные массивы, функции и каналы.
4. Интерфейсные типы. Данную категорию составляют интерфейсы, которые были отдельно рассмотрены раннее.

### Строение комментариев

Комментарии служат программной документацией.

Поддерживаются комментарии, аналогичные комментариям языка *C:*

* Комментарии к строке. Начинаются с последовательности символов // и заканчиваются в конце строки.
* Общие комментарии. Начинаются с последовательности символов /\* и заканчиваются первой последовательностью символов \*/.

Комментарий не может начинаться внутри рунического или строкового литерала или внутри комментария. Общий комментарий, не содержащий символов новой строки, воспринимается парсером как пробел. Любой другой комментарий воспринимается, как новая строка.

### Объявление переменных

Объявление переменной начинается с ключевого слова *var* с последующим именем переменной и ее типом. Вместе с определением переменной может происходить ее инициализация, например *var a int = 100*.

Объявление собственных типов данных начинается с ключевого слова *type*, за которым следует имя типа, например, *type Person*.
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Рисунок 1 – Объявление переменных без инициализации.
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Рисунок 2 – Объявление переменных с последующей инициализацией.

### Видимость идентификатора

В *Go* используется необычный подход к определению видимости идентификатора. Например, в отличие от ключевых слов *private* и *public*, в *Go* само имя отражает информацию о поле видимости, а именно – регистр первой буквы идентификатора говорит разработчику, в каком поле находится идентификатор. Если начальный символ является заглавной буквой, то идентификатор экспортируется (общедоступный), в противном случае это не так. Данное правило распространяется на все переменные, типы, функции, методы.

### Присваивание значений

Присваивание в *Go* происходит при помощи символа . Определение переменной может совмещаться с ее инициализацией. Компилятор *Go* строго разграничивает определения и присваивания и запрещает переопределение переменной с тем же именем. В пределах одной единицы трансляции переменная может встретиться слева от знака только один раз.
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Рисунок 3 – Присваивание значений переменной.

### Объявление функций

Для объявления функции в языке *Go* необходимо написать ключевое слово *func,* имя объявляемой функции, список входных параметров, список возвращаемых параметров и тело функции. Функции в *GoLang* могут возвращать неограниченное количество параметров, завернутых в кортеж с использованием круглых скобок.
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Рисунок 4 – Объявление функции.

### Конструкции ветвления

Для объявления блока условного перехода *if* или *if-else,* условный блок не следует оборачивать круглыми скобками, в отличие от языков *C/C++*. Фигурные скобки для блока выполнения, напротив, являются обязательными для языка *GoLang.*

![](data:image/png;base64,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)

Рисунок 5 – Объявление условных конструкций.

## *Разработка валидатора*

Разработка валидатора велась с использованием генератора синтаксических анализаторов *Lex/Yacc.*

### Интерпретация расширенных форм Бэкуса-Наура

Для разработки валидатора было необходимо разработать грамматику понятную *Yacc/Bison*, так как данные генераторы не поддерживают написание грамматик с использованием *РФБН*.

Расширенная форма Бэкуса-Наура представляет собой доработку нормальной нотации Бэкуса – Наура (*БНФ*) путем улучшения синтаксиса, позволившего упростить и сократить в объеме используемые конструкции, сохраняя при этом лаконичность и простоту грамматики. Применяются следующие правила:

* Операнд () определяет «группу захвата», и используется, как обычные скобки. Для обработки данного операнда в *Yacc/Bison* необходимо разделить ключевые конструкции на отдельные пути в грамматике:
* Операнд [] означает опцию – наличие, либо отсутствие данного токена в грамматике. Выражения, использующие данный операнд, раскрываются путем разделения грамматики на два возможных пути:
* Операнд {} означает наличие выбранного токена в грамматике от нуля до бесконечности раз. Данный операнд преимущественно применяется в определении списков выражений, типов, операторов. Такие конструкции раскрываются путем добавления дополнительной абстракции – списка, которая определяется рекурсивно через себя:
* Операнд | - “или” присутствует в *Yacc/Bison* по умолчанию и изменений не требует.

### Автоматическое выделение конструкций языка

В *Go* применяется механизм автоматического выделения конструкций языка путем добавления граничных символов точек с запятой во время лексического разбора, который подвергается активной критике. Данный механизм приводит к тому, что некоторые формы записи операторов, вызовов функций и списков могут быть неправильно восприняты компилятором.

При разработке собственного валидатора данный механизм был успешно реализован путем оптимизации алгоритма разбора на фазе лексера.

Для автоматического добавления разделяющих символов в необходимых местах программы, в фазу лексического разбора была добавлена дополнительная функция проверки токенов.

Алгоритм разработанной функции, следующий: в функции имеется статическая переменная - флаг, показывающая, является ли последний токен одним из токенов, после которого в конце строки необходимо добавлять точку с запятой. При нахождении одного из таких токенов, контрольная переменная выставляется со значением *True*. При нахождении любого другого токена, выставляется значение *False.* При нахождении перевода строки, парсеру на вход передается *‘;’*.

Символ-разделитель (точка с запятой) автоматически добавляется, если последний токен в строке – *identifier* (имя переменной), строковая константа, число, *imaginary* (встроенная в язык *Go* поддержка комплексных чисел), или *руна* (строковая константа, поддерживающая символы *Unicode*), токены *break*, *continue*, *fallthrough*, *return*, операторы инкремента и декремента, и все возможные закрывающие скобки (‘)’, ‘]’, ‘}’).

int check(int token) {  
 static unsigned insert = 0;  
  
 */\* Если нашли перевод строки и флаг выставлен, то возвращаем ; и опускаем флаг. \*/* if(token == '\n') {  
 if(insert == 1) {  
 fprintf(lexOutput, ";\n");  
 insert = 0;  
 return ';';  
 } else {  
 */\* Иначе возвращаем перевод строки. \*/* fprintf(lexOutput, "\n");  
 return '\n';  
 }  
 }  
  
 */\* Если находим один из токенов, для которых нужно   
 добавлять ; в конце линии, поднимаем флаг. \*/* if(token == IDENTIFIER || token == INTEGER || token == FLOAT ||  
 token == IMAGINARY || token == RUNE || token == STRING ||  
 token == BREAK || token == CONTINUE || token == FALLTHROUGH ||  
 token == RETURN || token == INCREMENT || token == DECREMENT ||  
 token == ')' || token == ']' || token == '}') {  
 insert = 1;  
 } else {  
 */\* В случае обычного токена, опускаем флаг. \*/* insert = 0;  
 }  
 return token;  
}

### Разработка основных конструкций языка

#### Строение исходного файла

Исходный файл на языке *GoLang* строится из объявления пакета, списка импортируемых пакетов и списка определений верхнего уровня, который может быть пустым:

SourceFile:  
 PackageClause ';' ImportDecls TopLevelDecls ;

Объявление пакета производится с использованием ключевого слова *Package* и имени пакета:

PackageClause : "package" Identifier ;

Список импортируемых пакетов объявляется с использованием ключевого слова *Import* и может состоять как из одного пакета, так и из нескольких пакетов, заключенных в скобки:

ImportDecl : "import" ImportSpec | "import" '(' ImportSpecs ')' ;   
  
 Можно импортировать пакеты из глобального пространства имен, из текущего пакета и из конкретного пакета по его имени:

ImportSpec : String | '.' String | Identifier String ;

Определение верхнего уровня представляет из себя определение константы, пользовательского типа, глобальной переменной, функции или метода.

TopLevelDecl :  
 ConstDecl   
 | TypeDecl   
 | VarDecl   
 | FunctionDecl   
 | MethodDecl ;

Определение константы сопровождается ключевым словом *const* по аналогии с языками *C/C++*.

ConstDecl :   
 "const" IdentifierList "=" ExpressionList   
 | "const" IdentifierList Type "=" ExpressionList ;

const World = "世界"

Для определения переменной, как уже было сказано выше, используется ключевое слово *var*.

VarDecl :   
 "var" IdentifierList Type "=" ExpressionList  
 | "var" IdentifierList "=" ExpressionList ;

var i, j int = 1, 2

Для определения типа используется слово *type*. Это может быть как добавление псевдонима к другим существующим типам (аналогично *typedef/using* для языков *C/C++),* так и создание собственного типа путем объединения одного или нескольких существующих:

TypeDecl :  
 "type" AliasDecl  
 | "type" TypeDef ;

type PublicKey []byte

type foo struct{}  
type bar = foo

#### Определение типа

Определение типа возможно через вложенный тип, или через литерал типа.

Type : TypeOperandName | TypeLit ;  
  
TypeOperandName : Identifier | Identifier '.' Identifier;

Литерал типа может являться массивом, структурой данных, указателем, функцией, интерфейсом, срезом, хеш-таблицей или каналом.

TypeLit :  
 ArrayType   
 | StructType   
 | PointerType   
 | FunctionType   
 | InterfaceType   
 | SliceType   
 | MapType   
 | ChannelType ;

Литерал типа «массив» состоит из квадратных скобок с указанием размера массива, а также типа элементов:

ArrayType : '[' ArrayLength ']' ElementType ;  
  
ArrayLength : Expression ;  
   
ElementType : Type ;

Литерал типа «структура данных» состоит из ключевого слова *Struct*, и перечисления полей структуры в фигурных скобках:

StructType : "struct" '{' FieldDecls '}' ;

Грамматика поля структуры данных порождала конфликты грамматического разбора и представлено в главе «Конфликты грамматического разбора и их решение» далее.

Литерал типа «указатель» состоит из символа звезды и типа указателя:

PointerType : '\*' Type ;

Литерал типа «функция» состоит из ключевого слова *Func* и сигнатуры функции:

FunctionType : "func" Signature ;

Литерал типа «интерфейс» состоит из ключевого слова *Interface* и перечисления полей интерфейса в фигурных скобках. Поля интерфейса состоят из методов объекта или типов данных:

InterfaceType : "interface" '{' InterfaceElems '}' ;   
   
InterfaceElem : MethodElem | TypeElem ;  
  
MethodElem : Identifier Signature ;

Литерал типа «срез» образуется из квадратных скобок и типа элементов среза:

SliceType : '[' ']' ElementType ;

Литерал типа «хеш-таблица» состоит из ключевого слова *Map*, типа ключей таблицы в квадратных скобках и типа значений таблицы:

MapType : "map" '[' Type ']' Type ;

#### Описание литерала типа «канал» порождало конфликты грамматического разбора, и описано в главе «Конфликты грамматического разбора и их решение» далее.

#### Определение функций и методов

Определение функции состоит из ключевого слова *func,* имени функции, входных и возвращаемых параметров и тела функции. Для generic функций после имени добавляется также описание параметров используемых типов в квадратных скобках. Поддерживается объявление функции без тела, по аналогии с *C/C++.*

FunctionDecl :  
 "func" Identifier Signature *// Объявление*   
 | "func" Identifier TypeParameters Signature *// Объявление*   
 | "func" Identifier Signature FunctionBody *// Определение*  
 | "func" Identifier TypeParameters Signature FunctionBody ; *// Определение*

TypeParameters: '[' TypeParamList ']' | '[' TypeParamList ',' ']' ;

Signature : Parameters | Parameters Result ;

Result : Parameters | Type ;

В определении метода, между именем функции и входными параметрами добавляется также список параметров объекта, для которого вызывается метод.

MethodDecl :  
 "func" **Receiver** Identifier Parameters Result *// Объявление*  
 | "func" **Receiver** Identifier Parameters Result FunctionBody ; *// Определение*

Receiver : Parameters ;

Грамматика определения сигнатуры функции через цепочки входных параметров порождала конфликты грамматического разбора, и описано в главе «Конфликты грамматического разбора и их решение» далее.

#### Операторы в GoLang

Тело функции или метода состоит из списка операторов. Оператором может являться определение константы, типа или переменной, операции ветвления или цикла, метка перехода оператора *goto*, оператор выражения, отправка данных по встроенному каналу, использование операторов инкремента или декремента, операции с ключевыми конструкциями *return*, *break*, *continue*, *goto*, *fallthrough*, *switch*, *select*, *defer* или ничего.

Statement :  
 Declaration | LabeledStmt | SimpleStmt | GoStmt | ReturnStmt | BeakStmt | ContinueStmt | GotoStmt | FallthroughStmt | Block | IfStmt | SwitchStmt | SelectStmt | ForStmt | DeferStmt ;

Цепочка «Оператор объявления» образуется из объявления константы, типа или переменной:

Declaration : ConstDecl | TypeDecl | VarDecl ;

Цепочка «Оператор метки перехода», используемая в связке с оператором *Goto*, образуется из маркера и выражения через точку с запятой:

LabeledStmt : Identifier ':' Statement;

Цепочка «Простое оператор» образуется из пустого оператора, оператора выражения, оператора отправки по типу «канал», оператора инкрементирования или декрементирования, оператора присваивания или укороченного объявления переменной:

SimpleStmt : EmptyStmt | ExpressionStmt | SendStmt | IncDecStmt | Assignment | ShortVarDecl ;

ExpressionStmt : Expression ;  
  
SendStmt : Channel "<-" Expression ;   
   
IncDecStmt : Expression "++" | Expression "--";  
  
Assignment :  
 ExpressionList ":=" ExpressionList  
 | ExpressionList "=" ExpressionList ;

В отличие от языков *C/C++*, в языке *Go* не реализована поддержка префиксного инкремента и декремента.

Цепочка «Оператор *Go*», описывающая вычисления в отдельном потоке (горутине), состоит из ключевого слова *Go*, и выражения:

GoStmt : "go" Expression ;

Цепочка «Оператор *Return*», описывающая возврат из функции, состоит из ключевого слова *Return*, и опциональных значений возврата:

ReturnStmt : "return" | "return" ExpressionList ;

Цепочка «Оператор *Break*», описывающая оператор прерывания цикла, состоит из ключевого слова *Break*, и опциональной метки перехода. В отличие от классической реализации данного оператора в языках *C/C+*, *Break* в *Go* позволяет реализовывать не только выход из ближайшего цикла, но и осуществление перехода по метке, по аналогии с оператором *Goto*:

BreakStmt : "break" | "break" Label ;

#### Цепочка «Оператор Continue», описывающая оператор продолжения цикла, состоит из ключевого слова Continue и опциональной метки перехода, по аналогии с Break:

ContinueStmt : "continue" | "continue" Label ;

Цепочка «Оператор *Goto*», описывающая оператор безусловного перехода, состоит из ключевого слова *Goto* и метки перехода:

GotoStmt : "goto" Label ;

Оператор ветвления состоит из ключевого слова *If*, выражения и блока операторов. Как уже было сказано выше, оператор ветвления в *Go* не требует добавления круглых скобок вокруг условного выражения. Также оператор ветвления позволяет создавать конструкции с применением простого выражения внутри условия – например, выносить значение условия в отдельную переменную, и сразу же проводить сравнение:

IfStmt :  
 "if" Expression Block   
 | "if" SimpleStmt ';' Expression Block  
 | "if" Expression Block ELSE IfStmt  
 | "if" Expression Block ELSE Block  
 | "if" SimpleStmt ';' Expression Block ELSE IfStmt  
 | "if" SimpleStmt ';' Expression Block ELSE Block ;

if x := f(); x < y { ... }

Оператор множественного выбора *Switch* состоит из ключевого слова *Switch,* а также перечисления условий исполнения. Оператор *Switch* в *Go* позволяет сравнивать не только значения выражений, но и значения типов.

SwitchStmt : ExprSwitchStmt | TypeSwitchStmt ;  
  
ExprSwitchStmt :  
 "switch" '{' ExprCaseClauses '}'   
 | "switch" SimpleStmt ';' '{' ExprCaseClauses '}'   
 | "switch" Expression '{' ExprCaseClauses '}'   
 | "switch" SimpleStmt ';' Expression '{' ExprCaseClauses '}' ;

TypeSwitchStmt :  
 "switch" TypeSwitchGuard '{' TypeCaseClauses '}'  
 | "switch" SimpleStmt ';' TypeSwitchGuard '{' TypeCaseClauses '}' ;

Условия исполнения перечисляются с использованием ключевого слова Case. Применяется ключевое слово Default:

ExprSwitchCase : "case" ExpressionList | DEFAULT ;

Оператор *Select*, описывающий выбор операции для отправки по типу «канал», образуется из ключевого слова *Select* и множества операторов:

SelectStmt : "select" '{' CommClauses '}' ;   
   
CommClause : CommCase ':' StatementList ;  
   
CommCase : "case" SendStmt | "case" RecvStmt |"default";

Оператор *Defer*, вызывающий выражение, выполнение которого отложено до момента возврата из окружающей функции, образуется из ключевого слова *Defer* и выражения:

DeferStmt : "defer" Expression ;

Цепочка «Оператор *Fallthrough*», применяемый в операторах множественного выбора *Case*, состоит из ключевого слова *Fallthrough*.

Оператор задания цикла *For* в языке *GoLang* отвечает сразу за все типы циклов – бесконечный цикл, цикл *while*, стандартный цикл for, а также за встроенную в язык возможность итерации по последовательности с ключевым словом *Range*:

ForStmt :  
 "for" Block   
 | "for" Condition Block  
 | "for" ForClause Block   
 | "for" RangeClause Block ;  
   
Condition : Expression ;   
   
RangeClause :  
 "range" Expression   
 | ExpressionList "=" "range" Expression   
 | IdentifierList ":=" "range" Expression   
 | ExpressionList ":=" "range" Expression ;

Описание оператора задания стандартного цикла *For* порождало конфликты грамматики. Финальная грамматика описания данного оператора описана в главе «Конфликты грамматического разбора и их решение» далее.

#### Выражения в GoLang

Выражением в языке Go делятся на унарные и бинарные. Для бинарных выражений предусмотрены стандартные бинарные операторы, аналогичные языкам *C/C++*.

Унарное выражение может быть представлено через первичное выражение или рекурсивно через себя с использованием унарного оператора:

UnaryExpr : PrimaryExpr | unary\_op UnaryExpr ;

Поддерживаются все стандартные унарные операторы: плюс, минус, инверсия, операция и, операция или, операция исключающее или, разыменование и операция отправки по каналу.

Первичное выражение представляется через операнд (элементарные значения в выражении – числа, строки, значения переменной, полученные по имени), а также через другое унарное выражение и селектор (доступ к полям объекта), индекс (обращение к объектам массива), слайс (получение подмасива из масива), приведение к типу, или вызов функции/метода с параметрами.

PrimaryExpr:  
 Operand   
 | UnaryExpr Selector  
 | UnaryExpr Index  
 | UnaryExpr Slice  
 | UnaryExpr TypeAssertion  
 | UnaryExpr Arguments ;

#### Цепочка «Операнд» образуется из выражения в скобках, обращения к вложенному типу или одного из возможных литералов:

Operand : Literal | TypeOperandName | '(' Expression ')' ;

#### Цепочка «Литерал» объединяет простые литералы (целых и десятичных чисел, сроковых литералов и рун, литералов комплексных чисел), сложные литералы – встроенных объявлений структур данных, массивов, срезов и хеш-таблиц и встроенные объявления функций функций.

Literal : BasicLit | CompositeLit | FunctionLit ;  
   
BasicLit : INTEGER | FLOAT | IMAGINARY | RUNE | STRING ;  
   
CompositeLit : LiteralType LiteralValue ;  
   
LiteralType :  
 StructType   
 | ArrayType   
 | '[' MULTIDOT ']' ElementType   
 | SliceType   
 | MapType   
 | TypeOperandName ;  
   
LiteralValue: '{''}' | '{' ElementList '}' | '{' ElementList ',' '}' ;

FunctionLit : "func" Signature FunctionBody ;

#### Обращение к полям структуры:

Selector : '.' Identifier ;

#### Обращение к объекту в массиве:

Index: '[' Expression ']' ;

#### Получение подмассива-слайса:

Slice : '[' ':' ']'  
 | '[' Expression ':' ']'  
 | '[' ':' Expression ']'  
 | '[' Expression ':' Expression ']'   
 | '[' ':' Expression ':' Expression ']'   
 | '[' Expression ':' Expression ':' Expression ']' ;

#### Как было сказано выше, вызов функции возможен не только с традиционными параметрами в качестве выражений, а также с типами в роли входных параметров:

Arguments :  
 '(' ')'   
 | '(' ExpressionList ')'   
 | '(' ExpressionList "..." ')'   
 | '(' ExpressionList ',' ')'   
 | '(' ExpressionList "..." ',' ')'  
  
 | '(' Type ')'   
 | '(' Type "..." ')'   
 | '(' Type ',' ')'   
 | '(' Type "..." ',' ')'   
  
 | '(' Type ',' ExpressionList ')'   
 | '(' Type ',' ExpressionList "..." ')'   
 | '(' Type ',' ExpressionList ',' ')'  
 | '(' Type ',' ExpressionList "..." ',' ')' ;

Бинарное выражение определяется через два других выражения, разделенных бинарным оператором:

BinaryExpression: Expression binary\_op Expression ;

Поддерживаются все стандартные бинарные операторы:

#### Определение элементарных типов на этапе лексического разбора

Все элементарные типы - числа, строки, руны, имена переменных, ключевые слова, а также комментарии, определяются с использованием регулярных выражений в лексере.

Определение комментариев:

**"//".\*** | **[/][\*][^\*]\*[\*]+([^\*/][^\*]\*[\*]+)\*[/]**

Определение строк и рун:

**\"[^"]\*\"** | **\'[^']\*\'** | **`[^`]\*`**

Определение целых чисел:

**[0-9]+([eE][+-]?[0-9]+)?** | **0x[0-9a-fA-F]+** | **0o[0-7]+** | **0b[0-1]+**

Определение чисел с плавающей точкой:

**([0-9]+)?[\.]([0-9]+)?([eE][+-]?[0-9]+)?**

Определение идентификаторов (имен переменных и названий типов):

**[a-zA-Z\_][a-zA-Z0-9\_]\***

### Конфликты грамматического разбора и их решение

При разработке валидаторов неизбежно возникают конфликты грамматического разбора. Грамматика является неоднозначной (конфликтной), если существует входная строка, которая в соответствии с этой грамматикой может быть разобрана двумя или более различными способами.

Конфликт *shift/reduce* возникает в случае, если грамматика для одного и того же правила допускает одновременно сдвиг и свертку. Конфликты такого типа автоматически разрешаются во время парсинга в *Yacc*.

Конфликт *reduce/reduce* возникает, если существует два или более правил свертки, которые применяются к одной и той же последовательности ввода. Обычно это указывает на серьезную ошибку в грамматике. Генератор *Yacc* не может самостоятельно решать конфликты данного типа. При разрешении конфликта свертка/свертка *Yacc* выбирает для свертки правило, определенное в грамматике раньше, что приводит к полному удалению второго правила. Конфликты данного типа крайне не рекомендуется оставлять в грамматике.

При разработке валидатора для языка *GoLang* возникает множество различных конфликтов вследствие неоднозначности грамматики данного языка. Большинство из них удалось успешно решить способами, описанными ниже.

#### Конфликт при определении грамматики полей в структуре данных

Грамматика языка *Go* позволяет определять поля в структуре двумя основными способами – традиционное определение поля через имя и тип, а также определение встроенного поля через имя типа. Конфликт заключается в том, что цепочка «тип» в определении поля структуры присутствует в двух разных вариантах:

FieldDecl :  
 IdentifierList **Type**  
 | EmbeddedField ;  
   
EmbeddedField :  
 '\*' **Type** TypeArgs ;

Конфликт удалось решить путем объединения различных путей грамматики в один общий путь с созданием дополнительной грамматики *IdentifierListOrNothing* обозначающий список идентификаторов или ничего.

FieldDecl :  
 IdentifierListOrNothing Type   
 | '\*' IdentifierListOrNothing Type ;

#### Конфликт при определении входных параметров функции или метода

Язык *Go* поддерживает передачу в функцию именованных и неименованных параметров встроенных типов, а также типов, выводимых в процессе работы программы. В отличие от многих других языков программирования, например *C/C++*, в *Go* можно сокращать список параметров одинакового типа, перечисляя параметры через запятую. Отдельные наборы параметров также перечисляются через запятую. Помимо передачи конкретных параметров, поддерживается также передача неограниченного числа параметров через оператор троеточия, аналогично языку *C*. Так как и имена параметров и значения их типов в корне являются идентификаторами, данная грамматика порождала очень много конфликтов.

ParameterDecl :  
 Type   
 | IdentifierList Type   
 | "..." Type   
 | IdentifierList MULTIDOT Type ;

Данная проблема была решена путем добавления в грамматику параметра двух дополнительных абстракции и объединения:

ParameterDecl :   
 IdentifierListOrNothing TypeOrNothing   
 | IdentifierListOrNothing "..." TypeOrNothing  
 ;

#### Конфликт при определении канала

*GoLang* имеет встроенный функционал каналов, являющих усложненной заменой примитива многопоточной синхронизации мьютекс. Данный тип позволяет передавать сообщения между несколькими потоками путем записи и чтения канала связи.

Создание канала происходит с использованием ключевого слова *chan*, и типа посылаемых по каналу параметров. Можно также указать направление канала, добавив символ до или после ключевого слова *chan*.

ChannelType :   
 "chan" ElementType   
 | "chan" "<-" ElementType   
 | "<-" "chan" ElementType ;

Данная грамматика порождает конфликты. Грамматика описывает несколько способов как можно собрать *ChannelType* из ключевого слова *chan* и *ElementType*. Кроме того, символ может появиться слева от *ChannelType*, как знак унарной операции.

Конфликт удалось решить путем выделения дополнительной конструкции *ArrowLeftOrNothing* и объединения первых двух путей в грамматике:

ChannelType :  
 "chan" ArrowLeftNothing ElementType  
 | "<-" "chan" ElementType ;

ArrowLeftNothing :   
 | "<-" ;

#### Конфликт при определении цикла for

Определение цикла с конструкцией *for* позволяет опускать каждый из трех выражений внутри условия, в том числе, создание бесконечного цикла конструкцией *for ; ; { … }.* Оригинальная грамматика содержала все 8 возможных вариантов:

ForClause :  
 ';' ';'  
 | SimpleStmt ';' ';'  
 | ';' Expression ';'   
 | ';' ';' SimpleStmt   
 | SimpleStmt ';' Expression ';'   
 | ';' Expression ';' SimpleStmt  
 | SimpleStmt ';' ';' SimpleStmt   
 | SimpleStmt ';' Expression ';' SimpleStmt ;

При проведении анализа оказалось, что такая грамматика является избыточной и порождает конфликты. Цепочка *SimpleStmt* может являться пустым выражением, а значит оригинальную грамматику можно существенно сократить, оставив только два исходных варианта:

ForClause :  
 SimpleStmt ';' ';' SimpleStmt   
 | SimpleStmt ';' Expression ';' SimpleStmt  
 ;

#### Конфликт при обращении к полям структуры по ключу

Из грамматики, определяющей способ обращения к полям в структурах, было убрано избыточное правило *Key: Identifier*. Данное правило порождало конфликт «свертка/свертка», так как грамматика *Key* могла быть представлена через *Identifier* напрямую, а также через *Expression*, которая тоже может являться *Identifier*.

Key :  
 Identifier   
 | Expression *// Could be an Identifier* | LiteralValue   
 ;

### Ограничения в работе валидатора. Нерешенные конфликты

При тестировании разработанного валидатора был обнаружен конфликт, который не удалось решить в условиях использования *Yacc/Bison.*

Конфликт заключается в одновременном создании временного объекта структуры данных, и передачи его для вычисления выражения или при вызове функции:

type pendingDelete struct {  
 service string  
 version string  
 op \*appengine.Operation  
}

append(left, pendingDelete{service: service, version: v.Id, op: op})

В примере выше, функции *append* на вход передается временный объект структуры *pendingDelete* (аналогично *r-value* в языках *C/C++*).

Данная грамматика вводит валидатор в заблуждение: название структуры *pendingDelete* воспринимается валидатором, как имя традиционного аргумента функции, а не как название структуры, для которой создается объект, так как в обоих случаях названия представляются токеном *identifier*. Вследствие чего валидатор сворачивает текущее положение в аргумент вызова функции, и ожидает далее увидеть запятую либо закрывающую круглую скобку, означающую конец списка параметров, а получает открывающую фигурную скобку и список параметров по ключам.

Operand :  
 **Literal**   
 | **Identifier**  
 | '(' Expression ')'   
 ;

Иными словами, грамматика позволяет свернуть токен *Identifier* в цепочку *Operand* двумя способами – через *Literal* и через *Identifier* напрямую. Валидатор на основе *Yacc/Bison* выбирает второй, более высокоуровневый вариант.

CompositeLit :  
 LiteralType LiteralValue ;  
   
LiteralType :  
 StructType

| Identifier

... ;

LiteralValue :  
 '{' '}'   
 | '{' ElementList '}'   
 | '{' ElementList ',' '}'  
 ;

Данные грамматики являются взаимозаменяемыми, и обе крайне важными для корректной работы валидатора. В ходе разработке не удалось сконструировать возможное решение, которое бы позволяло разрешить конфликт.

Данное ограничение можно обойти, создав объект структуры pendingDelete в отдельную переменную и взаимодействовать с созданной переменной, а не со временным объектом:

var elem pendingDelete = pendingDelete{service: service, version: v.Id, op: op}

pending = append(left, elem)

# ЗАКЛЮЧЕНИЕ

В ходе выполнения лабораторной работы был разработан валидатор исходных кодов для языка программирования *GoLang* на основе генератора синтаксических анализаторов *Yacc/Bison,* позволяющий проводить проверку синтаксиса программ на языке *Go*.

Получены ценные навыки разработки грамматик формального разбора современных языков программирования, построения оптимальных грамматических цепочек, разбора лексических последовательностей с использованием языка регулярных выражений, разрешения грамматических конфликтов *shift/reduce* и *reduce/reduce* путем выявления и изменения конфликтующих цепочек разбора.

Разработанный валидатор хорошо показал себя при проведении тестирования на подлинных исходных кодах и почти полностью покрывает актуальную грамматику языка *Go,* из чего можно сделать вывод, что на основе генераторов *Yacc/Bison* возможно реализовать полноценный компилятор для данного языка программирования.
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