**PRACTICAL NO 9**

**AIM:** Learning to Rank

* Implement a learning to rank algorithm (e.g., RankSVM or RankBoost).
* Train the ranking model using labelled data and evaluate its effectiveness.

**INPUT:**

import numpy as np

from sklearn.svm import SVC

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import ndcg\_score

# Example dataset

X = np.array([[3, 2, 1], [2, 1, 0], [0, 1, 2], [1, 2, 0], [2, 1, 3], [1, 0, 2]])

y = np.array([1, 0, 0, 1, 0, 1])

# Split data

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# Train RankSVM model

model = SVC(kernel='linear', C=1.0)

model.fit(X\_train, y\_train)

# Evaluate model

ndcg = ndcg\_score([y\_test], [model.predict(X\_test)])

print(f"NDCG Score: {ndcg:.4f}")

**OUTPUT:**

![](data:image/png;base64,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)