**QUESTION NO: 01**

**CODE:**

#include <iostream>

using namespace std;

class BSTree

{ int data;

BSTree \*left, \*right;

public:

BSTree();

BSTree(int);

BSTree\* Insert(BST\*, int);

void Inorder(BSTree\*);

int getHeight(BSTree \*);

bool isEmpty(BSTree\*);

};

BSTree ::BSTree() : data(0) , left(NULL) , right(NULL)

{ }

BSTree ::BSTree(int value)

{ data = value;

left = right = NULL;

}

bool BSTree :: isEmpty(BSTree \*root)

{ if(root == NULL)

return true;

return false;

}

int BSTree :: getHeight(BSTree \*node)

{

if (node == NULL)

return 0;

else

{

int lDepth = getHeight(node->left);

int rDepth = getHeight(node->right);

if (lDepth > rDepth)

return(lDepth + 1);

else return(rDepth + 1);

}

}

BSTree\* BSTree ::Insert(BSTree\* root, int value)

{ if (!root)

{

return new BSTree(value);

}

if (value > root->data)

{

root->right = Insert(root->right, value);

}

else

{

root->left = Insert(root->left, value);

}

return root;

}

void BSTree ::Inorder(BSTree\* root)

{

if (!root)

{

return;

}

Inorder(root->left);

cout << root->data << endl;

Inorder(root->right);

}

int main()

{

BSTree b, \*root = NULL;

root = b.Insert(root, 50);

b.Insert(root, 30);

b.Insert(root, 20);

b.Insert(root, 40);

b.Insert(root, 70);

b.Insert(root, 60);

b.Insert(root, 80);

b.Inorder(root);

return 0;

}

1. A database is a collection of related pieces of information that is organized for easy retrieval. The following set of accounts records, for instance, form an accounts database. Construct BST for accounts database.

**CODE:**

#include <iostream>

#include <fstream>

using namespace std;

struct PersonAccount

{

int RecNum;

int AccountID;

string FirstName;

string LastName;

double Balance;

}

personAccount[15];

struct IndexEntry

{

int acctID;

long recNum;

};

struct node

{

struct IndexEntry \*index;

struct node \*left;

struct node \*right;

}\*root;

class BST

{

public:

BST()

{

root = NULL;

}

void insert(node\*,node\*);

void search(node\*,int);

};

int main()

{

BST bst;

ifstream infile("accounts.dat");

if(!infile)

{

cout<<endl<<"Create the input file accounts.dat";

exit(0);

}

int n=0;

while(!infile.eof())

{

infile>>personAccount[n].RecNum>>personAccount[n].AccountID>>personAccount[n].FirstName>>personAccount[n].LastName>>personAccount[n].Balance;

struct IndexEntry \*index=new IndexEntry;

index->acctID=personAccount[n].AccountID;

index->recNum=personAccount[n].RecNum;

node\* temp=new node;

temp->index=index;

temp->left=NULL;

temp->right=NULL;

if(root==NULL)

root=temp;

else

bst.insert(root,temp);

n++;

}

int accountID;

cout<<endl<<"Enter account ID: ";

cin>>accountID;

bst.search(root,accountID);

}

void BST::insert(node \*r, node \*temp)

{

if (r == NULL)

{

r = new node;

r->index=temp->index;

r->left = NULL;

r->right = NULL;

}

if (temp->index->acctID < r->index->acctID )

{

if (r->left != NULL)

insert(r->left, temp);

else

{

r->left = new node;

r->left->index=temp->index;

(r->left)->left = NULL;

(r->left)->right = NULL;

return;

}

}

else

{

if (r->right != NULL)

{

insert(r->right, temp);

}

else

{

r->right = temp;

(r->right)->left = NULL;

(r->right)->right = NULL;

return;

}

}

}

void BST::search(node \*root, int accountID )

{

if(root==NULL) return;

if (root->index->acctID > accountID)

{

if(root->left!=NULL)

search(root->left, accountID);

}

else if( root->index->acctID < accountID)

{

if(root->right!=NULL)

search(root->right, accountID);

}

else if( root->index->acctID == accountID)

{

cout<<endl<<"matched record number is "<<root->index->recNum;

cout<<endl<<"Corresponding account record from the database file: ";

cout<<endl<<"Record # Account ID First Name Last Name Balance";

cout<<endl<<personAccount[root->index->recNum].RecNum<<"\t "<<personAccount[root->index->recNum].AccountID<<"\t "<<personAccount[root->index->recNum].FirstName<<"\t"<<personAccount[root->index->recNum].LastName<<"\t"<<personAccount[root->index->recNum].Balance;

return;

}

}

**OUTPUT:**
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Description automatically generated](data:image/png;base64,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)

![Text

Description automatically generated](data:image/png;base64,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)

![Diagram

Description automatically generated](data:image/jpeg;base64,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)

1. Implement binary search tree. Then create a function which receive a node and should return its level. e.g. Node 14 is at level 1.

![A picture containing clock

Description automatically generated](data:image/jpeg;base64,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)

**CODE:**

#include <iostream>

using namespace std;

struct Node

{

int data;

struct Node\* lchild;

struct Node\* rchild;

};

bool find(int data, struct Node\* root)

{

if (root\_ == NULL)

{

return false;

}

else if (root\_->data == data)

{

return true;

}

else if (data > root\_->data)

{

return find(data, root\_->rchild);

}

else

{

return find(data, root\_->lchild);

}

}

bool insert(int data, struct Node\*\* root)

{

if (\*root\_ == NULL)

{

\*root\_ = (struct Node\*)malloc(sizeof(struct Node));

(\*root\_)->data = data;

(\*root\_)->lchild = NULL;

(\*root\_)->rchild = NULL;

return true;

}

else if (data > (\*root\_)->data)

{

return insert(data, &(\*root\_)->rchild);

}

else if (data < (\*root\_)->data)

{

return insert(data, &(\*root\_)->data);

return insert(data, &(\*root\_)->lchild);

}

else

{

return false;

}

}

void postorder(struct Node\* root\_)

{

if (root\_ != NULL)

{

postorder(root\_->lchild);

postorder(root\_->rchild);

std::cout << root\_->data << " ";

}

}