:Python:

* **What is Python:**

Python in simple words is a **High-Level Dynamic Programming Language** which is **interpreted**. Guido van Rossum, the father of Python had simple goals in mind when he was developing it Easy looking code, reliable and open source. Python is ranked as the 3rd most prominent language followed by [JavaScript](https://www.edureka.co/blog/javascript-tutorial/) and [Java](https://www.edureka.co/blog/java-tutorial/) in a survey held in 2018 by Stack Overflow which serves proof to it being the most growing language.

* **It is used for**:
* web development (server-side).
* software development.
* mathematics.
* system scripting.
* **What can Python do?**
* Python can be used on a server to create web applications.
* Python can be used alongside software to create workflows.
* Python can connect to database systems. It can also read and modify files.
* Python can be used to handle big data and perform complex mathematics.
* Python can be used for rapid prototyping, or for production-ready software development.
* **Why Python?**
* Python works on different platforms (Windows, Mac, Linux, Raspberry Pi, etc).
* Python has a simple syntax similar to the English language.
* Python has syntax that allows developers to write programs with fewer lines than some other programming languages.
* Python runs on an interpreter system, meaning that code can be executed as soon as it is written. This means that prototyping can be very quick.
* Python can be treated in a procedural way, an object-oriented way or a functional way.
* **Python Syntax compared to other programming languages:**
* Python was designed for readability, and has some similarities to the English language with influence from mathematics.
* Python uses new lines to complete a command, as opposed to other programming languages which often use semicolons or parentheses.
* Python relies on indentation, using whitespace, to define scope; such as the scope of loops, functions and classes. Other programming languages often use curly-brackets for this purpose.

### Example

print("Hello, World!")

## **Python Install:**

Many PCs and Macs will have python already installed.

To check if you have python installed on a Windows PC, search in the start bar for Python or run the following on the Command Line (cmd.exe):

C:\Users\Your Name>python --version

To check if you have python installed on a Linux or Mac, then on linux open the command line or on Mac open the Terminal and type:

python --version

If you find that you do not have python installed on your computer, then you can download it for free from the following website: <https://www.python.org/>

## **Python Quickstart**

Python is an interpreted programming language, this means that as a developer you write Python (.py) files in a text editor and then put those files into the python interpreter to be executed.

The way to run a python file is like this on the command line:

C:\Users\Your Name>python helloworld.py

Where "helloworld.py" is the name of your python file.

Let's write our first Python file, called helloworld.py, which can be done in any text editor.

helloworld.py

print("Hello, World!")

Simple as that. Save your file. Open your command line, navigate to the directory where you saved your file, and run:

C:\Users\Your Name>python helloworld.py

The output should read:

Hello, World!

Congratulations, you have written and executed your first Python program.

## **The Python Command Line:**

To test a short amount of code in python sometimes it is quickest and easiest not to write the code in a file. This is made possible because Python can be run as a command line itself.

Type the following on the Windows, Mac or Linux command line:

C:\Users\Your Name>python

Or, if the "python" command did not work, you can try "py":

C:\Users\Your Name>py

From there you can write any python, including our hello world example from earlier in the tutorial:

C:\Users\Your Name>python  
Python 3.6.4 (v3.6.4:d48eceb, Dec 19 2017, 06:04:45) [MSC v.1900 32 bit (Intel)] on win32  
Type "help", "copyright", "credits" or "license" for more information.  
>>> print("Hello, World!")

Which will write "Hello, World!" in the command line:

C:\Users\Your Name>python  
Python 3.6.4 (v3.6.4:d48eceb, Dec 19 2017, 06:04:45) [MSC v.1900 32 bit (Intel)] on win32  
Type "help", "copyright", "credits" or "license" for more information.  
>>> print("Hello, World!")  
Hello, World!

Whenever you are done in the python command line, you can simply type the following to quit the python command line interface:

exit()

* **Python Syntax:**

**Execute Python Syntax**

As we learned in the previous page, Python syntax can be executed by writing directly in the Command Line:

>>> print("Hello, World!")  
Hello, World!

Or by creating a python file on the server, using the .py file extension, and running it in the Command Line:

C:\Users\Your Name>python myfile.py

## **Python Indentation**

Indentation refers to the spaces at the beginning of a code line.

Where in other programming languages the indentation in code is for readability only, the indentation in Python is very important.

Python uses indentation to indicate a block of code.

### Example

if 5 > 2:  
  print("Five is greater than two!")

Python will give you an error if you skip the indentation:

### Example

Syntax Error:

if 5 > 2:  
print("Five is greater than two!")

The number of spaces is up to you as a programmer, but it has to be at least one.

### Example

if 5 > 2:  
 print("Five is greater than two!")   
if 5 > 2:  
        print("Five is greater than two!")

You have to use the same number of spaces in the same block of code, otherwise Python will give you an error:

### Example

Syntax Error:

if 5 > 2:  
 print("Five is greater than two!")  
        print("Five is greater than two!")

## **Python Variables:**

In Python, variables are created when you assign a value to it:

### Example

Variables in Python:

x = 5  
y = "Hello, World!"

Python has no command for declaring a variable.

## **Comments :**

Python has commenting capability for the purpose of in-code documentation.

Comments start with a #, and Python will render the rest of the line as a comment:

### Example

Comments in Python:

#This is a comment.  
print("Hello, World!")

# **Python Comments**

Comments can be used to explain Python code.

Comments can be used to make the code more readable.

Comments can be used to prevent execution when testing code.

**Creating a Comment**

Comments starts with a #, and Python will ignore them:

### Example

#This is a comment  
print("Hello, World!")

Comments can be placed at the end of a line, and Python will ignore the rest of the line:

### Example

print("Hello, World!") #This is a comment

# **Python Variables:**

## **Variable**

## Variables are containers for storing data values.

**Creating Variables**

Python has no command for declaring a variable.

A variable is created the moment you first assign a value to it.

### Example

x = 5  
y = "John"  
print(x)  
print(y)

Variables do not need to be declared with any particular type, and can even change type after they have been set.

### Example

x = 4       # x is of type int  
x = "Sally" # x is now of type str  
print(x)

## **Casting**

If you want to specify the data type of a variable, this can be done with casting.

### Example

x = str(3)    # x will be '3'  
y = int(3)    # y will be 3  
z = float(3)  # z will be 3.0

## **Get the Type**

You can get the data type of a variable with the type() function.

### Example

x = 5  
y = "John"  
print(type(x))  
print(type(y))

## **Single or Double Quotes?**

String variables can be declared either by using single or double quotes:

### Example

x = "John"  
# is the same as  
x = 'John'

**Case-Sensitive**

Variable names are case-sensitive.

### Example

This will create two variables:

a = 4  
A = "Sally"  
#A will not overwrite a

## **Variable Names:**

A variable can have a short name (like x and y) or a more descriptive name (age, carname, total\_volume). Rules for Python variables:

* A variable name must start with a letter or the underscore character
* A variable name cannot start with a number
* A variable name can only contain alpha-numeric characters and underscores (A-z, 0-9, and \_ )
* Variable names are case-sensitive (age, Age and AGE are three different variables)

### Example

Legal variable names:

myvar = "John"  
my\_var = "John"  
\_my\_var = "John"  
myVar = "John"  
MYVAR = "John"  
myvar2 = "John"

### Example

Illegal variable names:

2myvar = "John"  
my-var = "John"  
my var = "John"

## **Multi Words Variable Names**

Variable names with more than one word can be difficult to read.

There are several techniques you can use to make them more readable:

## **Camel Case**

Each word, except the first, starts with a capital letter:

myVariableName = "John"

**Pascal Case**

Each word starts with a capital letter:

MyVariableName = "John"

**Snake Case**

Each word is separated by an underscore character:

my\_variable\_name = "John"

## **Many Values to Multiple Variables**

Python allows you to assign values to multiple variables in one line:

### Example

x, y, z = "Orange", "Banana", "Cherry"  
print(x)  
print(y)  
print(z)

**Note:** Make sure the number of variables matches the number of values, or else you will get an error.

## **One Value to Multiple Variables**

And you can assign the same value to multiple variables in one line:

### Example

x = y = z = "Orange"  
print(x)  
print(y)  
print(z)

**Unpack a Collection**

If you have a collection of values in a list, tuple etc. Python allows you extract the values into variables. This is called unpacking.

### Example

### Unpack a list:

fruits = ["apple", "banana", "cherry"]  
x, y, z = fruits  
print(x)  
print(y)  
print(z)

## **Output Variables**

The Python print statement is often used to output variables.

To combine both text and a variable, Python uses the + character:

### Example

x = "awesome"  
print("Python is " + x)

You can also use the + character to add a variable to another variable:

### Example

x = "Python is "  
y = "awesome"  
z =  x + y  
print(z)

For numbers, the + character works as a mathematical operator:

### Example

x = 5  
y = 10  
print(x + y)

If you try to combine a string and a number, Python will give you an error:

### Example

x = 5  
y = "John"  
print(x + y)

* **Global Variables**

Variables that are created outside of a function (as in all of the examples above) are known as global variables.

Global variables can be used by everyone, both inside of functions and outside.

### Example

Create a variable outside of a function, and use it inside the function

x = "awesome"  
  
def myfunc():  
  print("Python is " + x)  
  
myfunc()

If you create a variable with the same name inside a function, this variable will be local, and can only be used inside the function. The global variable with the same name will remain as it was, global and with the original value.

### Example

Create a variable inside a function, with the same name as the global variable

x = "awesome"  
  
def myfunc():  
  x = "fantastic"  
  print("Python is " + x)  
  
myfunc()  
  
print("Python is " + x)

## **The global Keyword**

Normally, when you create a variable inside a function, that variable is local, and can only be used inside that function.

To create a global variable inside a function, you can use the global keyword.

### Example

If you use the global keyword, the variable belongs to the global scope:

def myfunc():  
  global x  
  x = "fantastic"  
  
myfunc()  
  
print("Python is " + x)

Also, use the global keyword if you want to change a global variable inside a function.

### Example

To change the value of a global variable inside a function, refer to the variable by using the global keyword:

x = "awesome"  
  
def myfunc():  
  global x  
  x = "fantastic"  
  
myfunc()  
  
print("Python is " + x)

# **Data Types:**

## **Built-in Data Types**

In programming, data type is an important concept.

Variables can store data of different types, and different types can do different things.

Python has the following data types built-in by default, in these categories:

|  |  |
| --- | --- |
| Text Type: | Str |
| Numeric Types: | int, float, complex |
| Sequence Types: | list, tuple, range |
| Mapping Type: | Dict |
| Set Types: | set, frozenset |
| Boolean Type: | Bool |
| Binary Types: | bytes, bytearray, memoryview |

**Getting the Data Type**

You can get the data type of any object by using the type() function:

### Example

Print the data type of the variable x:

x = 5  
print(type(x))

## **Setting the Data Type**

In Python, the data type is set when you assign a value to a variable:

![](data:image/png;base64,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)

## **Setting the Specific Data Type**

If you want to specify the data type, you can use the following constructor functions:
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# **Python Numbers:**

There are three numeric types in Python:

* int
* float
* complex

Variables of numeric types are created when you assign a value to them:

### Example

x = 1    # int  
y = 2.8  # float  
z = 1j   # complex

To verify the type of any object in Python, use the type() function:

### Example

print(type(x))  
print(type(y))  
print(type(z))

**Int**

Int, or integer, is a whole number, positive or negative, without decimals, of unlimited length.

### Example

Integers:

x = 1  
y = 35656222554887711  
z = -3255522  
  
print(type(x))  
print(type(y))  
print(type(z))

**Float**

Float, or "floating point number" is a number, positive or negative, containing one or more decimals.

### Example

Floats:

x = 1.10  
y = 1.0  
z = -35.59  
  
print(type(x))  
print(type(y))  
print(type(z))

Float can also be scientific numbers with an "e" to indicate the power of 10.

### Example

Floats:

x = 35e3  
y = 12E4  
z = -87.7e100  
  
print(type(x))  
print(type(y))  
print(type(z))

**Complex**

Complex numbers are written with a "j" as the imaginary part:

### Example

Complex:

x = 3+5j  
y = 5j  
z = -5j  
  
print(type(x))  
print(type(y))  
print(type(z))

**Type Conversion**

You can convert from one type to another with the int(), float(), and complex() methods:

### Example

Convert from one type to another:

x = 1    # int  
y = 2.8  # float  
z = 1j   # complex  
  
#convert from int to float:  
a = float(x)  
  
#convert from float to int:  
b = int(y)  
  
#convert from int to complex:  
c = complex(x)  
  
print(a)  
print(b)  
print(c)  
  
print(type(a))  
print(type(b))  
print(type(c))

**Note:** You cannot convert complex numbers into another number type.

## **Random Number**

Python does not have a random() function to make a random number, but Python has a built-in module called random that can be used to make random numbers:

### Example

Import the random module, and display a random number between 1 and 9:

import random  
  
print(random.randrange(1, 10))

# **Python Casting:**

## **Specify a Variable Type**

There may be times when you want to specify a type on to a variable. This can be done with casting. Python is an object-orientated language, and as such it uses classes to define data types, including its primitive types.

Casting in python is therefore done using constructor functions:

* int() - constructs an integer number from an integer literal, a float literal (by removing all decimals), or a string literal (providing the string represents a whole number)
* float() - constructs a float number from an integer literal, a float literal or a string literal (providing the string represents a float or an integer)
* str() - constructs a string from a wide variety of data types, including strings, integer literals and float literals

### Example

Integers:

x = int(1)   # x will be 1  
y = int(2.8) # y will be 2  
z = int("3") # z will be 3

### Example

Floats:

x = float(1)     # x will be 1.0  
y = float(2.8)   # y will be 2.8  
z = float("3")   # z will be 3.0  
w = float("4.2") # w will be 4.2

### Example

Strings:

x = str("s1") # x will be 's1'  
y = str(2)    # y will be '2'  
z = str(3.0)  # z will be '3.0'

# **Python Strings:**

## **Strings**

Strings in python are surrounded by either single quotation marks, or double quotation marks.

'hello' is the same as "hello".

You can display a string literal with the print() function:

### Example

print("Hello")  
print('Hello')

## **Assign String to a Variable**

Assigning a string to a variable is done with the variable name followed by an equal sign and the string:

### Example

a = "Hello"  
print(a)

## **Multiline Strings**

You can assign a multiline string to a variable by using three quotes:

### Example

You can use three double quotes:

a = """Lorem ipsum dolor sit amet,  
consectetur adipiscing elit,  
sed do eiusmod tempor incididunt  
ut labore et dolore magna aliqua."""  
print(a)

Or three single quotes:

### Example

a = '''Lorem ipsum dolor sit amet,  
consectetur adipiscing elit,  
sed do eiusmod tempor incididunt  
ut labore et dolore magna aliqua.'''  
print(a)

## **Strings are Arrays**

Like many other popular programming languages, strings in Python are arrays of bytes representing unicode characters.

However, Python does not have a character data type, a single character is simply a string with a length of 1.

Square brackets can be used to access elements of the string.

### Example

Get the character at position 1 (remember that the first character has the position 0):

a = "Hello, World!"  
print(a[1])

## **Looping Through a String**

Since strings are arrays, we can loop through the characters in a string, with a for loop.

### Example

Loop through the letters in the word "banana":

for x in "banana":  
  print(x)

## **String Length**

To get the length of a string, use the len() function.

### Example

The len() function returns the length of a string:

a = "Hello, World!"  
print(len(a))

## **Check String**

To check if a certain phrase or character is present in a string, we can use the keyword in.

### Example

Check if "free" is present in the following text:

txt = "The best things in life are free!"  
print("free" in txt)

Use it in an if statement:

### Example

Print only if "free" is present:

txt = "The best things in life are free!"  
if "free" in txt:  
  print("Yes, 'free' is present.")

## **Check if NOT**

To check if a certain phrase or character is NOT present in a string, we can use the keyword not in.

### Example

Check if "expensive" is NOT present in the following text:

txt = "The best things in life are free!"  
print("expensive" not in txt)

Use it in an if statement:

### Example

print only if "expensive" is NOT present:

txt = "The best things in life are free!"  
if "expensive" not in txt:  
  print("Yes, 'expensive' is NOT present.")

## **Slicing Strings**

You can return a range of characters by using the slice syntax.

Specify the start index and the end index, separated by a colon, to return a part of the string.

### Example

Get the characters from position 2 to position 5 (not included):

b = "Hello, World!"  
print(b[2:5])

**Note:**The first character has index 0.

## **Slice From the Start**

By leaving out the start index, the range will start at the first character:

### Example

Get the characters from the start to position 5 (not included):

b = "Hello, World!"  
print(b[:5])

## **Slice To the End**

By leaving out the end index, the range will go to the end:

### Example

Get the characters from position 2, and all the way to the end:

b = "Hello, World!"  
print(b[2:])

## **Negative Indexing**

Use negative indexes to start the slice from the end of the string:

### Example

Get the characters:

From: "o" in "World!" (position -5)

To, but not included: "d" in "World!" (position -2):

b = "Hello, World!"  
print(b[-5:-2])

# **Modify Strings**

Python has a set of built-in methods that you can use on strings.

## **Upper Case**

### Example

The upper() method returns the string in upper case:

a = "Hello, World!"  
print(a.upper())

## **Lower Case**

### Example

The lower() method returns the string in lower case:

a = "Hello, World!"  
print(a.lower())

## **Remove Whitespace**

Whitespace is the space before and/or after the actual text, and very often you want to remove this space.

### Example

The strip() method removes any whitespace from the beginning or the end:

a = " Hello, World! "  
print(a.strip()) # returns "Hello, World!"

## **Replace String**

### Example

The replace() method replaces a string with another string:

a = "Hello, World!"  
print(a.replace("H", "J"))

## **Split String**

The split() method returns a list where the text between the specified separator becomes the list items.

### Example

The split() method splits the string into substrings if it finds instances of the separator:

a = "Hello, World!"  
print(a.split(",")) # returns ['Hello', ' World!']

## **String Concatenation**

To concatenate, or combine, two strings you can use the + operator.

### Example

Merge variable a with variable b into variable c:

a = "Hello"  
b = "World"  
c = a + b  
print(c)

### Example

To add a space between them, add a " ":

a = "Hello"  
b = "World"  
c = a + " " + b  
print(c)

## **String Format**

As we learned in the Python Variables chapter, we cannot combine strings and numbers like this:

### Example

age = 36  
txt = "My name is John, I am " + age  
print(txt)

But we can combine strings and numbers by using the format() method!

The format() method takes the passed arguments, formats them, and places them in the string where the placeholders {} are:

### Example

Use the format() method to insert numbers into strings:

age = 36  
txt = "My name is John, and I am {}"  
print(txt.format(age))

The format() method takes unlimited number of arguments, and are placed into the respective placeholders:

### Example

quantity = 3  
itemno = 567  
price = 49.95  
myorder = "I want {} pieces of item {} for {} dollars."  
print(myorder.format(quantity, itemno, price))

You can use index numbers {0} to be sure the arguments are placed in the correct placeholders:

### Example

quantity = 3  
itemno = 567  
price = 49.95  
myorder = "I want to pay {2} dollars for {0} pieces of item {1}."  
print(myorder.format(quantity, itemno, price))

## **Escape Character**

To insert characters that are illegal in a string, use an escape character.

An escape character is a backslash \ followed by the character you want to insert.

An example of an illegal character is a double quote inside a string that is surrounded by double quotes:

### Example

You will get an error if you use double quotes inside a string that is surrounded by double quotes:

txt = "We are the so-called "Vikings" from the north."

To fix this problem, use the escape character \":

### Example

The escape character allows you to use double quotes when you normally would not be allowed:

txt = "We are the so-called \"Vikings\" from the north."

## **Escape Characters**

Other escape characters used in Python:

![](data:image/png;base64,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)

## **String Methods**

Python has a set of built-in methods that you can use on strings.

**Note:** All string methods returns new values. They do not change the original string.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [capitalize()](https://www.w3schools.com/python/ref_string_capitalize.asp) | Converts the first character to upper case |
| [casefold()](https://www.w3schools.com/python/ref_string_casefold.asp) | Converts string into lower case |
| [center()](https://www.w3schools.com/python/ref_string_center.asp) | Returns a centered string |
| [count()](https://www.w3schools.com/python/ref_string_count.asp) | Returns the number of times a specified value occurs in a string |
| [encode()](https://www.w3schools.com/python/ref_string_encode.asp) | Returns an encoded version of the string |
| [endswith()](https://www.w3schools.com/python/ref_string_endswith.asp) | Returns true if the string ends with the specified value |
| [expandtabs()](https://www.w3schools.com/python/ref_string_expandtabs.asp) | Sets the tab size of the string |
| [find()](https://www.w3schools.com/python/ref_string_find.asp) | Searches the string for a specified value and returns the position of where it was found |
| [format()](https://www.w3schools.com/python/ref_string_format.asp) | Formats specified values in a string |
| format\_map() | Formats specified values in a string |
| [index()](https://www.w3schools.com/python/ref_string_index.asp) | Searches the string for a specified value and returns the position of where it was found |
| [isalnum()](https://www.w3schools.com/python/ref_string_isalnum.asp) | Returns True if all characters in the string are alphanumeric |
| [isalpha()](https://www.w3schools.com/python/ref_string_isalpha.asp) | Returns True if all characters in the string are in the alphabet |
| [isdecimal()](https://www.w3schools.com/python/ref_string_isdecimal.asp) | Returns True if all characters in the string are decimals |
| [isdigit()](https://www.w3schools.com/python/ref_string_isdigit.asp) | Returns True if all characters in the string are digits |
| [isidentifier()](https://www.w3schools.com/python/ref_string_isidentifier.asp) | Returns True if the string is an identifier |
| [islower()](https://www.w3schools.com/python/ref_string_islower.asp) | Returns True if all characters in the string are lower case |
| [isnumeric()](https://www.w3schools.com/python/ref_string_isnumeric.asp) | Returns True if all characters in the string are numeric |
| [isprintable()](https://www.w3schools.com/python/ref_string_isprintable.asp) | Returns True if all characters in the string are printable |
| [isspace()](https://www.w3schools.com/python/ref_string_isspace.asp) | Returns True if all characters in the string are whitespaces |
| [istitle()](https://www.w3schools.com/python/ref_string_istitle.asp) | Returns True if the string follows the rules of a title |
| [isupper()](https://www.w3schools.com/python/ref_string_isupper.asp) | Returns True if all characters in the string are upper case |
| [join()](https://www.w3schools.com/python/ref_string_join.asp) | Joins the elements of an iterable to the end of the string |
| [ljust()](https://www.w3schools.com/python/ref_string_ljust.asp) | Returns a left justified version of the string |
| [lower()](https://www.w3schools.com/python/ref_string_lower.asp) | Converts a string into lower case |
| [lstrip()](https://www.w3schools.com/python/ref_string_lstrip.asp) | Returns a left trim version of the string |
| [maketrans()](https://www.w3schools.com/python/ref_string_maketrans.asp) | Returns a translation table to be used in translations |
| [partition()](https://www.w3schools.com/python/ref_string_partition.asp) | Returns a tuple where the string is parted into three parts |
| [replace()](https://www.w3schools.com/python/ref_string_replace.asp) | Returns a string where a specified value is replaced with a specified value |
| [rfind()](https://www.w3schools.com/python/ref_string_rfind.asp) | Searches the string for a specified value and returns the last position of where it was found |
| [rindex()](https://www.w3schools.com/python/ref_string_rindex.asp) | Searches the string for a specified value and returns the last position of where it was found |
| [rjust()](https://www.w3schools.com/python/ref_string_rjust.asp) | Returns a right justified version of the string |
| [rpartition()](https://www.w3schools.com/python/ref_string_rpartition.asp) | Returns a tuple where the string is parted into three parts |
| [rsplit()](https://www.w3schools.com/python/ref_string_rsplit.asp) | Splits the string at the specified separator, and returns a list |
| [rstrip()](https://www.w3schools.com/python/ref_string_rstrip.asp) | Returns a right trim version of the string |
| [split()](https://www.w3schools.com/python/ref_string_split.asp) | Splits the string at the specified separator, and returns a list |
| [splitlines()](https://www.w3schools.com/python/ref_string_splitlines.asp) | Splits the string at line breaks and returns a list |
| [startswith()](https://www.w3schools.com/python/ref_string_startswith.asp) | Returns true if the string starts with the specified value |
| [strip()](https://www.w3schools.com/python/ref_string_strip.asp) | Returns a trimmed version of the string |
| [swapcase()](https://www.w3schools.com/python/ref_string_swapcase.asp) | Swaps cases, lower case becomes upper case and vice versa |
| [title()](https://www.w3schools.com/python/ref_string_title.asp) | Converts the first character of each word to upper case |
| [translate()](https://www.w3schools.com/python/ref_string_translate.asp) | Returns a translated string |
| [upper()](https://www.w3schools.com/python/ref_string_upper.asp) | Converts a string into upper case |
| [zfill()](https://www.w3schools.com/python/ref_string_zfill.asp) | Fills the string with a specified number of 0 values at the beginning |

# **Python Booleans:**

## **Boolean Values**

In programming you often need to know if an expression is True or False.

You can evaluate any expression in Python, and get one of two answers, True or False.

When you compare two values, the expression is evaluated and Python returns the Boolean answer:

### Example

print(10 > 9)  
print(10 == 9)  
print(10 < 9)

When you run a condition in an if statement, Python returns True or False:

### Example

Print a message based on whether the condition is True or False:

a = 200  
b = 33  
  
if b > a:  
  print("b is greater than a")  
else:  
  print("b is not greater than a")

## **Evaluate Values and Variables**

The bool() function allows you to evaluate any value, and give you True or False in return,

### Example

Evaluate a string and a number:

print(bool("Hello"))  
print(bool(15))

### Example

Evaluate two variables:

x = "Hello"  
y = 15  
  
print(bool(x))  
print(bool(y))

## **Most Values are True**

Almost any value is evaluated to True if it has some sort of content.

Any string is True, except empty strings.

Any number is True, except 0.

Any list, tuple, set, and dictionary are True, except empty ones.

### Example

The following will return True:

bool("abc")  
bool(123)  
bool(["apple", "cherry", "banana"])

## **Some Values are False**

In fact, there are not many values that evaluate to False, except empty values, such as (), [], {}, "", the number 0, and the value None. And of course the value False evaluates to False.

### Example

The following will return False:

bool(False)  
bool(None)  
bool(0)  
bool("")  
bool(())  
bool([])  
bool({})

One more value, or object in this case, evaluates to False, and that is if you have an object that is made from a class with a \_\_len\_\_ function that returns 0 or False:

### Example

class myclass():  
  def \_\_len\_\_(self):  
    return 0  
  
myobj = myclass()  
print(bool(myobj))

## **Functions can Return a Boolean**

You can create functions that returns a Boolean Value:

### Example

Print the answer of a function:

def myFunction() :  
  return True  
  
print(myFunction())

You can execute code based on the Boolean answer of a function:

### Example

Print "YES!" if the function returns True, otherwise print "NO!":

def myFunction() :  
  return True  
  
if myFunction():  
  print("YES!")  
else:  
  print("NO!")

Python also has many built-in functions that return a boolean value, like the isinstance() function, which can be used to determine if an object is of a certain data type:

### Example

Check if an object is an integer or not:

x = 200  
print(isinstance(x, int))