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# Ejercicio 1: predicado ‘pertenece’

### Código

%----------------%

% Ejercicio 1 %

%----------------%

pertenece\_m(X, [X|\_]) :- X \= [\_|\_].

pertenece\_m(X, [L|Rs]) :- pertenece\_m(X, L); pertenece\_m(X, Rs).

### Comentario

# Ejercicio 2: predicado ‘invierte’

### Código

%----------------%

% Ejercicio 2 %

%----------------%

concatena([], L, L).

concatena([X|L1], L2, [X|L3]) :- concatena(L1, L2, L3).

invierte([], []).

invierte([X|R], L) :- invierte(R, L1), concatena(L1, [X], L).

### Comentario

# Ejercicio 3: predicado ‘insert’

### Código

%----------------%

% Ejercicio 3 %

%----------------%

insert([X-P], [], [X-P]).

insert([X-P], [A-Q|Ls], R) :- P=<Q, concatena([X-P], [A-Q|Ls], R).

insert([X-P], [A-Q|Ls], [A-Q|Rs]) :- P>Q, insert([X-P], Ls, Rs).

### Comentario

# Ejercicio 4: conteo de elementos

## Ejercicio 4.1: predicado ‘elem\_count’

### Código

%------------------%

% Ejercicio 4.1 %

%------------------%

elem\_count(\_, [], 0).

elem\_count(X, [X|Ls], C1) :- elem\_count(X, Ls, C), C1 is C + 1.

elem\_count(X, [Y|Ls], C1) :- X\=Y, elem\_count(X, Ls, C1).

### Comentario

## Ejercicio 4.2: predicado ‘list\_count’

### Código

%------------------%

% Ejercicio 4.2 %

%------------------%

list\_count([], [\_|\_], []).

list\_count([X|Ls], L2, [X-C|Rs]) :- elem\_count(X, L2, C), list\_count(Ls, L2, Rs).

### Comentario

# Ejercicio 5: predicado ‘sort\_list’

### Código

%----------------%

% Ejercicio 5 %

%----------------%

sort\_list([],[]).

sort\_list([X-P|L1], L3) :- sort\_list(L1, L2), insert([X-P], L2, L3).

### Comentario

# Ejercicio 6: predicado ‘build\_tree’

### Código

%----------------%

% Ejercicio 6 %

%----------------%

build\_tree([X-\_], tree(X, nil, nil)).

build\_tree([X-P|RL], tree(1, L1, L2)) :- RL \= [], build\_tree([X-P], L1), build\_tree(RL, L2).

### Comentario

# Ejercicio 7: codificación de elementos mediante Árboles de Huffman

## Ejercicio 7.1: predicado ‘encode\_element’

### Código

%-----------------%

% Ejercicio 7.1 %

%-----------------%

encode\_elem(\_, [], tree(\_, \_, nil)).

encode\_elem(X, R, tree(\_, tree(V, \_, \_), \_)) :- X = V, R = [0].

encode\_elem(X, R, tree(\_, \_, tree(V, \_, \_))) :- X = V, R = [1].

encode\_elem(X, [R1|R2], tree(\_, \_, tree(V, N1, N2))) :- X \= N2, N2 \= nil, R1 = 1, encode\_elem(X, R2, tree(V, N1, N2)).

### Comentario

## Ejercicio 7.2: predicado ‘encode\_list’

### Código

%-----------------%

% Ejercicio 7.2 %

%-----------------%

encode\_list([], [], \_).

encode\_list([X|RL], [R1|R2], T) :- encode\_elem(X, R1, T), encode\_list(RL, R2, T).

### Comentario

# Ejercicio 8: predicado ‘encode’

### Código

%----------------%

% Ejercicio 8 %

%----------------%

dictionary(X) :- X = [a,b,c,d,e,f,g,h,i,j,k,l,m,n,o,p,q,r,s,t,u,v,w,x,y,z].

encode(L1, L2) :- dictionary(D), list\_count(D, L1, RLC), sort\_list(RLC, RSL), invierte(RSL, RI), build\_tree(RI, T), encode\_list(L1, L2, T).

### Comentario