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1. Introduction:

Write a paragraph (less than 100 words) to describe what is project all about

* 1. **Objectives if Projects**

Write a paragraph/list (100-150 words) to describe the Objective of the project

* 1. **Deliverables**

Write a paragraph/list (100-150 words) to describe What are the deliverables of the project.

1. Design a scraper to scrape information from a website

Describe what is scraper and what objective you will achieve by creating this component of project.

* 1. **Coding a scraper**

Paste the code of the scraper here.

* 1. **Testing a scraper**

Paste the screenshots of the output of the scraper component.

1. Design a formatter to format output data in CSV file

Describe what formatter is and what objective you will achieve by creating this component of project.

* 1. **Coding a formatter**

import sys

import pandas as pd

""" The script takes the input in the following format :

-> python formatter.py <path for the json file obtained through scrapper>

and the script produces the output in a file named scrapped\_data.tsv """

# the following piece checks for the availability of the input

if len(sys.argv) == 1:

print("Need Filename!")

sys.exit(-1)

else:

path = sys.argv[1]

# opening the file in read\_only mode

try :

file = open(path, "r")

except :

print("File failed to open! Please verify if the path-name is correctly specified")

quit()

# the input is expected as a json file and hence, the following piece of code is to extract all the relevant data from a json file

tag = 0

for each in file:

if tag == 1 :

data = each[:-1]

break

tag = tag + 1

file.close()

# formatting the data

i = 0

columns = []

dataset = []

while i < len(data):

if data[i] == ":":

if data[i-1] == '"':

name = ""

j = -2

while data[i+j] != '"':

name = name + data[i+j]

j = j - 1

columns.append(name[::-1])

aux = ""

tag = 0

while data[i] != "]":

if data[i] == "[":

tag = 1

i = i + 1

if tag == 1:

aux = aux + data[i]

i = i + 1

dataset.append(aux)

i = i + 1

column\_data = [[] for i in range(len(columns))]

tag = 0

for each in dataset:

i = 0

while i < len(each):

if each[i] == '"':

word = ""

i = i + 1

while each[i] != '"':

word = word + each[i]

i = i + 1

column\_data[tag].append(word)

i = i + 1

tag = tag + 1

# encoding the data into a pandas data\_frame

dataset = [[] for i in range(len(column\_data[0]))]

i = 0

while i < len(column\_data[0]):

j = 0

aux = []

while j < len(columns):

aux.append(column\_data[j][i])

j = j + 1

dataset[i] = aux

i = i + 1

# saving the data as a tab-seperated file using pandas

df = pd.DataFrame(dataset, columns = columns)

df.to\_csv("scrapped\_data.tsv", sep = "\t", index = False)

* 1. **Testing a formatter**

\* The screenshot has been attached in the “Images” folder.

\* The file generated as the output has also been included.

1. Design a cracker to crack a password

Describe what is cracker and what objective you will achieve by creating this component of project.

* 1. **Coding to generate the combination of password and to classify the generated passwords**

import random

import hashlib

import numpy as np

""" The passwords can be of two types, strong or weak.

Strong passwords are made up of a combination of at least one capital letter, small letter, number and a special character.

Weak passwords do not cater to all the above conditions. """

# 33 - 47 and 58 - 64 and 91 - 96 and 123 - 126: special characters

# 48 - 57 : numbers

# 65 - 90 : capital letters

# 97 - 122 : small letters

# declaring the various types of allowed characters in the password. If a password contains any other characters it is deemed invalid

special = [i for i in range(33,48)]

special.extend([i for i in range(58,65)])

special.extend([i for i in range(91,97)])

special.extend([i for i in range(123,127)])

numbers = [i for i in range(48,58)]

capital = [i for i in range(65,91)]

small = [i for i in range(97,123)]

# gives a random numric character

def get\_random\_number():

return chr(numbers[np.random.randint(low = 0, high = len(numbers), size = 1)[0]])

# gives a random small-alphabet character

def get\_random\_small():

return chr(small[np.random.randint(low = 0, high = len(small), size = 1)[0]])

# gives a random capital-alphabet character

def get\_random\_capital():

return chr(capital[np.random.randint(low = 0, high = len(capital), size = 1)[0]])

# gives a random special character

def get\_random\_special():

return chr(special[np.random.randint(low = 0, high = len(special), size = 1)[0]])

# function to print a dictionary in 'key : value' format

def print\_dict(d):

for each in d.keys():

print(each, end = ": ")

print(d[each])

# the following function generates a random strong password (the default length of the generated password is 8)

def generate\_strong\_password(size = 8):

if size < 4:

print("Error! A strong password needs to be at least 4 characters in length")

return "-1"

num = get\_random\_number()

small = get\_random\_small()

cap = get\_random\_capital()

spec = get\_random\_special()

out = np.random.randint(low = 33, high = 127, size = size-4)

pwd = num + small + cap + spec

for each in out:

pwd = pwd + chr(each)

pwd = ''.join(random.sample(pwd, len(pwd)))

return pwd

# the following function generates a random weak password (the default length of the generated password is 8)

def generate\_weak\_password(size = 8):

rand = np.random.randint(low = 0, high = 4, size = 3)

pwd = ""

while len(pwd) < size:

rand2 = np.random.randint(low = 0, high = 3, size = 1)

if rand[rand2][0] == 0:

pwd = pwd + get\_random\_capital()

elif rand[rand2][0] == 1:

pwd = pwd + get\_random\_number()

elif rand[rand2][0] == 2:

pwd = pwd + get\_random\_small()

else :

pwd = pwd + get\_random\_special()

return pwd

# returns 0 for a weak password and returns 1 for a strong password and returns -1 if the password is invalid

def check\_pass\_word\_type(password):

arr = [0 for i in range(4)]

i = 0

while i < len(password):

if ord(password[i]) in special:

arr[0] = 1

elif ord(password[i]) in numbers:

arr[1] = 1

elif ord(password[i]) in capital:

arr[2] = 1

elif ord(password[i]) in small:

arr[3] = 1

else :

return -1

i = i + 1

for each in arr :

if each == 0:

return 0

return 1

# takes in the number of strong passwords and weak passwords to be generated and generates a dictionary

# the dictionary contains the passwords as its key value and it's md5 hash as its value

def generate\_password\_dict(num\_strong = 10, num\_weak = 10):

passwords = {}

i = 0

while i < (num\_strong):

\_ = generate\_strong\_password()

if \_ not in passwords.keys():

passwords[\_] = hashlib.md5(\_.encode("utf-8")).hexdigest()

i = i + 1

i = 0

while i < (num\_weak):

\_ = generate\_weak\_password()

if \_ not in passwords.keys():

passwords[\_] = hashlib.md5(\_.encode("utf-8")).hexdigest()

i = i + 1

return passwords

# takes a dictionary as the input and stores the passwords in the dictionary in two seperate files. The seperation is based on the basis of password type (strong and weak)

def save\_dictionary(dic):

f = open("weak\_passwords.txt", "w")

for each in dic.keys():

if check\_pass\_word\_type(each) == 0:

f.write(each)

f.write("\n")

f.close()

f = open("strong\_passwords.txt", "w")

for each in dic.keys():

if check\_pass\_word\_type(each) == 1:

f.write(each)

f.write("\n")

f.close()

return 1

# takes in path name as the input and generates a dictionary with all the passwords present in the path name

def load\_dictionary(path):

try :

f = open(path, "r")

except :

print("Invalid path name!")

quit()

d = {}

for each in f :

each = each[:-1]

if check\_pass\_word\_type(each) in [0,1]:

d[each] = hashlib.md5(each.encode("utf-8")).hexdigest()

f.close()

return d

# takes in a dictionary and a password and adds the password to the dictionary

def add\_password\_to\_dict(dic, password):

if check\_pass\_word\_type(password) == -1:

print("Invalid password!")

return -1

if password in dic.keys():

print("Password already exists!")

return -1

dic[password] = hashlib.md5(password.encode("utf-8")).hexdigest()

return 1

# takes in a dictionary as the input and gives information regarding the passwords stored in the dictionary

def analyze\_dic(dic):

strong\_pass = 0

weak\_pass = 0

invalid\_pass = 0

for each in dic.keys():

if check\_pass\_word\_type(each) == 1:

strong\_pass = strong\_pass + 1

elif check\_pass\_word\_type(each) == 0 :

weak\_pass = weak\_pass + 1

else :

invalid\_pass = invalid\_pass + 1

print("The dictionary contains: ")

print(strong\_pass, " strong passwords")

print(weak\_pass, " weak passwords")

print(invalid\_pass, " invalid passwords")

return 1

# takes a dictionary of passwords and a md5 hash as the input and attempts to crack the password.

# if successful, it returns the password from the dictionary

def crack\_pass\_using\_dic(dic, inp):

for each in dic.keys():

if dic[each] == inp:

return (1, each)

return (0, "No match found")

* 1. **Testing password generation**

Paste the screenshots of the output of the component.

* 1. **Testing password classification**

Paste the screenshots of the output of the component.

1. Reflection
   1. **Write the reflection of student1**

Write down the reflection of student1

* 1. **Write the reflection of student2**

Write down the reflection of student1

* 1. **Write the reflection of student3**

Write down the reflection of student1

1. Reference Page

Include all the external references that you might have used. Use MLA or APA referencing style (Any One).

1. Appendix Page(s).

Include any other documents/code/information related to the project.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Project Report Rubric and Marking Scheme** | | | | | | | |
| **Question** | **Fail** | | **Poor** | **Good** | **Very Good** | | **Excellent** |
| Describe introduction, objective and deliverables(1.1,1.2) | Could describe very little.  (1 mark) | | Could describe something.  (2 mark) | Could describe most.  (3 mark) | Could describe all.  (4 marks) | | Could describe all exceptionally well.   1. marks) |
| Design and create a scraper to scrape information from a website (2.1, 2.2) | Could design and create very little.  (4 mark) | | Could design and create something.  (8 mark) | Could design and create e most.  (12 mark) | Could design and create all.  (16 marks) | | Could design and create all exceptionally well.  (20 marks) |
| Design and create a formatter to format output data in CSV file (3.1,3.2) | Could design and create very little.  (1 mark) | | Could design and create something.  (4 mark) | Could design and create e most.  (6 mark) | Could design and create e all.  (8 marks) | | Could design and create all exceptionally well.  (10 marks) |
| Design and create a cracker to crack a password (4.1,4.2,4.3,4.4) | Could design and create very little.  (4 mark) | | Could design and create something.  (8 mark) | Could design and create most.  (12 marks) | Could design and create all.  (16 marks) | | Could design and create all exceptionally well.  (20 marks) |
| Describe reflection(challenges, solutions, learning) | Could describe very little.  (1 mark) | | Could describe something.  (2 mark) | Could describe most.  (3 mark) | Could describe all.  (4 marks) | | Could describe all exceptionally well.   1. marks) |
| Sub-total Marks: |  | |  |  |  | |  |
| **Maximum Possible Marks** | | **60** | | **Actual Marks** | |  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Project Viva/Demo Rubric and Marking Scheme** | | | | | |
| **Question** | **Fail** | **Poor** | **Good** | **Very Good** | **Excellent** |
| Describe introduction, objective and deliverables(1.1,1.2) | Could describe very little.  (1 mark) | Could describe something.  (2 mark) | Could describe most.  (3 mark) | Could describe all.  (4 marks) | Could describe all exceptionally well.   1. marks) |
| Design and create a scraper to scrape information from a website (2.1, 2.2) | Could design and create very little.  (3 mark) | Could design and create something.  (6 mark) | Could design and create e most.  (8 mark) | Could design and create all.  (10 marks) | Could design and create all exceptionally well.  (12 marks) |
| Design and create a formatter to format output data in CSV file (3.1,3.2) | Could design and create very little.  (2 mark) | Could design and create something.  (3 mark) | Could design and create e most.  (4 mark) | Could design and create e all.  (5 marks) | Could design and create all exceptionally well.  (6 marks) |
| Design and create a cracker to crack a password (4.1,4.2,4.3,4.4) | Could design and create very little.  (3 mark) | Could design and create something.  (6 mark) | Could design and create most.  (8 marks) | Could design and create all.  (10 marks) | Could design and create all exceptionally well.  (12 marks) |
| Describe reflection(challenges, solutions, learning) | Could describe very little.  (1 mark) | Could describe something.  (2 mark) | Could describe most.  (3 mark) | Could describe all.  (4 marks) | Could describe all exceptionally well.   1. marks) |
| Sub-total Marks: |  |  |  |  |  |
| **Maximum Possible Marks** | **40** | **Actual Marks** |  | | |