**Java Concepts**

1. **When to use Static Methods??**

**You should use static methods whenever**

1. **The code in the method is not dependent on instance creation and is not using any instance variable.**
2. **A particular piece of code is to be shared by all the instance methods.**
3. **The definition of the method should not be changed or overridden.**
4. **you are writing utility classes which should not be changed.**
5. **Instance variables can not be accessed inside a static method, to access it inside a static method we have to create an object to the class … and call the instance variable with that object.**
6. **static keyword??**
7. **When a member is declared static, it can be accessed before any objects of its class are created, and without reference to any object.**
8. **When a variable is declared as static, then a single copy of variable is created and shared among all objects at class level. Static variables are, essentially, global variables. All instances of the class share the same static variable.**

**Polymorphism:-**

**Topics:**

1. **Polymorphism**
2. **Static Polymorphism**
3. **Dynamic Polymorphism**
4. **Over Loading**
5. **Over riding**
6. **Up casting**
7. **Down casting**
8. **Type Promotion**
9. **Covariant Return Type**

**Polymorphism:- The ability of an object to take many forms.**

**POLY-MORPHISM**

**MANY FORMS**

**Eg : Frog = It can live on land (Terrestrial Animal) + It can live in water(Aquatic Animal)**

**Hence frog is a polymorphic object (real time example)**

* **Whenever an object passes inheritance test then that object is a polymorphic object.**

**As every objects extends object class, every object in java is automatically polymorphic in nature.**

**So To Implement polymorphism in java we have 2 ways :**

1. **Static Polymorphism (Method OverLoading)**
2. **Dynamic Polymorphism (Method OverRiding)**

**Static Polymorphism:- Static Polymorphism is achieved through method OverLoading.**

**Method OverLoading:- Methods having same name but different parameters (Methods should be in the same class).**

**Eg:- Add( int a, int b) ; Add( int a, long b); Add(long a, long b, long c)**

**They are of 2 types:**

1. **By changing number of arguments [Add(int a, int b) ; Add(int a, int b, int c)]**
2. **By Changing the data type of the arguments [Add( int a, int b) ; Add( int a,long b)]**

* **The internal functionality of all the methods is same.**
* **Overloading is not possible by changing the return type only, it gives compile time error due to ambiguity.**
* **This happens in the same class.**
* **COMPILE TIME POLYMORPHISM**

**Example:**

**public** **class** MethodOverLoading {

**public** **int** sum(**int** a,**int** b) {

**return** (a+b);

}

**public** **int** sum(**int** a,**int** b,**int** c) {

**return** (a+b+c);

}

**public** **double** sum(**double** a,**double** b) {

**return** (a+b);

}

**public** **static** **void** main(String[] args) {

MethodOverLoading obj = **new** MethodOverLoading();

System.***out***.println(obj.sum(5, 7));

System.***out***.println(obj.sum(3, 4, 6));

System.***out***.println(obj.sum(2.3, 4.5));

}

}

**Type Promotion:- Smaller data type is by default promoted to bigger one if no matching data type is found.**

**Eg: Add(int a , Long b) then we call Add(4,5) 🡪 5 is promoted to Long Data type**

**[Smaller things can be adjusted in the bigger box but bigger things can’t be adjusted in the smaller box]**

**In the above example 4,5 are the actual arguments and (int a, long b) are the formal arguments**

**3 cases:**

1. **Add(int a,int b)🡪 You call Add(4,5) {Actual arguments match the formal arguments}**
2. **Add(int a, long b) 🡪 You call Add(4,5) { Actual arguments do not match the formal arguments so 5 is promoted to long}**
3. **Add(int a, long b) ; Add(long a, int b) 🡪 You call Add(4,5) then whome to promote to long is ambiguous.**

**Dynamic Poymorphism:- Dynamic Polymorphism is achieved through method OverRiding.**

**Method OverRiding :- If a Child Class has the same method defined in the Parent Class. [ Inheritance involves ]**

1. **The child class takes the same methods of parent class but changes it’s definition.**
2. **It happens between child class and parent class.**
3. **The type of parameters and the number of parameters remains the same.**
4. **Which overriden method is going to be called is decided at runtime.**
5. **RUN TIME POLYMORPHISM**

**Example:**

**class** parent {

**public** **void** show() {

System.***out***.println("In parent class");

}

}

**class** subClass1 **extends** parent {

**public** **void** show() {

System.***out***.println("In subClass1");

}

}

**class** subClass2 **extends** parent {

**public** **void** show() {

System.***out***.println("In subClass2");

}

}

**public** **class** MethodOverRiding {

**public** **static** **void** main(String[] args) {

parent obj1 = **new** subClass1();

obj1.show();

parent obj2 = **new** subClass2();

obj2.show();

}

}

**class** Bank{

**float** getRateOfInterest(){**return** 0;}

}

**class** SBI **extends** Bank{

**float** getRateOfInterest(){**return** 8.4f;}

}

**class** ICICI **extends** Bank{

**float** getRateOfInterest(){**return** 7.3f;}

}

**class** AXIS **extends** Bank{

**float** getRateOfInterest(){**return** 9.7f;}

}

**class** TestPolymorphism{

**public** **static** **void** main(String args[]){

Bank b;

b=**new** SBI();

System.out.println("SBI Rate of Interest: "+b.getRateOfInterest());

b=**new** ICICI();

System.out.println("ICICI Rate of Interest: "+b.getRateOfInterest());

b=**new** AXIS();

System.out.println("AXIS Rate of Interest: "+b.getRateOfInterest());

}

}

**UpCasting & DownCasting :-**

**![upcasting-and-downcasting-in-java.png](data:image/png;base64,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)**

1. **A process of converting one data type to another is known as Typecasting and Upcasting and Downcasting is the type of object typecasting.**
2. **Parent and Child objects are two types of objects. So, there are two types of typecasting possible for an object, i.e**., **Parent to Child and Child to Parent or can say Upcasting and Downcasting.**
3. **Upcasting = we typecast a child object to a parent object.**
4. **Downcasting = we typecast  a parent object to a child object.**
5. **We can perform Upcasting implicitly or explicitly, but downcasting cannot be implicitly possible.**
6. **In Upcasting, we assign a parent class reference object to the child class.**
7. **PRV = Parent Reference Variable ( reference variable holds the memory address of the object in the heap memory)**
8. **When we say = new ChildObject then the memory is created for the child class. Hence the someMethod of child class is called.**

**class** A{}

**class** B **extends** A{}

A a=**new** B();//upcasting

1. **We can’t achieve polymorphism with data members or variables ,it is only possible with methods.**
2. **With parent reference variable if you call the instance variable of child then also the instance variable of parent will be called if it is present in the parent class.**
3. **If child class does not override the method of the parent class then the method of the parent class will be called even though the object of the child is created with parent reference variable .**

**Upcasting Example:**

**class** A{

**void** PrintData() {

System.***out***.println("method of parent class");

}

}

**class** B **extends** A {

**void** PrintData() {

System.***out***.println("method of child class");

}

}

**public** **class** UpCasting {

**public** **static** **void** main(String[] args) {

A obj1 = **new** B(); //  Implicitly

A obj2 = (A)**new** B(); // Explicitly

obj1.PrintData();

obj2.PrintData();

}

}

**Downcasting Example:**

//Parent class

**class** A1 {

String name;

**void** showMessage()

{

System.***out***.println("Parent method is called");

}

}

//Child class

**class** B1 **extends** A1 {

**int** age;

@Override

**void** showMessage()

{

System.***out***.println("Child method is called");

}

}

**public** **class** Downcasting{

**public** **static** **void** main(String[] args)

{

A1 p = **new** B1();

p.name = "Shubham";

// Performing Downcasting Implicitly

//B c = new A(); // it gives compile-time error

// Performing Downcasting Explicitly

B1 c = (B1)p;

c.age = 18;

System.***out***.println(c.name);

System.***out***.println(c.age);

c.showMessage();

}

}

**Covariant Return Type:- It means the return type may vary during overriding(only after java5).**

**[Changing the return type of the overridden method]**

**Before java5 it was not allowed to override any method if return type is changed in the child class.**

**Before JDK 5.0, it was not possible to**[**override**](https://www.geeksforgeeks.org/overriding-in-java/)**a method by changing the return type. When we override a parent class method, the name, argument types and return type of the overriding method in child class has to be exactly same as that of parent class method. Overriding method was said to be invariant with respect to return type.**

**Java 5.0 onwards it is possible to have different return type for a overriding method in child class, but child’s return type should be sub-type of parent’s return type. Overriding method becomes variant with respect to return type.**

**Example:**

**class** parent{

parent Show() {

System.***out***.println("parent class");

**return** **this**; // or return new parent();

}

}

**class** child **extends** parent{

@Override

child Show() {

**super**.Show();

System.***out***.println("child class");

**return** **this**; // or return new child();

}

}

**public** **class** CoVariantReturnType {

**public** **static** **void** main(String[] args) {

child co = **new** child();

co.Show();

}

}

**Output:**

parent class

child clas

**Class:**-

1. **A class in a blue print/user defined datatype in java that describes the behavior/state that the object of its type support.**
2. **Class is a collection of objects and it doesn’t take any space in the memory**
3. **Class is a collection of variables and methods.**
4. **It represents the set of properties or methods that are common to all objects of one type.**
5. **Constructors are used for initializing new objects. Fields are variables that provides the state of the class and its objects, and methods are used to implement the behavior of the class and its objects.**

* **In general, class declarations can include these components, in order:**

1. **Modifiers: A class can be public or has default access (Refer**[**this**](https://www.geeksforgeeks.org/access-specifiers-for-classes-or-interfaces-in-java/)**for details).**
2. **class keyword: class keyword is used to create a class.**
3. **Class name: The name should begin with an initial letter (capitalized by convention).**
4. **Superclass(if any): The name of the class’s parent (superclass), if any, preceded by the keyword extends. A class can only extend (subclass) one parent.**
5. **Interfaces(if any): A comma-separated list of interfaces implemented by the class, if any, preceded by the keyword implements. A class can implement more than one interface.**
6. **Body: The class body surrounded by braces, { }.**

**There are 2 types of classes**

**1) Pre-defined Class 🡪 java developers have already defined the functionalities of these classes. We can just import them in our program and use them. Eg- Scanner, String etc.**

**2) User-defined Class 🡪 Classes which are defined by the user in there programs. Eg- class A**

**Object:- An object is an instance of a class that executes the class. Once the object is created it takes up space like other variables in the memory. It is created by using the new keyword. Once you create an object of a class, using it you can access the members of the class.**

**Syntax – Class-Name Obj-Name = new Class-Name();**

**Class-Name = Name of the class**

**Obj-name = Object reference**

**New = allocates Dynamic memory**

**Class-Name() – Constructor**

// Class Declaration

public class Dog

{

    // Instance Variables

    String name;

    String breed;

    int age;

    String color;

    // Constructor Declaration of Class

    public Dog(String name, String breed,

                   int age, String color)

    {

        this.name = name;

        this.breed = breed;

        this.age = age;

        this.color = color;}

    // method 1

    public String getName()

    {

        return name;

    }

    // method 2

    public String getBreed()

    {

        return breed;

    }

    // method 3

    public int getAge()

    {

        return age;

    }

    // method 4

    public String getColor()

    {

        return color;

    }

    @Override

    public String toString()

    {

        return("Hi my name is "+ this.getName()+

               ".\nMy breed,age and color are " +

               this.getBreed()+"," + this.getAge()+

               ","+ this.getColor());

    }

    public static void main(String[] args)

    {

        Dog tuffy = new Dog("tuffy","papillon", 5, "white");

        System.out.println(tuffy.toString());

    }

}

**Static Binding and Dynamic Binding**

**Connecting a method call to the method body is known as binding.**

**There are two types of binding**

1. **Static Binding (also known as Early Binding).**
2. **Dynamic Binding (also known as Late Binding).**

**static binding**

**When type of the object is determined at compiled time(by the compiler), it is known as static binding.**

**If there is any private, final or static method in a class, there is static binding.**

**Example:**

**class** Dog{

**private** **void** eat(){System.out.println("dog is eating...");}

**public** **static** **void** main(String args[]){

  Dog d1=**new** Dog();

  d1.eat();

 }

}

### Dynamic binding

**When type of the object is determined at run-time, it is known as dynamic binding.**

**class** Animal{

**void** eat(){System.out.println("animal is eating...");}

}

**class** Dog **extends** Animal{

**void** eat(){System.out.println("dog is eating...");}

**public** **static** **void** main(String args[]){

  Animal a=**new** Dog();

  a.eat();

 }

}

**In the above example object type cannot be determined by the compiler, because the instance of Dog is also an instance of Animal.So compiler doesn't know its type, only its base type.**

**Abstraction :- Hiding internal implementations and showcasing or highlighting only the services**

1. **Data abstraction is the process of hiding certain details and showing only essential information to the user.**
2. **Abstraction can be achieved with either abstract classes or interfaces.**

**(Using GUI Screens and Interfaces we can implement abstraction )**

**Real Time Examples : ATM , in ATM after inserting the card , it asks for the pin ,then it checks weather it a valid pin or not ,here we don’t know the internal implementation ,like how it is getting validated , what is the Algorithm used , where is the data stored , in which language the code is written etc.**

**Advantages :**

1. **Security**
2. **Without effecting end user happily we can perform any operation.(Enhancement)**
3. **Maintainability**
4. **Modularity**

#### Points to Remember

* **An abstract class must be declared with an abstract keyword.**
* **It can have abstract and non-abstract methods.**
* **It cannot be instantiated.**
* **It can have**[**constructors**](https://www.javatpoint.com/java-constructor)**and static methods also.**
* **It can have final methods which will force the subclass not to change the body of the method.**

### Example of Abstract class that has an abstract method

**1)**

**abstract class Bike{**

**abstract void run();**

**}**

**class Honda4 extends Bike{**

**void run(){System.out.println("running safely");}**

**public static void main(String args[]){**

**Bike obj = new Honda4();**

**obj.run();**

**}**

**}**

**2)**

**abstract class Shape{**

**abstract void draw();**

**}**

**//In real scenario, implementation is provided by others i.e. unknown by end user**

**class Rectangle extends Shape{**

**void draw(){System.out.println("drawing rectangle");}**

**}**

**class Circle1 extends Shape{**

**void draw(){System.out.println("drawing circle");}**

**}**

**//In real scenario, method is called by programmer or user**

**class TestAbstraction1{**

**public static void main(String args[]){**

**Shape s=new Circle1();//In a real scenario, object is provided through method, e.g., getShape() method**

**s.draw();**

**}**

**3)**

**//Example of an abstract class that has abstract and non-abstract methods**

**abstract class Bike{**

**Bike(){System.out.println("bike is created");}**

**abstract void run();**

**void changeGear(){System.out.println("gear changed");}**

**}**

**//Creating a Child class which inherits Abstract class**

**class Honda extends Bike{**

**void run(){System.out.println("running safely..");}**

**}**

**//Creating a Test class which calls abstract and non-abstract methods**

**class TestAbstraction2{**

**public static void main(String args[]){**

**Bike obj = new Honda();**

**obj.run();**

**obj.changeGear();**

**}**

**}**

# Interface in Java

1. **An interface in Java is a blueprint of a class. It has static constants and abstract methods.**
2. **It is used to achieve abstraction and multiple**[**inheritance in Java**](https://www.javatpoint.com/inheritance-in-java)
3. **The Java compiler adds public and abstract keywords before the interface method. Moreover, it adds public, static and final keywords before data members**
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**interface printable{**

**void print();**

**}**

**class A6 implements printable{**

**public void print(){System.out.println("Hello");}**

**public static void main(String args[]){**

**A6 obj = new A6();**

**obj.print();**

**}**

**}**

**/Interface declaration: by first user**

**interface Drawable{**

**void draw();**

**}**

**//Implementation: by second user**

**class Rectangle implements Drawable{**

**public void draw(){System.out.println("drawing rectangle");}**

**}**

**class Circle implements Drawable{**

**public void draw(){System.out.println("drawing circle");}**

**}**

**//Using interface: by third user**

**class TestInterface1{**

**public static void main(String args[]){**

**Drawable d=new Circle();//In real scenario, object is provided by method e.g. getDrawable()**

**d.draw();**

**}}**

**Encapsulation:-**

1. **Encapsulation in Java** **is a process of wrapping code and data together into a single unit, for example, a capsule which is mixed of several medicines.**
2. **We can create a fully encapsulated class in Java by making all the data members of the class private. Now we can use setter and getter methods to set and get the data in it.**

**Advantage of Encapsulation in Java**

1. **By providing only a setter or getter method, you can make the class read-only or write-only. In other words, you can skip the getter or setter methods.**

### Read-Only class

//A Java class which has only getter methods.

**public** **class** Student{

//private data member

**private** String college="AKG";

//getter method for college

**public** String getCollege(){

**return** college;

}

}

**Now, you can't change the value of the college data member which is "AKG".**

### Write-Only class

**//A Java class which has only setter methods.**

**public class Student{**

**//private data member**

**private String college;**

**//getter method for college**

**public void setCollege(String college){**

**this.college=college;**

**}**

**}**

**Now, you can't get the value of the college, you can only change the value of college data member.**

1. It provides you the **control over the data**.
2. It is a way to achieve **data hiding** in Java
3. The encapsulate class is **easy to test**.

**Simple Example of Encapsulation in Java**

***File: Student.java***

**//A Java class which is a fully encapsulated class.**

**//It has a private data member and getter and setter methods.**

**package com.javatpoint;**

**public class Student{**

**//private data member**

**private String name;**

**//getter method for name**

**public String getName(){**

**return name;**

**}**

**//setter method for name**

**public void setName(String name){**

**this.name=name**

**}**

**}**

***File: Test.java***

**//A Java class to test the encapsulated class.**

**package com.javatpoint;**

**class Test{**

**public static void main(String[] args){**

**//creating instance of the encapsulated class**

**Student s=new Student();**

**//setting value in the name member**

**s.setName("vijay");**

**//getting value of the name member**

**System.out.println(s.getName());**

**}**

**}**

***File: Account.java***

**//A Account class which is a fully encapsulated class.**

**//It has a private data member and getter and setter methods.**

**class Account {**

**//private data members**

**private long acc\_no;**

**private String name,email;**

**private float amount;**

**//public getter and setter methods**

**public long getAcc\_no() {**

**return acc\_no;**

**}**

**public void setAcc\_no(long acc\_no) {**

**this.acc\_no = acc\_no;**

**}**

**public String getName() {**

**return name;**

**}**

**public void setName(String name) {**

**this.name = name;**

**}**

**public String getEmail() {**

**return email;**

**}**

**public void setEmail(String email) {**

**this.email = email;**

**}**

**public float getAmount() {**

**return amount;**

**}**

**public void setAmount(float amount) {**

**this.amount = amount;**

**}**

**}**

***File: TestAccount.java***

**//A Java class to test the encapsulated class Account.**

**public class TestEncapsulation {**

**public static void main(String[] args) {**

**//creating instance of Account class**

**Account acc=new Account();**

**//setting values through setter methods**

**acc.setAcc\_no(7560504000L);**

**acc.setName("Sonoo Jaiswal");**

**acc.setEmail("sonoojaiswal@javatpoint.com");**

**acc.setAmount(500000f);**

**//getting values through getter methods**

**System.out.println(acc.getAcc\_no()+" "+acc.getName()+" "+acc.getEmail()+" "+acc.getAmount());**

**}**

**}**

**Inheritance :-** Inheritance is a mechanism that **allows one class to inherit properties** or behaviors from another class.

* **It is also called as IS-A relationship**
* **Using extends keyword we can implement inheritance**
* **Why inheritance: 1) Code Reusability 2) For**[**Method Overriding**](https://www.javatpoint.com/method-overriding-in-java)

**Example:**

**class Employee{**

**float salary=40000;**

**}**

**class Programmer extends Employee{**

**int bonus=10000;**

**public static void main(String args[]){**

**Programmer p=new Programmer();**

**System.out.println("Programmer salary is:"+p.salary);**

**System.out.println("Bonus of Programmer is:"+p.bonus);**

**}**

## Types of inheritance in java

* **there can be three types of inheritance in java: single, multilevel and hierarchical.**
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* **multiple and hybrid inheritance is supported through interface only**

## Single Inheritance Example

**class Animal{**

**void eat(){System.out.println("eating...");}**

**}**

**class Dog extends Animal{**

**void bark(){System.out.println("barking...");}**

**}**

**class TestInheritance{**

**public static void main(String args[]){**

**Dog d=new Dog();**

**d.bark();**

**d.eat();**

**}}**

## Multilevel Inheritance Example

**class Animal{**

**void eat(){System.out.println("eating...");}**

**}**

**class Dog extends Animal{**

**void bark(){System.out.println("barking...");}**

**}**

**class BabyDog extends Dog{**

**void weep(){System.out.println("weeping...");}**

**}**

**class TestInheritance2{**

**public static void main(String args[]){**

**BabyDog d=new BabyDog();**

**d.weep();**

**d.bark();**

**d.eat();**

**}}**

## Hierarchical Inheritance Example

**lass Animal{**

**void eat(){System.out.println("eating...");}**

**}**

**class Dog extends Animal{**

**void bark(){System.out.println("barking...");}**

**}**

**class Cat extends Animal{**

**void meow(){System.out.println("meowing...");}**

**}**

**class TestInheritance3{**

**public static void main(String args[]){**

**Cat c=new Cat();**

**c.meow();**

**c.eat();**

**//c.bark();//C.T.Error**

**}}**