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# Documentation Roadmap

The Documentation Roadmap should be the first place a new reader of the SAD begins. But for new and returning readers, it is intended to describe how the SAD is organized so that a reader with specific interests who does not wish to read the SAD cover-to-cover can find desired information quickly and directly.

Sub-sections of Section 1 include the following.

* Section 1.1 (“Document Management and Configuration Control Information”) explains revision history. This tells you if you’re looking at the correct version of the SAD.
* Section 1.2 (“Purpose and Scope of the SAD”) explains the purpose and scope of the SAD, and indicates what information is and is not included. This tells you if the information you’re seeking is likely to be in this document.
* Section 1.3 (“How the SAD Is Organized”) explains the information that is found in each section of the SAD. This tells you what section(s) in this SAD are most likely to contain the information you seek.
* Section 1.4 (“Stakeholder Representation”) explains the stakeholders for which the SAD has been particularly aimed. This tells you how you might use the SAD to do your job.
* Section 1.5 (“Viewpoint Definitions”) explains the *viewpoints* (as defined by IEEE Standard 1471-2000) used in this SAD. For each viewpoint defined in Section 1.5, there is a corresponding view defined in Section 3 (“Views”). This tells you how the architectural information has been partitioned, and what views are most likely to contain the information you seek.
* Section 1.6 (“How a View is Documented”) explains the standard organization used to document architectural views in this SAD. This tells you what section within a view you should read in order to find the information you seek.

## Document Management and Configuration Control Information

| **CONTENTS OF THIS SECTION**: This section identifies the version, release date, and other relevant management and configuration control information associated with the current version of the document. Optional items for this section include: change history and an overview of significant changes from version to version. |
| --- |

* Revision Number: << >>
* Revision Release Date: << *>*>
* Purpose of Revision: << >>
* Scope of Revision: <<*list sections or page numbers that have been revised; provide a summary overview of the differences between this release and the previous one.>>*

## Purpose and Scope of the SAD

| **CONTENTS OF THIS SECTION**: This section explains the SAD’s overall purpose and scope, the criteria for deciding which design decisions are architectural (and therefore documented in the SAD), and which design decisions are non-architectural (and therefore documented elsewhere). |
| --- |

This SAD specifies the software architecture for **<insert scope of SAD>.** All information regarding the software architecture may be found in this document, although much information is incorporated by reference to other documents.

**What is software architecture?** The software architecture for a system[[1]](#footnote-0) is the structure or structures of that system, which comprise software elements, the externally-visible properties of those elements, and the relationships among them [Bass 2003]. "Externally visible” properties refers to those assumptions other elements can make of an element, such as its provided services, performance characteristics, fault handling, shared resource usage, and so on. This definition provides the basic litmus test for what information is included in this SAD, and what information is relegated to downstream documentation.

**Elements and relationships**. The software architecture first and foremost embodies information about how the elements relate to each other. This means that architecture specifically omits certain information about elements that does not pertain to their interaction. Thus, a software architecture is an *abstraction* of a system that suppresses details of elements that do not affect how they use, are used by, relate to, or interact with other elements. Elements interact with each other by means of interfaces that partition details about an element into public and private parts. Software architecture is concerned with the public side of this division, and that will be documented in this SAD accordingly. On the other hand, private details of elements—details having to do solely with internal implementation—are not architectural and will not be documented in a SAD.

**Multiple structures.** The definition of software architecture makes it clear that systems can and do comprise more than one structure and that no one structure holds the irrefutable claim to being the architecture. The neurologist, the orthopedist, the hematologist, and the dermatologist all take a different perspective on the structure of a human body. Ophthalmologists, cardiologists, and podiatrists concentrate on subsystems. And the kinesiologist and psychiatrist are concerned with different aspects of the entire arrangement’s behavior. Although these perspectives are pictured differently and have very different properties, all are inherently related; together they describe the architecture of the human body. So it is with software. Modern systems are more than complex enough to make it difficult to grasp them all at once. Instead, we restrict our attention at any one moment to one (or a small number) of the software system’s structures. To communicate meaningfully about an architecture, we must make clear which structure or structures we are discussing at the moment—which *view* we are taking of the architecture. Thus, this SAD follows the principle that documenting a software architecture is a matter of documenting the relevant views and then documenting information that applies to more than one view.

For example, all non-trivial software systems are partitioned into implementation units; these units are given specific responsibilities, and are the basis of work assignments for programming teams. This kind of element will comprise programs and data that software in other implementation units can call or access, and programs and data that are private. In large projects, the elements will almost certainly be subdivided for assignment to sub-teams. This is one kind of structure often used to describe a system. It is a very static structure, in that it focuses on the way the system’s functionality is divided up and assigned to implementation teams.

Other structures are much more focused on the way the elements interact with each other at runtime to carry out the system’s function. Suppose the system is to be built as a set of parallel processes. The set of processes that will exist at runtime, the programs in the various implementation units described previously that are strung together sequentially to form each process, and the synchronization relations among the processes form another kind of structure often used to describe a system.

None of these structures alone is *the* architecture, although they all convey architectural information. The architecture consists of these structures as well as many others. This example shows that since architecture can comprise more than one kind of structure, there is more than one kind of element (e.g., implementation unit and processes), more than one kind of interaction among elements (e.g., subdivision and synchronization), and even more than one context (e.g., development time versus runtime). By intention, the definition does not specify what the architectural elements and relationships are. Is a software element an object? A process? A library? A database? A commercial product? It can be any of these things and more.

These structures will be represented in the views of the software architecture that are provided in Section 3.

**Behavior.** Although software architecture tends to focus on structural information, *behavior of each element is part of the software architecture* insofar as that behavior can be observed or discerned from the point of view of another element. This behavior is what allows elements to interact with each other, which is clearly part of the software architecture and will be documented in the SAD as such. Behavior is documented in the element catalog of each view.

## How the SAD Is Organized

| **CONTENTS OF THIS SECTION**: This section provides a narrative description of the major sections of the SAD and the overall contents of each. Readers seeking specific information can use this section to help them locate it more quickly. |
| --- |

This SAD is organized into the following sections:

* **Section 1 (“Documentation Roadmap”) provides information about this document and its intended audience**. It provides the roadmap and document overview. Every reader who wishes to find information relevant to the software architecture described in this document should begin by reading Section 1, which describes how the document is organized, which stakeholder viewpoints are represented, how stakeholders are expected to use it, and where information may be found. Section 1 also provides information about the views that are used by this SAD to communicate the software architecture.
* **Section 2 (“Architecture Background”) explains why the architecture is what it is.** It provides a system overview, establishing the context and goals for the development. It describes the background and rationale for the software architecture. It explains the constraints and influences that led to the current architecture, and it describes the major architectural approaches that have been utilized in the architecture. It includes information about evaluation or validation performed on the architecture to provide assurance it meets its goals.
* **Section 3 (Views”) and Section 4 (“Relations Among Views”) specify the software architecture**. Views specify elements of software and the relationships between them. A view corresponds to a viewpoint (see Section 1.5), and is a representation of one or more structures present in the software (see Section 1.2).
* **Sections 5 (“Referenced Materials”) and 6 (“Directory”) provide reference information for the reader.** Section 5 provides look-up information for documents that are cited elsewhere in this SAD. Section 6 is a *directory*, which is an index of architectural elements and relations telling where each one is defined and used in this SAD. The section also includes a glossary and acronym list.

## Stakeholder Representation

This section provides a list of the stakeholder roles considered in the development of the architecture described by this SAD. For each, the section lists the concerns that the stakeholder has that can be addressed by the information in this SAD.

Each stakeholder of a software system—customer, user, project manager, coder, analyst, tester, and so on—is concerned with different characteristics of the system that are affected by its software architecture. For example, the user is concerned that the system is reliable and available when needed; the customer is concerned that the architecture can be implemented on schedule and to budget; the manager is worried (in addition to cost and schedule) that the architecture will allow teams to work largely independently, interacting in disciplined and controlled ways. The developer is worried about strategies to achieve all of those goals. The security analyst is concerned that the system will meet its information assurance requirements, and the performance analyst is similarly concerned with it satisfying real-time deadlines.

This information is represented as a matrix, where the rows list stakeholder roles, the columns list concerns, and a cell in the matrix contains an indication of how serious the concern is to a stakeholder in that role. This information is used to motivate the choice of viewpoints chosen in Section 1.5. Ana – Acho que precisamos de **Security engineers and certifiers** porque os utilizadores colocam os seus dados como o NIF e address; **Application system engineers** para garantirem que a aplicação funciona eficientemente, **Project manager** pra comunicar com o frontend e backend e definir prazos, **users** usam ativamente o site, **costumer** aqueles que efetuam compras (acho que é esta a diferença entre users e costumers), **maintainers** acho que são quem se responsabiliza por manter frontend e backend atualizado mas acho que tb envolvem segurança, **acquirers** acho que são as empresas que integram os jogos. end users usam o produto diretamente. Dividimos developers em frontend e backend? Usamos também complexity nas colunas? Esta é a minha proposta please digam o que acham e adicionem o que falta.

|  | Reliability | Security | Performance | Useability | Availability | Understandability | Maintainability |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Users | B | A | A | A | A | A | C |
| Acquirers | A | A | A | A | A | C | B |
| Security engineers | A | A | C | C | C | C | A |
| Application software developers | A | B | A | C | B | C | A |
| Application system engineers | A | B | A | C | A | B | A |
| Project Manager | A | B | A | A | A | A | A |
| Customer | A | A | A | A | A | A | C |
| Maintainer | A | A | B | B | B | B | A |

Scale: A – big concern; B – some concern; C – a slight concern

| **CONTENTS OF THIS SECTION**: The list of stakeholders will be unique for each organization that is developing a SAD. ANSI/IEEE 1471-2000 requires that at least the following stakeholders be considered:   * Users * Acquirers * Developers * Maintainers.   You may wish to consider the following additional stakeholders. | | |
| --- | --- | --- |
| * Customer * Application software developers * Infrastructure software developers * End users * Application system engineers * Application hardware engineers | * Project manager * Communications engineers * Chief Engineer/Chief Scientist * Program management * System and software integration and test engineers * Safety engineers and certifiers | * External organizations * Operational system managers * Trainers * Maintainers * Auditors * Security engineers and certifiers |

## Viewpoint Definitions

| **CONTENTS OF THIS SECTION**: This section provides a short textual definition of a viewpoint and how the concept is used in this SAD. The section describes viewpoints that may be used in the SAD. The specific viewpoints will be tailored by the organization. |
| --- |

The SAD employs a stakeholder-focused, multiple view approach to architecture documentation, as required by ANSI/IEEE 1471-2000, the recommended best practice for documenting the architecture of software-intensive systems [IEEE 1471].

As described in Section 1.2, a software architecture comprises more than one software structure, each of which provides an engineering handle on different system qualities. A *view* is the specification of one or more of these structures, and documenting a software architecture, then, is a matter of documenting the relevant views and then documenting information that applies to more than one view [Clements 2002].

ANSI/IEEE 1471-2000 provides guidance for choosing the best set of views to document, by bringing stakeholder interests to bear. It prescribes defining a set of viewpoints to satisfy the stakeholder community. A viewpoint identifies the set of concerns to be addressed, and identifies the modeling techniques, evaluation techniques, consistency checking techniques, etc., used by any conforming view. A view, then, is a viewpoint applied to a system. It is a representation of a set of software elements, their properties, and the relationships among them that conform to a defining viewpoint. Together, the chosen set of views show the entire architecture and all of its relevant properties. A SAD contains the viewpoints, relevant views, and information that applies to more than one view to give a holistic description of the system.

The remainder of Section 1.5 defines the viewpoints used in this SAD. The following table summarizes the stakeholders in this project and the viewpoints that have been included to address their concerns.

*Table 1: Stakeholders and Relevant Viewpoints*

| **Stakeholder** | **Viewpoint(s) that apply to that class of stakeholder’s concerns** |
| --- | --- |
| Users | Client-Server |
| Acquirers |  |
| Security engineers | Decomposition, Client-Server |
| Application software developers | Decomposition, Uses, Client-Server, Data Model, Work Assignment |
| Application system engineers | Decomposition |
| Project Manager | Decomposition, Uses, Client-Server, Data Model, Work Assignment |
| Customer |  |
| Maintainer | Decomposition, Uses, Client-Server, Work Assignment |

### Module View

Dúvidas:

Temos Layered Style, ou seja, Documents “allowed-to-use” relations among elements of the system, Every piece of software is assigned to exactly one layer?

Data model é para relações one-to many e afins, temos isso aqui? Eu acho que sim porque por exemplo um jogo pode ter vários ratings e um user pode ter vários followers e assim.

### Decomposition View

#### Decomposition Viewpoint Definition

##### **Abstract**

The Decomposition viewpoint provides information on how the system is divided into units

of implementation. This view describes how system responsibilities are partitioned across modules and how those modules are decomposed into sub-modules.

##### **Stakeholders and Their Concerns Addressed**

Alterar o texto deles

The stakeholders concerned with this viewpoint are the application software developers, application system engineers, the maintainers, project manager, security engineers, and performance analyst, since they are considered to need information on how the modules are divided, and what are the responsibilities of each module. The project manager must define work assignments. Understanding the system as a set of modules and submodules is very useful for that matter. Developers and maintainers need to have a good understanding of the responsibilities of each part of the system.

Security engineers, in particular, find value in this style as it helps in understanding how different modules interact and the potential security implications associated with each module. This understanding is vital for assessing and reinforcing security measures within the system.Application system engineers leverage this approach to comprehend the system's architecture and its breakdown into manageable components. This knowledge facilitates better decision-making when implementing and integrating new applications or systems into the existing environment.

##### **Elements, Relations, Properties, and Constraints**

The elements of this viewpoint are modules. The decomposition relation is a hierarchical relationship between modules, where a module can be decomposed into submodules. This relationship represents the "is-part-of" concept, indicating that submodules contribute to the overall functionality of the parent module.

This particular viewpoint serves multiple purposes within software development. It aids in analyzing where modifications may occur within the system, facilitates the communication of the system's structure in manageable sections to new team members, and contributes valuable insights for task allocation.

Considerations like modifiability, choosing between building or reusing components, differentiating between common and unique parts in software product lines, and the skills of developers play vital roles in this decomposition process. This style of decomposition in software design helps in delineating responsibilities for modules, serving as a precursor to subsequent development phases. It also assists in conducting change and impact analyses and enables the effective distribution of work assignments among developers. Additionally, it aids in familiarizing newcomers with the software's organization by presenting it in comprehensible sections. Certain constraints govern the arrangement of these modules. Notably, the decomposition graph must not contain any loops, ensuring a clear and unambiguous hierarchy. Additionally, a crucial constraint dictates that each module can have only one parent, emphasizing a strictly hierarchical structure.

##### **Language(s) to Model/Represent Conforming Views**

Graphic and text concepts, described on the side, depending on the view, using UML as base.

##### **Applicable Evaluation/Analysis Techniques and Consistency/Completeness Criteria**

##### Completeness/consistency criteria include (a) no element has more than one parent; (b) major functionality is provided for by exactly one element; (c) the union of all elements’ functionality covers the requirements for the system; (d) every piece of source code can be mapped to an element in the module decomposition view (if not, the view is not complete); (e) the selection of module aligns with current and proposed procurement decisions. Additional consistency/completeness criteria apply to the specifications of the elements’ interfaces. Applicable evaluation/analysis techniques include (a) scenario-based evaluation techniques such as ATAM [Clements 2001] to assure that projected changes are supported economically by the decomposition; (b) disciplined and detailed mapping to requirements to assure coverage and non-overlapping functionality; (c) cost-based techniques that determine the number and composition of modules for efficient procurement. // TO DO

##### **Viewpoint Source**

#### Data Model Viewpoint Definition

| There will be one of these subsections for each viewpoint defined. The subsections are as follows:   * Abstract: A brief overview of the viewpoint * Stakeholders and their concerns addressed: This section describes the stakeholders and their concerns that this viewpoint is intended to address. Listed are questions that can be answered by consulting views that conform to this viewpoint. Optionally, the section includes significant questions that cannot be answered by consulting views conforming to this viewpoint. * Elements, relations, properties, and constraints: This section defines the types of elements, the relations among them, the significant properties they exhibit, and the constraints they obey for views conforming to this viewpoint. * Language(s) to model/represent conforming views: This section lists the language or languages that will be used to model or represent views conforming to this viewpoint, and cite a definition document for each. * Applicable evaluation/analysis techniques and consistency/completeness criteria: This section describes rules for consistency and completeness that apply to views in this viewpoint, as well as any analysis of evaluation techniques that apply to the view that can be used to predict qualities of the system whose architecture is being specified. * Viewpoint source: This section provides a citation for the source of this viewpoint definition, if any.   Following is an example of a viewpoint definition.  Vie1.5.1 **Module decomposition viewpoint definition**  1.5.1.1 Abstract. Views conforming to the module decomposition viewpoint partition the system into a unique non-overlapping set of hierarchically decomposable implementation units (*modules*).  1.5.1.2 Stakeholders and Their Concerns Addressed. Stakeholders and their concerns addressed by this viewpoint include   * project managers, who must define work assignments, form teams, and formulate project plans and budgets and schedules; * COTS specialists, who need to have software elements defined as units of functionality, so they can search the marketplace and perform trade studies to find suitable COTS candidates; * testers and integrators who use the modules as their unit of work; * configuration management specialists who are in charge of maintaining current and past versions of the elements; * system build engineers who use the elements to produce a running version of the system; * maintainers, who are tasked with modifying the software elements; * implementers, who are required to implement the elements; * software architects for those software elements sufficiently large or complex enough to warrant their own software architectures; * the customer, who is concerned that projected changes to the system over its lifetime can be made economically by confining the effects of each change to a small number of elements.   1.5.1.3 Elements, Relations, Properties, and Constraints. Elements of the module decomposition viewpoint are modules, which are units of implementation that provide defined functionality. Modules are hierarchically decomposable; hence, the relation is “is-part-of.” Properties of elements include their names, the functionality assigned to them (including a statement of the quality attributes associated with that functionality), and their software-to-software interfaces. The module properties may include requirements allocation, supporting requirements traceability.  1.5.1.4 Language(s) to Model/Represent Conforming Views. Views conforming to the module decomposition viewpoint may be represented by (a) plain text using indentation or outline form [Clements 2002]; (b) UML, using subsystems or classes to represent elements and “is part of” or nesting to represent the decomposition relation.  1.5.1.5 Applicable Evaluation/Analysis Techniques and Consistency/Completeness Criteria. Completeness/consistency criteria include (a) no element has more than one parent; (b) major functionality is provided for by exactly one element; (c) the union of all elements’ functionality covers the requirements for the system; (d) every piece of source code can be mapped to an element in the module decomposition view (if not, the view is not complete); (e) the selection of module aligns with current and proposed procurement decisions. Additional consistency/completeness criteria apply to the specifications of the elements’ interfaces. Applicable evaluation/analysis techniques include (a) scenario-based evaluation techniques such as ATAM [Clements 2001] to assure that projected changes are supported economically by the decomposition; (b) disciplined and detailed mapping to requirements to assure coverage and non-overlapping functionality; (c) cost-based techniques that determine the number and composition of modules for efficient procurement.  1.5.1.6 Viewpoint Source. [Clements 2002, Section 2.1] describes the module decomposition style, which corresponds in large measure to this viewpoint. |
| --- |

##### **Abstract**

The data model viewpoint represents crucial information that requires storage within the system, playing an essential role in establishing a solid organizational structure for the data system.

##### **Stakeholders and Their Concerns Addressed**

The stakeholders involved in this viewpoint are:

* **Application software developers** play a crucial role in designing and implementing software modules that interact with the database. Their focus is on creating a modular view to ensure the well-organized data storage and management.
* **Project managers** make use of the data model view to guarantee that the data structure aligns with the project’s goals and the data architecture remains adaptable to the project’s requirements.

##### **Elements, Relations, Properties, and Constraints**

O que tá nos slides é:

Relations

* “one-to-one”, “one-to-many”, “many-to-one”, and “many-to-many” relationships, which are associations between data entities.
* “generalization”/”specialization”, which indicate an “is-a” relation between entities.
* “aggregation”, which turns a relationship into an aggregate entity.“

Constraints

• Normalization may impose restrictions on intra and inter-entity dependencies.

The elements of the data model view are data entities which in this project are users, games, ratings and opinions (type, category e buy tb são entities? Ou seja, todos os dentro do models?). These entities represent real word objects within a system and encapsulates specific information for the application. They have the following relations between each other:

* **Users:** have a relation one to many with ‘cart’ (a shopping cart with references to many games), many to many with ‘followers’ and ‘following’ (both referring to other users) and a one to one relationship with wish list (which references games).
* **Ratings:** relation one to one with the user and one to one (ou para 0) with opinion.
* **Opinions:** relation one to one with user.
* **Games:** relation one to many with ratings.

Falta ver se há agregações acho

Certain entities, such as ‘ratings’ and ‘opinions’ impose constraints such as limiting the length of the message to 5000 characters.

##### **Language(s) to Model/Represent Conforming Views**

##### **Applicable Evaluation/Analysis Techniques and Consistency/Completeness Criteria**

##### **Viewpoint Source**

#### Uses Viewpoint Definition

##### **Abstract**

The uses viewpoint shows the developers what other modules must exist so the system works in an effective way. It shows the relations between modules, indicating how they should be used to maintain complexity under control, avoiding the system’s modifiability degradation due to unwished dependencies.

##### **Stakeholders and Their Concerns Addressed**

The stakeholders involved in this viewpoint are:

* **Application software developers** are responsible for integrating modules within the application and ensuring that these modules interact effectively with each other.
* **Project managers** utilize the uses viewpoint to understand the module, helping in project planning. This viewpoint also helps reducing the project’s complexity, leading to an easier management of the projects managers and guaranteeing the project is concluded within the time expected.
* **Maintainers.** The uses viewpoint helps maintainers identifying and fixing dependency problems and helps them making the necessary changes in the application without breaking functionality.
  + - * 1. **Elements, Relations, Properties, and Constraints**

The elements of the uses viewpoint are the modules which in this project are:

##### **Language(s) to Model/Represent Conforming Views**

##### **Applicable Evaluation/Analysis Techniques and Consistency/Completeness Criteria**

##### **Viewpoint Source**

### C&C View

#### Client-Server Viewpoint Definition

##### **Abstract**

The client-server viewpoint offers a structured approach to manage shared resources and services in a distributed environment. It serves to separate client applications from service implementations, allowing for a clear and well-organized system design that promotes modifiability, scalability, security and other crucial factors.

##### **Stakeholders and Their Concerns Addressed**

This viewpoint involves several stakeholders, each with distinct concerns crucial to the successful operation of the system. These stakeholders include security engineers, developers, project managers and maintainers. **Security engineers** play a crucial role in ensuring the integrity, confidentiality and availability of the system, focusing on protecting it against several vulnerabilities and potential attacks, safeguarding the overall security of the system. **Application software developers** not only prioritize creating a structured and modular architecture so the system is effectively organized and supports scalability but also facilitating easier maintenance, updates and scalability. P**roject managers** act like intermediaries between clients and servers, so they benefit from the clear separation of concerns. This separation enhances project planning, contributing to defining timelines for deliveries and budget constraints. **Maintainers**, responsible for code updates and bug fixes, appreciate well-organized system designs, being useful for modifications without causing unintended effects on the client side.

##### **Elements, Relations, Properties, and Constraints**

Elements of the module decomposition viewpoint are modules, which are units of implementation that provide defined functionality. Modules are hierarchically decomposable; hence, the relation is “is-part-of.” Properties of elements include their names, the functionality assigned to them (including a statement of the quality attributes associated with that functionality), and their software-to-software interfaces. The module properties may include requirements allocation, supporting requirements traceability.

##### **Language(s) to Model/Represent Conforming Views**

##### **Applicable Evaluation/Analysis Techniques and Consistency/Completeness Criteria**

##### **Viewpoint Source**

### Allocation View

#### Work Assignment Viewpoint Definition

##### **Abstract**

##### **Stakeholders and Their Concerns Addressed**

##### **Elements, Relations, Properties, and Constraints**

Elements of the module decomposition viewpoint are modules, which are units of implementation that provide defined functionality. Modules are hierarchically decomposable; hence, the relation is “is-part-of.” Properties of elements include their names, the functionality assigned to them (including a statement of the quality attributes associated with that functionality), and their software-to-software interfaces. The module properties may include requirements allocation, supporting requirements traceability.

##### **Language(s) to Model/Represent Conforming Views**

##### **Applicable Evaluation/Analysis Techniques and Consistency/Completeness Criteria**

##### **Viewpoint Source**

## How a View is Documented

| **CONTENTS OF THIS SECTION**: This section describes how the documentation for a view is structured and organized. If you change the *organization* of information in Section 3, then you should also change its description in here. Otherwise, this section is all boilerplate.  If you choose to document all information in a view in a single presentation, then you will not need view packets. In that case, the template is as follows:   * Section 3.i: Name of view * Section 3.i.1: View description * Section 3.i.2: Primary presentation. This section presents the elements and the relations among them that populate this view packet, using an appropriate language, languages, notation, or tool-based representation. * Section 3.i.3: Element catalog. Whereas the primary presentation shows the important elements and relations of the view packet, this section provides additional information needed to complete the architectural picture. It consists of subsections for (respectively) elements, relations, interfaces, behavior, and constraints. * Section 3.i.4: Context diagram. This section provides a context diagram showing the context of the part of the system represented by this view packet. It also designates the view packet’s scope with a distinguished symbol, and shows interactions with external entities in the vocabulary of the view. * Section 3.i.5: Variability mechanisms. This section describes any variabilities that are available in the portion of the system shown in the view packet, along with how and when those mechanisms may be exercised. * Section 3.i.6: Architecture background. This section provides rationale for any significant design decisions whose scope is limited to this view packet. |
| --- |

Section 3 of this SAD contains one view for each viewpoint listed in Section 1.5. Each view is documented as a set of view packets. A view packet is the smallest bundle of architectural documentation that might be given to an individual stakeholder.

Each view is documented as follows, where the letter *i* stands for the number of the view: 1, 2, etc.:

* Section 3.i: Name of view.
* Section 3.i.1: View description. This section describes the purpose and contents of the view. It should refer to (and match) the viewpoint description in Section 1.5 to which this view conforms.
* Section 3.i.2: View packet overview. This section shows the set of view packets in this view, and provides rationale that explains why the chosen set is complete and non-duplicative. The set of view packets may be listed textually, or shown graphically in terms of how they partition the entire architecture being shown in the view.
* Section 3.i.3: Architecture background. Whereas the architecture background of Section 2 pertains to those constraints and decisions whose scope is the entire architecture, this section provides any architecture background (including significant driving requirements, design approaches, patterns, analysis results, and requirements coverage) that applies to this view.
* Section 3.i.4: Variability mechanisms. This section describes any architectural variability mechanisms (e.g., adaptation data, compile-time parameters, variable replication, and so forth) described by this view, including a description of how and when those mechanisms may be exercised and any constraints on their use.
* Section 3.i.5: View packets. This section presents all of the view packets given for this view. Each view packet is described using the following outline, where the letter *j* stands for the number of the view packet being described: 1, 2, etc.
* Section 3.i.5.j: View packet #j.
* Section 3.i.5.j.1: Primary presentation. This section presents the elements and the relations among them that populate this view packet, using an appropriate language, languages, notation, or tool-based representation.
* Section 3.i.5.j.2: Element catalog. Whereas the primary presentation shows the important elements and relations of the view packet, this section provides additional information needed to complete the architectural picture. It consists of the following subsections:
* Section 3.i.5.j.2.1: Elements.This section describes each element shown in the primary presentation, details its responsibilities of each element, and specifies values of the elements’ relevant *properties*, which are defined in the viewpoint to which this view conforms.
* Section 3.i.5.j.2.2: Relations.This section describes any additional relations among elements shown in the primary presentation, or specializations or restrictions on the relations shown in the primary presentation.
* Section 3.i.5.j.2.3: Interfaces.This section specifies the software interfaces to any elements shown in the primary presentation that must be visible to other elements.
* Section 3.i.5.j.2.4: Behavior. This section specifies any significant behavior of elements or groups of interacting elements shown in the primary presentation.
* Section 3.i.5.j.2.5: Constraints: This section lists any constraints on elements or relations not otherwise described.
* Section 3.i.5.j.3: Context diagram. This section provides a context diagram showing the context of the part of the system represented by this view packet. It also designates the view packet’s scope with a distinguished symbol, and shows interactions with external entities in the vocabulary of the view.
* Section 3.i.5.j.4: Variability mechanisms. This section describes any variabilities that are available in the portion of the system shown in the view packet, along with how and when those mechanisms may be exercised.
* Section 3.i.5.j.5: Architecture background. This section provides rationale for any significant design decisions whose scope is limited to this view packet.
* Section 3.i.5.j.6: Relation to other view packets. This section provides references for related view packets, including the parent, children, and siblings of this view packet. Related view packets may be in the same view or in different views.

## Relationship to Other SADs

| **CONTENTS OF THIS SECTION**: This section describes the relationship between this SAD and other architecture documents, both system and software. For example, a large project may choose to have one SAD that defines the system-of-systems architecture, and other SADs to define the architecture of systems or subsystems. An embedded system may well have a *system* architecture document, in which case this section would explain how the information in here traces to information there.  If none, say “Not applicable.” |
| --- |

## Process for Updating this SAD

| **CONTENTS OF THIS SECTION**: This section describes the process a reader should follow to report discrepancies, errors, inconsistencies, or omissions from this SAD. The section also includes necessary contact information for submitting the report. If a form is required, either a copy of the blank form that may be photocopied is included, or a reference to an online version is provided. This section also describes how error reports are handled, and how and when a submitter will be notified of the issue’s disposition. |
| --- |

# Architecture Background

## Problem Background

| **CONTENTS OF THIS SECTION**: The sub-parts of Section 2.1 explain the constraints that provided the significant influence over the architecture. |
| --- |

O projeto que irá ser falado corresponde a uma avaliação da cadeira “Projeto de Sistemas de Informação” da Licenciatura em Engenharia Informática da Faculdade de Ciências da Universidade de Lisboa.

Este trabalho foi realizado ao longo de um semestre desse mesmo ano. Não se espera que o mesmo seja comparado com aplicações parecidas que são utilizadas a nível global, pois, mesmo que acabado, não apresenta todas as funcionalidades nem segurança que o grupo quis implementar devido aos limites de tempo.

### System Overview

| **CONTENTS OF THIS SECTION**: This section describes the general function and purpose for the system or subsystem whose architecture is described in this SAD. |
| --- |

Este trabalho tem como objetivo ligar jogadores de videojogos num local para que possam partilhar os seus jogos favoritos através de listas que coloquem nos seus perfis. Estes perfis por sua vez podem ser seguidos para que possam mais rapidamente ser acedidos.

Falando da organização do mesmo, este projeto é dividido em “frontend” e “backend”.

O frontend apresenta o aspeto visual do trabalho, tal como o nome diz, foi realizado usando a plataforma angular que se baseia em TypeScript. Por sua vez, através de comunicações RESTful com o backend obtém informações da base de dados.

O backend está associado à lógica de servidor na forma que manipula os dados presentes na base de dados. Através da framework Express que se baseia em node.js é criada uma API RESTful que trata da lógica de dados presente no servidor. Para servidor utiliza-se o MongoDB para guardar os dados.

### Goals and Context

| **CONTENTS OF THIS SECTION**: This section describes the goals and major contextual factors for the software architecture. The section includes a description of the role software architecture plays in the life cycle, the relationship to system engineering results and artifacts, and any other relevant factors. |
| --- |

O objetivo deste projeto é ser o ponto de encontro para outras pessoas que tenham o mesmo interesse em videojogos, sendo assim criado um protótipo que consegue criar perfis, listas de jogos, visualização de jogos, entre outros. Como não se trata mais que um protótipo, fizemos questão em aprimorar as funções do mesmo e não focar tanto na qualidade estética do mesmo.

(Pequeno diagrama a mostrar como funciona)

### Significant Driving Requirements

| **CONTENTS OF THIS SECTION**: This section describes behavioral and quality attribute requirements (original or derived) that shaped the software architecture. Included are any scenarios that express driving behavioral and quality attribute goals, such as those crafted during a Quality Attribute Workshop (QAW) [Barbacci 2003] or software architecture evaluation using the Architecture Tradeoff Analysis Method[[2]](#footnote-1)SM (ATAMSM) [Bass 2003]. |
| --- |

**2.1.3.1 Usability**

**QAS1 -** O utilizador quer criar uma conta e começar a seguir uma pessoa em específico já presente na base de dados. Fazer isto pode demorar entre 2 a 5 min, dependendo se já se sabe o nome da pessoa em questão na plataforma ou não, ou seja, cerca de 1 min a criar uma conta e os restantes a pesquisar.

(Imagem)

**2.1.3.2 Maintainabilty**

**QAS2 -** Os programadores se quiserem resolver um bug no front-end podem no fazer sem ter de realizar qualquer paragem do site. Quando acabar, o código é injetado para o site fazendo com que a página tenha um breve “refresh” voltando ao seu funcionamento normal.

Se o bug estiver na lógica de servidor para que o mesmo seja realizado terá de ser feita a paragem do servidor, tal como, da página front-end devido aos endpoints de busca de informação do servidor, que irão estar fechados. Para que se consiga injetar o código novo, isto pode demorar variado tempo, dependendo do tamanho da base de dados.

(Imagem)

**2.1.3.3 Modifiability**

**QAS3 -** Caso o programador queira adicionar uma funcionalidade, irá ter um comportamento igual ao do tópico acima, no front-end irá ser feita uma breve “refresh” para que o novo código seja implementado, enquanto que no back-end irá se proceder à paragem do servidor por indeterminado tempo, dependendo do tamanho da base de dados.

(Image)

## Solution Background

| **CONTENTS OF THIS SECTION**: The sub-parts of Section 2.2 provide a description of why the architecture is the way that it is, and a convincing argument that the architecture is the right one to satisfy the behavioral and quality attribute goals levied upon it. |
| --- |

### Architectural Approaches

| **CONTENTS OF THIS SECTION**: This section provides a rationale for the major design decisions embodied by the software architecture. It describes any design approaches applied to the software architecture, including the use of architectural styles or design patterns, when the scope of those approaches transcends any single architectural view. The section also provides a rationale for the selection of those approaches. It also describes any significant alternatives that were seriously considered and why they were ultimately rejected. The section describes any relevant COTS issues, including any associated trade studies. |
| --- |

Devido ao teor do trabalho e quando foi concebido, não houve grande pensamento arquitetural, só o conhecimento prévio que o projeto deveria ser realizado usando a framework Angular para o frontend e express e node.js para o backend da aplicação.

Mesmo assim calculou-se que em termos arquiteturais o trabalho encaixa no aspeto Client - Server tendo 3 tiers.

O primeiro tier é composto pela lógica de utilizador. Este é responsável por demonstrar uma vista para o utilizador. Ainda é responsável pelo routing e pela criação e armazenamento de cookies. Esta camada faz ligação com o tier abaixo através de uma relação RESTful, onde obtém informação e manipula dados.

O segundo tier corresponde à lógica de servidor. Está responsável, como referido na descrição do tópico anterior, pela manipulação de dados e extração de dados da base de dados. Por outras palavras, está responsável por realizar métodos primitivos como, “add”, “update”, “remove”, como mesmo realizar métodos mais complexos de manipulação de dados.

A terceira e última camada está inserida na base de dados na forma que está responsável pelo armazenamento de dados.

### Analysis Results

| **CONTENTS OF THIS SECTION**: This section describes the results of any quantitative or qualitative analyses that have been performed that provide evidence that the software architecture is fit for purpose. If an Architecture Tradeoff Analysis Method evaluation has been performed, it is included in the analysis sections of its final report. This section refers to the results of any other relevant trade studies, quantitative modeling, or other analysis results. |
| --- |

Como já realçado em tópicos anteriores não foram realizados quaisquer testes, em termos de performance usando diferentes arquiteturas.

### Requirements Coverage

| **CONTENTS OF THIS SECTION**: This section describes the requirements (original or derived) addressed by the software architecture, with a short statement about where in the architecture each requirement is addressed. |
| --- |

Aquando da realização deste trabalho devido ao teor do projeto pensou se que os aspetos mais importantes seriam a modificação e a reutilização de código do mesmo.

Para demonstrar isto, tomemos como exemplo o frontend. Podemos reparar que existe uma classe “app.module.ts” que está responsável por todas as camadas do website. Podemos facilmente criar uma nova funcionalidade e criar uma ligação a esta classe. Em termos de reutilização, esta mesma classe seria um exemplo disso, já que utiliza-se uma classe que organiza todas as funcionalidades da aplicação.

Outro requisito que tivemos muita preocupação a realizar foi a sua usabilidade por parte do utilizador pois queríamos criar a melhor experiência social entre utilizadores, como também a partilha e visualização de jogos. Isto pode ser claramente percebido através da interface do cliente.

### Summary of Background Changes Reflected in Current Version

| **CONTENTS OF THIS SECTION**: For versions of the SAD after the original release, this section summarizes the actions, decisions, decision drivers, analysis and trade study results that became decision drivers, requirements changes that became decision drivers, and how these decisions have caused the architecture to evolve or change. |
| --- |

## Product Line Reuse Considerations

| **CONTENTS OF THIS SECTION**: When a software product line is being developed, this section details how the software covered by this SAD is planned or expected to be reused in order to support the product line vision. In particular, this section includes a complete list of the variations that are planned to be produced and supported. "Variation" refers to a variant of the software produced through the use of pre-planned variation mechanisms made available in the software architecture. It may refer to a variant of one of the modules identified in this SAD, or a collection of modules, or the entire system or subsystem covered by this SAD. For each variation, the section identifies the increment(s) of the software build in which (a) the variation will be available; and (b) the variation will be used. Finally, this section describes any additional potential that exists to reuse one or more of the modules or their identified variations, even if this reuse is not currently planned for any increment. |
| --- |

# Views

| **CONTENTS OF THIS SECTION**: The sub-parts of Section 3 specify the views corresponding to the viewpoints listed in Section 1.5. |
| --- |

This section contains the views of the software architecture. A view is a representation of a whole system from the perspective of a related set of concerns [IEEE 1471]. Concretely, a view shows a particular type of software architectural elements that occur in a system, their properties, and the relations among them. A view conforms to a defining viewpoint.

Architectural views can be divided into three groups, depending on the broad nature of the elements they show. These are:

* Module views. Here, the elements are modules, which are units of implementation. Modules represent a code-based way of considering the system. Modules are assigned areas of functional responsibility, and are assigned to teams for implementation. There is less emphasis on how the resulting software manifests itself at runtime. Module structures allow us to answer questions such as: What is the primary functional responsibility assigned to each module? What other software elements is a module allowed to use? What other software does it actually use? What modules are related to other modules by generalization or specialization (i.e., inheritance) relationships?
* Component-and-connector views. Here, the elements are runtime components (which are principal units of computation) and connectors (which are the communication vehicles among components). Component and connector structures help answer questions such as: What are the major executing components and how do they interact? What are the major shared data stores? Which parts of the system are replicated? How does data progress through the system? What parts of the system can run in parallel? How can the system’s structure change as it executes?
* Allocation views. These views show the relationship between the software elements and elements in one or more external environments in which the software is created and executed. Allocation structures answer questions such as: What processor does each software element execute on? In what files is each element stored during development, testing, and system building? What is the assignment of the software element to development teams?

These three kinds of structures correspond to the three broad kinds of decisions that architectural design involves:

* How is the system to be structured as a set of code units (modules)
* How is the system to be structured as a set of elements that have run-time behavior (components) and interactions (connectors) ?
* How is the system to relate to non-software structures in its environment (such as CPUs, file systems, networks, development teams, etc.)?

Often, a view shows information from more than one of these categories. However, unless chosen carefully, the information in such a hybrid view can be confusing and not well understood.

The views presented in this SAD are the following:

| **Name of view** | **Viewtype that defines this view** | **Types of elements and relations shown** | | **Is this a module view?** | **Is this a component-and-connector view?** | **Is this an allocation view?** |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |

## <Insert view name> View

| **CONTENTS OF THIS SECTION**: For each view documented in this SAD, the sub-parts of Section 3.1 specify it using the outline given in Section 1.6. This part of the template assumes you are using view packets to divide up a view into management chunks. If not, then see the note in Section 1.6 as to what outline to use for each view. |
| --- |

### View Description

### View Packet Overview

This view has been divided into the following view packets for convenience of presentation:

<<list, table, or diagram>>

### Architecture Background

### Variability Mechanisms

### View Packets

| **CONTENTS OF THIS SECTION**: For each view packet in the view, this section describes it using the outline given in Section 1.6. |
| --- |

#### View packet # j

##### Primary Presentation

##### Element Catalog

###### Elements

###### Relations

###### Interfaces

###### Behavior

###### Constraints

##### Context Diagram

##### Variability Mechanisms

##### Architecture Background

##### Related View Packets

# Relations Among Views

Each of the views specified in Section 3 provides a different perspective and design handle on a system, and each is valid and useful in its own right. Although the views give different system perspectives, they are not independent. Elements of one view will be related to elements of other views, and we need to reason about these relations. For example, a module in a decomposition view may be manifested as one, part of one, or several components in one of the component-and-connector views, reflecting its runtime alter-ego. In general, mappings between views are many to many. Section 4 describes the relations that exist among the views given in Section 3. As required by ANSI/IEEE 1471-2000, it also describes any known inconsistencies among the views.

## General Relations Among Views

| **CONTENTS OF THIS SECTION**: This section describes the general relationship among the views chosen to represent the architecture. Also in this section, consistency among those views is discussed and any known inconsistencies are identified. |
| --- |

## View-to-View Relations

| **CONTENTS OF THIS SECTION**: For each set of views related to each other, this section shows how the elements in one view are related to elements in another. |
| --- |

# Referenced Materials

| **CONTENTS OF THIS SECTION**: This section provides citations for each reference document. Provide enough information so that a reader of the SAD can be reasonably expected to locate the document. |
| --- |

| Barbacci 2003 | Barbacci, M.; Ellison, R.; Lattanze, A.; Stafford, J.; Weinstock, C.; & Wood, W. *Quality Attribute Workshops (QAWs)*, Third Edition (CMU/SEI-2003-TR-016). Pittsburgh, PA: Software Engineering Institute, Carnegie Mellon University, 2003. <http://www.sei.cmu.edu/publications/documents/03.reports/03tr016.html>. |
| --- | --- |
| Bass 2003 | Bass, Clements, Kazman, *Software Architecture in Practice,* second edition, Addison Wesley Longman, 2003. |
| Clements 2001 | Clements, Kazman, Klein, *Evaluating Software Architectures: Methods and Case Studies,* Addison Wesley Longman, 2001. |
| Clements 2002 | Clements, Bachmann, Bass, Garlan, Ivers, Little, Nord, Stafford, *Documenting Software Architectures: Views and Beyond*, Addison Wesley Longman, 2002. |
| IEEE 1471 | ANSI/IEEE-1471-2000, *IEEE Recommended Practice for Architectural Description of Software-Intensive Systems*, 21 September 2000. |

# Directory

## Index

| **CONTENTS OF THIS SECTION**: This section provides an index of all element names, relation names, and property names. For each entry, the following are identified:   * the location in the SAD where it was defined * each place it was used   Ideally, each entry will be a hyperlink so a reader can instantly navigate to the indicated location. |
| --- |

## Glossary

| **CONTENTS OF THIS SECTION**: This section provides a list of definitions of special terms and acronyms used in the SAD. If terms are used in the SAD that are also used in a parent SAD and the definition is different, this section explains why. |
| --- |

| Term | Definition |
| --- | --- |
| software architecture | The structure or structures of that system, which comprise software elements, the externally visible properties of those elements, and the relationships among them [Bass 2003]. "Externally visible” properties refer to those assumptions other elements can make of an element, such as its provided services, performance characteristics, fault handling, shared resource usage, and so on. |
| view | A representation of a whole system from the perspective of a related set of concerns [IEEE 1471]. A representation of a particular type of software architectural elements that occur in a system, their properties, and the relations among them. A view conforms to a defining viewpoint. |
| view packet | The smallest package of architectural documentation that could usefully be given to a stakeholder. The documentation of a view is composed of one or more view packets. |
| viewpoint | A specification of the conventions for constructing and using a view; a pattern or template from which to develop individual views by establishing the purposes and audience for a view, and the techniques for its creation and analysis [IEEE 1471]. Identifies the set of concerns to be addressed, and identifies the modeling techniques, evaluation techniques, consistency checking techniques, etc., used by any conforming view. |

## Acronym List

| API | Application Programming Interface; Application Program Interface; Application Programmer Interface |
| --- | --- |
| ATAM | Architecture Tradeoff Analysis Method |
| CMM | Capability Maturity Model |
| CMMI | Capability Maturity Model Integration |
| CORBA | Common object request broker architecture |
| COTS | Commercial-Off-The-Shelf |
| EPIC | Evolutionary Process for Integrating COTS-Based Systems |
| IEEE | Institute of Electrical and Electronics Engineers |
| KPA | Key Process Area |
| OO | Object Oriented |
| ORB | Object Request Broker |
| OS | Operating System |
| QAW | Quality Attribute Workshop |
| RUP | Rational Unified Process |
| SAD | Software Architecture Document |
| SDE | Software Development Environment |
| SEE | Software Engineering Environment |
| SEI | Software Engineering Institute  Systems Engineering & Integration  Software End Item |
| SEPG | Software Engineering Process Group |
| SLOC | Source Lines of Code |
| SW-CMM | Capability Maturity Model for Software |
| CMMI-SW | Capability Maturity Model Integrated - includes Software Engineering |
| UML | Unified Modeling Language |

# Sample Figures & Tables
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*Figure 1: Sample Figure*

*Table 2: Sample Table*
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1. **Appendices**

| **CONTENTS OF THIS SECTION**: Appendices may be used to provide information published separately for convenience in document maintenance (e.g., charts, classified data, API specification). As applicable, each appendix is referenced in the main body of the document where the data would normally have been provided. Appendices may be bound as separate documents for ease in handling. If your SAD has no appendices, delete this page. |
| --- |

* 1. **Heading 2 - Appendix**
  2. **Heading 2 - Appendix**

1. Here, a system may refer to a system of systems. [↑](#footnote-ref-0)
2. SM Quality Attribute Workshop and QAW and Architecture Tradeoff Analysis Method and ATAM are service marks of Carnegie Mellon University. [↑](#footnote-ref-1)