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# Задача:

Написать 2 программы, решающие задачу коммивояжера. Граф G задан матрицей c[i,j]. Использовать алгоритмы прямого перебора и метод ветвей и границ (схема одновременного ветвления). Сравнить трудоемкость двух алгоритмов.
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# Теоретическая часть.

**Элементы теории графов**

Граф – пара G(V,E), где V = {V1,V2, …,Vn} – множество вершин графа G, E – множество ребёр (дуг) графа: Е={ (V1i, V2i) }.  
Рёбра можно задавать разными способами, например матрицей инцидентности или списком ребёр.  
Взвешенный граф – граф, каждой дуге которого приписан её вес.  
Цикл в графе – маршрут, заданный последовательностью вершин, каждая вершина посещается по одному разу, и начальная вершина совпадает с конечной.

**Задача коммивояжера**

*Имеется взвешенный неориентированный связный граф. Необходимо найти гамильтонов цикл наименьшей длины, т.е. нужно обойти все вершины графа, побывав в каждой из них по одному разу, затратив как можно меньше денег.*  
Оценим трудоемкость методом прямого перебора.  
Имеем n! всевозможных маршрутов. Стоимость каждого маршрута – сумма n ребер. Следовательно,  
T(n) = n!·n  
n! можно заменить (n-1)!, т.к. маршрут проходит через все вершины, и поэтому в качестве стартовой мы можем взять вершину vi, располагая оставшиеся вершины (n-1) произвольным образом.  
T(n) = (n-1)!·n = n! – неполиномиальная.  
Для более быстрого решения нашей задачи существует метод ветвей и границ. На самом деле это целая группа методов, они используются для решения множества задач. Их объединяет общая идея, но в каждом случае реализация метода ветвей и границ своя. Впервые этот мтеод был придуман для решения задачи коммивояжера.

**Метод ветвей и границ**

Метод ветвей и границ — общий алгоритмический метод для нахождения оптимальных решений различных задач оптимизации, особенно дискретной и комбинаторной оптимизации. По существу, метод является вариацией полного перебора с отсевом подмножеств допустимых решений, заведомо не содержащих оптимальных решений.  
Общая идея метода может быть описана на примере поиска минимума функции f(x) на множестве допустимых значений переменной x. Функция f и переменная x могут быть произвольной природы. Для метода ветвей и границ необходимы две процедуры: ветвление и нахождение оценок (границ).  
Процедура ветвления состоит в разбиении множества допустимых значений переменной x на подобласти (подмножества) меньших размеров. Процедуру можно рекурсивно применять к подобластям. Полученные подобласти образуют дерево, называемое деревом поиска или деревом ветвей и границ. Узлами этого дерева являются построенные подобласти (подмножества множества значений переменной x).  
  
Процедура нахождения оценок заключается в поиске верхних и нижних границ для решения задачи на подобласти допустимых значений переменной x.  
В основе метода ветвей и границ лежит следующая идея: если нижняя граница значений функции на подобласти A дерева поиска больше, чем верхняя граница на какой-либо ранее просмотренной подобласти B, то A может быть исключена из дальнейшего рассмотрения (правило отсева). Обычно минимальную из полученных верхних оценок записывают в глобальную переменную m; любой узел дерева поиска, нижняя граница которого больше значения m, может быть исключён из дальнейшего рассмотрения.  
Если нижняя граница для узла дерева совпадает с верхней границей, то это значение является минимумом функции и достигается на соответствующей подобласти.

# Листинг

|  |
| --- |
| package ru.labs.fnick;  import java.util.ArrayList; import java.util.Arrays;  public class TSP {  static int T = 0;  static Route bestRoute = new Route();  final static int Infinity = Integer.MAX\_VALUE;   private static class Route  {  ArrayList<Integer> route;  int lentgth;    public Route()  {  route = new ArrayList<>();  lentgth = 0;  }  }   private static void bfRouteSearcher(int[][] c, Route r, ArrayList<Integer> verticesNotInRoute)  {  int firstIndex = r.route.get(0) - 1;  int lastIndex = r.route.get(r.route.size() - 1) - 1;   if(!verticesNotInRoute.isEmpty())  {  for(int i = 0; i<verticesNotInRoute.size(); ++i)  {  Integer justRemoved = (Integer) verticesNotInRoute.remove(0);  Route newRoute = new Route();  newRoute.route = (ArrayList<Integer>) r.route.clone();  newRoute.route.add(justRemoved);  if (c[lastIndex][justRemoved - 1] != Infinity && r.lentgth != Infinity)  newRoute.lentgth = r.lentgth + c[lastIndex][justRemoved - 1];  else  newRoute.lentgth = Infinity;   bfRouteSearcher(c, newRoute, verticesNotInRoute);  verticesNotInRoute.add(justRemoved);  }  }  else  {  T += r.route.size();  if (c[lastIndex][firstIndex] == Infinity || r.lentgth == Infinity)  return;  r.lentgth += c[lastIndex][firstIndex];  if(r.lentgth < bestRoute.lentgth)  bestRoute = r;  }  }   public static void bruteforce(int[][] c)  {  T = 0;  int n = c.length;  bestRoute = new Route();  bestRoute.lentgth = Infinity;   ArrayList<Integer> lst = new ArrayList<Integer>();  for (int i = 2; i <= n; ++i)  lst.add(i);  Route route = new Route();  route.route.add(1);   bfRouteSearcher(c, route, lst);  }   public static void bnbRouteSearcher(int[][] c, Route r, ArrayList<Integer> verticesNotInRoute, int record)  {  int n = c.length;   int firstIndex = r.route.get(0) - 1;  int lastIndex = r.route.get(r.route.size() - 1) - 1;   for(int i = 0; i<verticesNotInRoute.size(); ++i)  {  Integer justRemoved = (Integer) verticesNotInRoute.remove(0);  Route newRoute = new Route();  newRoute.route = (ArrayList<Integer>) r.route.clone();  newRoute.route.add(justRemoved);   if (c[lastIndex][justRemoved - 1] != Infinity)  {  newRoute.lentgth = r.lentgth + c[lastIndex][justRemoved - 1];   int alpha, beta;  int h = newRoute.lentgth;   int[][] c\_new = new int[n][n];  for (int j = 0; j < n; ++j)  System.arraycopy(c[j], 0, c\_new[j], 0, n);  c\_new[justRemoved - 1][firstIndex] = Infinity;   for (Integer j = 0; j < n; ++j)  {  boolean out = false;  if (r.route.contains(j + 1))  out = true;  if (!out)  {  alpha = Infinity;   for (Integer k = 0; k < n; ++k)  {  boolean in = false;  newRoute.route.remove(0);  if (newRoute.route.contains(k + 1))  in = true;  newRoute.route.add(0, firstIndex + 1);   if (!in)  alpha = Math.min(alpha, c\_new[j][k]);  }   if (alpha != Infinity)  h += alpha;  else  {  h = Infinity;  break;  }   for (Integer k = 0; k < n; ++k)  if (c\_new[j][k] != Infinity)  c\_new[j][k] -= alpha;  }  }   for (Integer k = 0; k < n; ++k)  {  boolean in = false;  newRoute.route.remove(0);  if (newRoute.route.contains(k + 1))  in = true;  newRoute.route.add(0, firstIndex + 1);  if (!in)  {  beta = Infinity;   for (Integer j = 0; j < n; ++j)  {  boolean out = false;  if (r.route.contains(j + 1))  out = true;   if (!out)  beta = Math.min(beta, c\_new[j][k]);  }   if (beta != Infinity && h != Infinity)  h += beta;  else  {  h = Infinity;  break;  }  }  }   if (h < record)  {  if (verticesNotInRoute.size() == 1)  {  Integer lastRemoved = (Integer) verticesNotInRoute.remove(0);  newRoute.route.add(lastRemoved);  newRoute.lentgth = h;  if (h < bestRoute.lentgth)  bestRoute = newRoute;  verticesNotInRoute.add(lastRemoved);   T += newRoute.route.size();  } else  bnbRouteSearcher(c, newRoute, verticesNotInRoute, record);  } else  T += (newRoute.route.size() - 1);  } else  T += (newRoute.route.size() - 1);   verticesNotInRoute.add(justRemoved);  }  }   public static void branchNbound(int[][] c)  {  int n = c.length;   bestRoute = new Route();  bestRoute.route.add(1);  Route route = new Route();  route.route.add(1);   ArrayList<Integer> lst = new ArrayList<Integer>();  for (int i = 2; i <= n; ++i)  lst.add(i);  ArrayList<Integer> vertices = (ArrayList<Integer>) lst.clone();   int lastVertex = 1;  while (!lst.isEmpty())  {  Integer min = lst.get(0);  for (Integer v : lst)  if (c[lastVertex - 1][v - 1] < c[lastVertex - 1][min - 1])  min = v;  bestRoute.route.add(min);  if (bestRoute.lentgth != Infinity && c[lastVertex - 1][min - 1] != Infinity)  bestRoute.lentgth += c[lastVertex - 1][min - 1];  else  bestRoute.lentgth = Infinity;  lastVertex = min;  lst.remove(min);  }  if (bestRoute.lentgth != Infinity && c[lastVertex - 1][0] != Infinity)  bestRoute.lentgth += c[lastVertex - 1][0];  else  bestRoute.lentgth = Infinity;   T = bestRoute.route.size();   bnbRouteSearcher(c, route, vertices, bestRoute.lentgth);  }   public static void main(String[] args)  {  int b = Infinity;  int[][] c = {{b, 13, 7, 5, 2, 9},  {8, b, 4, 7, 5, b},  {8, 4, b, 3, 6, 2},  {5, 8, 1, b, 0, 1},  {b, 6, 1, 4, b, b},  {0, 0, b, 3, 7, b}};  bruteforce(c);  System.out.println("Best route: " + bestRoute.route.toString() + " for " + bestRoute.lentgth + "\nT = " + T);   branchNbound(c);  System.out.println("Best route: " + bestRoute.route.toString() + " for " + bestRoute.lentgth + "\nT = " + T);  } } |

# Результаты

С заданными входными данными результат получился следующим (сверху - простой перебор, снизу - метод ветвей и границ):

![](data:image/png;base64,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)