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Загрузим данные для выполнения задания: загрузим пакет Boston и установим ядро.

my.seed <- 1  
data(Boston)  
str(Boston)

## 'data.frame': 506 obs. of 14 variables:  
## $ crim : num 0.00632 0.02731 0.02729 0.03237 0.06905 ...  
## $ zn : num 18 0 0 0 0 0 12.5 12.5 12.5 12.5 ...  
## $ indus : num 2.31 7.07 7.07 2.18 2.18 2.18 7.87 7.87 7.87 7.87 ...  
## $ chas : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ nox : num 0.538 0.469 0.469 0.458 0.458 0.458 0.524 0.524 0.524 0.524 ...  
## $ rm : num 6.58 6.42 7.18 7 7.15 ...  
## $ age : num 65.2 78.9 61.1 45.8 54.2 58.7 66.6 96.1 100 85.9 ...  
## $ dis : num 4.09 4.97 4.97 6.06 6.06 ...  
## $ rad : int 1 2 2 3 3 3 5 5 5 5 ...  
## $ tax : num 296 242 242 222 222 222 311 311 311 311 ...  
## $ ptratio: num 15.3 17.8 17.8 18.7 18.7 18.7 15.2 15.2 15.2 15.2 ...  
## $ black : num 397 397 393 395 397 ...  
## $ lstat : num 4.98 9.14 4.03 2.94 5.33 ...  
## $ medv : num 24 21.6 34.7 33.4 36.2 28.7 22.9 27.1 16.5 18.9 ...

fix(Boston)  
names(Boston)

## [1] "crim" "zn" "indus" "chas" "nox" "rm" "age"   
## [8] "dis" "rad" "tax" "ptratio" "black" "lstat" "medv"

dim(Boston)

## [1] 506 14

Выполним пошаговое включение регрессоров.

regfit.fwd <- regsubsets(crim ~ ., data = Boston,  
 nvmax = 13, method = 'forward')  
summary(regfit.fwd)

## Subset selection object  
## Call: regsubsets.formula(crim ~ ., data = Boston, nvmax = 13, method = "forward")  
## 13 Variables (and intercept)  
## Forced in Forced out  
## zn FALSE FALSE  
## indus FALSE FALSE  
## chas FALSE FALSE  
## nox FALSE FALSE  
## rm FALSE FALSE  
## age FALSE FALSE  
## dis FALSE FALSE  
## rad FALSE FALSE  
## tax FALSE FALSE  
## ptratio FALSE FALSE  
## black FALSE FALSE  
## lstat FALSE FALSE  
## medv FALSE FALSE  
## 1 subsets of each size up to 13  
## Selection Algorithm: forward  
## zn indus chas nox rm age dis rad tax ptratio black lstat medv  
## 1 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " "\*" " "   
## 3 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " "\*" "\*" " "   
## 4 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " "\*" "\*" "\*"   
## 5 ( 1 ) "\*" " " " " " " " " " " " " "\*" " " " " "\*" "\*" "\*"   
## 6 ( 1 ) "\*" " " " " " " " " " " "\*" "\*" " " " " "\*" "\*" "\*"   
## 7 ( 1 ) "\*" " " " " "\*" " " " " "\*" "\*" " " " " "\*" "\*" "\*"   
## 8 ( 1 ) "\*" " " " " "\*" " " " " "\*" "\*" " " "\*" "\*" "\*" "\*"   
## 9 ( 1 ) "\*" "\*" " " "\*" " " " " "\*" "\*" " " "\*" "\*" "\*" "\*"   
## 10 ( 1 ) "\*" "\*" " " "\*" "\*" " " "\*" "\*" " " "\*" "\*" "\*" "\*"   
## 11 ( 1 ) "\*" "\*" " " "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 12 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

round(coef(regfit.fwd, 13), 3)

## (Intercept) zn indus chas nox rm   
## 17.033 0.045 -0.064 -0.749 -10.314 0.430   
## age dis rad tax ptratio black   
## 0.001 -0.987 0.588 -0.004 -0.271 -0.008   
## lstat medv   
## 0.126 -0.199

Запишем функцию для прогноза функции:

predict.regsubsets <- function(object, newdata, id, ...){  
 form <- as.formula(object$call[[2]])  
 mat <- model.matrix(form, newdata)  
 coefi <- coef(object, id = id)  
 xvars <- names(coefi)  
 mat[, xvars] %\*% coefi  
}

Выполним кросс-валидацию для нахождения оптимальной модели

# k-кратная кросс-валидация  
# отбираем 10 блоков наблюдений  
k <- 10  
set.seed(my.seed)  
folds <- sample(1:k, nrow(Boston), replace = T)  
  
# заготовка под матрицу с ошибками  
cv.errors <- matrix(NA, k, 13, dimnames = list(NULL, paste(1:13)))  
  
# заполняем матрицу в цикле по блокам данных  
for (j in 1:k){  
 best.fit <- regsubsets(crim ~ ., data = Boston[folds != j, ],  
 nvmax = 13)  
 # теперь цикл по количеству объясняющих переменных  
 for (i in 1:13){  
 # модельные значения Boston  
 pred <- predict(best.fit, Boston[folds == j, ], id = i)  
 # вписываем ошибку в матрицу  
 cv.errors[j, i] <- mean((Boston$crim[folds == j] - pred)^2)  
 }  
}  
  
# усредняем матрицу по каждому столбцу (т.е. по блокам наблюдений),   
# чтобы получить оценку MSE для каждой модели с фиксированным   
# количеством объясняющих переменных  
mean.cv.errors <- apply(cv.errors, 2, mean)  
round(mean.cv.errors, 0)

## 1 2 3 4 5 6 7 8 9 10 11 12 13   
## 44 43 43 43 42 42 42 42 41 41 41 41 41

# на графике  
plot(mean.cv.errors, type = 'b')  
points(which.min(mean.cv.errors), mean.cv.errors[which.min(mean.cv.errors)],  
 col = 'red', pch = 20, cex = 2)

![](data:image/png;base64,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)

# перестраиваем модель с 12 объясняющими переменными на всём наборе данных  
reg.best <- regsubsets(crim ~ ., data = Boston, nvmax = 13)  
round(coef(reg.best, 12), 3)

## (Intercept) zn indus chas nox rm   
## 16.986 0.045 -0.064 -0.744 -10.202 0.440   
## dis rad tax ptratio black lstat   
## -0.994 0.588 -0.004 -0.270 -0.008 0.128   
## medv   
## -0.199

Наименьшая MSE на тестовой выборке оказалась у модели с 12 предикторами (MSE=41).

Воспльзуемся методом сжатия, а именно лассо-регрессией:

#лассо-регрессия  
# из-за синтаксиса glmnet() формируем явно матрицу объясняющих...  
x <- model.matrix(crim ~ ., Boston)[, -1]  
  
# и вектор значений зависимой переменной  
y <- Boston$crim  
  
set.seed(my.seed)  
train <- sample(1:nrow(x), nrow(x)/2)  
test <- -train  
y.test <- y[test]  
  
# вектор значений гиперпараметра лямбда  
grid <- 10^seq(10, -2, length = 100)  
  
lasso.mod <- glmnet(x[train, ], y[train], alpha = 1, lambda = grid)  
plot(lasso.mod)
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set.seed(my.seed)  
cv.out <- cv.glmnet(x[train, ], y[train], alpha = 1)  
plot(cv.out)
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bestlam <- cv.out$lambda.min  
lasso.pred <- predict(lasso.mod, s = bestlam, newx = x[test, ])  
#MSE на тестовой  
round(mean((lasso.pred - y.test)^2), 0)

## [1] 38

# коэффициенты лучшей модели  
out <- glmnet(x, y, alpha = 1, lambda = grid)  
lasso.coef <- predict(out, type = 'coefficients',  
 s = bestlam)[1:13, ]  
round(lasso.coef, 3)

## (Intercept) zn indus chas nox rm   
## 9.263 0.031 -0.051 -0.513 -3.755 0.041   
## age dis rad tax ptratio black   
## 0.000 -0.601 0.495 0.000 -0.108 -0.008   
## lstat   
## 0.118

round(lasso.coef[lasso.coef != 0], 3)

## (Intercept) zn indus chas nox rm   
## 9.263 0.031 -0.051 -0.513 -3.755 0.041   
## dis rad ptratio black lstat   
## -0.601 0.495 -0.108 -0.008 0.118

МSE оказалась ниже чем у метода пошагового включения, MSE=38.